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ABSTRACT

Graph database engines stand out in the era of big data for their efficiency of modeling and processing linked data. There is a strong need of testing graph database engines. However, random testing, the most practical way of automated test generation, faces the challenges of semantic validity, non-empty result, and behavior diversity to detect bugs in graph database engines. To address these challenges, in this paper, we propose GDsmith, the first black-box approach for testing graph database engines. It ensures that each randomly generated Cypher query satisfies the semantic requirements via skeleton generation and completion. GDsmith includes our technique to improve the behavior diversity of the generated Cypher queries by selecting property keys according to their previous frequencies when generating new queries. Our evaluation results demonstrate that GDsmith is effective and efficient for automated query generation and substantially outperforms the baseline. GDsmith successfully detects 27 previously unknown bugs on the released versions of three popular open-source graph database engines and receive positive feedback from their developers.

CCS CONCEPTS

- Software and its engineering → Software testing and debugging; 
- Information systems → Database query processing; 
- Security and privacy → Database and storage security.
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1 INTRODUCTION

In recent years, graph database engines have been widely used in database applications from various domains, such as knowledge reasoning systems [34] and recommender systems [13, 28]. Graph database engines use graph structures for semantic queries with nodes, relationships, and properties to represent and store data [1]. As a well-known representative of graph database engines, Neo4j [18] has long been ranked first in the DB-Engines Ranking [32] (which ranks graph database engines monthly based on their popularity). Over 800 enterprise customers use Neo4j, including over 75% of Fortune 100 companies [32]. Although there is currently no query language standard for graph databases, it is generally believed that Cypher [8, 9], originally contributed by Neo4j, is the most widely adopted query language specially designed for graph databases because of Neo4j’s overwhelming market share [19]. As an open query language, Cypher is now used by over 10 other graph databases (e.g., RedisGraph [22] and Memgraph [16]) and tens of thousands of developers [19]. Some graph databases that natively support other graph query languages (e.g., Gremlin [7]) are also compatible with Cypher queries via translation tools (e.g., Cypher for Gremlin [6]).

Detecting bugs in graph database engines is critical for two main reasons. First, the underlying code of graph database engines is of high complexity, being error-prone inevitably. For example, Neo4j version 4.3.10 has over 684K non-comment lines of Java code [5], and Memgraph version 2.1.1 has over 103K non-comment lines of C/C++ code [4]. Second, the applications that interact with buggy graph database engines may exhibit unexpected failing behaviors, leading to potential risks. For example, a Neo4j bug\(^1\) in the interpreted runtime leads to incorrect results for the size function (which is a widely used scalar function returning the number of sub-graphs matching the given pattern expression).

To detect bugs in graph database engines with Cypher support, one can adopt random testing [10, 31, 38] to generate two parts of test inputs, as shown in Figure 1. (1) A property graph is a

\(^1\)https://github.com/neo4j/neo4j/issues/12641
directed graph consisting of labeled entities (i.e., nodes and relationships) and properties on entities [12]. A relationship encodes a directed connection between exactly two nodes. A property is a pair consisting of a property key and a property value (which is an instantiation of one of Cypher’s types such as String). (2) Cypher queries are built up using various clauses for querying the property graph [19]. In each Cypher query, clauses are chained together, and they feed intermediate result sets between each other. For example, the matching variables from one MATCH clause will be the context that the next clause exists in. The last part of the Cypher query is one final RETURN clause (which is a period symbol at the end of a Cypher query).

However, adopting existing random testing approaches to detect bugs in graph database engines with Cypher support faces three main challenges. (1) Semantic validity challenge. It is challenging to randomly generate semantically valid Cypher queries. A semantically valid Cypher query has no grammar error (e.g., using wrong keywords) and semantic error (e.g., using undefined variables). Grammar-based testing [10, 31] generates syntactically correct test inputs but wastes testing budget on generating a large number of semantically invalid test inputs. Mutation-based testing [38] produces new test inputs by mutating characters or bits of seed inputs. Such mutations easily lead to invalid semantics and even incorrect syntax because they do not grasp high-level concepts (e.g., scope of variables). However, only semantically valid queries are able to reach core parts of graph database engines and detect deep bugs because semantically invalid queries are filtered out by the engines’ semantic check. (2) Non-empty result challenge. It is challenging to increase the percentage of Cypher queries returning non-empty results among all randomly generated queries. When the property graphs stored in multiple engines are the same, a bug can be detected if the same Cypher query is executed on these engines and their fetched result sets are different. Although simple queries with loose constraints easily return non-empty results [17], randomly generated non-trivial queries are more likely to trigger bugs. However, randomly generated non-trivial queries tend to return empty results because there is no sub-graph matching the randomly generated constraints from these queries to the patterns. (3) Behavior diversity challenge. It is challenging to randomly generate Cypher queries with high behavior diversity. If two Cypher queries cover different property values in a property graph, these two Cypher queries have different behaviors. Improving the behavior diversity of randomly generated queries is desirable because some bugs can be triggered by only specific behaviors (e.g., covering specific property values). However, the existing random testing approaches lack feedback mechanisms to generate new queries covering different property values to improve the behavior diversity in a target manner.

To address the aforementioned challenges, in this paper, we propose GDsmith, the first black-box approach for testing graph database engines. To address the semantic validity challenge, GDsmith first randomly generates a Cypher skeleton that contains uninstantiated parts (e.g., patterns and expressions), then fills the uninstantiated parts with validly defined variables based on the semantics of each clause to obtain a Cypher query. To address the non-empty result challenge, GDsmith includes our technique to increase the probability of producing Cypher queries returning non-empty results by leveraging three types of structural mutation strategies, so that the mutated queries via these strategies not only preserve semantic validity, but also return non-empty results with high probability. To address the behavior diversity challenge, GDsmith dynamically selects property keys according to their previous frequencies when completing new skeletons. The insight is that high behavior diversity can be achieved with evenly distributed frequencies of property keys in Cypher queries returning non-empty results.

We implement GDsmith in Java and conduct a series of evaluations to assess its effectiveness and efficiency measured with five metrics. Our evaluation results show that GDsmith substantially outperforms the baseline. GDsmith achieves 100% semantic validity rate and 98% grammar coverage, whereas the baseline achieves only 16% semantic validity rate. GDsmith is able to produce 69% more queries returning non-empty results than the baseline. The graph mutation score of GDsmith is 4.2× higher than the graph mutation score of the baseline. GDsmith detects three unique bugs on two released versions of Neo4j within 30 minutes whereas the baseline does not detect any bug.

We deploy GDsmith to detect bugs in three popular open-source graph database engines (Neo4j [18], RedisGraph [22], and Memgraph [16]), detecting 27 previously unknown bugs on the released versions. Among the 27 detected bugs, 14 are confirmed by the developers of corresponding engines and 7 are already fixed. The developers of all the three graph database engines have replied that our work contributes to their development. The positive feedback from the developers also shows GDsmith’s high value in practice.

This paper makes the following main contributions:

- **GDsmith**, the first approach of automated test generation for detecting bugs in graph database engines, addressing three main challenges.
- **Evaluations** for demonstrating GDsmith’s effectiveness (substantially outperforming the baseline) and practicability (successfully detecting 27 previously unknown bugs).

The rest of the paper is organized as follows. Section 2 presents the background of our work. Section 3 illustrates our GDsmith approach. Section 4 describes our evaluations. Section 5 discusses related work. Section 6 concludes this paper with future work.

## 2 BACKGROUND

It is known to all that graph database engines are critical software systems. They play an important role in storing and processing linked data. In this section, we provide background information on three graph database engines with Cypher support (which are tested by GDsmith in our evaluations), the Cypher language, and the historical bug statistics for these engines.

### 2.1 Graph Database Engines We Test

We select three popular open-source graph database engines as our test subjects:
2.2 Cypher Language

Cypher is the most widely adopted, fully-specified, and open query language for property graph database engines [19]. It is a declarative graph query language that allows for expressively and efficiently querying the graph store. Complicated database queries can easily be expressed through Cypher. Although there is no standard language for graph databases, Cypher is a key inspiration for the ISO project creating a standard graph query language (GQL) according to the official description [19]. There are also existing translation tools from Cypher to other graph query languages [6].

Cypher lets users simply express what data to retrieve (declarative) while the underlying engine completes the task without requiring they understand implementation details, which is in contrast to imperative languages like Java, scripting languages like Gremlin. In each Cypher query, clauses are chained together, and they feed intermediate result sets between each other. Table 1 shows the core syntax of Cypher\(^1\). Note that \(a\) denotes an alias, \(expr\) denotes an expression, \(node\_pattern\) denotes a node pattern, and \(rel\_pattern\) denotes a relationship pattern. The \texttt{MATCH} clause is used to specify the patterns the Cypher query will search for in the database. \texttt{MATCH} is often coupled to a \texttt{WHERE} part which is a sub-clause and adds restrictions to the \texttt{MATCH} patterns, making them more specific. A \texttt{MATCH} clause can occur at the beginning of the query or later, possibly after a \texttt{WITH} clause. The \texttt{WITH} clause allows query parts to be chained together, piping the results from one to be used as starting points or criteria in the next. The \texttt{UNWIND} clause expands a list into a sequence of records. The \texttt{RETURN} clause defines what to include in the query result set. Figure 1 shows an example Cypher query that aims to find all fof’s names who are friends of friends of Bob. In this query, \texttt{user:User} and \texttt{fof} are node patterns, \texttt{-[r1:FRIEND]-} and \texttt{-[r2:FRIEND]-} are relationship patterns, \texttt{user.name = ‘Bob’} and \texttt{fof.name} are expressions, and \texttt{fofName} is an alias.

\(^1\)The complete syntax and semantics of core Cypher can be referred to in previous work [8, 9].

2.3 Historical Bug Statistics

To gain a good understanding of bugs in graph database engines, we analyze the issues and pull requests in the official Neo4j, RedisGraph, and Memgraph GitHub repositories before December 31, 2021. We regard bug-labeled issues and pull requests as reported bugs because the official repositories of these three graph database engines happen to contain bug labels (which are used to mark possible problems). Note that such filtering is not perfect, and may overlook bugs (some platform-related issues are solved by changing graph database engine versions instead of marking these issues as bugs) and introduce redundant statistics (some bug-labeled pull requests have additional feature updates). From our final statistics, those with bug labels account for about 15\% (2363 out of 15063) of all issues and pull requests.

We first count the number of bug-labeled issues and pull requests in Neo4j, RedisGraph, and Memgraph by month, and plot the growth curve as shown in Figure 2. Neo4j, RedisGraph, and Memgraph have 920, 218, and 5 bug-labeled issues, respectively. In addition, Neo4j, RedisGraph, and Memgraph have 937, 268, and 15 bug-labeled pull requests, respectively. The earliest issue of Neo4j is in November 2012, corresponding to Neo4j version 1.8\(^2\). Since this release, the number of bug-labeled issues has increased gradually over time. The first bug-labeled pull request appears in December 2013 and since then the number of bug-labeled pull requests starts to grow. The growing trend of pull requests continues into 2018, and after that there is no new bug label added. We manually inspect all pull requests from January 2018, and they mainly contain some feature updates, with very few serious bug fixes. All of these pull requests analyzed by us are closed except that two are in the merged state and two other are still open. Since the bug-labeled issues continue to grow from the beginning of 2018 until now, we believe that all bugs raised by users during this period are continuously fixed in the official version updates. Although RedisGraph and Memgraph are released relatively late, since their first releases the users are finding bugs in both graph database engines, and the overall number of bugs is steadily increasing. As the software functionality continues to improve, we have reasons to believe that the sizes of the bugs and the pull requests in these two databases are.

\(^2\)https://neo4j.com/release-notes/page/15/
may grow to the similar sizes as Neo4j. The growing trend of bugs in graph database engines illustrates that there is a strong need for deeply testing graph database engines.

Then we count how many bug-labeled issues contain Cypher queries. We search for the Markdown code snippets in the issue contents (only 1 out of 1143 issues does not contain any code snippet), and determine code snippets to include Cypher queries when the code snippets include specific Cypher syntax keywords such as MATCH and UNWIND (note that we do not use some other Cypher syntax keywords such as AND and OR because they may appear in code or commit logs). We assume that an issue containing more than two used Cypher keywords in a code snippet is considered to contain Cypher queries. This statistical mechanism may introduce some bias, as sometimes users provide detailed Cypher queries after being inquired by developers. Neo4j, RedisGraph, and Memgraph have 358, 133, and 3 bug-labeled issues containing Cypher queries, respectively. It indicates that many bugs in graph database engines can be triggered by executing Cypher queries. Among all closed issues (1043 out of 1143), the bug living time for issues containing Cypher queries is an average of 192 days, whereas the bug living time for the other issues is an average of 298 days (36% less). We conduct further analysis in the order of bug living time and find that there is no difference at the 25% median, but it has 48% and 57% less time at the 50% and 75% median, respectively. These results indicate the potential importance of providing bug-revealing Cypher queries in the issues for speeding up solving difficult bugs during the debugging process.

3 APPROACH

In this paper, we propose GDsmith, the first black-box approach for testing graph database engines. In particular, GDsmith users specify multiple different instances of graph database engines under test. GDsmith is portable and compatible without any requirement of code instrumentation, so it can also test graph database engines whose underlying code is unavailable or incomplete. Given the engines under test, GDsmith automatically outputs test inputs (each including both a database state and Cypher queries) that trigger bugs. To detect whether a bug is triggered (with a test oracle), besides crashing or not, GDsmith can leverage differential testing [15] to detect bugs. For example, GDsmith users can use cross-engines (i.e., comparing results fetched by different graph database engines), cross-versions (i.e., comparing results fetched by different versions of the same graph database engine), or cross-optimization (i.e., comparing results fetched by different query options on the same graph database engine).

The overall algorithm of GDsmith is shown in Algorithm 1. In particular GDsmith generates test inputs through four-step iterations. First, GDsmith randomly generates a database state (Lines 2-3, shown in Section 3.1) and initializes GDsmith’s configuration variables (Lines 4-5). Second, GDsmith produces semantically valid Cypher queries via random generation or mutation (Lines 8-12, shown in Section 3.2). Third, GDsmith executes generated queries on each engine instance (Lines 13-14). Fourth, GDsmith retains the Cypher queries that return non-empty results (Lines 19-21, shown in Section 3.3), and leverages the feedback of property key frequencies to generate new Cypher queries with high behavior diversity (Line 22, shown in Section 3.4). In the end, GDsmith automatically outputs a bug report including the property graph (i.e., database state) and Cypher queries that trigger bugs (Lines 15-17, shown in Section 3.5). In the rest of the section, we illustrate the details of these steps.

3.1 Schema and Graph Generation

In each iteration, GDsmith first randomly generates the property graph schema. A property graph schema defines the labels, the relationship types, and the properties on them [12]. GDsmith generates a finite set of labels. For each label it determines a unique name and a set of properties. GDsmith also generates a finite set of relationship types. For each relationship type it determines a unique name and a set of pairs of labels for which the relationship type is applicable. GDsmith generates a unique name and a data type for each property. Generating a property graph schema is necessary because it helps guide the valid generation of a property graph and Cypher queries. Note that some graph database engines are schema-free so there is no need to execute statements to create the property graph schema in advance, others are schema-based so the property graph schema needs to be created explicitly.
Table 2: Core Grammar of Cypher Skeletons

| skeleton  ::= | RETURN ret | clause skeleton |
| ret       ::= | * | □ |
| clause    ::= | [OPTIONAL] MATCH □ [WHERE □] |
|           | WITH ret [WHERE □] | UNWIND □ |

Algorithm 2 The GenerateRandomQuery function

Input: $S$: the property graph schema;
Input: $F$: the frequency list for property keys;
Output: $Q$: the newly generated Cypher query.

1: $N_0$ ← Randomly determine the number of clauses.
2: $Skeleton$ ← GENERATESkeleton($N_0$)
3: $Q$ ← $\emptyset$
4: $i$ ← 0
5: while $i < N_0$ do
6:      $O_s$ ← Get the $i$-th clause in $Skeleton$.
7:      $Q$ ← Append $O_s$ to $Q$.
8:      $i$ ← $i$ + 1
9: end while
10: return $Q$

GDsmith then randomly generates a property graph and insert it into each engine instance under test. GDsmith specifies the number of nodes and relationships in the property graph, and then sequentially generates property values in each node or relationship based on the generated property graph schema. After graph generation, GDsmith also creates the same random indexes for all engine instances under test.

3.2 Skeleton and its Completion

To address the semantic validity challenge, GDsmith includes a skeleton-based completion technique to generate each Cypher query. We refer to each clause sequence with uninstantiated parts (e.g., patterns and expressions) as a skeleton, and an uninstantiated part is denoted as the □ symbol. Specifically, the skeletons generated by GDsmith are the languages that are produced by the grammar of Table 2.

For example, the skeleton corresponding to the Cypher query in Figure 1 is "MATCH □ WHERE □ RETURN □".

The random generation of each Cypher query is divided into two steps as shown in Algorithm 2. GDsmith firstly randomly generates a Cypher skeleton (Lines 1-2). A skeleton is an incomplete Cypher query conducted by a clause sequence with uninstantiated parts (i.e., "□"). All the skeletons can be considered as a language $L_{skeleton}$ generated by the grammar shown in Table 2. $L_{skeleton}$ is context-free and thus the generation of a skeleton requires rarely additional semantic information\(^6\). Therefore, GDsmith randomly generates a clause sequence with uninstantiated parts appended by a RETURN clause.

When filling the uninstantiated parts in the skeleton, GDsmith calculates and maintains each clause’s context. A context includes the following two kinds of information:

(1) **Local environment**: the local environment of each clause is a set of variables available in the next clause. A variable is an identifier that represents a vector of data defined in a pattern or an alias definition (e.g., literals or entities). For a MATCH clause, GDsmith adds the variables in the previous clause’s local environment and the newly defined entity variables in node patterns and relationship patterns into its local environment. For an UNWIND clause, GDsmith adds the variables in the previous clause’s local environment and the newly defined variable (i.e., alias) into its local environment. For a WITH or RETURN clause, GDsmith adds the variables defined in expressions and aliases into its local environment. Take the Cypher query in Figure 1 as an example, the local environment of the MATCH clause is $(\text{user}, r_1, r_2, fof)$.

(2) **Fact**: the fact of each clause is the information collected from the variable definition. A fact contains the data type of each variable. GDsmith calculates a variable’s data type by analyzing its definition. In detail, if a variable is defined in node_pattern or rel_pattern, it is an entity. Otherwise, the variable is defined as an alias of an expression. GDsmith can then calculate the variable’s data type by analyzing the expression’s output type. If a variable’s data type is a node, GDsmith also maintains the label constraints of this variable in the fact. If a variable’s data type is a relationship, GDsmith also maintains the type constraints of this variable in the fact. Take the Cypher query in Figure 1 as an example, the label/type constraints in the fact of the MATCH clause is $(\text{label(user)} == [\text{User}], \text{type(r_1)} == [\text{FRIEND}], \text{type(r_2)} == [\text{FRIEND}], \text{label(fof)} == [\text{User}])$.

Based on rich semantic information provided by the property graph schema and the context of each clause, GDsmith is able to make the generated uninstantiated parts satisfy the following three semantic requirements:

(1) **Variable scope correctness**: a variable can be referenced in a clause only when this variable is contained in the local environment of the clause.

(2) **Operand type safety**: the operand type of each expression must satisfy the type requirement of the expression. In addition, the combination of operands must assure the output type of the expression is inferable at runtime.

(3) **Property key safety**: all property keys taken from entities must exist in the property graph schema at runtime.

In detail, to ensure the three semantic requirements, GDsmith uses the strategies to fill uninstantiated parts as follows (Line 8):

- If the current clause requires a pattern tuple, GDsmith dynamically generates a series of patterns for it. Each pattern is constructed by a sub-graph described by entity variables. GDsmith firstly generates a shape of the sub-graph (e.g., a node with a relationship points to another node). For each variable required in the shape, GDsmith either chooses a defined variable in the previous clause’s local environment,
or defines a new variable for it. Then, GDsmith randomly adds new labels or types to these variables. Finally, GDsmith randomly adds properties to these variables according to the property graph schema and the related fact.

- If the current clause requires an expression with a specific data type, GDsmith uses a top-down strategy to generate the expression. An expression is a tree structure where each tree node is a sub-expression. For each operand that requires a sub-expression, GDsmith randomly chooses an expression that satisfies the type requirement and generates the whole sub-tree recursively. For each operand that requires a literal value, GDsmith randomly generates a literal value of the required type. For each operand that requires a variable reference, GDsmith searches for a variable with required type from the context. If no suitable variable is found, GDsmith discards the current sub-tree and re-generates it. The expression generation process is not stopped until all operands of current expression tree are filled or the maximum depth is reached.

After filling all uninstantiated parts in a clause, GDsmith will calculate the context of this clause according to its definition to guide the completion of the next clause (Line 10).

### 3.3 Structural Mutation Strategies

To address the non-empty result challenge, GDsmith leverages three structural mutation strategies to increase the probability of producing Cypher queries returning non-empty results. GDsmith retains each generated Cypher query that returns non-empty results into a pool. These retained queries are used for producing new queries via structural mutation strategies in the next stage. This feedback increases the probability that a newly mutated query returns non-empty results. In addition, GDsmith requires the number of clauses in each retained query to be within an appropriate range. A small number of clauses indicate that the Cypher query may be simple and trivial, reducing the diversity of subsequent mutations to produce new queries. A large number of clauses indicate that the Cypher query may be complicated, reducing the efficiency of bug detection because its mutants may take longer time to be executed.

GDsmith uses three types of mutation strategies to derive a new Cypher query from an existing one, as shown in Algorithm 3. For each call, this algorithm randomly applies one mutation strategy to the original Cypher query. The detailed strategies are as follows.

1. **The DelayReturn strategy** (Line 4) firstly change the RETURN clause at the end of the clause sequence to a WITH clause (Line 5). Then, it generates a new clause sequence and appends it at the end of the sequence to form a completed Cypher query (Line 6). It uses the same strategy in Algorithm 2 to complete uninstantiated parts except that it takes the context at the end of original sequence as the initial context.

   For example, the selected query \( Q_e \) is

   $$
   \text{MATCH } (n) \text{ RETURN } n.k \text{ AS a;}
   $$

   After executing Lines 5-6, a new query \( Q \) is generated.

   $$
   \text{MATCH } (n) \text{ RETURN } n.k \text{ AS a;}
   $$

   After executing Lines 5-6, a new query \( Q \) is generated.

2. **The AdvanceReturn strategy** (Line 7) randomly chooses a WITH clause in the original Cypher query and translates it to a RETURN clause (Line 8). It then discards all the clauses following the newly created RETURN clause (Line 9). When replacing a WITH clause with RETURN, if the WITH clause contains a WHERE sub-clause, it will be removed.

   For example, the selected query \( Q_e \) is

   $$
   \text{MATCH } (n) \text{ WITH } m.k \text{ AS a RETURN MAX(a);} 
   $$

   After executing Lines 8-9, a new query \( Q \) is generated.

3. **The RemoveCondition strategy** (Line 10) randomly removes WHERE conditions from MATCH, OPTIONAL MATCH, or WITH clauses (Line 11), by nature increasing the probability of fetching non-empty results.

   For example, the selected query \( Q_e \) is

   $$
   \text{MATCH } (n)-(m) \text{ WHERE } m.k > 0 \text{ RETURN } n.k;
   $$

   After executing Line 11, a new query \( Q \) is generated.

---

1. Query length refers to the number of clauses in the Cypher query (sub-clauses such as WHERE and ORDER BY are not counted).
To address the behavior diversity challenge, GDsmith dynamically selects property keys according to their previous frequencies when completing new skeletons. GDsmith maintains a frequency list for property keys as feedback. In each iteration after generating a property graph schema, all frequencies of property keys are set to zero. When a new query contains property keys in its clauses and returns non-empty results, the frequency list is automatically updated. The frequency list for property keys guides the selection of available property keys when filling uninstantiated parts of each incomplete Cypher skeleton. The formula of each property key’s selection probability is as follows, where $P_i$ is the selection probability of the $i$-th available property key, $F_i$ is the frequency of the $i$-th available property key, and $N$ is the total number of available property keys.

$$P_i = \frac{\sum_{j=1}^{N} F_j - F_i}{(N - 1) \sum_{j=1}^{N} F_j}$$  \hspace{1cm} (1)$$

This formula indicates that when specifying property keys from the list of all available property keys to fill uninstantiated parts, GDsmith preferentially selects the property keys with low frequencies, so as to average the occurrence possibility of each property key in a set of Cypher queries returning non-empty results. The purpose is to cover diverse property values, thereby improving the behavior diversity of randomly generated queries.

3.4 Property Key Selection

Note that traditional feedback-guided random testing approaches usually use code coverage as feedback, which however does not apply to testing graph database engines for two main reasons. First, the code coverage appears to be low even if plenty of diverse queries are executed [11]. It is reasonable because we concern about testing only the engine components related to data-centric Cypher queries. Other components such as interactive consoles are not the subjects for GDsmith. Second, We expect GDsmith to be a black-box approach to strengthen its compatibility. If the source code of graph database engines is unavailable or with language mixture, it is hard to conduct code instrumentation to obtain the runtime information such as code coverage.

3.5 Bug Detection

By comparing the returned results of the same Cypher query on different instances of graph database engines, GDsmith is able to detect two main types of bugs. (1) An **error bug** is triggered if a syntactically correct and semantically valid query cannot be successfully executed (e.g., throwing an exception). Such bugs prevent users from obtaining expected results, and in more serious cases, cause the graph database engine to crash and lose connection to the database application. (2) A **wrong-result bug** is triggered if a syntactically correct and semantically valid query is executed successfully but returns incorrect results. Such bugs are more dangerous in that users mistakenly believe that the Cypher query returns correct results and have wrong expectations about the behavior, leading to potential risks.

Note that when GDsmith aims to detect wrong-result bugs, there are several constraints for each Cypher query. First, the Cypher query containing non-deterministic sub-clauses may result in false alarms. For example, the result set will get trimmed from the top by using the `SKIP` sub-clause. However, without an `ORDER BY` sub-clause, the records are randomly selected because no guarantees are made on the order of the result [19]. To avoid such false positives, GDsmith uses deterministic clauses and routines for query generation. Second, undefined behaviors make it hard to determine whether inconsistent results are bugs or just different implementations. For example, integer overflows and divisions by zero are handled differently by different engines (e.g., returning `NaN` or throwing exceptions). GDsmith will not generate the Cypher queries that may execute such undefined behaviors. Third, for convenient and efficient comparison, the Cypher query should return only a few specific expressions instead of a large number of entities. For example, when executing a Cypher query whose `RETURN` clause contains the `•` symbol on each graph database engine, parsing and comparing result sets including all nodes and relationships from different clients are time-consuming because an entity may consist of plenty of property values.

4 EVALUATIONS

In our evaluations, we address the following four research questions (RQs):

- **RQ1:** How effective are the Cypher queries generated by GDsmith?
- **RQ2:** How much do different techniques contribute to the overall effectiveness and efficiency of GDsmith?
- **RQ3:** How much does GDsmith outperform the baseline?
- **RQ4:** How practically does GDsmith detect real-world bugs in popular graph database engines?

4.1 Evaluation Setup

4.1.1 Subjects. We opt for three popular real-world graph database engines as our test subjects. We test the released versions of Neo4j Community Edition from 3.5 to 4.4, the released versions of RedisGraph from 2.4 to 2.8, and the released version 2.1.1 of Memgraph Community Edition. All of these subjects are downloaded from their official repositories without any underlying modification.

4.1.2 Implementation. We implement the GDsmith prototype with over 12K non-comment lines of Java code. Its framework is derived from SQLancer [23] (which is a tool to automatically test relational database engines). GDsmith uses Neo4j Java Driver 4.1.1 to connect and interact with Neo4j and Memgraph, and uses JRedisGraph 2.5.1 to connect and interact with RedisGraph. Some graph database engines implement only a subset of the Cypher language. When conducting cross-engines differential testing, all Cypher queries generated by GDsmith do not contain any Cypher feature that is unsupported by either graph database engine. All evaluations are conducted on a Windows 11 laptop with Intel i7-8565U CPU and 16 GB of memory.
4.1.3 Baseline. Note that there is no applicable baseline to which we can compare our work because no existing work focuses on detecting bugs in graph database engines and GDsmith is the first approach for it. Therefore, we design the approach named GDsmith\_m that only guarantees the syntactic correctness of generated queries as the baseline. To produce a query, GDsmith\_m randomly generates a skeleton and then completes it with random parameters (semantic requirements are not considered). It essentially falls under grammar-based random testing.

4.1.4 Metrics. To measure the effectiveness and efficiency of GDsmith, we design the following five types of metrics:

1. The semantic validity rate is defined as the percentage of semantically valid queries among all generated Cypher queries. High semantic validity rate indicates that the generated queries can reach core parts of graph database engines.

2. The core grammar coverage is defined as the percentage of covered productions [2, 21] of semantically valid Cypher queries among all productions in the core Cypher syntax [8, 9]. High semantic validity rate indicates that the generated queries can cover diverse Cypher features.

3. The non-empty result rate is defined as the percentage of queries returning non-empty results among all generated Cypher queries. High non-empty result rate indicates that the generated queries are meaningful towards differential testing, especially for detecting wrong-result bugs.

4. The graph mutation score is defined as the number of different killings of a set of graph mutants\(^5\) by generated Cypher queries. Take three queries and three graph mutants as an example, if the first query kills the first and the second graph mutants, whereas both the second and the third queries kill the first and the third graph mutants, the graph mutation score of these three queries is two. High graph mutation score indicates that the generated queries have high behavior diversity.

5. The bug detection efficiency is defined as the number of unique bugs found within the same period. High bug detection efficiency indicates that the generated queries are able to detect bugs at a high speed.

4.2 RQ1/RQ2: Effectiveness and Efficiency

To assess the effectiveness and efficiency of GDsmith, we design and implement two variants of GDsmith for our evaluations. One variant named GDsmith\_m disables the structural mutation strategies, and all generated queries are newly generated. The other variant named GDsmith\_f disables the feedback of property key frequencies, and all property keys are randomly selected to complete new skeletons. We conduct all the evaluations in this subsection on Neo4j because Neo4j implements the most complete Cypher semantics.

4.2.1 Semantic Validity Rate. We run the three approaches (including GDsmith and two variants) five times in turn. In each run, 5000

\(^5\)A graph mutant is generated by arbitrarily removing one property from the original property graph. A graph mutant is killed as long as one Cypher query returns different results from this graph mutant and the original graph.

queries are generated. We count the number of Cypher queries that do not throw any semantics-related exception during execution.

The evaluation results show that the semantic validity rates of the three approaches are all 100%, demonstrating the effectiveness of our designed techniques of skeleton completion to satisfy semantic requirements. The results also confirm that GDsmith is able to reach core parts of graph database engines.

4.2.2 Core Grammar Coverage. For each of the three approaches, we produce 5000 Cypher queries and leverage Lark [30] (which is a parsing toolkit for context-free languages) to parse each query and calculate the core grammar coverage.

The evaluation results show that the core grammar coverage of the three approaches all converges to 98%. Only three out of 122 productions are not covered in the core Cypher syntax because we do not implement some Cypher features such as \textsc{union} clauses in our prototype yet. The results confirm that GDsmith does not lose any form of possible clause sequences and parameters within the scope of our implementation.

4.2.3 Non-empty Result Rate. We run the three approaches ten times in turn and in each run 5000 queries are randomly generated. We limit the maximum number of entities in each property graph to 10 and the minimum length of each Cypher query to 3 because smaller graph and longer query make it harder to fetch non-empty results.

Figure 3 shows the non-empty result rates of the three approaches for different query lengths. The evaluation results show that among all Cypher queries with lengths 3, 4, 5, and 6 generated by GDsmith, the queries returning non-empty results account for 74%, 71%, 70%, and 65%, respectively. GDsmith is able to produce 24% to 40% more Cypher queries returning non-empty results than GDsmith\_m, and produce only 1% to 5% more Cypher queries returning non-empty results than GDsmith\_f. The results illustrate that the structural mutation strategies contributes the most to increasing the non-empty result rate.
4.2.4 Graph Mutation Score. In this evaluation, we limit the minimum number of entities in each property graph to 20 and the maximum number of Cypher queries to 800 because larger graphs and fewer queries make it harder to cover more property values. The evaluation results show that when generating 50 graph mutants, the graph mutation score of GDsmith reaches 26, which is 10% lower than the graph mutation score of GDsmithm, but 73% higher than the graph mutation score of GDsmithf. The results illustrate that the feedback of property key frequencies contributes to improving behavior diversity. But to some extent, the structural mutation strategies sacrifice little behavior diversity of the mutated queries to raise the probability of returning non-empty results.

4.2.5 Bug Detection Efficiency. We next examine the efficiency of GDsmith in detecting bugs. We also investigate whether the structural mutation strategies and the feedback of property key frequencies increase the probability of bug detection. In this evaluation, we run each of the four approaches on the two instances of Neo4j version 4.3.10 and Neo4j version 4.2.15, respectively. We configure each run to a timeout of 30 minutes, because in practice GDsmith spends less than 30 minutes finding each bug in real-world graph database engines.

Within 30 minutes, GDsmith generates six bug reports (reduces to two unique wrong-result bugs and one error bug), GDsmithm generates two bug reports (reduces to only one error bug), and GDsmithf generates three bug reports (reduces to one wrong-result bug and one error bug). The evaluation results show that both the structural mutation strategies and the feedback of property key frequencies have their impacts on helping GDsmith detect more wrong-result bugs in graph database engines.

4.3 RQ3: Comparison with Baseline

We compare GDsmith with the baseline (i.e., GDsmithm) measured with the aforementioned metrics. (1) After producing 5000 queries, the semantic validity rate of the baseline reaches only 16% but its core grammar coverage also converges to 98%. (2) Among all queries with lengths 3, 4, 5, and 6 generated by the baseline, the queries returning non-empty results account for 57%, 45%, 39%, and 25%, respectively. (3) The graph mutation score of the baseline reaches only 5. (4) Within 30 minutes, the baseline does not generate any bug report.

The results illustrate that the baseline generates many more semantically invalid queries than GDsmith. It lacks any feedback guidance to produce high-quality Cypher queries for testing. Therefore, GDsmith substantially outperforms the baseline with the high effectiveness and efficiency of detecting bugs in graph database engines.

4.4 RQ4: Practicability

4.4.1 Study Findings. Table 3 shows, for each subject, the number of error bugs and wrong-result bugs detected in the second and third columns, respectively, and the number of fixed bugs, confirmed but unconfirmed bugs, and reported but unconfirmed bugs in the fourth, fifth, and sixth columns, respectively. GDsmith detects 27 previously unknown bugs in total. Note that all these bugs are unique and detected on the released versions of the engines under test. Among the 27 detected bugs, 14 are confirmed by developers of corresponding engines and 7 are already fixed. In detail, GDsmith detects 17 bugs by the cross-engine oracle, and detects 18 bugs by the cross-version oracle (some are overlapping with the previous oracle). GDsmith does not use the cross-optimization oracle because some engines do not provide optimization options or provide optimization options in only their enterprise versions (not free). But we are confident that GDsmith can use this oracle to detect bugs in the enterprise versions.

4.4.2 Selected Bugs. Next, we show a selection of confirmed bugs found by GDsmith to give an intuition on what kinds of bugs in the three graph database engines it can detect. For brevity, we show only reduced Cypher queries that demonstrate the underlying core problem, rather than the original queries and property graphs that found the bugs.

(1) The following Cypher query triggers an error bug in Neo4j version 4.3.6 (which is de facto the first bug found by GDsmith). The root cause is that the clause sequence “[OPTIONAL MATCH (n) MATCH (n)]” causes an incorrect query plan due to OPTIONAL MATCH issues. We believe that this bug is non-trivial, since it demonstrates that even mature graph database engines are prone to such simple query.

```
OPTIONAL MATCH (n) MATCH (n) OPTIONAL MATCH (n)
RETURN n;
```

(2) The following graph and Cypher query triggers a wrong-result bug in Neo4j version 4.3.10. The returned results are not sorted as expected. The root cause is that in the planning process of Neo4j, a buggy optimization of the plan is conducted which ends up destroying the sort. We believe that this bug is non-trivial, since it demonstrates that wrong query optimization may trigger bugs.

```
CREATE (n0), (n1);
MATCH (n0) UNWIND [0, 1] AS a OPTIONAL MATCH (n0),
(n1) RETURN a ORDER BY a;
```

(3) The following graph and Cypher query triggers a wrong-result bug in RedisGraph version 2.4.11. The Cypher query should return 1 row but incorrectly returns an empty result set. The root cause is that the clause sequence “[MATCH (n) OPTIONAL MATCH (n) WHERE (arbitrary branches)]” mistakenly causes deletion of n. We believe that this bug is non-trivial, since it demonstrates that a WHERE sub-clause can incorrectly influence a query’s result set.

```
CREATE (n);
MATCH (n) OPTIONAL MATCH (n) WHERE true RETURN n;
```
The feedback shows that our reported bugs are critical to the graph database engines, and refer to the description of core Cypher’s syntax and semantics in previous work, enabling GDsmith to support commonly used grammars.

5 RELATED WORK

There are two main categories of related work for GDsmith.
6 CONCLUSION

In this paper, we have introduced a new important problem of testing graph database engines. We have proposed GDsmith, the first black-box testing approach for detecting bugs in graph database engines. We have implemented GDsmith in Java and evaluated it against the baseline. The evaluation results demonstrate GDsmith’s effectiveness and efficiency. We have also applied it to test three popular open-source graph database engines, successfully detecting 27 previously unknown bugs on the released versions and receiving positive feedback from their developers.

In future work, we plan to improve our approach to support more features of the Cypher language and detect more bugs in real-world graph database engines. We also plan to conduct a comprehensive empirical study of bugs in graph computing systems and design an automated test generation approach for testing graph computing systems.

REFERENCES

[1] N. Bourbaki. 1998. Artificial Intelligence and Automation. Artificial Intelligence and Automation.

[2] Walter H. Burkhardt. 1967. Generating test programs from syntax. Computing 2, 1 (1967), 53–73. https://doi.org/10.1007/BF02235512

[3] Xinyue Chen, Chenglong Wang, and Alvin Cheung. 2020. Testing query execution engines with mutations. In Proceedings of the 8th International Workshop on Testing Database Systems, DBTest@SIGMOD 2020, Portland, Oregon, June 19, 2020, Pinar Tozin and Alexander Bolm (Eds.). ACM, 6:1–6:5. https://doi.org/10.1145/3395032.3395322

[4] Memgraph Community. 2022. Memgraph. Build modern, graph-based applications on top of your streaming data in minutes. https://github.com/memgraph/memgraph

[5] Neo4j Community. 2022. Neo4j: Graphs for Everyone. https://github.com/neo4j/neo4j

[6] The Apache Software Foundation. 2022. Cypher for Gremlin. https://github.com/openCypher/cypher-for-gremlin/tree/master/tinkerpop/cypher-gremlin-server-client

[7] The Apache Software Foundation. 2022. Gremlin Query Language. https://tinkerpop.apache.org/gremlin.html

[8] Nadine Francis, Alastair Green, Paolo Paolucci, Leonid Libkin, Tobias Lindauer, Victor Marxault, Stefan Planikow, Mats Rydberg, Martin Schuster, Petra Selmer, and Andrés Taylor. 2018. Formal Semantics of the Language Cypher. CoRR abs/1802.09984 (2018). arXiv:1802.09984 http://arxiv.org/abs/1802.09984

[9] Nadine Francis, Alastair Green, Paolo Paolucci, Leonid Libkin, Tobias Lindauer, Victor Marxault, Stefan Planikow, Mats Rydberg, Petra Selmer, and Andrés Taylor. 2018. Cypher: An Evolving Query Language for Property Graphs. In Proceedings of the 2018 International Conference on Management of Data, SIGMOD Conference 2018, Houston, TX, USA, June 10–15, 2018, Gautam Das, Christopher M. Jermaine, and Philip A. Bernstein (Eds.). ACM, 1433–1445. https://doi.org/10.1145/3183713.3190657

[10] Bogdan Ghit, Nicolaï Poggi, Josh Rosen, Reynold Xin, and Peter A. Boncz. 2020. SparkFuzz: searching correctness regressions in modern query engines. In Proceedings of the 8th International Workshop on Testing Database Systems, DBTest@SIGMOD 2020, Portland, Oregon, June 19, 2020, Pinar Tozin and Alexander Bolm (Eds.). ACM, 1–16. https://doi.org/10.1145/3395032.3395322

[11] Jinho Jung, Hong Hu, Joy Arulraj, Taesoo Kim, and Woon-Hak Kang. 2019. APOLLO: Automatic Detection and Diagnosis of Performance Regressions in Database Systems. Proc. VLDB Endow. 13, 1 (2019), 57–70. https://doi.org/10.14778/355737.3557302

[12] Lior Kogan. 2022. Neo4j: Product Neo4j - Graph Database. https://neo4j.com/product/neo4j-graph-database/

[13] The openCypher Implementers Group. 2022. Cypher Query Language Reference. Version 9. https://t3s.amazonaws.com/artifacts/opencypher-opencypher9.pdf

[14] Thodoris Sotiroopoulos, Stefanos Chalios, Vaggelis Atlidakis, Dimitris Mitropoulos, and Diomidis Spinellis. 2021. Data-Oriented Differential Testing of Object-Relational Mapping Systems. In 43rd IEEE/ACM International Conference on Software Engineering, ICSE 2021, Madrid, Spain, 22-30 May 2021. IEEE, 1535–1547. https://doi.org/10.1109/ICSE4902.2021.00137

[15] William M. McKeeman. 1998. Differential Testing for Software. Digit. Tech. J. 10, 1 (1998), 100–107. http://www.hpl.hp.com/bpj/journal/dt/vol10num1/vol10num1art9.pdf

[16] Paul and Purdom. 1972. A sentence generator for testing parsers. Bit Numerical Mathematics (1972).

[17] Andreas Seltenreich. 2022. Bug Squashing with SQLsmith. https://github.com/anor/sqlsmith

[18] Donald R. Slutz. 1998. Massive Stochastic Testing of SQL. In VLDB ’98, Proceedings of 24rd International Conference on Very Large Data Bases, August 24-27, 1998, New York City, New York, USA, Ashish Gupta, Oded Shmueli, and Jennifer Widom (Eds.). Morgan Kaufmann, 618–622. http://www.vldb.org/conf/1998/p168.pdf

[19] The openCypher Implementers Group. 2022. Finding bugs in database systems via non-optimizing reference engine construction. In ESEC/FSE ’20: 28th ACM Joint European Software Engineering Conference and Symposium on the Foundations of Software Engineering, ICSE, Virtual Event, USA, November 4–8, 2020. Prem Devanbu, Myra B. Cohen, and Thomas Zimmermann (Eds.). ACM, 1140–1152. https://doi.org/10.1145/3368097.3409710

[20] Andreas Seltenreich. 2022. Bug Squashing with SQLsmith. https://github.com/anor/sqlsmith

[21] Mohammad Numair Mansur, Maria Christakis, and Valentin Wustholz. 2021. Metamorphic testing of Datalog engines. In ESEC/FSE ’21: 29th ACM Joint European Software Engineering Conference and Symposium on the Foundations of Software Engineering, Athens, Greece, August 23-28, 2021. Diomidis Spinellis, Georgios Gousios, Marsha Chechuk, and Massimiliano Di Penta (Eds.). ACM, 639–650. https://doi.org/10.1145/3485523.3485737

[22] Lior Kogan. 2022. Neo4j: Graph Database. https://neo4j.com/product/neo4j-graph-database/

[23] Chaitanya Mishra and Nick Koudas. 2009. Interactive query refinement. In EDBT 2009, 12th International Conference on Extending Database Technology, Saint Petersburg, Russia, March 24-26, 2009. Proceedings (ACM International Conference Proceeding Series, Vol. 360), Martin L. Kersten, Boris Novikov, Jens Teubner, Vladimir Polutin, and Stefan Manegold (Eds.). ACM, 862–873. https://doi.org/10.1145/1516386.1516459

[24] Manuel Rigger. 2020. Finding bugs in database systems via query partitioning. Proc. ACM Program. Lang. 5, OOPSLA (2020), 211:1–211:30. https://doi.org/10.1145/3428279

[25] Manuel Rigger and Zhendong Su. 2020. Testing database engines via non-optimizing reference engine construction. In ESEC/FSE ’20: 28th ACM Joint European Software Engineering Conference and Symposium on the Foundations of Software Engineering, Athens, Greece, August 23-28, 2021. Diomidis Spinellis, Georgios Gousios, Marsha Chechuk, and Massimiliano Di Penta (Eds.). ACM, 862–873. https://doi.org/10.1145/3485523.3485737

[26] Sudipta Sen, Akash Mehta, Rana Ganguli, and Soumya Sen. 2021. Recommendation of Influenced Products Using Association Rule Mining. Neo4j as a Case Study. SN Comput. Sci. 2, 2 (2021), 74. https://doi.org/10.1007/s42001-021-00468-0

[27] Qingchao Shen, Haoyang Ma, Junjie Chen, Yongqiang Tian, Shing-Chi Cheung, and Xiang Chen. 2021. A comprehensive study of deep-learning compiler bugs. In ESEC/FSE ’21: 29th ACM Joint European Software Engineering Conference and Symposium on the Foundations of Software Engineering, Athens, Greece, August 23-28, 2021. Diomidis Spinellis, Georgios Gousios, Marsha Chechuk, and Massimiliano Di Penta (Eds.). ACM, 862–873. https://doi.org/10.1145/3488843.3488591

[28] Andreas Seltenreich. 2022. Bug Squashing with SQLsmith. https://github.com/anor/sqsmith

[29] Sudipta Sen, Akash Mehta, Rana Ganguli, and Soumya Sen. 2021. Recommendation of Influenced Products Using Association Rule Mining. Neo4j as a Case Study. SN Comput. Sci. 2, 2 (2021), 74. https://doi.org/10.1007/s42001-021-00468-0

[30] Donald R. Slutz. 1998. Massive Stochastic Testing of SQL. In VLDB ’98, Proceedings of 24rd International Conference on Very Large Data Bases, August 24-27, 1998, New York City, New York, USA, Ashish Gupta, Oded Shmueli, and Jennifer Widom (Eds.). Morgan Kaufmann, 618–622. http://www.vldb.org/conf/1998/p168.pdf

[31] solidIT gmbh. 2022. DB-Engines Ranking of Graph DBMS. https://db-engines.com/en/ranking/graph-dbm
[37] Xuejun Yang, Yang Chen, Eric Eide, and John Regehr. 2011. Finding and understanding bugs in C compilers. In Proceedings of the 32nd ACM SIGPLAN Conference on Programming Language Design and Implementation, PLDI 2011, San Jose, CA, USA, June 4-8, 2011, Mary W. Hall and David A. Padua (Eds.). ACM, 283–294. https://doi.org/10.1145/1993498.1993532

[38] Michał Zalewski. 2022. american fuzzy lop (2.52b). https://lcamtuf.coredump.cx/afl/

[39] Rui Zhong, Yongheng Chen, Hong Hu, Hangfan Zhang, Wenke Lee, and Dinghao Wu. 2020. SQUIRREL: Testing Database Management Systems with Language Validity and Coverage Feedback. In CCS ’20: 2020 ACM SIGSAC Conference on Computer and Communications Security, Virtual Event, USA, November 9-13, 2020, Jay Ligatti, Xinming Ou, Jonathan Katz, and Giovanni Vigna (Eds.). ACM, 955–970. https://doi.org/10.1145/3372297.3417260