Research on hybrid bounding box interference check algorithm for robot offline simulation system
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Abstract. Aiming at the problem that the traditional industrial robot may interfere with the workpiece when running in the offline simulation environment, a hybrid bounding box algorithm based on octree is proposed. First, AABB is used for rough interference checks, which quickly eliminates the pairs of impossible objects to intersect, then OBB hierarchical bounding box is used for precise interference checks. A new OBB construction method is proposed, which recalculates the semi-axis length and centre of the constructed traditional OBB to make it surround the object as much as possible and reduce the space gap. A traversal method based on distance priority is proposed, which traversed the closest node every time by maintaining a priority queue. And in the update strategy, "update on demand" is adopted, which discards updating the entire tree before each intersection and only updates the current node during the intersection traversal to achieve the purpose of partial update. Experiments show that the proposed hybrid bounding box algorithm can detect interference faster and perform better real-time performance and accuracy.

1. Introduction

Interference check algorithms have been widely used in various applications, including robotics, computer graphics, animation, computer games, virtual reality, and simulation. The simplest and most primitive interference check algorithm uses the brute force method, which checks the intersection of all triangles of the two object models. As the complexity of the model increases, although the brute force method can get the correct results, the time complexity is relatively high, generally \(O(N^2)\), which is challenging to use in actual production operations.

To improve detection efficiency, Francisco[1] proposed an Extended Bounding-Planes (EBP) octree algorithm to avoid calculating each triangle's normal and provide accurate intersection detection results. Stuevel[2] carried out discrete collision simulation for crowds and proposed a new bounding cylinder hierarchy (BCH) algorithm. Tang[3] takes advantage of AABB construction's simplicity, regards AABB as a special OBB, uses the rotation matrix to update, and uses SAT [4] during the intersection test. Huang[5] used the octree to divide the space and judged whether the number of point
sets in each octree node met the threshold, thereby establishing a tree structure. Although scholars have studied interference check from various aspects, it has improved interference check efficiency, but certain limitations still exist. The single bounding box method requires a trade-off between accuracy and real-time. Thus, based on previous algorithms, this paper presents an octree-based hybrid bounding box algorithm named AO0. AO0 aims at the industrial robot offline simulation system and solves the shortcomings of a single method in terms of accuracy and real-time.

2. Hybrid Bounding Box Algorithm Based on Octree

Traditional interference check methods between three-dimensional objects mostly perform the intersection operation between two entities: the intersection operation between all the primitives contained between the things. The surface of traditional industrial robots and curved workpieces is composed of many triangular facets. It is often time-consuming to directly conduct an intersection test on these thousands of triangular elements. Due to the particular geometric characteristics of complex surface or free-form surface workpiece, there will be a significant gap near the surface in three-dimensional space. Although the traditional bounding box algorithm can quickly eliminate the object pairs that are unlikely to interfere, the number of triangle face pairs that need to be detected cannot reduce in the precise detection stage. The motion simulation of industrial robots has a high demand for real-time performance, so an octree-based bounding box structure is used in this paper to solve this problem.

2.1. Algorithm Description

The octree-based hybrid bounding box algorithm named AO0 (AABB-OBB-Octree) proposed in this paper uses a two-layer structure. The outer AABB can eliminate the object pairs that are unlikely to interfere as early as possible. Simultaneously, the lower OBB hierarchical bounding box can perform an accurate interference check, essentially using a simple geometrically shaped bounding box to surround the object. Before carrying out the intersection test of triangles between objects with complex shapes, AO0 performs a simple intersection test between bounding boxes. Simultaneously, improvements were made in constructing the bounding box, the hierarchical tree structure, and the hierarchical tree's traversal and update. The algorithm flow chart of the mixed bounding box based on the octree is shown in figure 1 below.

![Algorithm flow chart](image-url)
2.2. Improvement of bounding box construction method

The centre position of the traditional OBB[6] bounding box is the mean value of the sum of the vertices of all the basic geometric primitives of the object. The basic geometric primitive of the object in this paper is a triangular face. The OBB bounding box's centre position is the average coordinate of all the triangular face vertices. However, this method is only a straightforward geometric mean and does not consider the deviation problem caused by the triangular faces' uneven distribution. The obtained bounding box locally generates gaps, as shown in figure 2(a) below.

An improved recalculation method is proposed in this article, which solves the traditional bounding box algorithm's inaccurate calculation results. This method's core idea is to take half the maximum and minimum absolute value as the semi-axis length. And calculate the new centre position based on the semi-axis size. The bounding box calculated in this way has relatively better tightness, as shown in figure 2(b).

![Figure 2. OBB bounding box before and after improvement](image)

The specific method steps are as follows:

Step1: Assuming that the primitive of the object is a triangular facet, the vertex coordinates of the i-th triangular element are respectively \(P_i, Q_i\) and \(R_i\). As shown in the following equations, the centre of the bounding box is \(c\).

\[
c = \frac{1}{3} \sum_{i=1}^{n} (P_i + Q_i + R_i)
\]  

Step2: The three direction axes \(o_x\), \(o_y\), and \(o_z\) of the OBB bounding box can be obtained by the principal component analysis method.

Step3: Calculate the maximum distance from the centre \(c\) to the vertices of all the triangle faces toward the direction axes \(o_x\), \(o_y\) and \(o_z\) respectively, then obtain \(minX, minY, minZ, maxX, maxY, maxZ\). By taking half of the sum of these maximum and minimum values, the OBB bounding box's semi-axis length in each direction axis can obtain.

Step4: Since the recalculated semi-axis length of the bounding box is obtained, it is necessary to calculate the recalculated centre position \(c_1\) of the bounding box. Because the semi-axis length of the OBB bounding box is known, the eight vertices of the bounding box can obtain, namely \(corner_{i}\) (i=1, 2, 3, 4, 5, 6, 7, 8). The coordinate values of the eight vertices divided equally to get the recalculation centre \(c_1\). As shown in the following equations.

\[
\begin{align*}
    corner_1 &= c + maxX \cdot o_x + minY \cdot o_y + minZ \cdot o_z \\
    corner_2 &= c + minX \cdot o_x + minY \cdot o_y + minZ \cdot o_z \\
    corner_3 &= c + minX \cdot o_x + maxY \cdot o_y + minZ \cdot o_z \\
    corner_4 &= c + maxX \cdot o_x + maxY \cdot o_y + minZ \cdot o_z \\
    corner_5 &= c + maxX \cdot o_x + minY \cdot o_y + maxZ \cdot o_z \\
    corner_6 &= c + minX \cdot o_x + minY \cdot o_y + maxZ \cdot o_z \\
    corner_7 &= c + minX \cdot o_x + maxY \cdot o_y + maxZ \cdot o_z \\
    corner_8 &= c + maxX \cdot o_x + maxY \cdot o_y + maxZ \cdot o_z \\

    c_1 &= \left( \sum_{i=1}^{n} corner_i \right) / 8 
\end{align*}
\]  

3
2.3. Improvement of hierarchy structure and traversal

Unlike traditional algorithms that use binary trees as the hierarchical tree structure, this article uses octrees as the tree structure, effectively reducing the tree's height. When the model is large, the child nodes that will not interfere can quickly eliminate. The tree structure is shown in figure 3 below.

![Hierarchical bounding box tree structure](image)

Figure 3. Hierarchical bounding box tree structure

The traditional hierarchical bounding box algorithm's update strategy is to update all the tree nodes before the intersection test. The AOO algorithm in this paper adopts an on-demand update strategy. The bounding box is updated when the nodes intersect, which avoids updating many bounding boxes that are unlikely to interfere and reduces the interference check time, as shown in figure 4 below.

![Schematic diagram of on-demand update strategy](image)

Figure 4. Schematic diagram of on-demand update strategy

This paper proposes a distance-first traversal method. When traversing the intersection of hierarchical trees, the distance between two tree nodes is first calculated. The intersection test is preferably performed on the two bounding boxes that are closer, which effectively speeds up the test speed.

Assuming that the root nodes of the object to be tested are \(a_i\) and \(b_i\), the specific steps of the distance-first traversal method are as follows:

Step 1. Judge whether the OBB of node \(a_i\) and \(b_i\) intersect, if they do intersect, go to Step2. Otherwise, node \(a_i\) and \(b_i\) do not intersect.

Step 2. If \(a_i\) is a leaf node, go to Step3. Otherwise, maintain a priority queue (small top heap), calculate the distance between the OBB centre of a child node of \(a_i\) and the OBB centre of \(b_i\), store it in the priority queue, and then take the top of the heap as a new \(a_i\) and go to Step1, finally pop the top of the heap, repeat the above operation until the priority queue is empty.

Step 3. If \(b_i\) is a leaf node, then the intersection occurs, enter the precise detection stage, and perform the triangle intersection detection. Otherwise, maintain a priority queue (small top heap), calculate the distance between the OBB centre of a child node of \(b_i\) and the OBB centre of \(a_i\), store it in the priority queue, and then take the top of the heap as a new \(b_i\) and go to Step1, finally pop the top of the heap, repeat the above operation until the priority queue is empty.
3. Results & Discussion
The experimental environment is CPU I5-4210H 2.9GHz, memory 8GB, graphics card NVIDIA GTX 860M, development language is C++, based on the OpenGL graphics library, and the object is composed of a set of triangular faces in obj format. Under the same test conditions, the algorithm's performance in this paper is compared with the literature [3] and literature [5], and the average interference check time is calculated. There are scenes 1-7 in total, and the number of triangles contained in the workpiece in each stage is different. The test object discussed in this article consists of two parts: the workpiece object and the tool object at the end of the robot arm, as shown in figure 5 below.

![Object to be tested](image)

In this paper, the AOO algorithm performs the update operation when the interference checks conduct, so the update time is included in the interference check time. The comparison results of different algorithms are shown in table 1 and figure 6 below. From table 1 and figure 6(a), the construction speed and interference check efficiency of the algorithm in this paper are higher than those in literature [3] and literature [5]. Figure 6(b) and figure 6(c) show that the average frame time of the algorithm in this paper is lower than that of other algorithms, which means that the entire simulation period's smoothness has improved. It can be seen from figure 6(d) that the operating memory efficiency has also improved.

![Comparison of interference check time](image)

| Scene | Algorithm[3] | Algorithm[5] | AOO algorithm |
|-------|--------------|--------------|---------------|
|       | Construction /ms | Interference /ms | Update /ms | Construction /ms | Interference /ms | Update /ms | Construction /ms | Interference /ms |
| 1     | 166.469      | 62.304       | 1.957       | 82.869        | 77.325        | 0.193       | 35.112        | 13.472         |
| 2     | 239.286      | 100.786      | 0.920       | 110.761       | 46.641        | 0.183       | 49.558        | 4.5264         |
| 3     | 419.858      | 281.742      | 0.928       | 198.342       | 115.428       | 0.184       | 71.530        | 24.5586        |
| 4     | 894.687      | 1019.207     | 0.885       | 484.266       | 246.208       | 0.278       | 175.203       | 229.72         |
| 5     | 1206.356     | 1934.871     | 0.954       | 600.088       | 240.044       | 0.184       | 200.589       | 494.634        |
| 6     | 1553.916     | 1984.768     | 0.889       | 778.505       | 264.966       | 0.196       | 262.737       | 534.128        |
| 7     | 2101.045     | 2370.313     | 0.906       | 933.024       | 352.855       | 0.186       | 311.356       | 433.812        |
Figure 6. Performance comparison of different algorithms, (a) shows the total time for interference check, (b) shows average time per frame during the interference, (c) shows maximum frame time during the interference, (d) shows running memory usage.

According to the experimental data, the interference check time of different algorithms can be seen. The improved algorithm has dramatically shortened the bounding box tree's construction time compared with other algorithms through exploratory analysis, and the interference check speed has been improved. It can be seen from the comparison chart of running memory occupation that the cost of the algorithm in this paper is much smaller than other algorithms in the interference check test.

4. Conclusion
Aiming at the problem that the traditional industrial robot may interfere with the workpiece when running in the offline simulation environment, this paper uses a hybrid bounding box algorithm with an octree structure to replace the traditional binary tree hierarchical bounding box processing method. The bounding box construction and the bounding box tree are optimized in the algorithm's rough detection stage. The efficiency of the algorithm is significantly improved, and the system overhead has been reduced. In future work, the algorithm's space complexity will be optimized, and an attempt will be made to apply the algorithm to a multi-object simulation system.
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