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Abstract

Building reusable software is always a challenge, even when well-established approaches are applied. Software Product Line (SPL) development is one of these approaches, which allows domain modeling be a way of dealing with common and variable aspects of reality. However, domain engineering itself can be complex, many times depending on the domain scope and/or its associated functionality. In this paper, our proposal to SPL development is structured as a leveled reference model built upon standardized semantic resources. This model and its associated process are exemplified through several cases from the field, drawing influencing factors subjectively assessed. Our experiences show that systematically enriching domain engineering may improve SPL development in the practice.
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1 Introduction

Since the 80’s, the idea of building systems capturing particular requirements has generated a wide set of research proposals in which reuse is one of the major benefits. The domain analysis or domain engineering area was firstly introduced by Neighbors [1] as the activity of identifying the objects and operations of a class of similar systems in a particular problem domain. Then, other proposals have improved the basis of this activity by adding techniques and methods that guide software engineers during the development of domain specific systems [2, 3, 4, 5, 6]. Currently, the domain analysis is the first activity of a Software Product Line (SPL) approach [7, 8], in which the construction of domain systems is performed by reusing domain requirements. In this way, software systems are seen as industry products, such as cars or machines, which are built in mass by reducing thus time and costs. At the same time, these products capture specific requirements of a domain making them more adequate for their users. The SPL paradigm involves three main characteristics from a specific domain:

• **Commonalities**: describing services shared by the products to be generated.

• **Variabilities**: describing different options of functionalities among the products to be generated.

• **Two phase development**: including the domain and application engineering. In the former, commonalities and variabilities are defined resulting in a software platform. Meanwhile in application phase, products are built by using this platform; that is, product derivations are performed by reusing the commonalities and instantiating the variabilities (sometimes also by adding product-specific functionalities).
The overall structure and processes of software product line engineering and management have been standardized by the ISO through its ISO/IEC 26550:2015\(^1\) standard. It provides terms and definitions, and describes how the components of a product line reference model fit together. Another standard, ISO/IEC 26551:2016\(^2\), provides the capabilities of tools and methods that support SPL requirements engineering by considering three processes: Product Line Scoping, Domain Requirements Engineering, and Application Requirements Engineering. The major purpose of the Domain Requirements Engineering is to analyze commonality and variability based on the initial features defined in Product Line Scoping; and the major purpose of the Application Requirements Engineering is to define application requirements based on domain requirements assets. Both standards complement each other to define a reference model for software product line engineering.

In addition, sometimes not only domain requirements can be reused (intra-domain reuse), but also domains are related by a series of properties and common services (inter-domain reuse). Proposals in the literature face this challenge by modeling software ecosystems or multiple product lines (MPL). Unfortunately, there are many approaches to deal with MPL modeling, and even MPL capabilities are not clearly established\([9, 10, 11]\); for instance, improving the integration of components previously developed for different domains still remains an open issue.

In this sense, our previous work has focused on analyzing the geographic domain as a generic one\([12, 13]\) – i.e. a domain that allows to share services among different subdomains depending on their intrinsic characteristics, such as oceanographic, terrestrial, etc. and/or possible human intervention in these areas, such as marine ecology. Precisely, our efforts have been addressed to reuse through a subdomain-oriented development; for instance, in our case, a new SPL for paleobiology\([14]\) was built by using artifacts developed for marine ecology\([15]\). It means that possibilities of reusing go beyond a single set of applications (single-domain oriented), introducing SPL families related by connections among different domains (sub-domain oriented). This possibility leads to a series of benefits when developing reusable products, since knowledge and inter-domain reuse can be organized in terms of domain/subdomain-oriented standards and services.

In this paper, we elaborate a reference model for inter-domain reuse, which is also subdomain oriented. By mirroring recommendations from the ISO 26550/51 standards, we introduce here a leveled structure and a process to deal with software product line engineering taking advantage of using standardized services (through taxonomies and/or standards). The model and experiences of use have been developed in cooperation with different institutions during more than 10 years.

This paper is organized as follows. The next two sections briefly introduce our proposal and its process. Then, both are instantiated showing experiences from the field. Section 5 discusses some influencing features subjectively assessed. Finally, we address conclusions and future work.

### 2 Related Work

Reusability in the context of domain analysis is an active research field being analyzed and studied during the last 30 years. We can place the first works in this area at the end of the 80 decade in which concepts as domain analysis, reusable entities, product derivation, domain languages, etc. have been firstly discussed\([2, 3, 4, 5, 16]\). Then, at the beginning of the 2000 decade, started the first proposals in what we now call Software Product Line Engineering\([7, 17, 18, 19]\). This field has emerged as a paradigm for domain-oriented software construction focusing on reusability of core assets and providing variability for product generation.

In particular, our work focuses on the SPL development in order to maximize reusability in both inter- and intra-domains. We define and create a set of reusable artifacts providing support to the whole process. To do so, our development is based on the definition and application of domain taxonomies and standards.

Related to the definition of taxonomies, there exist works creating them as types of services to be used in any software development process. For instance the Arizona Dictionary and Taxonomy of Human Services\(^3\) is being developed by members of the Arizona Taxonomy Committee (composed of representatives of departments, cities and towns of the Arizona State) for defining a common language by means of a set of specific services. Another service taxonomy has been developed by the International Foundation for Information Technology (IF4IT)\(^4\) in order to represent different service types used by information technology organizations. As a final example, we can cite the work presented by [20] in which the author defines a service taxonomy based on eight main categories in order to provide a common language for participants (architects, engineers, etc.) of a service-oriented development process. The main goal here is, again, to improve communication within the software process.

On the other hand, in our work we take advantage of using standards in order to guide the software development and maximize reusability. The use of standards
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\(^1\)ISO/IEC 26550:2015 is the entry point of the whole suite of International Standards for software and systems product line engineering and management - https://www.iso.org/standard/69529.html

\(^2\)ISO/IEC 26551:2016 Software and systems engineering — Tools and methods for product line requirements engineering - https://www.iso.org/standard/69530.html

\(^3\)https://www.azded.gov/taxonomy/

\(^4\)http://www.if4it.com/SYNTHESIZED/FRAMEWORKS/TAXONOMY/service_taxonomy.htm
in software developments is a widely recommended practice with known advantages in terms of interoperability, reliability, safety, etc.\(^5\). In particular, there exist several works promoting the use of standards specially defined in particular domains for developing systems. For example, in the healthcare domain we can cite works in which the DICOM standard\(^6\) is used for different developments. For example, in [21] authors apply this standard for developing a framework for data-driven GUI\(^7\) generation in medical diagnostic, and in [22] authors propose an internet of things (IoT) framework for health sectors in Indonesia. As another example, we can cite the survey presented in [23] in which authors analyze the application of several standards of the industrial automation domain in different parts of software development. Finally, we can cite works presented in [24, 25] in which different domain specific standards are analyzed for management systems. Although we can say that there are several efforts using standard information to define services and assist the development of new products, there is a lack of specific efforts in systematic software reuse. The standards are more related to interoperability than reuse.

In our proposal, a taxonomy-oriented domain analysis is built based on standard information about particular domains being analyzed. This taxonomy covers different aspects such as terminology, services, and conceptual models of the domains. The definition of new aspects to be part of the taxonomy are added by generalization/specialization mechanisms. These mechanisms populate the taxonomy from specific aspects of each particular domain in which the SPL is built. Here, the taxonomy acts as a controlled vocabulary for all participants providing a common language (which result in better communication). Thus, time for learning domain particularities is reduced and, at the same time, it helps stakeholders to bridge the gap among their different skills by reducing the wide spectrum of information sharing [26]. Also, the effective reuse during the creation of new SPLs from existing ones, is benefited from the analysis of reusable services of the existing taxonomy [14].

### 3 The Reference Model: DT&S SPL (RM)

The main goal of DT&S SPL (RM) is to provide a specific environment for promoting reuse from previous SPLs and their resources, which have been created for a domain by specializing into more specific ones. Figure 1 shows DT&S SPL (RM) as a leveled arrange of components, which can be (1) elements that produce/constitute architectural assets, (2) domain taxonomies & standards (DT&S) that represent organized domain knowledge; and (3) specific tools that support the different activities. The model must be seen from bottom to top considering that the lowest level – technologies – includes the specific supporting tools; and the next one – domain taxonomies and standards – includes organized external knowledge that supports all possible architecture for a particular domain.

The levels and components are:

- **Technologies:** This level includes supporting technology for building assets of a particular architecture. The selection of the technology is not only focused on software (frameworks, software systems, languages, etc.), but also hardware, application servers, and so on. In the SPL area there is no a specific set of tools or environments to be applied. The universe of technologies and tools is large and varied due to different technologies can be used to create the same or different assets. For example, for variability modeling and analysis, tools such as those analyzed in [27] might be used. Similarly, there exists a set of open-source frameworks for implementing reusable components, such as those analyzed in [28].

- **Domain Taxonomies and Standards:** Domain specific taxonomies are created to classify elements according to different aspects such as relationships, properties, contexts, etc. [29]. The main goal of these taxonomies is to represent domain knowledge based on the division and specification of the elements involved, which can be anything useful for a domain, such as services, requirements, terms, domain artifacts, etc. Domain taxonomies also work as a controlled vocabulary among all stakeholders by providing a common language. On the same hand, standards provide similar goals but adding more resources, such as terminology, rules, properties, and guides. There are a wide set of available standards from different organizations. We can find general standards created for a wide community, such as the set of ISO Software Engineering Standards (ISO 9126, ISO 14598, etc.), and/or standards for SPL development (ISO/IEC 26550); and more specific standards belonging to particular domains, such as the ISO 19119 std\(^8\) for the geographic domain or CIDOC Conceptual Reference Model (CRM)\(^9\) for the cultural heritage domain.

- **Domain Engineering:** This level includes the main activities for building reusable artifacts within a specific domain. As in any traditional domain engineering phase during SPL development [7], this level is responsible for designing
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\(^5\)https://www.iso.org/benefits-of-standards.html

\(^6\)ISO 12052:2017 Health informatics – Digital imaging and communication in medicine (DICOM) including workflow and data management

\(^7\)Graphical User Interface

\(^8\)Services International Standard 19119, ISO/IEC, 2005.

\(^9\)CIDOC Conceptual Reference Model Version 6.0 – http://www.cidoc-crm.org
and implementing the SPL platform together with commonalities and variabilities of the domain. In our approach, we include two main components:

- **Domain Assets**: This component analyzes information received from the Domain Taxonomies and Standards and Knowledge Assets levels. Here, it is important to determine the information sources to be used (standards, existing applications, domain experts, etc.), analyzing and organizing features or services that a domain should offer, and identifying the set of reusable components that might be used to implement required features. In this way, this component is responsible for designing and extending domain requirements, services, taxonomies and any other software artifact describing the domain. All these outputs will conform the domain assets and they will be stored in the reusable artifact repositories (Knowledge Assets transversal level).

- **Organizational Assets**: This component acts as a refinement of the domain assets. It takes the domain analysis information and adapt it to the context of the SPL development. As our approach is based on a subdomain-oriented development, this component takes advantages from available subdomain information sources and knowledge assets (if they exist), to design, extend and implement the SPL platform. The reusable assets created for the subdomain are also stored in the repositories.

- **Knowledge Assets**: This transversal level stores the reusable assets that are taken into account for reusing or creating new ones during the domain and/or application engineering. That is, the repositories are available for software engineers and/or developers to create new domain assets for new or existing domains or subdomains. Previous to create a new domain asset, it is necessary to determine whether existing ones are able to be reused totally, or at least partially.

- **Application Context**: This level involves information about a particular application to be derived. During this process, restrictions and documentation can be used and generated. It is important here that all the documentation belonging to a particular product can be used for others in the same domain; specially when products share some variabilities.

- **Application Engineering**: As in any traditional SPL development, this level involves the activities related to the derivation of new products [7], which are created by reusing the SPL platform (with all generated artifacts), instantiating variabilities, and designing and implementing new specific artifacts.
4 A Process for designing and implementing functionalities

DT&S_SPL (RM) is supported by a process for building functionalities based on a specific domain hierarchy. Our approach is functionality oriented, that is, the activities are focused on building functionalities of a new or existing domains taking into account available components of the model. In Figure 2, we can see the process split into two main branches (from the second to the fourth activities), which respectively denote the task of reusing or creating domain assets. Thus, the process showed in the Figure is defined from the point of view of creating new functionalities for a new subdomain, considering existing domain assets. More specifically, the five activities of the process are:

1. **Processing requirements**: In this step we create the domain requirements component of the domain engineering level of DT&S_SPL (RM). The inputs are the requirements of the new subdomain provided by expert users in the area, and all the information available from the taxonomies and standards on the domain and subdomain (domain taxonomies and standards level of DT&S_SPL (RM)). This last information is useful for determining commonalities in the subdomain. The output of this step is a list of the suggested domain requirements that must be considered in the SPL.

2. **Building the taxonomy**: This step is responsible for building domain services and the domain taxonomy of the domain engineering level of DT&S_SPL (RM). The inputs of this step are the suggested requirements obtained in the previous step, and the pre-existing taxonomy created for other domains or subdomains (from the domain taxonomies and standards level and the existing repositories). The output of this step is the new taxonomy containing the list of added/reused services of the new subdomain. This step is subdivided into two substeps:
   (a) **Reusing services**: Here, it is important to determine which of the suggested requirements can be translated into a service already defined in the pre-existing taxonomy. To do so, the requirement must be searched into the reusable artifact repositories available in the knowledge assets level.
   (b) **Adding services**: When the suggested requirements cannot be matched to a service of the pre-existing taxonomy, the requirements must be added. This addition is not trivial because requirements can be added as a completely new category of the taxonomy or as a new specialization of another pre-existing service (or category). The new taxonomy is again stored in the repositories.

3. **Building functionalities**: In this step, we must create design artifacts of the domain engineering level of DT&S_SPL (RM). Based on the outputs of the previous step (list of services added/reused in the new taxonomy) and functional datasheets\(^{10}\), a reference architecture must be designed. Functional datasheets are software artifacts that represent interactions among (common and variable) services of the taxonomy, and the reference architecture provides a preliminary structure for these interactions. Thus, the output of this step is the set of added/reused functional datasheets for the new subdomain conforming to the reference architecture. As in step 2, it is important to analyze whether the functionality is already defined for previous subdomains or it is a new one. Thus, this step is subdivided into two substeps:
   (a) **Reusing functionalities**: We must identify the functionalities that can be reused. For reusing a functionality, the set of pre-existing functional datasheets must be analyzed in order to determine whether the new functionality can be reused completely, partially or it is not possible. To do so, the functionality must be searched in the repositories of the knowledge assets level.
   (b) **Designing new functionalities**: A new functionality is designed when it cannot be reused completely. Sometimes, it is possible to reuse a functionality only partially, in this case it is necessary to create a new one with the set of not reused services. The new functionality must also be stored in the repositories.

4. **Deriving components**: In this step, the functional datasheets are analyzed to generate an abstract component structure compliant with the reference architecture. This structure is also part of the domain engineering level of DT&S_SPL (RM). Thus, as in the previous one, it is important to analyze whether the components’ structure can be reused or we have to derive new one. This step is subdivided into two substeps:
   (a) **Reusing components**: In general, when functional datasheets are reused (in the previous step) there exists a component structure for supporting them. These structures must be selected from the repositories (of the knowledge assets level of DT&S_SPL (RM)) and organized into the reference architecture.
   (b) **Deriving new components**: When new functional datasheets are created in the previous
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\(^{10}\)Datasheets are design artifacts created to model functionalities including commonalities and variabilities. For a detailed description of datasheets, please refer to [14]
step, we must derive a new abstract component structure according to the existing one and organize it into the reference architecture. The new structure must be also stored in the repositories.

5. **Implementing components**: In the previous step the reference architecture is used to define software components and their interactions in an abstract way. In this step, we must create a concrete platform architecture (as also part of the domain engineering level of DT&S SPL (RM)) to implement all constraints defined during the design activity. This generates a set of code skeletons that represent each concrete software component resulting in the platform architecture. The concrete architecture requires a definition of the all elements that can be identified in the concrete component structures. This includes the component structural information, a loose coupling communication schema, and metadata regarding taxonomy services and variability management.

It is important to highlight that every domain asset generated is stored in the reusable artifacts repositories in order to manage reusability. This repository is used each time an asset is searched for reusability.

5 **DT&S SPL (RM) Instantiation: Cases from the field**

In this section, we show the instantiation of DT&S SPL (RM) when creating SPLs. In our case, we started from the geographic domain and specialized it into more specific subdomains. It is important to highlight that the geographical domain [30] is broad in the sense it includes general aspects applicable to a huge number of products within this domain. For instance, we can find common services such as map panning and zoom, edition of geographic features, layer management, etc. Thus, the creation of an SPL in the geographic domain would be impracticable, since the amount of variability that would have to be defined within each service will become unmanageable. So, it is logical to think about the division into different subdomains, where each one has certain characteristics of the geographic domain, and some special characteristics included in more specific subdomains.

Our proposal is addressed to define common aspects of generic domains (as the geographical one) and specialized into more specific ones sharing and reusing services and functionalities. To do so, we have worked along with organizations involved in the marine ecology [26] and paleobiology [14] subdomains. We analyzed these subdomains by studying upper domains and standards that were arranged into a domain hierarchy. In Figure 3 we can see the standards, domain and subdomains studied for the model instantiation; for example, for the geographic domain we can see the use of several standards defined by the International Organization for Standardization\(^\text{11}\) (ISO) and the Open Geospatial Consortium\(^\text{12}\) (OGC). The ISO, by means of the ISO Technical Committee 211\(^\text{13}\) (ISO/TC211), and the OGC have proposed a series of standards to provide rules and methods for creating interoperable geographic systems. Among the wide range of defined standards, we particularly applied those defining geographic services, a reference architecture, and spatial,

\[^{11}\text{http://www.iso.org}\]

\[^{12}\text{http://www.opengeospatial.org/}\]

\[^{13}\text{http://www.isotc211.org/}\]
temporal and thematic representations. Following, for the cultural heritage subdomain (as an upper domain for the paleobiology one) we applied, for example, the ISO 21127 standard\(^{14}\) proposing a reference ontology, CIDOC-CRM proposing a conceptual reference model, and LIDO\(^{15}\) providing an XML schema for describing museum objects. At the same time, for the oceanography subdomain, as an upper domain for marine ecology, we used the information provided by IODE (International Oceanographic Data and Information Exchange\(^{16}\)) and the Joint WMO-IOC Commission for Oceanography and Marine Meteorology (JCOMM\(^{17}\)). Finally, in Figure 3 we can see that also internal rules/regulations and/or Argentinian laws were used for extracting information about the subdomains. This information was useful to provide domestic standard processes and regulations of the activities within the organizations. For example, the Argentinean Law 25743\(^{18}\) defines the way in which cultural heritage must be acquired, moved, and preserved by specific organizations (such as museums) and the state.

Considering the domains and subdomains of our cases, Figure 4 shows the two first levels of the instantiated model. The first one (starting from the bottom) shows the technologies used in order to support the activities for building the software artifacts of the SPLs. For example, at a database level, we applied mongoDB\(^{19}\) for storing reusable artifacts, such as taxonomies and datasheets that were translated to JSON files, and PostGIS\(^{20}\) for storing the data of the generated products. For the analysis of the variability models (included in our datasheets) we used our own tool named SeVaTax [31].

Following, in the second level, we can see the domain taxonomies and standards applied. As we aforementioned, in Figure 3 we used standards for the geographic domain and for more specific cases when analyzing the marine ecology and paleobiology subdomains.

In Figures 5 and 6 we can see the main software artifacts built during the domain engineering phase of an SPL development. These artifacts have been created by applying the process showed in Figure 2, in which for each new subdomain, the software artifacts can be reused, extended or created. In our cases, we firstly created an SPL in the marine ecology subdomain [15, 26]. To do so, we started from the geographic domain and specialized it into a set of services, functional datasheets and reusable components. Some years later, we started to work in the paleontology domain; so we applied the same process to generate an SPL into the paleobiology subdomain [14]. Here, we considered the software artifacts previously generated in order to reuse and/or extend services, datasheets and components for this new subdomain. At this point, we were also able to perform some analyses in order to obtain indicators about reusability. As more subdomains are defined into the hierarchy, reusability benefits will be greater.

As an example of the software artifacts generated, in Figure 5 we show the reference architecture, based on the ISO 19119 standard. As we can see, and according to the standard, we defined a three-layer reference architecture involving a human interaction layer, responsible for the interaction with the user; a user processing layer, responsible for the functionality required by the user; and a model/information management layer, responsible for physical data storage and data management. Each layer groups a set of services located into the taxonomy. Thus, in the Figure we also show a little part of the service taxonomy. This part shows some of the human interaction services belonging to the geographic domain (in black), services of the marine ecology subdomain (in red), and services of the paleobiology subdomain (in blue). These services were specialized to show spatial and thematic data to the users by using a map (with polygons in this case), a tabular form, or labels. At the same time, in the right side of the Figure, we can see the knowledge assets that are queried in order to see if a service in a specific subdomain can be reused, or otherwise we have to create a new one as an specialization of existing ones.

Following, in Figure 6 we can see a simplified view of datasheets for the data visualization functionality. The first datasheet (Figure 6a) shows this functionality in a general way, that is, by using services of the
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\(^{14}\)Information and documentation – A reference ontology for the interchange of cultural heritage information - ISO 21127:2014

\(^{15}\)LIDO – Lightweight Information Describing Objects Version 1.0 – http://network.icom.museum/cidoc/working-groups/lido/what-is-lido/

\(^{16}\)http://www.iode.org/

\(^{17}\)https://www.uk-ioc.org/JCOMM

\(^{18}\)Ley de Protección del Patrimonio Arqueológico y Paleontológico - http://servicios.infoleg.gob.ar/infolegInternet/anexos/85000-89999/86356/norma.htm

\(^{19}\)https://www.mongodb.com/

\(^{20}\)https://postgis.net/
Figure 4: The two firsts levels instantiated according to the domain and subdomains under study

Figure 5: Part of the components generated at the domain engineering level

taxonomy belonging to the geographic domain. Then, these services were specialized into specific ones when required. At the same time, variability was defined in order to provide options for visualizing data as polygons in a map, labels, or in a tabular form. The two other datasheets show specializations for each subdomain. In Figure 6b) we can see the visualization of research zones in which the variability is defined as polygons (as mandatory), and tables and/or labels (as optional). In Figure 6c) for the paleobiology subdomain, we specialized the functionality in order to show explorations that can be visualized by implementing the same options as before. Thus, in this simplified example, we can see some components of the domain engineering level built by our process (Figure 2).

Finally, for the application engineering level we instantiated the SPLs into different products. In our case, for the marine ecology subdomain we derived two products for different institutions – one for the CENPAT\footnote{Centro Nacional Patagónico – http://www.cenpat.edu.ar/}, and the other for the IBMPAS\footnote{Instituto de Biología Marina y Pesquera – http://ibmpas.org/} institute. For the paleobiology subdomain we derived also two products for the MCN\footnote{Museo de Ciencias Naturales - Universidad Nacional del Comahue - https://extension.uncoma.edu.ar/index.php/paginas/museo-de-ciencias-naturales/} and the MOZ\footnote{Museo Olsacher de Ciencias Naturales - http://museoolsacherzapala.blogspot.com/} museums.

In Figure 7a) and b) we show two instantiations of two products, one in the marine ecology subdomain (CENPAT center) and the other in the paleobiology subdomain (MCN museum). The instantiated datasheets show the variabilities selected. At the same time, in Figure 7b) we can see the concrete architecture proposed for implementing the reference architecture presented in Figure 5. Here, each reference layer was mapped to both client- and server-side components. Thus, for implementing this concrete architecture, we used a Client-Server pattern by locating user interaction and lightweight processing in client-side, and heavy processing and querying the database on server-side [32].

Finally, in Figure 8 we can see the results of implementing the data visualization functionality for the four products, each of them showing different ways of visualizing explorations for the paleobiology subdomain (Figure 8a) and b)), and research zones for the
6 Analyzing influencing factors

In previous work, we have assessed our proposal from the perspective of facilitating intra- and inter-domain reusability; i.e. when the SPL platform was generated, and when new products were derived for different subdomains [12, 13, 14, 15]. At the same time, some qualitative analyses have already been performed, such as time-to-market and costs [14, 15, 26]. These evaluations were aimed at assessing our reference architecture with respect to relevant aspects (quality attributes), such as those proposed in [33]. Following with these analyses and assessments, here we are focused on analyzing influencing factors that might reveal strengths and pitfalls of our approach, similarly to proposals in [34, 35]. That is, we are focused on the way our proposal transfers knowledge and provides factors helping on the application of an SPL development.

In Table 1, we list some factors that we consider might affect SPL development considering activities and assets of the two phases (domain and application) and people involved in the processes. Therefore, factors are grouped into three categories, possibly containing some same factors, but analyzed from different perspectives (such as the case of Use of reusable assets).

This list does not intent to record all possible factors, but just a set of interesting ones. For instance, we have included a factor named Use of standards in the Domain Engineering group, because our proposal relies on the combination of standards and committed service taxonomies to help stakeholders define a common vocabulary, and use the same rules and recommendations. Then, collecting opinions about the usefulness of making this information available would make an interesting contribution. Similarly, the Use of semantic resources considers the possibility of applying, extending and even creating taxonomies, datasheets, reference architectures, etc. Here usefulness is interpreted

![Diagram of Domain Engineering](image)

Figure 6: Datasheets generated according to the domain and subdomains at the domain engineering level

Table 1: Influencing factors to be assessed when developing SPLs under DT&S_SPL (RM)

| Influencing factors                                      | Domain Engineering - SPL Platform                                      | Application Engineering - Products                                      | People                                                                 |
|----------------------------------------------------------|------------------------------------------------------------------------|------------------------------------------------------------------------|------------------------------------------------------------------------|
|                                                          | • Use of standard information                                          | • Use of reusable assets                                               | • SPL development knowledge                                             |
|                                                          | • Use of semantic resources                                            | • New requirement management                                          | • Domain knowledge                                                     |
|                                                          | • Variability definition                                                | • Variability instantiation                                            | • Proactive and good predisposition to work in a team                  |
|                                                          | • Use of base technology                                                | • Use of base technology                                               | • Previously involved in this SPL development                         |
|                                                          | • Use of reusable assets                                                | • Well-established process                                             | • Knowledge about the base technologies                               |
|                                                          | • Well-established process                                             |                                                                        | • Good communication and interpersonal skills                           |

marine ecology subdomain (Figure 8c) and d)).
Figure 7: The application engineering level instantiated for deriving products

as a trade-off among different influencing variables, such as effort and time needed for creation, extension, and so on.

As another example, in the Application Engineering group, we defined factors such as New Requirements Management to consider the case of newly adding application specific requirements; or the Use of base technology to consider influences from the use of a precoded and component-based platform, and the use of preestablished technology as well. Finally, the third group addresses factors from people who participate as stakeholders of the development process (software engineers and/or related profiles). For instance, we considered general factors, such as Interpersonal skills, and more specific ones, such as Previously involved in this SPL, meaning the existence of previous experience working with our proposal.

In order to subjectively assess these factors, we divided developers (and software engineers) of our team into three groups. The first one included four developers, who worked on the development of the general SPL platform (modeling the geographic domain and reusable assets) during 2010-2016. The second group included five developers, who worked on the development of the SPL platform in the marine ecology subdomain during 2012-2016. Three of these developers belonged to the first group as well. And finally, the third group included five developers working on the paleobiology subdomain during 2017-2021. All members of these three groups were invited to assess the factors defined in Table 1, according to the scale defined in Figure 9. We used a Likert scale for subjectively assessing usefulness of each factor, which was averaged for each group to show the summarization in Table 2.

As we can see, the results of Group 1 were the worst with respect to others. This is because members of Group 1 were the firsts working in the geographic domain and building semantic resources and reusable assets. The other groups could later take advantage from the artifacts already created by extending or just specializing them. However, it is worth noting that although members of Group 1 built the first version of the platform (Use of reusable assets is not applicable), they satisfactory started to reuse at application engineering level by deriving products from the recently created platform.

Group 1 expended a lot of effort to create semantic resources that helped improve understandability and reduce ambiguity at the same time. Specifically, service taxonomies and functional datasheets were combined to support the instantiation activity during the product derivation process (Variability instantiation). Additionally, services included within mandatory and optional datasheets were classified to guide stakeholders in selecting their specific requirements. As a limitation of the use of these resources, we can again cite here the expertise needed for their understanding. However, although this is true, we found more problems when stakeholders required new functionalities to be included in a new product (New requirement management), as this factor requires the intervention of at least two types of stakeholders (expert users and developers). Then, knowledge needed was deeper than in the...
Figure 8: Different user interfaces for the data visualization functionality in the four derived products

Figure 9: Scale for assessing factors during SPL development

| Influencing Factors | Group1 | Group2 | Group3 |
|---------------------|--------|--------|--------|
| **Domain Engineering - SPL Platform** |        |        |        |
| Use of standard information | 😇 | 😇 | 😇 |
| Use of semantic resources | 😇 | 😇 | 😇 |
| Variability definition | 😇 | 😇 | 😇 |
| Use of base technology | 😇 | 😇 | 😇 |
| Use of reusable assets | 😇 | 😇 | 😇 |
| Well-established process | 😇 | 😇 | 😇 |
| **Application Engineering - Products** |        |        |        |
| Use of reusable assets | 😇 | 😇 | 😇 |
| New requirement management | 😇 | 😇 | 😇 |
| Variability instantiation | 😇 | 😇 | 😇 |
| Use of base technology | 😇 | 😇 | 😇 |
| Well-established process | 😇 | 😇 | 😇 |
| **People** |        |        |        |
| SPL development knowledge | 😇 | 😇 | 😇 |
| Domain knowledge | 😇 | 😇 | 😇 |
| Proactive and good predisposition to work in a team | 😇 | 😇 | 😇 |
| Previously involved in this SPL development | 😇 | 😇 | 😇 |
| Knowledge about the base technologies | 😇 | 😇 | 😇 |
| Good communication and interpersonal skills | 😇 | 😇 | 😇 |

Table 2: Judgements (avg) for each factor and group

The assessment introduced here revealed perhaps quite obvious conclusions, such as detecting that the more expertise exists in using the proposal, the more effective and satisfying it is. In addition, we are aware that opinions might be biased in favor of DT&S_SPL...
we will approach another subdomain – sustainable
wells. Our proposal introduces additional elements for
(TM), since participants are all members of our team.
However, we expect judgements showed in Table 2
point to possible strengths, such as structuring around
standardized assets; and pitfalls, such as the needs of
building these assets.

7 Conclusion and Future Work

SPL development and management usually requires
a considerable effort to deal with complex and mul-
tiple domains, many times difficult to approach as
well. Our proposal introduces additional elements for
dealing with this complexity – semantic resources as
taxonomies and standards, which support a reference
model for developing intra- and inter-domain SPLs.

In this paper, we have summarized our proposal
showing some cases from the field, and preliminary
elaborating some factors that might influence the pro-
cess. Future work is now focused on extending func-
tionality to include services related to data analysis,
since geographic systems are inherently great data col-
lectors. Variety in big data systems gives us a space for
exploring taxonomies and standards; and in this case,
we will approach another subdomain – sustainable
agriculture – in cooperation with a national institu-
tion in Argentina (INTA[25]). At the same time, we are
organizing the set of supporting tools we have devel-
oped to facilitate the semantic resources manipulation.
This set of open-source tools[26] and some application
guidelines will help transfer the model and process to
possibly interested SPL developers.
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