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Abstract—Despite all the techniques practiced for ensuring the quality of a software product, software testing is being the widely accepted practice. With the explosive evolution and the usage of mobile application, new developments in the process of software testing are introduced too to acquire market presence in mobile application development by introducing high quality products. As of this the introduction of automated tools for testing has gained attention in the last few years. Though the topic of automation in software testing has been there for a while, introduction of new tools and techniques has gained attention recently. Hence, this research work focuses on investigating and analyzing the current trends on automated testing of mobile application by choosing the android platform as a case study. With the aim of fact finding, a systematic literature review was carried out on existing studies which were retrieved from different databases by exploring the electronic search space. It discusses the points based on the chosen research questions by referring the papers cited. The topics discussed in this review article includes the facts related to why and how automated testing on mobile application, the tools and techniques used and the challenges on it. This work also highlights why the focus has been concentrated on the mobile application testing rather than generally highlighting the importance of automated software testing. As a conclusion the paper proposes some good practices on the topic based on existing literature reviewed and referred throughout the study.
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I. INTRODUCTION

Despite the works done by researchers and practitioners about the numerous techniques for software quality assurance, it is widely accepted that software testing is the most practiced approach for evaluating and assessing the quality of a software product [50]. The main goal of this paper is to provide the insights from successful research works carried out in software testing and testing techniques for mobile application which appears to be the most significant points relevant to the topic.

Li and his co-authors, in their work published in 2014 state that the main objectives of software testing are:

1. A test is carried out to demonstrate the errors that is present in a product.
2. A well-defined testing approach has the higher chance of discovering errors that exist.
3. A successful test operation should always discover any future faults and regression failures.

The common term used in literature as ‘mobile testing’ refers to various testing strategies like testing mobile devices, testing mobile applications and mobile web applications testing [22]. Thus, the term ‘mobile application testing’ in this paper refers to testing mobile applications that run on mobile platforms with the use of popular testing methods and tools that ensure quality in behaviors and functions as well as features like usability, security, connectivity and so forth. Various work in the literature highlights the fact that mobile application testing is much different from the conventional software testing as it has unique requirements which includes device compatibility of the application with different mobile devices with ranging screen sizes to UI lags [35]. Apart from that, since mobile applications are developed to run on mobile devices that operates on different operating systems, having different size and computing power resources [22], the way of testing those also must be to the standard that differs from normal conventional software products. Hence, this paper clearly highlights the importance of testing mobile with the support of literature in the second part of section two ‘critical evaluation of literature’.

According to Cap Gemini Quality Report [1], the barriers to testing mobile application have moved from tools to methods; 56% of companies do not possess the right testing process/method, 52% do not have the devices instantly available, 48% do not have test experts, 38% do not have in-house testing environment, 37% do not possess the right testing tools, and 33% do not receive enough time to test. However, the data shows that mobile testing rose rapidly in 2013 compared to 2012 where statistics prove that 55% of organizations implemented new methods and tools to test functionality, performance, and security of mobile applications and devices in contrast to 33% in 2012. The rise in percentage is optimistic.

Based on the strategies used to carry out the testing process, the automated software testing for mobile application is classified under different categories. Although various techniques used differ in the approaches used, these testing does not fail to accommodate the concept of
automation. This paper gives a detailed insight of some of such techniques used and the tools utilized in addressing the features of those techniques under the third topic of the second section.

Despite the developments and research in software testing for mobile applications, the challenges faced continues in relevant to test environment and standards, modeling, and coverage criteria [22].

This paper is organized in the form of sections. Section one states about the content of the sections in this paper as well as highlight the key points explained in this review followed by the second section that discusses the research methodology adopted for this study. The third section discusses the findings and results based on the identified research questions, that explains about the key phrases found to be relevant to the topic and they are well explained with the support of literature referred in there. The final section is the conclusion, and it discusses the key points and important conclusions arrived during this literature review and provide information about major recommendations on these topics. Reference list follows the conclusion part, and it lists all the references used for this literature review work.

II. RESEARCH METHOD

This study adopts a systematic literature review process proposed by Kitchenham et al. on how to perform systematic literature review in software engineering fields [2]. The subsequent parts of this manuscript shows how the methodology has been adopted in conducting this systematic literature review.

A. Research Questions

There are four main research questions in this review and the discussion part mainly adhere to the focus on these research questions.

1. What does automation in software testing refers to?
2. What is the importance of automated mobile application testing?
3. What tools and techniques are used in automated software testing of mobile applications with respect to android platforms?
4. What are the major challenges in automated software testing on mobile applications?

B. Search Strategy

The search for study was conducted in the electronic search space. Electronic databases were explored with the target of research questions based on key word search approach. To identify the suitable literature, inclusion and exclusion criteria was used among the search results. The researchers also used some screenings on the process of identifying the relevant literature to remove redundancies and irrelevant studies with mutual consents.

C. Information Sources

Popular scientific databases were chosen to conduct the electronic search and retrieve the relevant literature for this review. The databases include IEEE Xplore, ACM digital library and ScienceDirect. Additional records were also found via google scholar.

D. Search Terms

The scope of the study being little broader without fixed taxonomy, a range of search strings were used as keywords across the electronic search space. The keywords defined were used with Boolean combinations such as “and” and “or” with the aim of minimizing the irrelevant results. The keywords are “Automated testing”, “Mobile application”, “Testing tools”, “Quality Assurance”, “Software Testing”, “Test automation”, “Testing challenges”, “Testing techniques”, “Android platform”, “Mobile Devices” and “Test strategies”.

E. Inclusion and exclusion criteria

The literature selection for the study opt to be with the following characters.

1. The study must be published within the timeframe of 2000 to 2019.
2. The study must be in English
3. The study must include relevant information of mobile application testing covering the scope of the study.

Studies which were excluded were based on the following concerns.

1. If the study does not fulfill the inclusion criteria
2. If the study does not technically prove to be rich in content.

III. LITERATURE REVIEW AND KEY FINDINGS

This section highlights the facts adopted from the reviewed literature that adheres to the research questions identified and given in the section two of this paper. Although the main focus was to investigate the current state-of-the-art facts based on the relevant research questions and the key topic, this section tends to summarize the findings in the form of structured way as to clearly relate the facts identified from different literature so as to provide the connectivity between the findings. Also, the results are based on literature and articles published between 2000 and 2019, thus giving importance to the recent developments in the topic. Though the articles retrieved from the internet are verified according to the source origin, it was double checked for the authenticity of the content. The consequent sub sections of the third portion of this paper provide detailed discussion on the research questions thereafter.
A. Software Test Automation

Software Testing is one of the important phases of any software development and has been widely used in the industry as a quality assurance technique for evaluating the specification, design, and source code [23], [7]. Since the software is designed in a way that is more complex, the need of testing complex software becomes the important phase of any software development. Hence, the importance of testing should not be underestimated [60]. In fact, software testing is a part of any software development and plays a major role in the cost factor of any software [23]. Software testing is expensive and labor intensive. According to literatures, Software testing process covers up to 50% of software development costs and it is even more for safety-critical applications [6].

The main objective of a software testing is ensuring a quality software product [23]-[25], [50], [27] at the end of a development phase before it is put into deployment. It does not mean that software testing is carried out at the end of an Software Development Life Cycle (SDLC). But it may be performed at any stage wherever necessary and it totally depends on the project and the model of SDLC used for the development.

In the process of software testing, an outcome of a software development process is evaluated for the overall functionality and behaviors using a set of test cases - whether it satisfies the specification requirements or shows any behavior of fault in the software. Although the concept of software testing is stated to be used for demonstrating the absence of errors [35], [27] in any software product, testing is always defined to be finding errors as much as possible as it improves the assurance that the software being tested is much reliable. Thus, a set of test plans are executed to find out that. The way in which these test plans are executed, divides the software testing process into two major categories like manual and automatic testing.

In manual testing, a tester carries out a written set of test plans which contains the test cases [23]. Here a tester manually executes the program to check for each test case. As this is the approach of manual testing, the automated testing is automating these test activities and the whole test cases are carried out automatically.

Garousi and Mäntylä describe the automation testing in their work published in 2016 as the “use of special software (separate from the software being tested) to control the execution of tests and the comparison of actual outcomes with predicted outcomes” [23]. Key points that these authors trying to mention are “special software” and “control the execution”. By this, the authors mean that the testing process uses a software other than the software needed to be tested and the whole process is automated. Although various researchers define the term automation testing in their own style of wording, none of them have missed to portray the same concept.

In every test activity, it is always essential to find out why an approach is selected. Since software testing is one of the major phases in any software development, it is labour intensive and expensive. According to a literature, it is stated that testing takes up to 50% of the total cost of any software development. It is sometimes even more than that according to some literature. As this is the fact regarding testing cost, it is essential to manage it and that is the goal of automation testing.

Another goal of automation testing according to literatures is, minimizing human error [30]. Mistakes, made by human beings, be-come errors which tend to become faults and failures. Another goal is making regression testing easier [30], meaning, that when automation testing is executed to find the errors in any software testing, it makes the process of finding any consequences of any patch works done during a bug fix. Thus, this will ease the problem of overcoming any possible future errors caused by a bug fix. Software testing phase on any software development process tend to start along with the beginning of the development in order to avoid the complexities in testing at later stages. Although the approach implemented for testing fully depends on the basis of project requirements and the model of software development used, it is mandatory to thoroughly study which approach is to be used for the purpose of testing in order to avoid future errors and failures in testing. Thus, it is essential to identify when and what is to be tested using a particular testing strategy. A test process comprises several steps, beginning from planning, test specification, executing up to reporting. Each of these steps could be carried out using various approaches. Apart from using automation testing in the test execution process it could be used in various stages for various purposes too. Thus, the potential use of automation in various testing stages can be test case design, scripting, evaluation, and test result reporting [23], [27], [30], [32]. Based on these, an overview of this is summarized in figure 1.

![Figure 1: An overview of automation across the software testing process](image)

B. Importance of Automated Mobile Application Testing

Recent years have proven to be a great revolution for mobile industry and market due to its extensive support and sophisticated tasks being performed, rather than just simple operations as a decade ago [32], [33]. The mobile has been used by many giant tech industries and companies which are not directly related to technology. Mobiles are being used as a common platform to manage tasks for everyday life and activities. Since its involvement has become a norm in our lives for every more and essential task, any breakdown/unexpected behavior of any sophisticated mobile application can result in a great disaster for industries and enterprises.

Users’ unpleasant experience (crashing, bugs etc.), while exploring mobile app, can consequently prevent the users from reusing the app. Nearly 48% of users will not try the application again based on one survey [14]. This can lead to lower downloads, thus reduced revenues. Therefore, to avoid such consequences after all the time, energy and money invested on any mobile app, various Software Testing on
mobile application is certainly necessary. Meeting graphical interface sketches, functional requirements and flow of app can be achieved and may attract users. Ensuring high quality is essential than anything else.

The audience of mobile application is escalating immensely as mobile devices continue to be used and seen everywhere. MarketWatch’s research states that, 14% of online purchases are made through mobile platforms and will continue to grow gradually in upcoming future. One of the statements from PayPal’s senior director of global initiatives, Anuj Nayar, to MarketWatch states that “we’ve seen our mobile growth rise from less than one percent of our payment volume in 2010 to more than 20 percent in 2014”. This notable new height in this area shows more and more businesses are cashing-in on.

Needless to say, making sure an app is working correctly is essential. The same hard work that is required for product concept and building a business, is also necessarily to be done with quality control and testing for mobile applications, and that kind of testing is not something that can be done in-house. It can only be achieved by using professional mobile testers’ skills, who can identify issues before it affects the end-user which gets them frustrated, as well as architect ways to fix them before the application is rolled-out.

The following comparison reflects the idea of why mobile application is foremost important than web and desktop platform. It also provides an insight of all possible aspects which explains why mobile platform application is complex, time consuming and detailed in comparison to its counterparts.

**TABLE I. IMPORTANCE OF MOBILE APP TESTING OVER WEB / DESKTOP SYSTEM TESTING WITH COMPARATIVE SUMMARY**

| Criteria              | Mobile                                                                 | Web/ Desktop                                                                 |
|-----------------------|------------------------------------------------------------------------|----------------------------------------------------------------------------|
| **Frequency of release** | Release Software updates quite frequently for the improvement of devices, security and UI lags, etc. This effect mobile behavior in a way that old compatible apps stop working. Thus, the testing team needs to be cautious. | Web and Desktop versions are released not so often, hardly twice or once in a year or two. |
| **Usage**             | Mobile apps have large adaption from mid – high level enterprises and being used for a general purpose which makes it complex enough to support all genre of applications supporting up to Desktop applications are mostly used by big enterprises where there is less variety of desktop machines to support. For web-app, only concern is on which cloud or another server the web-app needs to be deployed. |  |
| **Communication link** | Mobile applications are connected through sophisticated interlinked bridge called Restful APIs or web services which make the transaction happen through a mobile meaningful format known as JSON [56]. | Web application is hosted on the same server where the database is deployed. Thus, the chances for being vulnerable in terms of security, non-availability of data is less than its counterpart mobile application [21]. |
| **Development life cycle** | Built with a complex life cycle to handle all kinds of unexpected, interrupted behaviors in more intelligent way. | No such life cycle due to not being developed with an intention for being a personal platform rather being originally used by everyone on same hosted server serving millions of users. |

Possible outcomes, when any app is not tested with the context of mobile lifecycle, may lead to great consequences such as, mobile being used with a purpose of multi-tasking device. It drives the concept of Background and Foreground app [18]. However, Backgrounded apps brought to the foreground will often crash if state is not persisted properly. States can be seen in Figure 2 – Android Lifecycle (For instance, OnStart/OnStop and viewWillAppear/viewWillDisappear for Android.

1. The testers should also be aware that Mobile’s intelligent algorithm destroys app whenever it deems necessary for more memory allocation. If OnDestroy state is not correctly defined it might lead to unexpected behavior or loss of user’s data on next round of using app.

2. Mobile’s platform also forces the developers to build the cache controller to load heavy data for avoiding misinformation or non-availability of data [37].

3. There are often multiple ways that a hook can be called, and the testers need to be aware of the differences in certain situations.

4. As what was mentioned during comparison in table 1, often updates/patches may affect the system’s overall flow in older android system. No guarantee of OnStop state being called on request is given even by developers. Thus, reviewing official documentations is also a way to cope with unforeseen bugs by mobile testers.
As we have noticed in our mobile phones, even though our phone’s screen is off or partially idle state/sleep mode, it still popups and alerts messages/notification. For instance, WhatsApp/messenger text messages notification. This entire process runs in a background called a background thread/service which is mostly used in Real-Time service intact application as it can be noticed in figure 3 below, most top 10 crashed application of 2017 list were those which uses background threads almost for every task.

C. Tools and Techniques used in Automated Software Testing of Mobile Applications in Android Platform

Based on recent survey by Stat Counter, Android operating system is the most popular operating system in the world [47]. The test input generation tools for mobile application usually target mobile apps developer with primary goals to detect existing faults in mobile apps or to maximize the code coverage. The source code of the app must be open source in order to allow the tool to do checking, and after checking is done the mobile apps developer then can catch the possible errors and fix them. The functional defect is not the main problem for apps developer because they can do testing manually, the most important concerns are portability, malware and energy issues that can be effectively detected by executing the code.

Most of the time the mobile apps are in the idle state waiting user input such as clicks, scrolls, or system event, such as notification, SMS, or GPS location update. Application also may need input from the users by input certain value into widget, selecting from a list, and so on. Because mobile application is event-driven, testing tools will treat an input from the user as an event or break them into sequences of event that model user action or model user input. The sequences of events and the inputs can be generated by random value or can follow a systematic approach. A systematic approach, usually the model of the application, is guided by the process to limit the search space. These models can be manually, statically or dynamically built.

The android software development kit is already included with powerful testing framework [11]. The android testing framework is an extension of Junit framework with addition of tool to test specific Android application. The addition is to address fundamental issue with mobile application

In addition to background-running apps, some critical user conditions to be tested against include:
1. Geographical location.
2. Device and operating systems commonly used in these geographies.
3. Most-used mobile apps running in the background.
4. Network conditions.
5. Interruptions occurrence while using app (calls, messages, other popups).

When testers mimic such experiences while testing the app, the recommended way to assess such application is to get familiar with the application’s type along with real-time service providers.
development like Android views, Activity, Content Provider, and specific set of Assertion classes designed for them.

There are many tools available outside of default Android testing tool. Robotium [52] also build on JUnit framework. Robotium uses GUI assertions like web application testing with Selenium framework. The Selenium framework is very popular and simpler to write tests with and mostly used for Black-box testing, and is very useful to do functional testing, system testing, and acceptance testing.

UI Automator [57] does not use JUnit but provides same functionality for the test engineers to build GUI tests like clicking buttons, text input, scrolling and swiping. The UiAutomator has special abilities to check the state of application before and after user actions in GUI; this can be useful for Black-box testing of apps through GUI. It also supports GUI assertions. Monkey Runner [9] has Android Emulator that can be controlled from outside of Android code. Monkey Runner can provide screenshots and is very useful for Regression testing by comparing screenshots with functional testing. Espresso [12] is the latest Android test automation framework by Google. It is a more advanced generation and builds on top of Monkey Runner. It has similar functionality but is more reliable. The subset of espresso is Espresso Test Recorder which can record the interaction with device and do assertion to verify UI element. This recording can be rerun in the future. Robolectric [52] uses java reflection API at runtime and use shadow class to test on real device outside of emulator. This tool also has the ability to run the test directly accessing Android libraries file with Java reflection API. It replaces the body of Android API methods at runtime using java reflection.

The type of mobile app testing techniques and information on the tools adopting these techniques to test android apps are summarized as follows.

1. Random Techniques

Based on the study of Choudhary et al. [17] random testing technique is the best automated testing for Android app. The Android Monkey [8], one of the tools they studied, is the best performance tools available for test input generation tools.

Android has characteristic of event need to be initiated by user or system event by Android framework itself. Usually system event can be triggered by specific condition. As a result of this behaviour random testing is not very efficient. Most of random testing technique for Android such as [40], [8], focus on generating only GUI events.

Android Monkey is a part of the Android developer's toolkit and is widely used by both developers and app market managers. It uses brute-force mechanism that generate pseudo-random streams of user event such as clicks, touch, gestures in a random. It is Monkey that fires off both GUI and system events based on the number of events that are specified by the tester and utilizes a completely random strategy [8].

Dynodroid also uses random values and sequences of events, but it has added few heuristic approaches to improve Android Monkey’s performance [40]. One of the approaches is checking android manifest file to generate only relevant system events for the application. It also keeps the track histories of the type and number of events used and not randomly generated next event but uses a least recently used algorithm. The tester can also manually enter specific values for specific input text like text boxes to make it least random.

There is also another group of random testing techniques [54], which focuses on testing inter-application communications by randomly generating values for Intents (Intent fuzzing). Intent fuzzers mainly serves the purpose of generating invalid intents to test application robustness and to reveal vulnerabilities by generating malicious random content. Several other approaches are built on random testing techniques. Amalfitano et al. [4] presentet a GUI crawling-based approach like in web application testing with Selenium framework that uses random inputs completely to generate unique test cases. Hu and Neamtiu [29] describe a random approach for generating GUI tests that use the Android Monkey to execute. Random testing techniques are very efficient to generate events, but it is not suitable for generating specific input. They also produce redundant events that are already covered in previous cycles.

2. Model-Based Techniques

Web-based testing application give inspiration for Android testing. They follow same technique in an event-based system to systematically generate sequences of events that resemble the behaviour of the mobile application. The tools discussed below use static and dynamic analysis technique to generate machine state by capturing the activities of the application in the transition of events.

MobiGUITAR [4] builds a model of the application by dynamically exploring an App GUI with GUI ripping technique. It builds on top of GUITAR [50]. The model then is traversed by a depth-first search strategy to generate test cases. When the tool cannot detect new states during traversing then it can be restarted. MobiGUITAR also can use random strategy or tester can manually input constant values during exploration.

ORBIT [60] analyses the source code and manifests file to identify relevant UI events. It also statically analyses source code to identify state transition between activities. This technique is called grey-box model because it analyses not only the GUI but also the source code.

While ORBIT uses static analysis SwiftHand [16] uses dynamic analysis and machine learning to organize state model of the app during testing. The machine learning is used to visit unexplored states of the application. The model is refined dynamically during the execution of the app using the generated inputs. The main focus of SwiftHand is to optimize the exploration strategy in order to minimize the restarts of the app during the exploration.

A3E [13] also uses static analysis technique for building an app model for automated exploration of an app’s activities. A depth-first search strategy is used for reaching a certain state in model. This technique is important for construction of model testing.

PUMA [27] uses dynamic analysis to build the model. The goal of this tool is more to provide infrastructure for dynamic analysis of application. It is built on top of UiAutomator [57]. Instead of reinventing the wheels PUMA uses Monkey’s exploration strategy but it provides a framework that can be extended to implement any exploration strategies.

Most of the tools above focus on construction of models for testing that are covered using a depth-first search strategy for the generation of event sequences. Model based technique are useful for complex application that has infinite state and cannot be explored using random technique.
3. Record and Reply Techniques

Monkey Recorder [9,10] and RERAN [26] implement record and replay techniques for Android apps. Monkey Recorder allows testers to record a script for GUI events of an application on the device and the recording can be saved and rerun in the future. As of now Monkey Recorder only collects click, swipe, and text-input events.

RERAN, on the other hand, logs the event system commands of the Android operating system to generate low-level event traces. Because it is low level event it is dependent on the hardware like screen size and cannot be rerun in other devices. These scripts are analyzed and turned into runnable scripts. RERAN replays the recorded script [26].

Record and replay technique can be useful for stress testing and regression testing, but the scripts need to be generated manually. Because of this they are usually biased towards only certain features and do not capture the behavior of the app completely. These techniques can only replay what is recorded and do not consider other combinations of events for replay.

| Technique       | Advantage                                      | Disadvantage                                      | Tools         | Reference |
|-----------------|------------------------------------------------|---------------------------------------------------|---------------|-----------|
| Random          | Efficiently generates events, Suitable for stress testing | Hardly generates specific inputs, Generate redundant events, No stopping criterion | Android Monkey [8], Dynodroid [40] | [17],[40] [8], [54], [4] |
| Model-based     | More effective, Can reduce redundant events    | Does not consider events that alter non GUI state | MAMB, SSDA, Mobig, UITAR, Orbit, SwiftHand, A3E, PUMA | [5],[57], [50], [60],[27], [68], [69] |
| Record and Replay | Useful for stress and regression testing       | Test script are generated manually                 | Monkey Recorder, RERAN | [9],[10], [26], [67] |

D. Challenges in Automated Software Testing on Mobile Applications

Several studies have been conducted by many researchers, on the challenges of mobile apps testing and its potential research possible targets [15]. All their studies come to some common major challenges they found. Some significant points noted were (1) Mobile applications are very different from traditional ones and thus different and specialized techniques are involved in the testing and (2) there are many challenges, most still with no optimum solution [37]. For instance, the randomness of the testing environment greatly manipulates the reliability, performance, security, and energy.

In the following section, some of the major challenges are discussed.

1. Device Fragmentation

One of the major challenges of Software Testing is Device Fragmentation [32], [4], [19], [32], [45], [1], [14], [33]. Variations in the hardware or O.S. components can cause mobile applications, while running on different devices, to behave differently where each application has its own unique business and data flow [1]. A study reported the existence of 1.800 hardware/O.S. different configurations as of 2012 considering the fact that (as of 2012) there were around 130 different mobile phones operating on Android, 7 versions of the OS, and presuming two firmware per device [49].

Mobile device fragmentation is a phenomenon that takes place when older version of an OS runs on a device, while newer versions are already in existence. There are several mobile OS available. An app performs differently in different platforms. A testers goal should be to provide a consistent user experience across platforms. Using a framework that supports multiple objects can help as it assists to isolate the functionality of a specific object, determining whether it needs an alter for other platforms or not. For instance, if an app has a selection menu that needs to present as a scrolling list for Android and a radio-button selection list for Windows Phone, a testing solution is required that supports multiple objects, to test both the scenarios [14]. According to Testing Experience Test devices – Fragmentation can be grouped into three categories [35]:

- Group 1: Small devices having a small CPU, RAM and low resolution, older software versions and older browsers.
- Group 2: Mid-range devices having an average CPU, RAM (>512 MB), good screen size and resolution, older software versions.
- Group 3: High-end devices having a dual/quad-core CPU, RAM (>512 MB) and a high screen resolution, latest software versions.

Therefore, the following choices adds to the challenges when testing on varied combinations of devices with right combination of operating systems: whether to use manual testing or automated tools, in-house teams or outsourced partners, guided testing or exploratory testing, emulators and simulators or remote access [35],[15].

Due to compatibility issues, different user interfaces increase level of challenge. User’s application experience is significantly affected by mobile devices network performance; where multiple network technologies may be supported by each mobile operator and unfamiliar or local networking standards may be used by some as well. To test mobile application in all these probable connected networks, travelling to every network operator is commanded which can be very costly and time consuming. Although this network challenge can be overcome by bypassing the lower layers of network to test the application via Internet on network by using device emulator and thus saving time and cost of travelling, bypassing cannot exactly imitate the effect and timing of network. Security is another aspect of the effectiveness and validity of the application; ensuring the application is secured and does not surpass user’s private and sensitive data is thus mandatory. Significant hardware component in addition to its system (for example, GPS, telemetry, scanners etc.) presents a great challenge and since
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mobile applications are used by different category of people stretching from zero IT background to top notch IT, the usability testing must involve a comprehensive range of scenarios taking into consideration in their own environments [47].

2. Connectivity

Apart from the hardware and software issues, the functionality of an application is also affected by the performance of carrier’s network. The application is expected to work with 2G, 3G, 4G or 5G network, Infrared, Bluetooth, GPS, NFC (Near-Field Communication), WiMAX, low signal strength and different Wi-Fi speeds [1]. Some applications are even expected to work the same in no-network or offline condition as well with synchronization done [19], [14]. In addition, a single application can also be expected to sustain in multiple types of connectivity simultaneously [32]. Slow and fallacious wireless network connection having low bandwidth is found to be a common obstacle for mobile applications in many studies [35]. Network latency (time taken to transfer data) will be random when apps communicate over network boundaries. This results in unpredictable speeds in data transfer [14]. Gateways in a wireless network convey content more appropriate for specific devices while acting as data optimizers. Again, data optimization process may result in decreased performance for heavy traffic. Testing should establish the network traffic level at which the performance of the mobile application is influenced by gateway capacities [14].

3. Device Limitations

It may be unsuitable in some devices to interpret images locate elements on the screen resulting from the difference in display sizes across mobile devices and their various models. Limitations in processing speed, memory size (RAM, secondary storage), CPU power, power management dependencies, battery life dependencies, cumbersome input UI of mobile devices result in variations of application’s performance across different types of devices. The display capability of mobile devices supports much less display resolution in comparison with desktops. Low resolution can degrade the quality of multimedia information displayed on the screen of a mobile device [62]. So, testing must guarantee that the application has the capacity to deliver optimum performance and usability for all anticipated configuration of the hardware and software involved. Mobile devices also have different application runtimes. Some of the runtimes commonly available in mobile devices are Binary Runtime Environment for Wireless (BREW), Java, and embedded visual basic runtime. Applications should be tested intensively for the variations particular to runtime only [14].

4. Input Interfaces

To input user data into a mobile application touch screen is mainly used. However, the device resource utilization affects the system response time to a touch, and it may become slow in certain contexts like entry level hardware, busy processor and so on. To validate the touchscreen performance under different such contexts (for instance, resources handling, load from processor, memory and so on) and within different mobile devices, testing techniques have to be created.

Different context contributors may provide inputs to mobile apps as well, i.e., users, sensors (like noise, light, motion, image sensors) and connectivity devices (some examples have been mentioned earlier), inputs that vary from different as well as changing contexts the mobile device can step towards. All those devices may supply a combination of inputs starting from brightness, temperature, altitude, noise level, type of connectivity, bandwidth to even neighboring devices that vary, even unpredictably, subject to the environment and user activities [49],[35]. Validating whether the app is going to appropriately function on any environment and given any contextual influence is a conundrum and may result in combinatorial explosion.

5. Rapid Application Development (RAD) Methodology

In order to cater to the benefits of faster time to market, RAD environments are exploited for mobile application development. Since the introduction of RAD tools reduce the time taken for development, builds are presented for testing much earlier. RAD methodology thus enforces an implicit pressure on testers to reduce the testing cycle time, not compromising quality and coverage of course [14].

IV. DISCUSSION AND CONCLUSION

A thorough review of literature has been conducted to provide detailed discussion on the identified research questions. The study has given priority for the android platform to discuss certain points like tools and techniques. This has been done to specifically mention few points with example as there a number of mobile platforms in use these days and android is considerably one of the popular one. Though the reference is on android platform, the challenges and importance of mobile application testing when performing automated testing, as discussed under the A and D subsections of the third section is common to all the mobile application and certain points in the B and C subsections can also be taken into consideration for other platforms too. As the main idea behind this study was the target on the practitioners of automated testing, this study would definitely be useful for them to gain certain knowledge on the topic and the researchers in this field too would be benefited from the findings of this study. As of that, the authors wish to summarize the following to the practitioners of the automated software testing on mobile applications as the best practice to be adopted and these facts are based on the literature review carried out for this study. Literature reveals that all the software testing techniques involve in ensuring a quality product, before the implementation of any such technique to evaluate a software product, the particular approach must be well studied as it may be the ideal approach for the testing process. Based on the way the testing process is carried out, testing is classified as automation and manual. Although the potential benefits of using automation techniques are higher compared to manual testing, it is always advisable to look in to when and what to auto-mate and whether the particular approach can well define the needs. Although from low scale to high-end scale business have adapted mobile as a source to accomplish their daily tasks professionally. But, today the enterprises/businesses are more concerned with application that scales automatically as per the data grow along with high availability of access across the globe. Its functionality, usability, and consistency, these all characteristics can be evaluated, by performing automation or manual testing for
high quality of application, end-to-end testing is also very important to ensure application downloadable effectively, works seamlessly, and no lag during screens transitive which makes mobile application testing different from other platforms but complex and lengthy for testers due its complex lifecycle and detailed process and understanding of back-ground threads and so. At the initial phase, practitioners could commence the automation testing using tool like Monkey because it is already included in standard Android developer toolkit and does not need any additional requirements. Monkey is also very popular and has support from Google, the owner of Android. No single strategy alone seems to be effective enough to cover all behaviors; a combination is more effective. Random technique can be used for stress testing, record and replay is suitable for regression testing, and for application that is complex and has many UI activities model-based can be considered. In terms of challenges as we can see challenges in mobile application are huge in number and complex in nature, it is either required to plan a test strategy that is mobile-specific, or else we may over-look crucial areas of testing like how network connectivity (or lack thereof) distresses an application, how screen resolution and orientation changes could spoil a user’s whole experience, and whether our application accomplishes what users of a particular device have come to expect, or, we may opt for something like what Google, the big blue chip, is researching on, which is, modular phones. As an effort to come up with an approach that amalgamates most benefits of the other approaches, Google endeavors to introduce new modular phone. A modular phone with working user-interchangeable components can let the users to upgrade their mobile easily and efficiently as all main components are interchangeable via modules that click in and out; this can facilitate testing process as well.

Apart from the best practices suggested for the practitioners, the researchers in the field would be suggested for using this study for any domain specific research related to this field as the study gives detail specifications under the topics discussed. As the authors take this as the starting point for further research to be carried out on the compound testing strategies ideal for automated software testing for mobile application, the future research on this study could be expanded based on the software testing phases where automation can be implemented while automating the whole procedure of software testing too. Apart from this, the researchers in this field could also investigate the challenges specific to mobile application testing and whether it could be mitigated with automated tools. Also, as this scoping review mainly refer to the android platform, future studies are also encouraged on other platforms.
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