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RESEARCH OF THE POSSIBILITIES OF THE C# PROGRAMMING LANGUAGE FOR CREATING CYBERSECURITY ANALYSIS SOFTWARE IN COMPUTER NETWORKS AND COMPUTER-INTEGRATED SYSTEMS

Abstract. The object of research in the article are the tools and capabilities of the C# programming language for the implementation of cybersecurity analysis software in local computer networks and computer-integrated systems. The relevance of the study is due to the importance of information security of computer and computer-integrated systems in government, military-industrial complex, private business etc., and due to the importance of training cybersecurity professionals in higher education to consider teaching examples in popular programming languages. The goal of the work is to research the possibilities of the C# programming language for the development of software that analyzes cybersecurity in local computer networks and computer-integrated systems. The tasks to be solved are: to develop software for scanning network device ports in computer networks and computer-integrated systems for information security audit, using tools and libraries of the C# programming language, to research the benefits and possibilities of using this programming language for this task. Research methods: theory of computer networks, object-oriented programming, theory of algorithms and data structures, theory of software testing. Conclusions. In this paper the possibilities and advantages of the C# programming language for developing cybersecurity analysis software for computer and computer-integrated systems were explored. In the course of the work software that analyzes information security in local computer networks and computer-integrated systems was developed. This software can be used for educational purposes in learning the C# programming language and cybersecurity of computer systems. The developed software has the potential to be further improved and applied in various fields to test the cybersecurity of local computer networks and computer-integrated technologies.
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Introduction

Cybersecurity is important for any activity related to the delimitation of access to information. Government agencies and foreign ministries, the military-industrial complex, private business, including Internet services – this is a small part of the list of consumers interested in keeping their information confidential from third parties.

Computer networks and computer-integrated technologies exist in almost all enterprises. There is a need to analyze their security, because an attacker may appear on the network, who will intercept important information and have a harmful effect on the system, and without analyzing the network, it will be very difficult to find his presence.

The goal of this work is to research the possibilities of the C# programming language for the development of software that analyzes information security in local computer networks and computer-integrated systems.

The methods of computer network cybersecurity analysis were studied and it was found that one of the basic and mandatory methods of any security analysis is the method based on scanning the ports of devices connected to the local network. It is used both in computer networks [1-3] and in computer-integrated systems, in particular IoT systems [4-6] and smart home systems [7].

In this work, software was created to scan ports in the C# programming language. This uses the Microsoft Visual Studio development environment and Microsoft .NET software technology. C# together with Microsoft .NET software technology allows to most efficiently and quickly develop software for Microsoft Windows operating systems.

The developed application allows to scan the network, get MAC-addresses of devices, scan popular or user-defined ports, store and analyze the received data.

Port scanning is a process that sends client requests to a range of server ports on the host to find the active port, can be used both to test system cybersecurity and to find vulnerabilities with subsequent cyberattack [1]. Administrators often use port scans to check the security policies of their networks. Hackers also use it to identify network services running on the host and search for vulnerabilities. There are two types of port scanning [1-3]:

Availability check. Before starting a comprehensive scan, it will be useful to make sure that the working device is located at the destination address. This task is solved by sending ICMP echo messages using the ping utility with a sequential search of all network IP-addresses. Analyzing traffic and tracking Echo messages sent over a short period of time to all hosts can detect scan attempts.

SYN scan. The port scanner generates IP-packets and monitors responses to them. This technique is called scanning with semi-open connections, because a full TCP/IP session is never fully opened. The port scanner generates a SYN packet. If the port on the destination host is open, the SYN-ACK packet will come from it. In response, the scanner sends an RST packet, which closes the connection before the session is complete.
Port scanners are one of the components of vulnerability scanners [2] – software or hardware for diagnosing and monitoring network computers, which allows to scan networks, computers and programs to identify possible security problems, assess and eliminate vulnerabilities.

The .NET platform and the C# programming language provide all the necessary capabilities to create applications that can interact over a network and use different network protocols [8].

In particular, in the .NET class system, the IP-address is represented by the IPAddress class. Parse() method of this class converts the string representation of the address to IPAddress.

The IPHostEntry class is used to obtain an address on the network. It contains information about a specific host computer. The HostName property returns this hostname, and the AddressList property returns all host IP-addresses, as one computer can have multiple IP-addresses on the network. The Dns class is used to interact with the DNS server and obtain the IP-address. To obtain information about the host computer and its address, it has a method GetHostEntry().

Thus, the C# language contains ready-made tools for working with network devices, which greatly facilitates the creation of software for information security audit of computer networks and computer-integrated systems.

**Main material**

In this work researching the possibilities of the C# programming language for the development of software that analyzes information security in computer and computer-integrated systems. The purpose of the developing software is checking the server or host for availability on the network, checking its MAC-address and checking open and standard socket ports (port scanning).

The software for cybersecurity analysis of local networks consists of three blocks (Fig. 1), namely: the block of analysis of the local network, the block of analysis of network devices and the block of work with databases and graphical interface.

SQLite is used to work with databases. The peculiarity of SQLite is that it does not use the client-server paradigm, i.e. the SQLite engine is not a separate process with which the application interacts, but provides a library with which the program is compiled and the engine becomes part of the program. Thus, SQLite library function calls (APIs) are used as an exchange protocol. This approach reduces overhead, response time and simplifies the program. SQLite stores the entire database (including definitions, tables, indexes, and data) in a single standard file on the computer on which the application is running. Ease of implementation is achieved due to the fact that before the transaction, the entire file that stores the database is blocked; ACID functions are achieved in particular by creating a log file. Multiple processes or threads can read data from one database at the same time without any problems. An entry in the database can be made only if no other requests are currently being serviced; otherwise the write attempt fails and the error code is returned to the program. Due to the architecture of the SQLite engine, it can be used both on embedded systems and on dedicated machines with gigabyte data sets. A NetDevice class is used to represent the device on the network. Consider him implementation (Fig. 2):

![Fig. 1. Structural scheme of the developed software](image-url)
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Fig. 2. Suggested source code of implementing a NetDevice class for representing a device of computer network

Each class object is a device on the network. It has three properties, namely: network address (ip), status, and physical address (mac). Also, each object has a method that allows to get its properties. All objects are stored in the devList. A Port class is used to represent the port. Consider its implementation (Fig. 3):

Fig. 3. Suggested source code of implementing a Port class to represent the port of a network device

Each this class object is a port. It has three properties, namely: port number, status, and description. The port description is added when the object is initialized automatically. A description of the most popular ports is
stored in the Commonports dictionary. Also, each object has a method that allows to get its properties. All objects are stored in the sorted portList.

As mentioned above, SQLite is used to work with databases. Consider the function where data is saved to the database (Fig. 4).

```csharp
private void saveAsToolStripMenuItem_Click(object sender, EventArgs e) {
    // Generate a database file name using the current date and time
    var time = DateTime.Now;
    string formattedTime = time.ToString("ddMMyyyy_hhmmss");

    // Create a save file dialog
    SaveFileDialog saveFile = new SaveFileDialog();
    saveFile.Title = "Save database as ...";
    saveFile.FileName = "ScanResult_" + formattedTime + ".sqlite";
    saveFile.Filter = "SQLite DB files (*.sqlite) | *.sqlite | All files (*.*) | *.*";
    if (saveFile.ShowDialog() == DialogResult.OK) {
        try {
            // Create a database
            SQLiteConnection.CreateFile(saveFile.FileName);

            // Connect to the database
            SQLiteConnection m_dbConnection = new SQLiteConnection("Data Source =" + saveFile.FileName + "; Version = 3;");
            m_dbConnection.Open();

            // Create a table
            string sql = "create table iplist (ip varchar (20), status varchar (5), mac varchar (30))";
            SQLiteCommand command = new SQLiteCommand(sql, m_dbConnection);
            command.ExecuteNonQuery();

            // Write device list data to the database
            foreach (var item in devList) {
                command = new SQLiteCommand(m_dbConnection);
                command.CommandText = "insert into iplist (ip, status, mac) values (@ip, @status, @mac)";
                command.CommandType = CommandType.Text;
                command.Parameters.Add(new SQLiteParameter("@ip", item.GetInfo(([0]))));
                command.Parameters.Add(new SQLiteParameter("@status", item.GetInfo(([1]))));
                command.Parameters.Add(new SQLiteParameter("@mac", item.GetInfo(([2]))));
                command.ExecuteNonQuery();
            }

            // Close the database connection
            m_dbConnection.Close();

            // Send a message to the user
            writeMessage("\n \n Database successfully saved.");
        } catch (Exception ex) {
            MessageBox.Show("Error: Could not write file to disk. Original error: "+ ex.Message, "Error");
        }
    }
}
```

The table of the created database contains three columns, namely: "ip", "status" and "mac".

Consider the scanning function of the local network, which uses multithreading to increase the scanning speed (Fig. 5).

Multithreading is a property of an operating system or application that means that the process generated in the operating system can consist of several threads running in parallel or even simultaneously on multiprocessor systems. For some tasks, this separation can lead to more efficient use of computer resources. Such execution threads are also called streams.

Fig. 4. Suggested source code of implementing the function of saving scan results to a SQLite database

The essence of multithreading is quasi-multitasking at the level of one executable process, i.e. all threads are executed in the address space of the process. In addition, all process threads have not only a common address space, but also common file descriptors. The process being performed has at least one (main) thread.

To implement multithreading, we use the Parallel.For loop built into Microsoft .NET software technology, which automatically creates the maximum number of threads to speed up certain actions.

The iphlpapi.dll library is used to obtain the device's MAC-address (Fig. 6).
// Scan IP addresses async
private void scanIP () {
  string ipone = firstAddrOctetOneTextBox.Text + "." + firstAddrOctetTwoTextBox.Text + "." + firstAddrOctetThreeTextBox.Text + "." + firstAddrOctetFourTextBox.Text;
  string iptwo = secondAddrOctetOneTextBox.Text + "." + secondAddrOctetTwoTextBox.Text + "." + secondAddrOctetThreeTextBox.Text + "." + secondAddrOctetFourTextBox.Text;
  if (isValidIP (ipone) & isValidIP (iptwo) == true) {
    Invoke (new Action () => {
      // Notify user, that scanning process is starting
      writeMessage ("\r \n nScanning LAN ...");
    });
    int start = BitConverter.ToInt32 ([new byte[]]
Convert.ToByte (firstAddrOctetFourTextBox.Text),
Convert.ToByte (firstAddrOctetThreeTextBox.Text),
Convert.ToByte (firstAddrOctetTwoTextBox.Text),
Convert.ToByte (firstAddrOctetOneTextBox.Text)
}, 0);
    int end = BitConverter.ToInt32 ([new byte[]]
Convert.ToByte (secondAddrOctetFourTextBox.Text),
Convert.ToByte (secondAddrOctetThreeTextBox.Text),
Convert.ToByte (secondAddrOctetTwoTextBox.Text),
Convert.ToByte (secondAddrOctetOneTextBox.Text)
}, 0);
    // Create and fill list of IP addresses
    List <IPAddress> addresses = new List <IPAddress> ();
    for (int i = start; i <= end; i++) {
      byte [] bytes = BitConverter.GetBytes (i);
      addresses.Add (new IPAddress (new []{bytes [3], bytes [2], bytes [1], bytes [0]}));
    }
    // Multithreading LAN scan
    Parallel.For (0, addresses.Count, new ParallelOptions (), (i, state) => {
      System.Net.NetworkInformation.Ping p = new System.Net.NetworkInformation.Ping ();
      System.Net.NetworkInformation.PingReply rep = p.Send (addresses [i] .ToString () , 100);
      if (rep.Status == System.Net.NetworkInformation.IPStatus.Success) {
        NetDevice device = new NetDevice (new string []{addresses [i] .ToString (), "online", getMAC (addresses [i] [].ToString ())});
        devList.Add (device);
      } else {
        if (showAllChkBox.Checked == true) {
          // Creating new device
          NetDevice device = new NetDevice (new string []{addresses [i] .ToString (), "offline", "none"});
          // Adding new device to list
          devList.Add (device);
        } else {
          // Fill list view
          fillListView ();
        }
      }
    });
    Invoke (new Action () => {
      // Notify user, that scanning process is done
      writeMessage ("Done.");
    });
    MessageBox.Show ("Error: Invalid IP address.", "Error");
  }
}

Fig. 5. Suggested source code of the implementation of the LAN scanning function, which uses multithreading to increase the scanning speed

This function by sending an ARP request to the appropriate IP-address allows to get its physical address – MAC-address. MAC Address is a communication protocol designed to convert IP-addresses to MAC-addresses on TCP/IP networks.

Developed application allows to scan the network, obtain MAC-addresses of devices, scan popular or user-defined ports, store and analyze the received data.

Consider in more detail the interface of the developed application. The interface consists of two tabs – “LAN Scan” and “Port Scan”, a text box in which user messages, analysis results and user menus are displayed.

The tab “LAN Scan” (Fig. 7) consists of the table, eight input fields for four octets of the initial and final IP-address, respectively, input fields for search, one option (checkbox) and three buttons.
// Use this library to get the MAC address
[DllImport("iphlpapi.dll", ExactSpelling = true)]
public static extern int SendARP (int destIp, int srcIP, byte[] macAddr, ref uint physicalAddrLen);

// Send ARP to obtain MAC address by IP-address
private string getMAC (string ip) {
    IPAddress dst = IPAddress.Parse (ip); // IP-address to scan
    byte[] macAddr = new byte[6];
    uint macAddrLen = (uint)macAddr.Length;
    if (SendARP (BitConverter.ToInt32(dst.GetAddressBytes(0), 0), 0, macAddr, ref macAddrLen)! = 0) {
        throw new InvalidOperationException("SendARP failed.");
    }
    string[] str = new string[(int)macAddrLen];
    for (int i = 0; i < macAddrLen; i++) {
        str[i] = macAddr[i].ToString("x2");
    }
    return string.Join (":" , p.);
}

Fig. 6. Suggested source code of implementing the function of obtaining the MAC-address of devices using the library iphlpapi.dll

Fig. 7. Application interface. The tab “LAN Scan”

The button “Scan” scans the network and displays the result in the table (Fig. 7).

The result of the scan is a list of IP-addresses with their status (whether the device is located at the address), and MAC device addresses, if available on the network.

The button “Analyze” analyzes the network and reports whether a device has been modified or replaced by an attacker.

The button “Search IP” allows to search for the device by its address.

It will be displayed in the table (Fig. 8). Option “Show Non-Responded IP’s” allows to hide or show IP-addresses that do not belong to any device.

The button “Scan Port” (Fig. 9) consists of the table, two input fields of the port range for custom scan mode, four input fields for four octets IP-addresses of the device whose ports to be scanned, search input fields, drop-down menu and two buttons.

The drop-down menu (Fig. 10) allows the user to select the scan mode: scan popular ports, or scan a range of ports (all default ports).

The range of ports to be scanned can be set by the user. The button “Scan” scans the ports and displays the result in the table (Fig. 9).
Fig. 8. The tab “LAN Scan”. Search for a device on the network and messages

Fig. 9. Application interface. The tab “Port Scan”

Fig. 10. The tab “Port Scan”. Drop-down menu

The result of the scan is a list of ports with their status (open or closed), and a description of the port, if it is popular and used by a particular service.

The button “Search Port” allows to search for a port by its number. It will be displayed in the table (Fig. 11).

Thus by means of the C# programming language managed to create port scanner for cybersecurity audit of computer and computer-integrated systems.

Conclusions

In this paper, the possibilities and advantages of the C# programming language for the development of cybersecurity analysis software in computer and computer-integrated systems were researched.

In the course of work the software which analyzes is developed information security in local computer networks and computer-integrated systems. This software can be used for educational purposes in learning the C# programming language and cybersecurity of computer systems.

The developed software has the potential to be further improved and applied in various fields to test the cybersecurity of local computer networks and computer-integrated technologies.
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Дослідження можливостей мови програмування C# для створення програмного забезпечення аналізу кібербезпеки в комп’ютерних мережах та комп’ютерно-інтегрованих системах

В. В. Пашинських, Е. В. Мелецько, М. С. Якіменко, Д. В. Башченко, Р. О. Ткачук

Анотація. Об’єктивом вивчення у статті є засоби та можливості мови програмування C# для реалізації програмного забезпечення аналізу кібербезпеки у локальних комп’ютерних мережах та комп’ютерно-інтегрованих системах. Актуальність дослідження зумовлена важливістю забезпечення інформаційної безпеки комп’ютерних та комп’ютерно-інтегрованих систем у державних органах, військово-промисловому комплексі, приватному бізнесі тощо, та важливістю під час підготовки фахівців з кібербезпеки у вузах до виконання навчальних завдань на популярних мовах програмування. Метою роботи є дослідження можливостей мови програмування C# для розробки програмного забезпечення, яке аналізує безпеку у локальних комп’ютерних мережах та комп’ютерно-інтегрованих системах. Завдання: розробити програмне забезпечення для сканування портів мережевих пристроїв у комп’ютерних мережах та комп’ютерно-інтегрованих системах для аудиту інформаційної безпеки, використовуючи засоби та бібліотеки мови програмування C#, дослідити переваги та можливості використання цієї мови програмування для даної задачі. Методи дослідження: теорія комп’ютерних мереж, об’єктно-орієнтоване програмування, теорія алгоритмів та структур даних, теорія тестування програмного забезпечення. Висновки. У цій роботі було досліджено можливості та переваги мови програмування C# для розробки програмного забезпечення аналізу кібербезпеки у комп’ютерних мережах та комп’ютерно-інтегрованих системах. У ході розроблення програмного забезпечення, є засоби та можливості використання мови програмування C# для реалізації програмного забезпечення, яке аналізує безпеку у локальних комп’ютерних мережах та комп’ютерно-інтегрованих системах. Дане програмне забезпечення можна використовувати у навчальних завданнях при вивченні мови програмування C# та кібербезпеки комп’ютерних систем. Розроблене програмне забезпечення має потенційну можливість для подальшого вдосконалення та застосування у різних галузях для перевірки кібербезпеки локальних комп’ютерних мереж та комп’ютерно-інтегрованих технологій.

Ключові слова: мова програмування; C#; кібербезпека; аналіз вразливостей; сканер портів; сканер вразливостей; комп’ютерні системи; комп’ютерно-інтегровані системи; комп’ютерні мережі; інформаційні атаки; аудит інформаційної безпеки.

Исследование возможностей языка программирования C# для создания программного обеспечения анализа кибербезопасности в компьютерных сетях и компьютерно-интегрированных системах

В. В. Пашинских, Е. В. Мелецько, М. С. Якименко, Д. В. Башченко, Р. О. Ткачук

Аннотация. Объектом изучения статьи являются средства и возможности языка программирования C# для реалізації программного обеспечения анализа кибербезопасности в локальных компьютерных сетях и компьютерно-интегрированных системах. Актуальность исследования обусловлена важностью обеспечения информационной безопасности компьютерных и компьютерно-интегрированных систем в государственных органах, военно-промышленном комплексе, частном бизнесе и т.д., и важностью при подготовке специалистов по кибербезопасности в высших учебных заведениях рассмотрения учебных примеров на популярных языках программирования. Целью работы является исследование возможностей языка программирования C# для разработки программного обеспечения, анализирующего безопасность в локальных компьютерных сетях и компьютерно-интегрированных системах. Задача: разработать программное обеспечение для сканирования портов сетевых устройств в компьютерных сетях и компьютерно-интегрированных системах. Методы исследования: теория компьютерных сетей, объективно-ориентированное программирование, теория алгоритмов и структур данных, теория тестирования программного обеспечения. Выводы. В этой работе были исследованы возможности и преимущества языка программирования C# для разработки программного обеспечения анализа кибербезопасности компьютерных и компьютерно-интегрированных систем. В ходе работы разработано программное обеспечение, анализирующее информационную безопасность в локальных компьютерных сетях и компьютерно-интегрированных системах. Данное программное обеспечение может использоваться в обучающих целях при изучении языка программирования C# и кибербезопасности компьютерных систем. Разработанное программное обеспечение имеет потенциальную возможность для дальнейшего совершенствования и применения в различных отраслях для проверки кибербезопасности локальных сетей и компьютерно-интегрированных технологий.

Ключевые слова: язык программирования; C#; кибербезопасность; анализ уязвимостей; сканер портов; сканер уязвимостей; компьютерные системы; компьютерно-интегрированные системы; компьютерные сети; информационные атаки; аудит информационной сохранности.