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Abstract. Industrial Control Systems (ICS) are traditionally designed to operate in an “air-gapped” environment. With the advent of digital technologies, many ICS are adopting IT solutions to improve interoperability and operational efficiency. Thus, the air-gap assumption no longer holds in practice. Most ICS devices today are modernized with networking capabilities to facilitate system maintenance, upgrades, and troubleshooting. Since these devices are connected to the Internet, ICS networks face the same security threats as regular IT systems. In addition, ICS operators can connect commercial off-the-shelf (COTS) equipment to ICS networks to perform operational tasks. Those COTS devices are usually personal computers or even mobile devices, which can be infected with malware and become weapons against ICS. In this position paper, we examine the design challenges of establishing trust between COTS equipment and ICS. We also present some commonly used security solutions and discuss their deployment challenges due to issues caused by legacy systems. Finally, we introduce the Trusted Execution Environment (TEE), a technology commonly available on modern COTS devices, as a trust anchor for establishing secure communications with the ICS infrastructure. We discuss some research gaps related to the use of TEE and propose some recommendations to guide future research.

Keywords: Industrial Control Systems (ICS) · Cyber Physical System (CPS) · Trusted Execution Environment (TEE) · Commercial off-the-shelf (COTS) device · Trusted platforms.

1 Introduction

Industrial Control Systems (ICS)\textsuperscript{[47]} are complex systems that operate critical infrastructures such as railway networks, electricity, water, gas, and heating systems. To achieve high availability and reliability of operations, ICS is equipped
with distributed sensors to collect data and programmable controllers to make decisions for automated processes. Any ICS failures in the process can potentially cause financial loss, damage to the environment, or even endanger people's lives. These risks have made ICS and the critical infrastructures they manage prime targets for cyber attackers [22,52,11,15].

Several cases of malware-related attacks have been reported on critical infrastructures. Some notable examples are Stuxnet [31], Havex [21], BlackEnergy [51], Industroyer [1], and Triton [27]. Those attacks are created with a very high level of sophistication and are often tailored to target a specific ICS. Nevertheless, they all follow a standard attack pattern, i.e., the adversaries first penetrate the Information Technology (IT) network to plant the malware as an initial foothold [4]. The adversaries then pivot their way into the Operational Technology (OT) network to identify vulnerable OT devices. After gaining sufficient access privileges on the OT network, the adversaries finally launch an attack by issuing maliciously crafted commands (often via malware planted on the compromised devices [50]) to bring down the infrastructure with catastrophic consequences. Since OT networks are usually separated from the IT networks, a key step performed by the adversaries is to find a way to breach the “air-gap”. One way is to connect a malware-infected USB to a production machine, but that requires physical access to the operation plants. Another way is to compromise the Commercial Off-the-Shelf (COTS) devices.

ICS operators can physically connect COTS devices to the OT network (e.g., through USB or serial interfaces) or remotely via the Virtual Private Network. There are many use cases that require COTS devices for ICS operations. For example, an electricity utility company may equip its staff with hand-held devices to configure and troubleshoot smart meters during the installation and maintenance process. Since COTS devices are internet facing, the risks of being compromised are real and thus, cannot be ignored. If an adversary compromises the COTS device, the device can be used as a bridge to transfer malware to other devices in the ICS network.

To secure the interactions between the ICS network and the COTS devices, it is necessary to fortify and upgrade the existing systems of the COTS devices and the ICS network to prevent malware from self-replicating and infecting the system. However, upgrading the existing ICS infrastructure is not cost-effective due to legacy issues. Many ICS devices still use propriety hardware and software. It is also impractical to enforce policies to disable all remote and port access points to COTS devices due to the need for efficient and timely system maintenance, updates/upgrades, and emergency response situations. These limitations call for new methods to address COTS device/software security while minimizing infrastructure upgrades to the existing legacy systems.

In this position paper, we analyze the threats faced by an ICS when it interacts with COTS devices and discuss the various design constraints for securing such interactions. We also discuss the limitations of existing cybersecurity solutions to motivate our study. We then propose to use the Trusted Execution Environment (TEE) technology, which is already widely available on COTS de-
services as a building block to secure the interactions. Towards this goal, we discuss challenges regarding the development, execution, and deployment of trusted applications on TEE, all of which play important roles in mitigating the security threats posed by COTS devices when brought into the ICS context.

2 Problem Statement

In this section, we give a brief overview of ICS using smart grid as an example of critical infrastructure. Then, we discuss the threat model and practical challenges of securing ICS.

2.1 ICS Overview

Modern ICS is built to monitor and control industrial processes. The typical architecture of an ICS (in the context of a power grid) is shown in Figure 1. The control center and the substations are connected via a dedicated network. The task of the control center is to monitor, coordinate and communicate system issues to mitigate downtime, whereas the substation is responsible for controlling the actual physical processes. Thus, the substation contains many supervisory and controller units such as remote terminal units (RTUs), programmable logic controllers (PLCs), intelligent electronic devices (IEDs), and human machine interfaces (HMIs). These devices communicate with each other through network devices such as routers, switches. The data collected is then forwarded by the router to the Supervisory Control and Data Acquisition (SCADA) system [8] in the control center, as shown in Figure 1.

COTS devices (e.g., commodity laptops, hand-held devices) are devices that interact directly or indirectly via remote access (e.g., VPN) with the substation equipment. They run different software and use different protocols to communicate. Operators use them to monitor, test, debug, and configure ICS devices, including carrying out firmware updates. Engineers can also connect COTS devices to set up some networks for troubleshooting and maintenance purposes. These COTS devices are connected as needed rather than permanently. Other COTS devices include storage devices, sensors, and IoT devices such as cameras and sensors. In this paper, our focus is on the security of COTS devices because of their ability to interact with various controller units to control the production process, an area that has not received much research attention compared to the control center.

2.2 Threat Model and Security Goal

Threat Model. Our threat model focuses on three main entities, the ICS operators, the COTS devices, and ICS infrastructure. The ICS operators are responsible for maintenance tasks such as updating/upgrading ICS devices, issuing control or configuration commands, including troubleshooting ICS production problems. The attacker’s objective is to gain control of the ICS network to
cause damages to the critical infrastructure. Specifically, we make the following security assumptions.

**ICS Operators:** We assume the ICS operators are trusted. They follow the best security practices to perform all tasks in the ICS network and take proper actions, e.g., stopping a procedure when anomalies are detected on their COTS devices.

**COTS Devices:** We assume that the operators and third-party contractors are allowed to use COTS devices, e.g., laptop computers, tablets, or mobile devices, to perform their tasks in the ICS environment. The same devices may also be used in the office environment to perform daily work outside of the ICS environment. We assume that the contractors can install software on their devices to facilitate maintenance works. As a result, these COTS devices are exposed to the Internet and thus to the malware in the wild. Thus, we assume that COTS devices are not trusted. Specifically, the operating system and applications running on the COTS devices can be compromised and exploited by attackers to gain access to the ICS network. COTS devices containing privileged software may be stolen or misplaced. If these stolen devices fall into the wrong hands, they may be misused for unlawful activities such as gaining unauthorized access to sensitive information, including physical theft of data to sell on the dark web.

**ICS Infrastructure:** We assume that the ICS infrastructure, including the control center, is secure and well-protected. Thus, the attackers have no physical access to the operational plants. The only way an attacker can attack the ICS is to
remotely compromise the COTS devices used by the ICS operators during system maintenance.

**Security Goal.** Our security goal is to prevent COTS devices from causing undesired behavior to ICS (e.g., issuing a maliciously crafted command or injecting fake sensor data), thereby damaging the critical infrastructure. This can be achieved by detecting/removing the malware from the COTS devices (i.e., checking the integrity of the COTS devices’ hardware and software) or preventing malware from interfering with the interactions between the COTS devices and the ICS.

### 2.3 Practical Challenges

This section summarizes the unique challenges and constraints of securing ICS under the threat model discussed above.

**Legacy Devices:** The vast majority of ICS devices are legacy devices that are built to operate for many years. They are designed to achieve high availability and reliability but not security. Most devices run on proprietary software that is no longer patchable. Furthermore, their operating systems are often resource-constrained [47]. Thus, there may not be enough computing resources to deploy state-of-the-art malware protection or attack detection solutions. Given that industrial processes hardly change, the ICS owner may be reluctant to upgrade the existing ICS devices and the network. It is also infeasible to stop and replace devices running in the ICS network to perform the upgrade due to the high cost of service outages.

**Insecure communication protocols.** Due to the resource constraint of ICS devices and the need to ensure high availability of service, many industrial protocols are not designed with security in mind. Protocols such as Modbus [34], DNP3 [10], IEC 60870 [56], including the recent IEC 61850 [24], lack encryption and authentication properties. Messages are usually transported in clear without proper authentication. These messages are therefore open to manipulation by attackers who manage to gain access into the network. Although security standards, such as IEC 62351 [25], have been proposed for securing IEC 61850 messages, it is rarely used due to its heavy reliance on PKI, which currently cannot be supported by legacy ICS devices.

**Usability and Flexibility.** The key requirements of ICS are high usability and flexibility. In the event of equipment stoppages due to faults or failures, operators must be able to rectify problems promptly and efficiently. Thus, operators are allowed to connect COTS devices to the ICS network. To minimize security risks, one could enforce: (1) the operators to disconnect their COTS devices from the Internet, or (2) implement rigid operating procedures that operators must follow when using the COTS devices for maintenance tasks. Unfortunately,
Table 1. Comparisons of Existing Solutions.

| Solutions         | Upgrade Needed | Low Cost | Scalable | Hard to bypass |
|-------------------|----------------|----------|----------|----------------|
| Endpoint security | ✓              | ✓        | ✓        | ×              |
| Encryption        | ×              | ✓        | ×        | ×              |
| BITW              | ×              | ×        | ✓        | ✓              |
| IDS               | ×              | ×        | ✓        | ×              |

these measures are hard to enforce in practice. In addition, these measures would decrease the usability and flexibility of ICS, defeating the intention of allowing the operators to use COTS devices to carry out timely maintenance tasks.

3 Review of Existing Security Solutions

Many security solutions have been proposed and developed in the literature \[16,23,48\] to secure ICS. This section discusses some of them and explains why they are not suitable for addressing our security goals. We summarize our findings and compare the different solutions in Table 1.

3.1 Standard Endpoint Security

Endpoint security refers to the use of authentication and access control techniques to protect ICS devices. These techniques prevent ICS devices from interacting with potentially insecure COTS devices and the software within them. By properly authenticating and authorizing users or software on the COTS device, only legitimate user/software can access and operate the ICS. However, many authentication and access control schemes have proven to be ineffective in preventing malware. For example, the secrets used by authentication can be stolen/guessed by an adversary if the COTS device is compromised \[53,5\]. Adversaries can also use social engineering techniques to trick the operators into disclosing private credentials to bypass access control measures \[54\]. In addition, the software might have exploitable bugs that allow adversaries to gain access to system hardware.

Another approach is to install an anti-virus software on the COTS device to search for malicious code patterns. However, the effectiveness of an anti-virus software depends on known signatures of malware. Therefore, anti-virus software must be updated frequently to remain relevant. Even then, anti-virus software cannot effectively defend against zero-day malware developed by an advanced attacker.

3.2 Cryptographic Primitives

Cryptography plays a key role in ensuring the confidentiality, integrity, and authenticity of the information in any communication process. These properties are
achieved using standard symmetric/asymmetric primitives [25], a combination of hashing operations with covert channels [7], or knowledge-based proofs [19]. Other works explore identity-based cryptography [12] as an alternative to simplify PKI-based key management system [43].

Regarding the use of cryptography, one major drawback is that additional security components (either in the form of software or bump-in-the-wire hardware) must be installed on or near the recipient ICS devices. This enhancement requires a significant upgrade to the existing infrastructure because most legacy ICS devices do not have sufficient computing resources to support secure cryptographic operations. Even when it is possible, protecting the communication will not help when the COTS device itself becomes malicious (e.g., by means of malware) or misused by remote attackers, as demonstrated in the Ukraine power plant attacks [11]. Cryptography, in particular encryption, is also not recommended for securing industrial protocols because most ICS operations are time-critical and delay intolerant. Encryption further reduces the data visibility required by intrusion detection systems to evaluate the packet contents for anomalies [14].

3.3 Bump-in-the-Wire Solutions

Bump in the wire (BITW) solutions aim to provide security “in front of” ICS devices. They are used when there is a lack of security enforcement in the communication protocol or when it is difficult to upgrade the end devices due to compatibility and stability issues.

Generally, BITW solution is deployed as a “proxy” (or “relay”) between two communication endpoints or devices. These BITW devices are configured to provide advanced security features (cryptographic protections [13] or enhanced validation of messages [33]) in a transparent, add-on manner. They do not require any upgrade to the existing ICS devices. BITW solutions have also been deployed to ensure the integrity and authenticity of firmware updates on legacy PLCs that do not have any built-in verification mechanisms for firmware images. One use case is [6], which uses a combination of digital signatures and machine-learning to secure the firmware update process. However, one major issue with deploying BITW solutions is cost because each ICS device must be retrofitted with a BITW device. The cost comes not only from the deployment of hardware and software but also from maintaining these devices.

3.4 Intrusion Detection System

An intrusion detection system (IDS) is a system used to detect unauthorized intrusions into a system or network [32,40,18]. It is an important means of defense against cyber attacks in ICS. They come in different flavors depending on security needs. For example, host-based IDS is deployed on a host computer or device to monitor system logs and configuration files for any suspicious changes in the file systems. Network-based IDS focuses on analyzing the network traffic
for malicious behaviors. Therefore, network-based IDS is usually deployed at strategic locations in the network to capture the most traffic.

IDS can also be categorized based on detection methods, namely (i) signature-based and (ii) anomaly-based. The signature-based IDS checks the current system status and activities against a database of known attack patterns or signatures. In contrast, an anomaly-based IDS compares the current system status with an established baseline of normal activities. For establishing the baseline, various approaches such as machine-learning models \cite{44,39} and statistical analysis \cite{55} have been developed. In comparing signature-based and anomaly-based, the latter is more common because it can detect zero-day attacks. However, the likelihood of false positives also increases.

While IDS solutions offer certain security guarantees, they are not without limitations. First, upgrading the ICS infrastructure to support host-based IDS on every ICS device is often impractical in terms of cost and performance overhead. Second, network-based IDSes cannot pinpoint which host or device is under attack because they only monitor the network traffic. More importantly, network-based IDSes cannot detect malicious messages that conform to the network protocol. Signature-based IDS, on the other hand, cannot detect zero-day attacks. Anomaly-based IDS is prone to data corruption due to limited samples to build the baseline models.

4 Trusted Execution Environment Overview

As described in Section 3, existing security solutions are only effective if substantial upgrades are allowed in the ICS environment. These upgrades typically require a complete revamp of the ICS infrastructure with careful planning and detailed policy-making.

With advances in trusted computing technology, most modern COTS devices are equipped with Trusted Execution Environment (TEE) technology by default. This advancement provides a promising direction for securing the interaction between COTS devices and ICS. In this section, we focus on the ARM TrustZone since most COTS devices we considered are handheld devices such as mobile phones and tablets. We explain the TEE concepts and discuss some of its security features.

4.1 TEE as Trust Anchor

As a trusted computing technology, TEE is widely supported by major chip manufacturers such as Intel on the desktop and ARM on the mobile platform. It is a technology that provides an isolated and secure execution environment for executing security-sensitive applications at the hardware level. TEE guarantees the confidentiality, integrity, and authenticity of program execution \cite{18}. In general terms, the CPU creates two environments corresponding to two worlds: (i) secure world (TEE) and (ii) non-secure world (Rich Execution Environment, a.k.a., REE). Standard operating systems (OS), such as Windows, Linux, or
Android, are implemented in the non-secure world. They are granted lower privileges compared to other secure OSes and trusted applications (TAs) in the secure world.

Examples of TEE technology are Intel Software Guard Extensions (SGX) \[26\] and ARM TrustZone \[3\]. Although they are implemented by different vendors, they provide similar security properties for the programs executed in the TEE. In more detail, TEE acts as a trusted anchor for secure communication with the server and as an authentication framework for personnel, software, and OSes running on the COTS device. Even if the rich OS running in the REE is compromised by a Trojan or malware, the secure OS running in the TEE is still safe due to the isolation between the REE and the TEE. This property provides a promising avenue for securing applications running on COTS devices that interact with ICS. A typical TEE structure (ARM TrustZone implementation) is shown in Figure 2. Specifically, TEE has the following features to mitigate threats from the COTS devices.

**Secure Boot.** Secure boot provides the integrity and authenticity properties of the program running in it. The boot process starts with a platform-dependent Root of Trust (RoT) that stores self-certified information. It is usually stored in the write-protected ROM (Read-only Memory), which is fused at the time of manufacturing and cannot be modified afterwards. The boot process is divided into multiple stages. Each stage loads, verifies and authenticates the image/firmware for the next stage. In other words, every program that is loaded and executed is verified and authenticated by the previous stage. These stages are chained together to form a Chain of Trust (CoT).
Secure OS and Trusted Application (TA). Many secure OSes have been developed in TEE to ease the hassle of interacting with the hardware interface. Most of them are proprietary, with a few exceptions that are open-sourced [37,38]. Similar to the Portable Operating System Interface (POSIX) standard for normal OS, GlobalPlatform has also published several standards [17,19] on secure OS to support TA development. To keep the size of the Trust Computing Base (TCB) to a minimum, the secure OSes are designed to occupy a small footprint. For this reason, a secure OS cannot provide as many functionalities as a standard OS. Similarly, TAs running in secure OSes need to keep their size as small as possible so that software bugs are unlikely to exist. They provide security support for the rich OS to complete different tasks that require high-level security. When the system boots, the rich OS and the secure OS will run in parallel in the REE and TEE worlds, respectively.

Worlds Switch. In ARM TrustZone, the secure monitor is responsible for switching between secure and non-secure worlds. This switching is achieved by executing a privileged ARM instruction called Secure Monitor Call (SMC). An exception is raised when SMC is executed. The exception can only be handled by the Secure Monitor running in the secure world. It can be configured to mask normal world exceptions during the handling of SMC so that the secure world is not vulnerable to attacks (e.g., denial of service — DoS) from the non-secure world. The secure monitor is a separated component that is not part of the secure OS. Its authenticity and integrity are verified and authenticated by the secure boot process. The world status, i.e., secure world and non-secure world, are distinguished by the Not-secure bit (NS-bit) of the secure configuration register (SCR) [2], which is only accessible in the secure world.

Access Control of Memory and Peripherals. The NS-bit is propagated to the memory, caches, and peripheral devices and can be configured to be accessible by the secure world or the non-secure world, or both. Different platforms have different implementations of secure OS behaviors when certain access violations are detected. For instance, when the non-secure world attempts to access secure memory, there is an external abort to the REE OS to stop the access and trigger a security violation. The same concept applies to peripheral devices.

Secure Storage. The storage functionality of the TEE should protect the stored data against confidentiality, authenticity, consistency, and atomicity. In addition to these properties, secure storage should also be bound to the host device. This means that the data stored in the secure storage can only be accessed and modified by the same device running the same TEE with the same software/firmware via the same authorized TA. If the attacker tries to disconnect the storage from one device and attach it to another, any attempt to read the data will fail.

In summary, TEE is used as a trust anchor in the COTS device. TEE offers reliable isolation to protect software components used for interacting with ICS.

---

4 Intel SGX also has its counterpart instruction for entering into enclave [46].
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Fig. 3. An example of using static analysis and binary rewriting to automatically partition Android applications for trusted execution. The non-security sensitive part will be executed in the normal world, while the security-sensitive commands and confidential data will be in the TEE.

and protect against the propagation of malware from the REE. More advanced protection technologies can be built on this basis to achieve the security goals outlined in Section 2.2. Some examples are secure deployment of applications, remove unwanted application/malware, verify application integrity, monitor applications’ behaviors, and impose restrictions on their behaviors.

5 Research Problems Related to Using TEE

While TEE provides an array of useful features for securing the interactions between a COTS device and an ICS, there are still several gaps to overcome to achieve a practical end-to-end solution. In this section, we identify some of these gaps and propose some solutions to provide research directions for future work.

5.1 Auto-porting of Applications to TEE

An important research direction is to automatically port legacy applications to TEE, as shown in Figure 3.

To provide security and backward compatibility, it is desired to develop solutions that can automatically split an existing app so that some of the security-sensitive functionalities can be executed in TEE while the rest in the REE world.
However, not much research has been conducted in this direction, except for some early-stage efforts. For example, authors in [42] proposed a semi-automatic approach to partition an Android app to run on REE and TEE, respectively. Starting with confidential data (e.g., security key and password) that the engineer can annotate before the analysis begins, the proposed framework performs taint analysis [36] to track information flow paths and related components.

Then it extracts candidate functionalities that should be implemented in the TEE and wrapped them with the TEE APIs. The original app will also need to be re-factored to work with the extracted functionalities in the TEE. Only then can the partitioned app be deployed in the respective REE and TEE for execution.

This approach greatly alleviates the efforts needed to port legacy apps to TEE for execution. However, it has several limitations. Firstly, due to the intrinsic characteristic of the approach, the candidate functionality wrapped by the TEE APIs has variable code size, which in turn makes the size of the TA in the TEE unpredictable. As a result, it may bloat the size of TCB in TEE and thus increases the TEE’s vulnerability. Secondly, to address confidential data in REE and from REE to TEE, the framework uses a special data structure. Due to this, the approach may not be able to generate valid candidate functionality code segments for TEE.

5.2 Deployment of Trusted Applications

While TEE provides a secure environment for hosting TAs developed by ICS companies, it is still challenging to deploy TAs securely on the COTS device due to the proprietary nature of the secure OS. The device vendor typically requires the developer to work with them (e.g., paying a premium to use dedicated development tools) in exchange for developing and deploying the TAs on the secure OS. Thus, this increases the cost and other management overheads for the ICS operating company.

Moreover, the secure OS is fragmented, which further exacerbates the integration efforts. To ease the deployment and cost burdens, a practical framework should be developed for ICS operating companies to deploy and control TAs on COTS devices. The framework should guarantee the following three features to enhance security and flexibility.

1. The framework should allow full control by the ICS operating company. In other words, even if the TA developer obtains approval from the secure OS vendor, the final decision should be made by the ICS operating company to determine which TA can be installed and executed on the operators’ COTS devices. ICS operating company can enforce this requirement by installing a certificate on the operators’ COTS devices and signing the approved TA. Then, it is the role of the TEE to verify and ensure that a TA running on the operators’ COTS devices is properly authenticated against the ICS operating company’s certificate. All the computation processes should be performed inside the TEE, such that even if the malware compromises the REE, the verification process will not be bypassed.
2. The framework should enable the ICS operating company to update approved TAs or revoke outdated ones. This is achieved by storing a list of approved TAs on a trusted server in the company network. The pre-installed TA on the COTS then fetches the list and sends it to the TEE for verification.

3. To guarantee the authenticity of the approved TA list, the communication channel between the TEE and the company network must be secure and trusted. This can be achieved by using state-of-the-art communication techniques such as TLS to communicate with the trusted server in the company network. The TEE should be able to directly control the network adapter, the drivers and the memory used for storing and processing communication data to ensure that REE cannot interfere during the communication or verification process.

5.3 Secure Execution using TEE

Although TEE is assumed trusted in our threat model, all the peripherals that communicate with the TEE may be compromised. Some examples are the network adapters or serial port drivers, the logic that manages data storage and data transmission, and the human machine interface drivers. To this end, we propose attestation technique, as shown in Figure 4, to ensure their authenticity and integrity.

There are plenty of works in this direction \[45,30,20,9\], which can be generalized into three categories: hardware-based attestation, software-based attestation, and hybrid attestation. Hardware-based attestation uses dedicated hardware to attest the hardware and software running on the targeted platform.

Software-based attestation, on the other hand, uses software solutions for the attestation, e.g., by fingerprinting the current software states in the memory.
and checking the checksum periodically [45]. Hybrid attestation achieves the same goal but combines the merits of hardware- and software-based attestation techniques [28].

Despite the existing research efforts, there are still some practical limitations when applying attestation in an ICS environment. Firstly, attestation relies on the existence of some database for authenticated images, which is difficult to scale when the number of components that require attestation increases. Secondly, many existing attestation solutions only attest the authenticity and integrity of the software at the moment of attestation. They do not provide guarantees for their run-time behaviors. For example, attestation cannot handle run-time exploits such as return-oriented programming attacks [41,29]. This can result in the time-of-check to time-of-use (TOCTOU) issues. Last but not least, since multiple components need to be attested on the COTS device, the execution of those attestation actions needs to be carefully orchestrated to avoid potential inconsistencies that could be exploited by attackers to bypass the checking.

Another related challenge is to prevent a malware or attacker who has footprints in the normal world from invoking security-sensitive functionality on a TA (e.g., encryption, authentication). Since TA can be uniquely identified by an ID in SMC, it is not a difficult task for attackers/malware for running the TA of interest. Besides, when an attacker physically owns the device, he could simply utilize the normal world app, just like a legitimate user, to invoke the TA. In order to counter such threats, it is desired that a TA implements an additional mechanism to detect anomalous access/usage patterns by means of machine learning technologies etc. On the other hand, as discussed in [35], TEE poses limitations in terms of memory and storage size, which makes it challenging to use computational intensive machine-learning/AI based approaches.

6 Conclusion

In this position paper, we analyzed the threat model faced by ICS when operators are allowed to connect their COTS devices to carry out maintenance tasks. We discussed different types of security solutions and compared their ineffectiveness and limitations. Emerging TEE technologies are considered promising to complement them, but a few issues must be addressed for practical integration. In this regard, we enumerated and discussed a few promising research directions. We believe this research will provide new insights into the use of TEE for overcoming security gaps in existing legacy ICS. This study will open up an opportunity to design cost-effective solutions to provide multiple lines of defense in an ICS context.
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