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Abstract Context: Code smells tend to compromise software quality and also demand more effort by developers to maintain and evolve the application throughout its life-cycle. They have long been catalogued with corresponding mitigating solutions called refactoring operations. Researchers have argued that due to the subjectiveness of the code smells detection process, proposing an effective use of automatic support for this end is a non-trivial task.

Objective: This Systematic Literature Review (SLR) has a twofold goal: the first is to identify the main code smells detection techniques and tools discussed in the literature, and the second is to analyze to which extent visual techniques have been applied to support the former.

Method: Over eighty primary studies indexed in major scientific repositories were identified by our search string in this SLR. Then, following existing best practices for secondary studies, we applied inclusion/exclusion criteria to select the most relevant works, extract their features and classify them.

Results: We found that the most commonly used approaches to code smells detection are search-based (30.1%), metric-based (24.1%), and symptom-based approaches (19.3%). Most of the studies (83.1%) use open-source software, with the Java language occupying the first position (77.1%). In terms of code smells, God Class (51.8%), Feature Envy (33.7%), and Long Method (26.5%) are the most covered ones. Machine learning (ML) techniques are used in 35% of the studies, with genetic programming, decision tree, support vector machines (SVM) and association rules being the most used algorithms. Around 80% of the studies only detect code smells, without providing visualization techniques. In visualization-based approaches several methods are used, such as: city metaphors, 3D visualization techniques, interactive ambient visualization, polymetric views, or graph models.

Conclusions: This paper presents an up-to-date review on the state-of-the-art techniques and tools used for code smells detection and visualization. We confirm that the detection of code smells is a non-trivial task, and there is still a lot of work to be done in terms of: reducing the subjectivity associated with the definition and detection of code smells; increasing the diversity of detected code smells and of supported programming languages; constructing and sharing oracles and datasets to facilitate the replication of code smells detection and visualization techniques validation experiments.
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1 Introduction

Software maintenance has historically been the Achilles’ heel of the software life cycle [1]. Maintenance tasks can be seen as incremental modifications to a software system that aim to add or adjust some functionality or to correct some design flaws and fix some bugs. It has been found that feature addition, modification, bug fixing, and design improvement can cost as much as 80% of the total software development cost.
Code smells (CS), also called “bad smells”, are associated with symptoms of software maintainability problems [58]. They often correspond to the violation of fundamental software design principles and negatively impact its future quality. Those weaknesses in design may slow down software evolution (e.g. due to code misunderstanding) or increase the risk of bugs or failures in the future. In this context, the detection of CS or anti-patterns (undesirable patterns, said to be recipes for disaster [7]) is a topic of special interest, since it prevents code misunderstanding and mitigates potential maintenance difficulties. According to the authors of [50], there is a subtle difference between a CS and an anti-pattern: the former is a kind of warning for the presence of the latter. Nevertheless, in the remaining paper, we will not explore that slight difference and only refer to the CS concept.

Code smells have been catalogued. The most widely used catalog was compiled by Martin Fowler [18], and describes 22 CS. Other researchers, such as van Emden and Moonen [13], have subsequently proposed more CS. In recent years, CS have been cataloged for other object-oriented programming languages, such as Matlab [19], Python [11] and Java. Android-specific CS [24], which confirms the increasing recognition of their importance.

Manual CS detection requires code inspection and human judgment, and is therefore unfeasible for large software systems. Furthermore, CS detection is influenced (and hampered) by the subjectivity of their definition, as reported by Mantyla et al [33], based on the results of experimental studies. They observed the highest inter-rater agreements between evaluators for simple CS, but when the subjects were asked to identify more complex CS, such as Feature Envy, they had the lowest coefficient of concordance. The main reason reported for this fact was that participants had no clear idea of what the Feature Envy CS was. In other words, they suggested that experience may mitigate the subjectivity issue and indeed they observed that experienced developers reported more complex CS than novices did. However, they also concluded that the CS’ commonsense detection rules expressed in natural language can also cause misinterpretation.

Automated CS detection, mainly in object-oriented systems, involves the use of source code analysis techniques, often metrics-based [32]. Despite research efforts dedicated to this topic in recent years, the availability of automatic detection tools for practitioners is still scarce, especially when compared to the number of existing detection methods (see section 4.7).

Many researchers proposed CS detection techniques. However, most studies are only targeted to a small range of existent CS, namely God Class, Long Method and Feature Envy. Moreover, only a few studies are related with the application of calibration techniques in CS detection (see section 4.5 and 4.7).

Considering the diversity of existing techniques for CS detection, it is important to group the different approaches into categories for a better understanding of the type of technique used. Thus, we will classify the existing approaches into seven broad categories, according to the classification proposed by Kessentini et al. [25]: manual approaches, symptom-based approaches, metric-based approaches, probabilistic approaches, visualization-based approaches, search-based approaches and cooperative-based approaches.

A factor that exacerbates the complexity of CS detection is that practitioners have to reason at different abstraction levels: some CS are found at the class level, others at the method level and even others encompass both method and class levels simultaneously (e.g. Feature Envy). This means that once a CS is detected, its extension / impact must be conveyed to the developer, to allow him to take appropriate action (e.g. a refactoring operation). For instance, the representation of a Long Method (circumvented to a single method) will be rather different from that of a Shotgun Surgery that can spread across a myriad of classes and methods. Therefore, besides the availability of appropriate CS detectors, we need suggestive and customized CS visualization features, to help practitioners understand their manifestation. Nevertheless, there are only a few primary studies aimed at CS visualization.

We classify CS visualization techniques in two categories: (i) the detection is done through a non-visual approach, the visualization being performed to show CS location in the code itself, (ii) the detection is performed through a visual approach. In this Systematic Literature Review (SLR) we approach those two categories.

Most of the proposed CS visualization techniques show them inside the code itself. This approach works for some systems, but when we are in the presence of large legacy systems, it is too detailed for a global refactoring strategy. Thus, a more macro approach is required, without losing detail, to present CS in a more aggregated form. There are few primary studies in that direction.

Summing up, the main objectives for this review are:

- What are the main techniques for the detection of CS and their respective effectiveness reported in the literature?
- What are the visual approaches and techniques reported in the literature to represent CS and therefore support practitioners to identify their manifestation?

The rest of this paper is organized as follows. Section 2 describes the differences between this SLR and related ones. The subsequent section outlines the adopted research methodology (section 3). Then, SLR results and corresponding analyses are presented (section 4). The answers to the Research Questions (RQ) are discussed in section 5 and the concluding remarks, as well as scope for future research, are presented in section 6.
2 Related work

We will present the related work in chronological order.

Zhang et al. [60] presented a systematic review on CS, where more than 300 papers published from 2000 to 2009 in leading journals from IEEE, ACM, Springer and other publishers were investigated. After applying the selection criteria, the 39 most relevant ones were analyzed in detail. Different research parameters were investigated and presented from different perspectives. The authors revealed that Duplicated Code is the most widely studied CS. Their results suggest that only a few empirical studies have been conducted to examine the impact of CS and therefore a phenomenon that was far from being fully understood.

Rattan et al. [35] performed a vast literature review to study software clones (aka Duplicate Code) in general and software clone detection in particular. The study was based on a comprehensive set of 213 articles from a total of 2039 articles published in 11 leading journals and 37 premier conferences and workshops. An empirical evaluation of clone detection tools/techniques is presented. Clone management, its benefits and cross cutting nature is reported. A number of studies pertaining to nine different types of clones is reported, as well as thirteen intermediate representations and 24 match detection techniques. In conclusion, the authors call for an increased awareness of the potential benefits of software clone management and identify the need to develop semantic and model clone detection techniques.

Rasool and Arshad [44] presented a review on several detection techniques and tools for mining CS. They classify selected CS detection techniques and tools based on their detection methods and analyze the results of the selected techniques. This study presented a critical analysis, where the limitations for the different tools are identified. The authors concluded, for example, that there is still no consensus on the common definitions of CS by the research community and there is a lack of standard benchmark systems for evaluating existing techniques.

Al Dallal [2] performed a SLR on the possibilities of performing refactoring in object-oriented systems. The primary focus is on the detection of CS and covered 45 primary studies. Various approaches for the detection of CS were brought into limelight. The work revealed the open source systems potentially used by the researchers, and the author found that, among those systems, JHotDraw is the most used by researchers to validate their results. Similarly, the Java language was found to be the most reported language on refactoring studies.

Fernandes et al. [15] presented the findings of a SLR on CS detection tools. They found in the literature a mention to 84 tools, but only 29 of them were available online for download. Altogether, these tools aim to detect 61 CS, by relying on at least six different detection techniques. The review results show that Java, C, and C++ are the top-three most covered programming languages for CS detection. The authors also present a comparative study of four detection tools with respect to two CS: Large Class and Long Method. Their findings support that tools provide redundant detection results for the same CS. Finally, this SLR concluded that Duplicated Code, Large Class, and Long Method are the top-three CS that tools aim to detect.

Singh and Kaur [50] published a SLR on refactoring with respect to CS. Although the title appears to focus on refactoring, different types of techniques for identifying CS and antipatterns are discussed in depth. The authors claim that this work is an extension of the one published in [2]. They found 1053 papers in the first round, which they refined to 325 papers based on the title of the paper. Then, based on the abstract, they trimmed that number to 267. Finally, a set of 238 papers was selected after applying inclusion and exclusion criteria. This SLR includes primary studies from the early ages of digital libraries till September 2015. Some conclusions regarding detection approaches were that 28.15% of researchers applied automated detection approaches to discover the CS, while empirical studies are used by a total of 26.89% of researchers. The authors also pointed out that Apache Xerces, JFreeChart and ArgoUML are among the most targeted systems that, for obvious reasons, are usually open source. They also reckon that God Class and Feature Envy are the most recurrently detected CS.

Gupta et al. [20] performed a SLR based on publications from 1999 to 2016 and 60 papers, screened out of 854, are deeply analyzed. The objectives of this SLR were to provide an extensive overview of existing research in the field of CS, identify the detection techniques and find out which are the CS that deserve more attention in detection approaches. This SLR identified that the Duplicate Code CS receives most research attention and that very few papers report on the impact of CS. The authors conclude that most papers were focused on the detection techniques and tools and a significant correlation between detection techniques and CS has been performed on the basis of CS. They also identified four CS from Fowler’s catalog, whose detection is not reported in the literature: Primitive Obsession, Inappropriate Intimacy, Incomplete Library Class and Comments.

Alkharabsheh et al. [3] performed a systematic mapping study where they analyzed 18 years of research into Design Smell Detection based on a comprehensive set of 395 articles published in different proceedings, journals, and book chapters. Some key findings for future trends include the fact that all automatic detection tools described in the literature identify Design Smells as a binary decision (having the smell or not), lack of human experts and benchmark validation processes, as well as demonstrating that Design Smell Detection positively influences quality attributes. The authors found an important problem which is the absence of an ex-
tensive Smell Corpus Design available in common to several detection tools.

Santos et al. [48] investigating how CS impact the software development, the CS effect. They reached three main results: that the CS concept does not support the evaluation of quality design in practice activities of software development, i.e., there is still a lack of understanding of the effects of CS on software development; there is no strong evidence correlating CS and some important software development attributes, such as maintenance effort; and the studies point out that human agreement on CS detection is low. The authors suggest that to improve analysis on the subject, the area needs to better outline: (i) factors affecting human evaluation of CS; and (ii) a classification of types of CS, grouping them according to relevant characteristics.

Sabir et al. [47] investigating the key techniques employed to identify smells in different paradigms of software engineering from object-oriented (OO) to service-oriented (SO). They performed a SLR based on publications from January 2000 to December 2017 and selected 78 papers. The authors concluded that: the most used CS in the literature are Feature Envy, God Class, Blob, and Data Class; Smells like the yo-yo problem, unnamed coupling, intensive coupling, and interface bloat received considerably less attention in the literature; Mainly two techniques in the detection of smells are used in the literature static source code analysis and dynamic source code analysis based on dynamic threshold adaptation, e.g., using a genetic algorithm, instead of fixed thresholds for smell detection.

The SLR proposed by Azeem et al. [4] investigated the usage of ML approaches in the field of CS between 2000 and 2017. From an initial set of 2456 papers, they found that 15 papers actually adopted ML approaches. They studied them from four different perspectives: (i) CS considered, (ii) setup of ML approaches, (iii) design of the evaluation strategies, and (iv) a meta-analysis on the performance achieved by the models proposed so far. The authors concluded that: the most used CS in the literature are God Class, Long Method, Functional Decomposition, and Spaghetti Code; Decision Trees and Support Vector Machines are the most commonly used ML algorithms for CS detection; several open issues and challenges exist that the research community should focus on in the future. Finally, they argue that there is still room for the improvement of ML techniques in the context of CS detection.

Kaur [22] examined 74 primary studies covering the impact of CS on software quality attributes. The results indicate that the impact of CS on software quality is not uniform as different CS have the opposite effect on different software quality attributes. The author observed that most empirical studies reported the incoherent impact of CS on quality. This contradictory impact may be due to the size of the data set considered or the programming language in which the data sets are implemented. Thus, Kaur concludes the actual impact of CS on software quality is still unclear and needs more attention.

The scope and coverage of the current SLR goes beyond those of aforementioned SLRs, mainly because it also covers the CS visualization aspects. The latter is important to show programmers the scope of detected CSs, so that they decide whether they want to proceed to refactoring or not. A good visualization becomes even more important if one takes into account the subjectivity existing in the definition of CS, which leads to the detection of many false positives.

3 Research Methodology

In contrast to a non-structured review process, a SLR reduces bias and follows a precise and rigorous sequence of methodological steps to review research literature [6] and [28]. SLRs rely on well-defined and evaluated review protocols to extract, analyze, and document results, as the stages conveyed in Figure 1. This section describes the methodology applied for the phases of planning, conducting and reporting the review.

3.1 Planning the Review

Identify the needs for a systematic review. Search for evidences in the literature regarding the main techniques for CS detection and visualization, in terms of (i) strategies to detect CS, (ii) effectiveness of CS detection techniques, (iii) approaches and techniques for CS visualization.

The Research Questions. We aim to answer the following questions, by conducting a methodological review of existing research:

RQ1. Which techniques have been reported in the literature for the detection of CS? The list of the main techniques reported in the literature for the detection of CS can provide a comprehensive view for both practitioners and researchers, supporting them to select a technique that best fit their daily activities, as well as highlighting which of them deserve more effort to be analyzed in future experimental studies.

RQ2. What literature has reported on the effectiveness of techniques aiming at detecting CS? The goal is to compare the techniques among themselves, using parameters such as accuracy, precision and recall, as well as the classification of automatic, semi-automatic or manual.

RQ3. What are the approaches and resources used to visualize CS and therefore support the practitioners to identify CS occurrences? The visualization of CS occurrences is a key issue for its adoption in the industry, due to the variety of CS, possibilities of location within code (e.g. in methods, classes, among classes), and dimension of the code for a correct identification of the CS.
These three research questions are somehow related to each other. In fact, any detection algorithm after being implemented, should be tested and evaluated to verify its effectiveness, which causes RQ1 and RQ2 to be closely related. RQ3 encompasses two possible situations: i) CS detection is done through visual techniques, and ii) visual approaches are only used for representing CS previously detected with other techniques; therefore, there is also a close relationship between RQ1 and RQ3.

**Publications Time Frame.** We conducted a SLR in journals, conferences papers and book chapters from January 2000 to June 2019.

### 3.2 Conducting the Review

This phase is responsible for executing the review protocol. **Identification of research.** Based on the research questions, keywords were extracted and used to search the primary study sources. The search string is presented as follows and used the same strategy cited in [10]:

\[
(\text{“code smell” OR “bad smell”}) \text{ AND (visualization OR visual OR representation OR identification OR detection) AND (methodology OR approach OR technique OR tool)}
\]

**Selection of primary studies.** The following steps guided the selection of primary studies.

**Stage 1 - Search string results automatically obtained from the engines** - Submission of the search string to the following repositories: ACM Digital Library, IEEE Xplore, ISI Web of Science, Science Direct, Scopus and Springer Link. The justification for the selection of these libraries is their relevance as sources in software engineering [59]. The search was performed using the specific syntax of each database, considering only the title, keywords, and abstract. The search was configured in each repository to select only papers carried out within the prescribed period. The automatic search was complemented by a backward snowballing manual search, following the guidelines of Wohlin [55]. The duplicates were discarded.

**Stage 2 - Read titles & abstracts to identify potentially relevant studies** - Identification of potentially relevant studies, based on the analysis of title and abstract, discarding studies that are clearly irrelevant to the search. If there was any doubt about whether a study should be included or not, it was included for consideration on a later stage.

**Stage 3 - Apply inclusion and exclusion criteria on reading the introduction, methods and conclusion** - Selected studies in previous stages were reviewed, by reading the introduction, methodology section and conclusion. Afterwards, inclusion and exclusion criteria were applied (see Table 1 and Table 2). At this stage, in case of doubt preventing a conclusion, the study was read in its entirety.

The reliability of the inclusion and exclusion criteria of a publication in the SLR was assessed by applying Fleiss’ Kappa [16]. Fleiss’ Kappa is a statistical measure for assessing the reliability of agreement between a fixed number of raters when classifying items. We used the Kappa statistic [36] to measure the level of agreement between the researchers. Kappa result is based on the number of answers with the same result for both observers [31]. Its maximum value is 1, when the researchers have almost perfect agreement, and it tends to zero or less when there are no agreement between them (Kappa can range from -1 to +1). The higher the value of Kappa, the stronger the agreement. Table 3 shows the interpretation of this coefficient according to Landis & Koch [31].

The table below provides the interpretation of the degree of agreement using Fleiss’ Kappa.[16]

### Table 1: Inclusion criteria

| Criterion | Description |
|-----------|-------------|
| IC1       | The publication venue should be a “journal” or “conference proceedings” or “book”. |
| IC2       | The primary study should be written in English. |
| IC3       | The primary work is an empirical study or have “lessons learned” (experience report). |
| IC4       | If several papers report the same study, the latest one will be included. |
| IC5       | The primary work addresses at least one of the research questions. |

### Table 2: Exclusion criteria

| Criterion | Description |
|-----------|-------------|
| EC1       | Studies not focused on code smells. |
| EC2       | Short paper (less than 2000 words, excluding numbers) or unavailable in full text. |
| EC3       | Secondary and tertiary studies, editorials/prefaces, readers’ letters, panels, and poster-based short papers. |
| EC4       | Works published outside the selected time frame. |
| EC5       | Code Smells detected in non-object oriented programming languages. |

### Table 3: Interpretation of the Kappa results

| Kappa values | Degree of agreement |
|--------------|---------------------|
| <0.00        | Poor                |
| 0.00 - 0.20  | Slight              |
| 0.21 - 0.40  | Fair (Weak)         |
| 0.41 - 0.60  | Moderate            |
| 0.61 - 0.80  | Substantial (Good)  |
| 0.81 - 1.00  | Almost perfect (Very Good) |

We asked two seniors researchers to classify, individually, a sample of 31 publications to analyze the degree of agreement in the selection process through the Fleiss’ Kappa [16].
The selected sample was the set of the most recent publications (last 2 years) from phase 2. The result of the degree of agreement showed a substantial level of agreement between the two researchers (Kappa = 0.653).

The 102 studies resulting from this phase are listed in Appendix A. In the QC4 criterion, the relevance of the study to the community was evaluated based on its presence in the CORE rankings portal\(^1\). In the QC4 criterion, the relevance of the study to the community was evaluated based on the citations present in Google Scholar\(^2\) using the method of Belikov and Belikov \(^3\). The grading of each of the 8 criteria was done on a dichotomous scale (“YES”=1 or ”NO”=0). For each selected primary study, its quality score was computed by summing up the scores of the answers to all the 8 questions. A given paper satisfies the Quality Assessment criteria if reaches a rating higher (or equal) to 4. Among the 102 papers resulting from stage 3, 19 studies \([11, 16, 19, 22, 32, 36, 57, 71, 73, 77, 82, 83, 85, 86, 87, 90, 91, 95, 102]\) (see Appendix \(B\)) were excluded because they did not reach the minimum score of 4 (Table 5), while 83 passed the Quality Assessment criteria. All 83 selected studies are listed in Appendix A and the details of the application of the quality assessment criteria are presented in Appendix \(C\).

Table 4: Quality criteria

| Criterion | Description |
|-----------|-------------|
| QC1       | Is the venue recognized in CORE rankings portal? |
| QC2       | Was the data collected in a way that addressed the research issue? |
| QC3       | Is there a clear statement of findings? |
| QC4       | Is the relevance for research or practice recognized by the community? |
| QC5       | Is there an adequate description of the validation strategy? |
| QC6       | The study contains the required elements to allow replication? |
| QC7       | The evaluation strategies and metrics used are explicitly reported? |
| QC8       | Is a CS visualization technique clearly defined? |

Data extraction. All relevant information on each study was recorded on a spreadsheet. This information was helpful to summarize the data and map it to its source. The following data were extracted from the studies: (i) name and authors; (ii) year; (iii) type of article (journal, conference, book chapter); (iv) name of conference, journal or book; (v) number of Google Scholar citations at the time of writing this paper; (vi) answers to research questions; (vii) answers to quality criteria.

Data Synthesis. This synthesis is aimed at grouping findings from the studies to identify the main concepts about CS detection and visualization, conduct a comparative analysis on the characteristics of the study, type of method adopted, and issues regarding three research questions \(RQ1, RQ2\) and \(RQ3\) from each study. Other information was synthesized when necessary. We used the meta-ethnography method \(^4\) as a reference for the process of data synthesis.

Conducting the Review. We started the review with an automatic search followed by a manual search, to identify potentially relevant studies and afterwards applied the inclusion/exclusion criteria. We had to adapt the search string in some engines without losing its primary meaning and scope. The manual search consisted in studies published in conference proceedings, journals and books, that were included by the authors through backward snowballing in primary studies. These studies were equally analyzed regarding their titles and abstracts. Figure 1 conveys them as 17 studies. We tabulated everything on a spreadsheet so as to facilitate the subsequent phase of identifying potentially relevant studies. Figure 1 presents the results obtained from each electronic database used in the search, which resulted in 1866 articles considering all databases.

Potentially Relevant Studies. The results obtained from both the automatic and manual search were included on a single spreadsheet. Papers with identical title, author(s), year and abstract were discarded as redundant. At this stage, we registered an overall of 1883 articles, namely 1866 from the automated search plus 17 from the separate manual search \((Stage 1)\). We then read titles and abstracts to identify relevant studies resulting in 161 papers \((Stage 2)\). At Stage 3 we read introduction, methodology and conclusion in each study and then we applied the inclusion and exclusion criteria, resulting in 102 papers. In Stage 4, after applying the quality criteria \((QC)\) the remaining 83 papers were analysed to answer the three research questions - RQ1, RQ2 and RQ3.

---

1. \(http://www.core.edu.au/\)
2. \(https://scholar.google.com/\)

Table 5: Number of studies by score obtained after application of the quality assessment criteria

| Resulting score | Number of studies | % studies |
|-----------------|-------------------|-----------|
| 1               | 3                 | 2.9%      |
| 2               | 4                 | 3.9%      |
| 3               | 12                | 11.8%     |
| 4               | 15                | 14.7%     |
| 5               | 30                | 29.4%     |
| 6               | 32                | 31.4%     |
| 7               | 6                 | 5.9%      |
| 8               | 0                 | 0.0%      |
4 Results and Analysis

This section presents the results of this SLR to answer research questions RQ1, RQ2 and RQ3, based on the quality criteria and findings (F). In Figure 8 we present a summary of the main findings. Figure 2 conveys the selected studies and the respective research questions they focus on. As can be seen in the same Figure, 72 studies addressed issues related to RQ1, while 61 studies discussed RQ2 issues and, finally, 17 papers addressed RQ3 issues. All selected studies are listed in Appendix A and referenced as “S” followed by the number of the paper.

4.1 Overview of studies

The study selection process (Figure 1) resulted in 83 studies selected for data extraction and analysis. Figure 3 depicts the temporal distribution of primary studies. Note that 78.3% primary studies have been published after 2009 (last 10 years) and that 2016 and 2018 were the years that had the largest number of studies published. This indicates that, although the human factor in software engineering has been acknowledged and researched since the 1970s, research focusing in CS detection is much more recent, with the vast majority of the studies developed in the last decade.

In relation to the type of publication venue (Figure 4), the majority of the studies were published in conference proceedings 76%, followed by journals with 23%, and 1% in books.

Table 6 presents the top ten studies included in the review, according to Google Scholar citations in September 2019. These studies are evidences of the relevance of the issues.
A brief review of each of the top cited paper follows:

[S9] - RQ1 and RQ3 are addressed in this paper that got the highest number of citations. It introduces a systematic way of detecting CS by defining detection strategies based in four steps: Step 1: Identify Symptoms; Step 2: Select Metrics; Step 3: Select Filters; Step 4: Compose the Detection Strategy. It describes how to explore quality metrics, set thresholds for these metrics, and create a set of rules to identify CS. Finally, visualization techniques are used to present the detection result, based in several metaphors.

[S26] - The DECOR method for specifying and detecting code and design smells is introduced. This approach allows specifying smells at a high level of abstraction using a consistent vocabulary and domain-specific language for automatically generating detection algorithms. Four design smells are identified by DECOR, namely Blob, Functional Decomposition, Spaghetti Code, and Swiss Army Knife, and the algorithms are evaluated in terms of precision and recall. This study addresses RQ1 and RQ2, and is one of the most used studies for validation / comparison of results in terms of accuracy and recall of detection algorithms.

[S3] - Issues related to RQ1 and RQ2 are discussed. This paper proposes a mechanism called “detection strategies” for producing a metric-based rules approach to detect CS with detection strategies, implemented in the IPLASMA tool. This method captures deviations from good design principles and consists of defining a list of rules based on metrics and their thresholds for detecting CS.

[S1] - A visualization approach supported by the jCOSMO tool, a CS browser that performs fully automatic detection and visualizes smells in Java source code, is proposed. This study focuses its attention on two CS, related to Java programming language, i.e., instanceof and typecast. This paper discusses issues related to RQ3.

[S10] - This paper addresses RQ1 and RQ2 and proposes the Java Anomaly Detector (JADDET) tool for detecting object usage anomalies in programs. JADDET uses concept analysis to infer properties that are nearly always satisfied, and it reports the failures as anomalies. This approach is based on identifying usage patterns.

[S4] - This paper presents a metric-based heuristic detection technique able of identifying instances of two CS, namely Lazy Class and Temporary Field. It proposes a template to describe CS systematically, that consists of three main parts: a CS name, a text-based description of its characteristics, and heuristics for its detection. An empirical study is also reported, to justify the choice of metrics and thresholds for detecting CS. This paper discusses issues related to RQ1 and RQ2.

[S7] - This paper addresses RQ3 and presents a visualization framework for quality analysis and understanding of large-scale software systems. Programs are represented using metrics. The authors claim that their semi-automatic approach is a good compromise between fully automatic analysis techniques that can be efficient, but loose track of context, and pure human analysis that is slow and inaccurate.

[S21] - This paper proposes an approach based on Bayesian Belief Networks (BBN) to specify and detect CS in programs. Uncertainty is managed by BBN that implement the detection rules of DECOR [S26]. The detection outputs are probabilities that a class is an occurrence of a defect type. This paper discusses issues related to RQ1 and RQ2.

[S45] - This paper addresses RQ1 and RQ2, and proposes an approach called HIST (Historical Information for Smell deTection) to detect five different CS (Divergent Change, Shotgun Surgery, Parallel Inheritance, Feature Envy, and Blob). HIST explores change history information mined from versioning systems to detect CS, by analyzing co-changes among source code artifacts over time.

[S15] - This last paper in the top ten most cited ones addresses RQ1 and RQ3. It presents an Eclipse plug-in (JDeodorant) that automatically identifies Type-Checking CS in Java source code, and allows their elimination by applying appropriate refactorings. JDeodorant is one of the most used tools.
for validation / comparison of results in terms of accuracy and recall of detection algorithms.

4.2 Approach for CS detection (F1)

The first finding to be analyzed is the approach applied to detect CS, that is, the steps required to accomplish the detection process. For example, in the metric-based approach [32], we need to know the set of source code metrics and corresponding thresholds for the target CS.

Considering the diversity of existing techniques for CS detection, it is important to group the different approaches into categories for a better understanding of the type of technique used. Thus, we will classify the existing approaches for CS detection into seven (7) broad categories, according to the classification presented by Kessentini et al. [25]: metric-based approaches, search-based approaches, symptom-based approaches, visualization-based approaches, probabilistic approaches, cooperative-based approaches and manual approaches.

Classifying studies in one of the seven categories is not an easy task because some studies use intermediate techniques for their final technique. For example, several studies classified as symptom-based approaches use symptoms to describe CS, although detection is performed through a metric-based approach.

Table 7 shows the classification of the studies in the seven broad categories. The most used approaches are search-based, metric-based, and symptom-based, being used in 30.1%, 24.1% and 19.3% of the studies, respectively. The least used approaches are the cooperative-based and the manual ones, each being used in only one of the selected studies.

| Approaches       | Nº of studies | % Studies | Studies                  |
|------------------|---------------|-----------|--------------------------|
| Search-Based     | 25            | 30.1%     | S5,S6,S14,S22, S24,S28,S33,S34, S36,S37,S42,S43, S45,S48,S51,S53, S55,S56,S71,S74, S75,S77,S78,S79, S83 |
| Metric-Based     | 20            | 24.1%     | S3,S9,S29,S38, S44,S47,S49,S52, S58,S60,S63,S64, S66,S67,S68,S70, S72,S73,S81,S82 |
| Symptom-based    | 16            | 19.3%     | S4,S8,S13,S15, S20,S23,S26,S30, S31,S32,S52,S57, S59,S61,S62,S69 |
| Visualization-based | 12         | 14.5%     | S1,S2,S7,S11, S12,S16,S17,S19, S21,S39,S46,S76 |
| Probabilistic    | 10            | 12.0%     | S10,S18,S25,S27, S35,S40,S50,S54, S65,S80 |
| Cooperative-based| 1             | 1.2%      | S41                       |
| Manual           | 1             | 1.2%      | S52                       |

The main problem with this approach is that there is no consensus on the definition of CS, as such there is no consensus on the standard threshold values for the detection of CS. Finding the best fit threshold values for each metric is complicated because it requires a significant calibration effort [25]. Threshold values are one of the main causes of the disparity in the results of different techniques.

4.2.1 Search-based approaches

Search-based approaches are inspired by contributions in the domain of Search-Based Software Engineering (SBSE). SBSE uses search-based approaches to solve optimization problems in software engineering. Most techniques in this category apply ML algorithms. The major benefit of ML-based approaches is that they do not require great experts’ knowledge and interpretation. However, the success of these techniques depends on the quality of data sets to allow training ML algorithms.

4.2.2 Metric-based approaches

The metric-based approach is the most commonly used. The use of quality metrics to improve the quality of software systems is not a new idea and for more than a decade, metric-based CS detection techniques have been proposed. This approach consists in creating a rule, based on a set of metrics and respective thresholds, to detect each CS.

4.2.3 Symptom-based approaches

To describe code-smell symptoms, different symptoms/notions are involved, such as class roles and structures. Symptom descriptions are later translated into detection algorithms. Kessentini et al. [25] defines two main limitations to this approach:

- there exists no consensus in defining symptoms;
- for an exhaustive list of CS, the number of possible CS to be manually described, characterized with rules and mapped to detection algorithms can be very large; as a consequence, symptoms-based approaches are considered as time-consuming and error-prone.

Other authors [44] add more limitations, such as the analysis and interpretation effort required to select adequate threshold values when converting symptoms into detection rules. The precision of these techniques is low because of the different interpretations of the same symptoms.
4.2.4 Visualization-based approaches

Visualization-based techniques usually consist of a semi-automated process to support developers in the identification of CS. The data visually represented to this end is mainly enriched with metrics (metric-based approach) throughout specific visual metaphors.

This approach has the advantage of using visual metaphors, which reduces the complexity of dealing with a large amount of data. The disadvantages are those inherent to human intervention: (i) they require great human expertise, (ii) time-consuming, (iii) human effort, and (iv) error-prone. Thus, these techniques have scalability problems for large systems.

4.2.5 Probabilistic approaches

Probabilistic approaches consist essentially of determining a probability of an event, for example, the probability of a class being a CS. Some techniques consist on the use of BBN, considering the CS detection process as a fuzzy-logic problem or frequent pattern tree.

4.2.6 Cooperative-based approaches

Cooperative-based CS techniques are primarily aimed at improving accuracy and performance in CS detection. This is achieved by performing various activities cooperatively.

The only study that uses a cooperative approach is Boussa et al. [S41]. According to the authors, the main idea is to evolve two populations simultaneously, where the first one generates a set of detection rules (combination of quality metrics) that maximizes the coverage of a base of CS examples and the second one maximizes the number of generated “artificial” CS that are not covered by solutions (detection rules) of the first population [S41].

4.2.7 Manual approaches

Manual techniques are human-centric, tedious, time-consuming, and error prone. These techniques require a great human effort, therefore not effective for detecting CS in large systems. According to the authors of [25], another important issue is that locating CS manually has been described as more a human intuition than an exact science.

The only study that uses a manual approach is [S52], where a catalog for the detection and handling of model smells for MATLAB / Simulink is presented. In this study, 3 types of techniques are used - manual, metric-based, symptom-based - according to the type of smell. The authors note that the detection of certain smells like the Vague Name or Non-Optimal Signal Grouping can only be performed by manual inspection, because of the expressiveness of the natural language.

4.3 Dataset availability (F2)

The second finding is whether the underlying dataset is available - a precondition for study replication. When we talk about the dataset, i.e. the oracle, we are considering the software systems where CS and anti-patterns were detected, the type and number of CS and anti-patterns detected, and other data needed for the method used, e.g. if it is a metric-based approach the dataset must have the metrics for each application.

Only 12 studies present the available dataset, providing a link to it, however 2 studies, [S28] and [S32], no longer have the active links. Thus, only 12.0% of the studies (10 out of 83, [S18, S27, S38, S51, S56, S59, S69, S70, S74, S82]) provide the dataset.

Another important feature for defining the dataset is which software systems are used in studies on which CS detection is performed. The number of software systems used in each study varies widely, and there are studies ranging from only one system to studies using 74 Java software systems and 184 Android apps with source code hosted in open source repositories. Most studies (83.1%) use open-source software. Proprietary software is used in 3.6% of studies and the use of the two types, open-source and proprietary, is used in 3.6% of studies. It should be noted that 9.7% of studies do not make any reference to the software systems being analysed.

Table 8: Top ten open-source software projects used in the studies

| Open-source software | Nº of Studies | % Studies |
|----------------------|--------------|-----------|
| Apache Xerces        | 28           | 33.7%     |
| GanttProject         | 14           | 16.9%     |
| ArgoUML              | 11           | 13.3%     |
| Apache Ant           | 10           | 12.0%     |
| JFreeChart           | 8            | 9.6%      |
| Log4j                | 7            | 8.4%      |
| Azures               | 7            | 8.4%      |
| Eclipse              | 7            | 8.4%      |
| JUnit                | 5            | 6.0%      |
| JHotDraw             | 5            | 6.0%      |

Table 8 presents the most used open-source software in the studies, as well as the number of studies where they are used and the overall percentage. Apache Xerces is the most used (33.7% of the studies), followed by GanttProject with 16.9%, ArgoUML with 13.3%, and Apache Ant used in 12.0% of the studies.

4.4 Programming language (F3)

In our research we do not make any restriction regarding the object-oriented programming language that supports the
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77.1% of the studies (64 out of 83) use Java as a target language for the detection of CS, and therefore this is clearly the most used one. C# is the second most used programming language, with 6 studies (7.2%), the third most used language is C/C++ with 5 studies (6.0%). JavaScript and Python are used in 2 studies (2.4%). Finally, we have 2 languages, Matlab and Java Android, which are used in only 1 study (1.2%).

In total we found seven different types of program languages to be used as support for the detection of CS.

Multi-language support for CS detection is also very limited as shown in Figure 6. In addition to the three independent language studies, only [S28], one study (1.2%) of the 83 analyzed, supports 3 programming languages. Five studies (6.0%, [S3, S9, S12, S15, S57]) detect CS in 2 languages and 69 studies (83.1%) only detect in a one programming language. Five studies (6.0%) explain the detection technique, but do not refer to any language.

When we analyze the 5 studies that do not indicate any programming language, we find that all use a visualization-based approach, i.e., 41.7% (5 out of 12) of studies that use visualization techniques do not indicate any programming language.

4.5 Code smells detected (F4)

Several authors use different names for the same CS, so to simplify the analysis we have grouped the different CS with the same mean into one, for example, Blob, Large Class and God Class were all grouped in God Class. The description of CS can be found in Appendix. In Table 9 we can see the CS that are used in more than 3 studies, the number of studies in which they are detected and the respective percentage. As we have already mentioned in subsection 4.4, in this systematic review we do not make any restriction regarding the Object Oriented programming language used. Thus, considering all Object Oriented programming languages 68 different CS are detected, much more than the 22 described by Fowler [18]. God Class is the most detected CS, being used in 51.8% of the studies, followed by Feature Envy and Long Method with 33.7% and 26.5%, respectively.

Table 9: Code smells detected in more than 3 studies

| Code smell                                      | Nº of studies | % Studies |
|------------------------------------------------|--------------|-----------|
| God Class (Large Class or Blob)                 | 43           | 51.8%     |
| Feature Envy                                    | 28           | 33.7%     |
| Long Method                                     | 22           | 26.5%     |
| Data class                                      | 18           | 21.7%     |
| Functional Decomposition                        | 17           | 20.5%     |
| Spaghetti Code                                  | 17           | 20.5%     |
| Long Parameter List                             | 12           | 14.5%     |
| Swiss Army Knife                                | 11           | 13.3%     |
| Refused Bequest                                 | 10           | 12.0%     |
| Shotgun Surgery                                 | 10           | 12.0%     |
| Code clone/Duplicated code                      | 9            | 10.8%     |
| Lazy Class                                      | 8            | 9.6%      |
| Divergent Change                                | 7            | 8.4%      |
| Dead Code                                       | 4            | 4.8%      |
| Switch Statement                                | 4            | 4.8%      |

All 68 CS detected are listed in Appendix, as well as the number of studies in which they are detected.
their percentage, and the programming languages in which they are detected.

When we analyzed the CS detected in each study, we found that the number is low, with an average of 3.6 CS per study and a mode of 1 CS. Only the study [S57], with a symptom-based approach, detects the 22 CS described by Fowler [18].

Figure 7 shows the number of CS detected by number of studies. We can see that the number of smells most detected is 1 (in 24 studies). 4 smells are detected in 13 studies and 11 studies detect 3 smells. The detection of 12, 13, 15 and 22 smells is performed in only 1 study. It should be noted that 5 studies do not indicate which CS they detected. It is also important to note that these 5 studies use a visualization-based approach.

![Fig. 7: Number of code smells detected by number of studies](image)

### 4.6 Machine Learning techniques used (F5)

ML algorithms present many variants and different parameter configurations, making it difficult to compare them. For example, the Support Vector Machines algorithm has variants such as SMO, LibSVM, etc. Decision Trees can use various algorithms such as C5.0, C4.5 (J48), CART, ID3, etc. As algorithms are presented with different details in the studies, for a better understanding of the algorithm used, we classify ML algorithms in their main category, creating 9 groups as shown in the table [10].

Table 10 shows the ML algorithms, the number of studies using the algorithm and its percentage, as well as the ID of the studies that use the algorithm.

From the 83 primary studies analyzed 35% (29 out of 83, [S6, S18, S22, S24, S27, S28, S31, S33, S34, S36, S40, S41, S42, S43, S45, S50, S53, S54, S56, S58, S64, S66, S70, S71, S74, S75, S77, S83]) use ML techniques in CS detection. Except for 3 studies [S36, S56, S77] where multiple ML algorithms are used, all 26 other studies use only 1 algorithm in the CS detection.

| ML algorithm                  | Nº of Studies | % Studies | Studies                                                                 |
|-------------------------------|---------------|-----------|------------------------------------------------------------------------|
| Genetic Programming           | 9             | 10.8%     | S31, S41, S43, S45, S58, S64, S66, S70, S79                           |
| Decision Tree                 | 8             | 9.6%      | S36, S28, S36, S40, S53, S56, S77, S83                               |
| Support Vector Machines (SVM) | 6             | 7.2%      | S33, S34, S36, S56, S71, S77                                        |
| Association Rules             | 6             | 7.2%      | S36, S42, S50, S54, S56, S77                                        |
| Bayesian Algorithms           | 5             | 6.0%      | S18, S27, S36, S56, S77                                             |
| Random Forest                 | 3             | 3.6%      | S36, S56, S77                                                        |
| Neural Network                | 2             | 2.4%      | S74, S75                                                             |
| Regression models             | 1             | 1.2%      | S22                                                                   |
| Artificial Immune Systems (AIS)| 1             | 1.2%      | S24                                                                   |

The most widely used algorithms are Genetic algorithms (9 out 83, [S31, S41, S43, S45, S58, S64, S66, S70, S79]) and Decision Trees (8 out 83, [S6, S28, S36, S40, S53, S56, S77, S83]), which are used in 10.8% and 9.6%, respectively, of the analyzed studies. We think that a possible reason why genetic algorithms are the most used algorithm, is because they are used to generate the CS detection rules and to find the best threshold values to be used in the detection rules. Regarding Decision trees, it is due to the easy interpretation of the models, mainly in its variant C4.5 / J48 / C5.0.

The third most used algorithms for ML, used in 7.2% of the studies, are Support Vector Machines (SVM) (6 out 83, [S33, S34, S36, S56, S71, S77]) and association rules (6 out 83, [S36, S42, S50, S54, S56, S77]) with Apriori and JRip being the most used.

Bayesian Algorithms are the fifth most used algorithm with 6.0% (5 out 83, [S18, S27, S36, S56, S77]).

The other 4 ML algorithms that were also used are Random Forest (in 3 studies), Neural Network (in 2 studies), Regression models (in 1 study) and Artificial Immune Systems (AIS) (in 1 study).

### 4.7 Evaluation of techniques (F6)

The evaluation of the technique used is an important factor to realize its effectiveness and consequently choose the best technique or tool. The main metrics used to evaluate the techniques are accuracy, precision, recall, F-measure. These 4 metrics are calculated based on true positives (TP), false positives (FP), false negatives (FN), and true negatives (TN) instances of CS detected, according to the following formulas:

- Accuracy = (TP + TN) / (TP + FP + FN + TN)
- Precision = TP / (TP + FP)
- Recall = TP / (TP + FN)
- F-measure = 2 * (Recall * Precision) / (Recall + Precision)

In the 83 articles analyzed, 86.7% (72 studies) evaluated the technique used and 13.3% (11 studies) did not evaluate the technique. Table 11 shows the most used evaluation metrics. Precision is the most used with 46 studies (55.4%), followed by recall in 44 studies (53.0%) and F-measure in 17 studies (20.5%). It should be noted that 28 studies (33.7%) use other metrics for evaluation such as the number of detected defects, Area Under ROC, Standard Error (SE) and Mean Square Error (MSE), Root Mean Squared Prediction Error (RMSPE), Prediction Error (PE), etc.

Table 11: Metrics used to evaluate the detection techniques

| Metric     | Nº of studies | % Studies |
|------------|---------------|-----------|
| Precision  | 46            | 55.4%     |
| Recall     | 44            | 53.0%     |
| F-measure  | 17            | 20.5%     |
| Accuracy   | 10            | 12.0%     |
| Other      | 28            | 33.7%     |
| Without evaluation | 11 | 13.3%     |

In the last years the most used metrics in the evaluation are the precision and recall, but until 2010 few studies have evaluations based on these metrics, presenting only the CS detected. When we analyze the evaluations of the different techniques, we verified that the results depend on the applications used to create the oracle and the CS detected, so we have several studies that have chosen to present the means of precision and recall.

Regarding the different approaches used, we can conclude that:

1. in manual approaches and cooperative-based approaches, since we only have one study for each, we cannot draw conclusions;
2. in the visualization-based approaches, most of the evaluations presented are qualitative, and almost half of the studies do not present an evaluation;
3. in relation to the other 4 approaches (probabilistic, metric, symptom-based, and search-based), all present at least one study/technique with 100% recall and precision results.
4. It is difficult to make comparisons between the different techniques, since, except for the studies of the same author(s), all the others have different oracles.

The usual way to build an oracle is to choose a set of software systems (typically open source), choose the CS that you want to detect and ask a group of MSc students (3, 4 or 5 students), supervised by experts (e.g. software engineers), to identify the occurrences of smells in systems. In case of doubt of a candidate to CS, either or the expert decides, or the group reaches to a consensus on whether this candidate is or not a smell. As you can see, the creation of an oracle is not an easy task, because it requires a tremendous amount of manual work in the detection of CS, having all the problems of a manual approach (see section 4.2.7), mainly the subjectivity.

For a rigorous comparison of the evaluation of the different techniques, it is necessary to use common datasets and oracles (see section 4.3), which does not happen today.

4.8 Detection tools (F7)

Comparing the results of CS detection tools is important to understand the performance of the techniques associated with the tool and consequently to know which one is the best. It is also important to create tools that allow us to replicate studies.

When we analyzed which studies created a detection tool, we found that 61.4% (51 out of 83) studies developed a tool, as show in table 12.

Table 12: Number of studies that developed a tool and its approach

| Approaches       | Nº studies | Nº studies with tool | % Studies in the approach | % Studies in total |
|------------------|------------|---------------------|------------------------|-------------------|
| Symptom-based    | 16         | 13                  | 81.3%                  | 15.7%             |
| Metric-based     | 20         | 13                  | 65.0%                  | 15.7%             |
| Visualization-based | 12      | 10                  | 83.3%                  | 12.0%             |
| Search-Based     | 25         | 9                   | 36.0%                  | 10.8%             |
| Probabilistic    | 10         | 6                   | 60.0%                  | 7.2%              |
| Cooperative-based | 1         | 0                   | 0.0%                   | 0.0%              |
| Manual           | 1          | 0                   | 0.0%                   | 0.0%              |

The symptom-based and metrics-based approaches are those that present the most tools developed with 15.7% (13 out of 83 studies), follow by Visualization-based with 12.0% (10 out of 83 studies) (see Table 12). On the opposite side, there is the Probabilistic approach where only 7.2% (6 out of 83 studies) present developed tools.

When we analyze the percentage of studies that develop tools within each approach, we find that visualization-based and symptom-based approaches are those that have a greater number of developed tools with 83.3% (10 out of 12 studies) and 81.3% (13 out of 16 studies), respectively (see Table 12).

On the other side, there is the search-based approach where only 36.0% (9 out of 25 studies) present developed tools. In this approach, less than half of the studies present a tool because they chose to use already developed external tools instead of creating new ones. For example, some
4.9 Thresholds definition (F8)

Threshold values are a very important component in some detection techniques because they are the values that define whether or not a candidate is a CS. Its definition is very complicated and one of the reasons there is so much disparity in the detection results of CS (see section 4.5). Some studies use genetic algorithms to calibrate threshold values as a way of reducing subjectivity in CS detection, e.g. [S70].

Table 13: Number of studies that use thresholds in CS detection

| Approaches        | Nº use thresholds | Nº use thresholds in the approach | % Studies in the approach | % Studies in total |
|-------------------|-------------------|-----------------------------------|--------------------------|--------------------|
| Metric-Based      | 15                | 15                                | 75.0%                    | 18.1%              |
| Symptom-based     | 8                 | 11                                | 68.8%                    | 13.3%              |
| Search-Based      | 8                 | 8                                 | 32.0%                    | 9.6%               |
| Probabilistic     | 8                 | 8                                 | 80.0%                    | 9.6%               |
| Visualization-based| 1                 | 1                                 | 8.3%                     | 1.2%               |
| Cooperative-based | 1                 | 1                                 | 100.0%                   | 1.2%               |
| Manual            | 0                 | 0                                 | 0.0%                     | 0.0%               |

A total of 44 papers use thresholds in their detection technique, representing 53.0% of all studies. 47.0% of studies (39 out of 83 studies) did not use thresholds.

Without the Cooperative-based approach (which presents only 1 study), in the total of studies, metric-based and symptom-based approaches are those that present the most tools developed with 18.1% (15 out of 83 studies) and 13.3% (11 out of 83 studies), respectively (see Table 13).

When we analyze the number of studies within each approach that uses thresholds, we find that the three approaches that most use thresholds in their detection techniques are Probabilistic with 80% (8 out of 10 studies), Metric-based with 75.0% (15 out of 20 studies), and Symptom-based with 68.8% (11 out of 16 studies). In visualization-based approaches, only one study use thresholds in their CS detection techniques, as shown in Table 13.

Analyzing the detection techniques, we verified that these results are in line with what was expected, since we found that the probabilistic and metric-based approaches are those that most need to use thresholds. In the probabilistic approaches to define the values of support, confidence and probabilistic decision values. In metric-based approaches, it is essential to define threshold values for the different metrics that compose the rules.

4.10 Validation of techniques (F9)

The validation of a technique is performed by comparing the results obtained by the technique, with the results obtained through another technique with similar objectives. Obviously, both techniques must detect the same CS in the same software systems. The most usual forms of validation are: using the techniques of various existing approaches, such as manuals; use existing tools; comparing the results with those of other published papers.

When we analyze how many studies are validating their technique (see Table 14), we verified that 62.7% (52 out of 83, [S3, S6, S8, S13, S15, S18, S20, S23, S24, S26, S27, S28, S30, S31, S33, S34, S38, S41, S42, S43, S44, S45, S47, S48, S49, S50, S51, S53, S54, S55, S56, S58, S59, S60, S61, S62, S64, S65, S66, S67, S68, S70, S71, S72, S73, S74, S75, S77, S78, S79, S81, S83]) perform validation. In opposition 37.3% (31 out of 83, [S1, S2, S4, S5, S7, S9, S10, S11, S12, S14, S16, S17, S19, S21, S22, S25, S29, S32, S35, S36, S37, S39, S40, S46, S52, S57, S63, S69, S76, S80, S82]) of the studies do not validate the technique.

Considering the differences between techniques and all subjectivity in a technique (see sections 4.9, 4.8, 4.7), we can conclude that it is not easy to perform validations with tools that implement other techniques, even if they have the same goals. Thus, it is not surprising that one of the most common method of validating the results is manually, with a percentage of 26.9% of the studies (14 of the 52 studies doing validation, [S3, S6, S8, S13, S15, S23, S31, S38, S43, S44, S53, S54, S56, S66]), as shown in Table 14.

Some authors as in [S8] claim that, validation was performed manually because only maintainers can assess the presence of defects in design depending on their design choices and in the context, or as in [S23] where validation is performed by independent engineers who assess whether suspicious classes are smells, depending on the contexts of the systems.

Equally with manual validation is the use of the DECOR tool [S8], also used in 26.9% of studies (14 out of 52, [S18, S24, S27, S30, S31, S42, S43, S45, S48, S50, S51, S59, S62, S79]), this approach is based on symptoms. DECOR is a tool
Table 14: Tools / approach used by the studies for validation

| Tool/approach | No. of Studies | % Studies | Studies |
|---------------|----------------|-----------|---------|
| DECOR         | 14             | 26.9%     | S18, S24, S27, S30, S31, S42, S43, S45, S48, S50, S51, S59, S62, S79 |
| Manually      | 14             | 26.9%     | S3, S6, S8, S13, S15, S23, S31, S38, S43, S44, S53, S54, S56, S66 |
| JDeodorant    | 10             | 19.2%     | S42, S44, S45, S50, S51, S54, S62, S72, S73, S75 |
| iPasma        | 8              | 15.4%     | S26, S49, S53, S54, S56, S65, S68, S81 |
| Machine Learning | 7            | 13.5%     | S24, S43, S58, S66, S67, S79, S83 |
| Papers        | 6              | 11.5%     | S41, S51, S60, S61, S74, S77 |
| DETEX         | 3              | 5.8%      | S33, S34, S71 |
| Incode        | 3              | 5.8%      | S53, S64, S44 |
| inFusion      | 3              | 5.8%      | S65, S53, S49 |
| PMD           | 2              | 3.8%      | S49, S56, S53 |
| BDTEX         | 2              | 3.8%      | S33, S69 |
| CodePro AnalytiX | 2          | 3.8%      | S55, S78 |
| Jombstone     | 2              | 3.8%      | S55, S78 |
| Rule Marinescu| 1              | 1.9%      | S47, S65 |
| AntiPattern Scanner | 1 | 1.9% | S56 |
| Bellon benchmark | 1            | 1.9%      | S15 |
| Checkstyle    | 1              | 1.9%      | S49 |
| DCPP          | 1              | 1.9%      | S50 |
| DUM-Tool      | 1              | 1.9%      | S78 |
| Essere        | 1              | 1.9%      | S68 |
| Fluid Tool    | 1              | 1.9%      | S56 |
| HIST          | 1              | 1.9%      | S42 |
| JADET         | 1              | 1.9%      | S20 |
| Jmove         | 1              | 1.9%      | S75 |
| JNNOSE        | 1              | 1.9%      | S70 |
| Ndepend       | 1              | 1.9%      | S73 |
| NiCad         | 1              | 1.9%      | S28 |
| SonarQube     | 1              | 1.9%      | S50 |

proposed by Moha et al. [38] which uses domain-specific language to describe CS. They used this language to describe well-known smells, Blob (aka Long Class), Functional Decomposition, Spaghetti Code, and Swiss Army Knife. They also presented algorithms to parse rules and automatically generate detection algorithms.

The following two tools most used in validation, with 19.2% (10 out of 52 studies) are JDeodorant[17] used for validation of the studies [S42, S44, S45, S50, S51, S54, S62, S72, S73, S75], and iPasma [54] for the studies [S26, S49, S53, S54, S56, S65, S68, S81]. JDeodorant [7] is a plug-in for eclipse developed by Fokaefs et al. for automatic detection of CS (God Class, Type Check, Feature Envy, Long Method) and performs refactoring. iPasma [6] is a tool that uses a metric-based approach to CS detection developed by Marinescu et al.

Seven studies [S24, S43, S58, S66, S67, S79, S83] compare their results with the results obtained through ML techniques, namely Genetic Programming (GP), BBN, and Support Vector Machines (SVM). The ML techniques represent 13.5% of the studies (7 out of 52) that perform validation.

As we can see in the table 14 where we present the 28 different ways of doing validation, there are still many other tools that are used to validate detection techniques.

4.11 Replication of the studies (F10)

The replication of a study is an important process in software engineering, and its importance is highlighted by several authors such as Shull et al. [49] and Barbara Kitchenham [27].

According to Shull et al. [49], the replication helps to “better understand software engineering phenomena and how to improve the practice of software development. One important benefit of replications is that they help mature software engineering knowledge by addressing both internal and external validity problems.”. The same authors also mention that in terms of external validation, replications help to generalize the results, demonstrating that they do not depend on the specific conditions of the original study. In terms of internal validity, replications also help researchers show the range of conditions under which experimental results hold. These authors still identify two types of replication: exact replications and conceptual replications.

Another author to emphasize the importance of replication is Kitchenham [27], claiming that "replication is a basic component of the scientific method, so it hardly needs to be justified."

Given the importance of replication, it is important that the studies provide the necessary information to enable replication. Especially in exact replications, where the procedures of an experiment are followed as closely as possible to determine if the same results can be obtained [49]. Thus, our goal is not to perform replications, but to verify that the study has the conditions to be replicated.

According to Carver [8] [9], a replication paper should provide the following information about the original study (at a minimum): Research questions, Participants, Design, Artifacts, Context variables, Summary of results.

This information about the original study is necessary to provide sufficient context to understand replication. Thus, we consider that for a study to be replicated, it must have available this information identified by Carver.
Oracles are extremely important for the replication of CS detection studies. The building of oracles is one of the methods that more subjectivity causes in some techniques of detection, since they are essentially manual processes, with all the inherent problems (already mentioned in previous topics). As we have seen in section 4.3, only 10 studies present the available dataset, providing a link to it, however 2 studies, [S28] and [S32], no longer have the active links. Thus, only 12.0% of the studies (10 out of 83, [S18, S27, S38, S51, S56, S59, S69, S70, S74, S82]) provide the dataset, and are candidates for replication.

Another of the important information for the replication is the existence of an artifact, it happens that the studies [S70] and [S74] does not present an artifact, therefore it cannot be replicated.

We conclude that only 9.6% of the studies (8 out of 83, [S18, S27, S38, S51, S56, S59, S69, S82]) can be replicated because they provide the information claimed by Carver [8].

It is noteworthy that [S51] makes available on the Internet a replication package composed of Oracles, Change History of the Object systems, Identified Smells, Object systems, Additional Analysis - Evaluating HIST on Cassandra Releases.

4.12 Visualization techniques (F11)

The CS visualization can be approached in two different ways, (i) the CS detection is done through a non-visual approach and the visualization being performed to show the CS in the code, (ii) the CS detection is performed through a visual approach.

Regarding the first approach, the visualization is only to show previously detected CS, by a non-visualization approach, we found 5 studies [S9, S40, S57, S72, S81], corresponding to 6.0% of the studies analyzed in this SLR. Thus, we can conclude that most studies are only dedicated to detecting CS, but do not pay much attention to visualization. Most of the proposed CS visualization shows the CS inside the code itself. This approach works for some systems, but when we are in the presence of large legacy systems, it is too detailed for a global refactoring strategy. Thus, a more macro approach is required, without losing detail, to present CS in a more aggregated form.

In relation to the second approach, where a visualization-based approach is used to detect CS, it represents 14.5% of the studies (12 out of 83, [S1, S2, S7, S11, S12, S16, S17, S19, S21, S39, S46, S76]). One of the problems pointed to the visualization-based approach is the scalability for large systems, since this type of approach is semi-automatic, requiring human intervention. In relation to this aspect, we found only 3 studies [S7, S17, S16] with solutions dedicated to large systems.

Most studies do a visualization showing the system structure in packages, classes, and methods, but it is not enough, it is necessary to adapt the views according to the type of CS, and this is still not generalized. The focus must be the CS and not the software structure, for example, it is not necessary to show the parts of the software where there are no smells, since it is only adding data to the views, complicating them without adding information.

Combining the two types of approaches, we conclude that 20.5% of the studies (17 out of 83) use some kind of visualization in their approach.

As for code smells coverage, the Duplicated Code CS (aka Code Clones) is definitely the one more where visualization techniques have been applied more intensively. Recall from Section 4.3 that Zhang et al. [60] systematic review on CS revealed that Duplicated Code is the most widely studied CS. Also in that section, we referred to Fernandes et al. [15] systematic review that concluded that Duplicated Code was among the top-three CS detected by tools, due to its importance. The application of visualization to the Duplicated Code CS ranges from 2D techniques (e.g. dot plots / scatterplots, wheel views / chord diagrams, and other graph-based and poly metric view-based ones) to more sophisticated techniques, such as those based on 3D metaphors and virtual reality. A comprehensive mapping study on the topic of Duplicated Code visualization has just been published [22].

5 Discussion

We now address our research questions, starting by discussing what we found for each of the research questions, mainly the benefits and limitations of evidence of these findings. The mind map in Figure 8 provides a summary of main findings. Finally, we discuss the validation and limitations of this systematic review.

5.1 Research Questions (RQ)

This subsection aims to discuss the answers to the three research questions and how the findings and selected documents addressed these issues. In figure 2 we show the selected studies and the respective research questions they focus on. Regarding how findings (F) interrelate with research questions, findings F1, F2, F3, F4, F5 support the answer of RQ1, findings F5, F6, F7, F8, F9, F10, support the answer of RQ2, and, finally, F11 supports the answer of RQ3 (see figure 5).

RQ1. Which techniques have been reported in the literature for the detection of CS?

To answer this research question, we classified the detection techniques in seven categories, following the classification presented in Kessentini et al. [25] (see F1, subsection
Fig. 8: Summary of main findings
The search-based approach is applied in 30.1% studies. These types of approaches are inspired by contributions in the domain of Search-Based Software Engineering (SBSE) and most techniques in this category apply ML algorithms, with special incidence in the algorithms of genetic programming, decision tree, and association rules. The second most used approach is the metric-based applied in 24.1% studies. The metric-based approach consists in the use of rules based on a set of metrics and respective thresholds to detect specific CS. The third most used approach, with 19.3% of studies, is symptom-based approach. It consists of techniques that describe the symptoms of CS and later translate these symptoms into detection algorithms.

Regarding datasets (see F2, subsection 4.3), more specifically the oracles used by the different techniques, we conclude that only 10 studies (12.0% of studies) provide the same. Most studies, 83.1%, use open-source software, the most used systems being Apache Xerces (33.7% of studies), GanttProject (16.9%), followed by ArgoUML with 13.3%. Java is used in 64 studies, i.e. 77.1% of the studies use Java as a support language for the detection of CS. C# and C++ are the other two most commonly used programming languages that support CS detection, being used in 7.2% and 6.0% of studies respectively (see F3, subsection 4.3). Multi-language support for code detection is also very limited, with the majority (83.1%) of the studies analyzed supporting only one language. The maximum number of supported languages is three, being reported exclusively in [S28].

Regarding the most detected CS, God Class stands out with 51.8% (see F4, subsection 4.5), Feature Env and Long Method with 33.7% and 26.5%, respectively, are the two most commonly used CS. When we analyze the number of CS detected by each study, we found that they detected on average three CS, but the most frequent is the studies detect only 1 CS.

**RQ2. What is the most effective technique to detect CS?**

Finding out the most effective technique to detect CS is not a trivial task. We have realized that the identified approaches have all pros and cons, presenting factors that can bias the results. Although, in the evaluation of the techniques (F6, subsection 4.7), we verified that there are 4 approaches (probabilistic, metric-based, symptom-based, and search-based) that present techniques with 100% accuracy and recall results, the detection problem is very far to be solved. These results only apply to the detection of simpler CS, e.g. God Class, so it is not surprising that 51.8% of the studies use this CS, as we can see in table 9. In relation to the more complex CS, the results are much lower and very few studies use them. We cannot forget that only one study [S57] detects the 22 CS described by Fowler [18].

The answer to RQ2 is that, there is no one technique, but several techniques, depending on several factors such as:

- **Code smell to detect** - We found that there is no technique that generalizes to all CS. When we analyze the studies that detect the greatest number of CS, [S38, S53, S57, S63, S69] are the studies that detect more than 10 CS and make an evaluation, we find that precision and recall depend on smell and there are large differences.

- **Software systems** - The same technique when detecting the same CS in different software systems, there is a great discrepancy in the number of false positives and false negatives and consequently in precision and recall.

- **Threshold values** - There is no consensus regarding the definition of threshold values, the variation of this value causes more, or less, CS to be detected, thus varying the number of false positives. Some authors try to define thresholds automatically, namely using genetic programming algorithms.

- **Oracle** - There is no widespread practice of oracle sharing, few oracles are publicly available. Oracles are a key part of most CS detection processes, for example, in the training of ML algorithms.

Regarding the automation of CS detection processes, thus making them independent of thresholds, we found that 35% of the studies used ML techniques. However, when we look at how many of these studies do not require thresholds, we find that only 18.1% (15 out of 83, [S22, S33, S34, S36, S40, S43, S53, S56, S66, S71, S74, S75, S77, S79, S83]) are truly automatic.

**RQ3. What are the approaches and resources used to visualize CS and therefore support the practitioners to identify CS occurrences?**

The visualization and representation are of extreme importance, considering the variety of CS, possibilities of location in code (within methods, classes, between classes, etc.), and dimension of the code for a correct identification of the CS. Unfortunately, most of the studies only detect it, does not visually represent the detected CS. In studies that do not use visualization-based approaches from 83 studies selected in this SLR, only five studies [S9, S40, S57, S72, S81] visually represent CS.
In the 14.5% studies (12 out of 83) that use visualization-based approaches to detect CS, several methods are used to show the structure of the programs, such as: (1) city metaphors [S7, S17]; (2) 3D visualization technique [S16, S17]; (3) interactive ambient visualization [S19, S39, S46]; (4) multiple views adapted to CS [S12, S21]; (5) polymetric views [S2, S46]; (6) graph model [S1]; (7) Multivariate visualization techniques, such as parallel coordinates, and non-linear projection of multivariate data onto a 2D space [S76]; (8) in [S46] several views are displayed such as node-link-based dependency graphs, grids and spiral egocentric graphs, and relationship matrices.

With respect to large systems, only three studies present dedicated solutions.

5.2 SLR validation

To ensure the reliability of the SLR, we carried out validations in 3 stages:

i) The first validation was carried out in the application of the inclusion and exclusion criteria, through the application of Fleiss’ Kappa. Through this statistical measure, we validated the level of agreement between the researchers in the application of the inclusion and exclusion criteria.

ii) The second validation was carried out through a focus group, when the quality criteria were applied in stage 4.

iii) To validate the results of the SLR we conducted 3 surveys, with each survey divided into 2 parts, one on CS detection and another on CS visualization. Each question in the surveys consists of 3 parts: 1) the question about one of the findings that is evaluated on a 6 point Likert scale (Strong disagreement, Disagreement, Weak disagreement, Agreement, Strong agreement); 2) a slider between 0 and 4 that measures the degree of confidence of the answer, 3) an optional field to describe the justification of the answer or for comments. The three inquiries were intended to: 1) Pre-test, with the aim of identifying unclear questions and collecting suggestions for improvement. The subjects chosen for the pre-test were Portuguese researchers with the most relevant work in the area of software engineering, totaling 27; 2) The subjects in the second survey were the authors of the studies that are part of this SLR, totaling 193; 3) The third survey was directed at the software visualization community; we chose the authors from all papers selected for the SLR on software visualization by Merino et al. [37] that were taken exclusively from the SOFTVIS and VISSOFT conferences, totaling 380; we also distributed this survey through a post on a Software Visualization blog.

The structure of the surveys, collected responses, and descriptive statistics on the latter are available at a github repository.

In Table 15 we present a summary of the results of the responses from this SLR’ authors (2nd survey) and from the visualization community (3rd survey). As we can see, using the aforementioned scale, most participants agree with SLR results. The grayed cells in this table represent, for each finding, the answer(s) that obtained the highest score. We can then observe that: 10% of the findings had Strong agreement as its higher score, 80% of the findings had Agreement and, 20% had Weak agreement.

Regarding the question, Please select the 3 most often detected code smells?, the answers placed the Long Method as the most detected CS, followed by God Class and Feature Envy. In our SLR, based on actual data, we concluded that the most detected CS is God Class, followed by Feature Envy and Long Method. This mismatch is small, since it only concerns the relative order of those 3 code smells, and shows that the community is well aware of which are the most often found ones.

5.3 Validity threats

We now go through the types of validity threats and corresponding mitigating actions that were considered in this study.

**Conclusion validity.** We defined a data extraction form to ensure consistent extraction of relevant data for answering the research questions, therefore avoiding bias. The findings and implications are based on the extracted data.

**Internal validity.** To avoid bias during the selection of studies to be included in this review, we used a thorough selection process, comprised of multiple stages. To reduce the possibility of missing relevant studies, in addition to the automatic search, we also used snowballing for complementary search.

**External validity.** We have selected studies on code smells detection and visualization. The exclusion of studies on related subjects (e.g. refactoring and technical debt) may have caused some studies also dealing with code smells detection and visualization not to be included. However, we have found this situation to occur in breadth papers (covering a wide range of topics) rather than in depth (covering a specific topic). Since the latter are the more important ones for primary studies selection, we are confident on the relevance of the selected sample.

**Construct validity.** The studies identified from the systematic review were accumulated from multiple literature databases covering relevant journals and proceedings. In the selection process the first author made the first selection and
Table 15: Summary of survey results

| Question (finding)                                                                 | Strong agreement | Agreement | Weak agreement | Weak disagreement | Disagreement | # of answers | Average | Std. deviation |
|---------------------------------------------------------------------------------|------------------|-----------|----------------|-------------------|-------------|-------------|---------|---------------|
| The most frequently used CS detection techniques are based on rule-based approaches (F1) | 35.3%            | 47.1%     | 11.8%          | 5.9%              | 0.0%        | 34          | 3.2     | 0.8           |
| Very few CS detection studies provide their oracles (a tagged dataset for training detection algorithms) (F2) | 26.5%            | 58.8%     | 11.8%          | 2.9%              | 0.0%        | 34          | 3.1     | 0.7           |
| In the detection of simpler CS (e.g. Long Method or God Class), the achieved precision and recall of detection techniques can be very high (up to 100%) (F6) | 11.8%            | 44.1%     | 26.5%          | 0.0%              | 14.7%       | 34          | 3.2     | 0.5           |
| When the complexity of CS is greater (e.g. Divergent Change or Shotgun Surgery), the precision and recall in detection are much lower than in simpler CS (F6) | 11.8%            | 47.1%     | 26.5%          | 8.8%              | 5.9%        | 34          | 3.1     | 0.7           |
| There are few oracles (a tagged dataset for training detection algorithms) shared and publicly available. The existence of shared and collaborative oracles could improve the state of the art in CS detection research (F2) | 60.0%            | 34.3%     | 2.9%           | 2.9%              | 0.0%        | 35          | 3.6     | 0.5           |
| The vast majority of CS detection studies do not propose visualization features for their detection (F11) | 15.4%            | 66.7%     | 10.3%          | 5.1%              | 2.6%        | 39          | 3.0     | 1.0           |
| The vast majority of existing CS visualization studies did not present evidence of its usage upon large software systems (F11) | 12.5%            | 43.8%     | 34.4%          | 6.3%              | 0.0%        | 32          | 2.9     | 0.9           |
| Software visualization researchers have not adopted specific visualization related taxonomies (F11) | 9.4%             | 28.1%     | 46.9%          | 9.4%              | 6.3%        | 32          | 2.0     | 1.2           |
| If visualization related taxonomies were used in the implementation of CS detection tools, that could enhance their effectiveness (F11) | 11.8%            | 38.2%     | 38.2%          | 5.9%              | 5.9%        | 34          | 2.8     | 1.1           |
| The combined use of collaboration (among software developers) and visual resources may increase the effectiveness of CS detection (F11) | 23.5%            | 50.0%     | 26.5%          | 0.0%              | 0.0%        | 34          | 3.2     | 0.8           |

6 Conclusion

6.1 Conclusions on this SLR

This paper presents a Systematic Literature Review with a twofold goal: the first is to identify the main CS detection techniques, and their effectiveness, as discussed in the literature, and the second is to analyze to which extent visual techniques have been applied to support practitioners in daily activities related to CS. For this purpose, we have specified 3 research questions (RQ1 through RQ3).

We applied our search string in six repositories (ACM Digital Library, IEEE Xplore, ISI Web of Science, Science Direct, Scopus, Springer Link) and complemented it with a manual search (backward snowballing), having obtained 1883 papers in total. After removing the duplicates, applying the inclusion and exclusion criteria, and quality criteria, we obtained 83 studies to analyze. Most of the studies were...
published in conference proceedings (76%), followed by journals (23%), and books (1%). The 83 studies were analysed on the basis of 11 points (findings) related to the approach used for CS detection, dataset availability, programming languages supported, CS detected, evaluation of techniques, tools created, thresholds, validation and replication, and use of visualization techniques.

Regarding RQ1, we conclude that the most frequently used detection techniques are based on search-based approaches, which mainly apply ML algorithms, followed by metric-based approaches. Very few studies provide the oracles used and most of them target open-source Java projects. The most commonly detected CS are *God Class, Feature Envy* and *Long Method*, by this order. On average, each study detects 3 CS, but the most frequent case is detecting only 1 CS.

As for RQ2, in the detection of simpler CS (e.g. *God Class*) 4 approaches are used (probabilistic, metric-based, symptom-based, and search-based) and authors claim to achieve 100% precision and recall results. However, when the complexity of CS is greater, the results have much lower relevance and very few studies use them. Thus, the detection problem is very far to be solved, depending on the detection results of the CS used, of the software systems in which they are detected, of the threshold and oracle values.

Regarding RQ3, we found that most studies that detect CS do not put forward a corresponding visualization feature. Several visualization approaches have been proposed for representing the structure of programs, either in 2D (e.g. graph-based, polymeric views) or in 3D (e.g. city metaphors), where the objective of allowing to identify potentially harmful design issues is claimed. However, we only found three studies that proposed dedicated solutions for CS visualization.

### 6.2 Open issues

Detecting and visualizing CS are nontrivial endeavors. While producing this SLR we obtained a comprehensive perspective on the past and ongoing research in those fields, that allowed the identification of several open research issues. We briefly overview each of those issues, in the expectation it may inspire new researchers in the field.

1. Code smells subjective definitions hamper a shared interpretation across researchers’ and practitioners’ communities, thus hampering the advancement of the state-of-the-art and state-of-the-practice; to mitigate this problem it has been suggested a formal definition of CS (see [43]); a standardization effort, supported by an IT standards body, would certainly be a major initiative in this context;

2. Open-source CS detection tooling is poor, both in language coverage (Java is dominant), and in CS coverage (e.g. only a small percentage of Fowler’s catalog is supported);

3. Primary studies reporting experiments on CS often do not make the corresponding scientific workflows and datasets available, thus not allowing their “reproduction”, where the goal is showing the correctness or validity of the published results;

4. Replication of CS experiments, used to gain confidence in empirical findings, is also limited due to the effort of setting up the tooling required to running families of experiments, even when curated datasets on CS exist;

5. Thresholds for deciding on CS occurrence are often arbitrary/unsubstantiated and not generalizable; in mitigation, we foresee the potential for the application of multi-criteria approaches that take into account the scope and context of CS, as well as approaches that explore the power of the crowd, such as the one proposed in [46];

6. CS studies in mobile and web environments are still scarce; due to their importance of those environments in nowadays life, we see a wide berth for CS research in those areas;

7. CS visualization techniques seem to have great potential, especially in large systems, to help developers in deciding if they agree with a CS occurrence suggested by an existing oracle; a large research effort is required to enlarge CS visualization diversity, both in scope (single method, single class, multiple classes) and coverage, since the existing literature only tackles a small percentage of the cataloged CS.
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### Appendix C. Quality assessment

| Study | QC1 Venue Quality | QC2 Data Collected | QC3 Findings | QC4 Recognized Relevance | QC5 Validation | QC6 Replication | QC7 Evaluation | QC8 Visualization | Total |
|-------|------------------|-------------------|--------------|--------------------------|----------------|----------------|----------------|------------------|-------|
| S1    | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 1                | 6     |
| S2    | 1                | 1                 | 1            | 1                        | 0              | 0              | 0              | 1                | 5     |
| S3    | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 1                | 6     |
| S4    | 1                | 0                 | 1            | 1                        | 0              | 0              | 1              | 0                | 4     |
| S5    | 1                | 1                 | 1            | 1                        | 0              | 0              | 0              | 0                | 4     |
| S6    | 1                | 0                 | 1            | 1                        | 1              | 0              | 1              | 0                | 5     |
| S7    | 1                | 0                 | 1            | 1                        | 0              | 0              | 1              | 1                | 5     |
| S8    | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S9    | 1                | 1                 | 1            | 1                        | 0              | 0              | 0              | 1                | 5     |
| S10   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 5     |
| S11   | 0                | 1                 | 1            | 1                        | 0              | 0              | 0              | 0                | 3     |
| S12   | 0                | 1                 | 0            | 0                        | 0              | 0              | 1              | 1                | 4     |
| S13   | 0                | 1                 | 1            | 1                        | 0              | 0              | 0              | 1                | 4     |
| S14   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S15   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 5     |
| S16   | 0                | 0                 | 1            | 0                        | 0              | 0              | 1              | 1                | 3     |
| S17   | 1                | 1                 | 1            | 1                        | 0              | 1              | 0              | 1                | 6     |
| S18   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 1                | 6     |
| S19   | 0                | 1                 | 1            | 1                        | 0              | 0              | 0              | 0                | 3     |
| S20   | 0                | 1                 | 1            | 1                        | 0              | 0              | 0              | 1                | 4     |
| S21   | 1                | 1                 | 1            | 1                        | 1              | 1              | 1              | 0                | 7     |
| S22   | 1                | 0                 | 1            | 1                        | 0              | 0              | 0              | 1                | 3     |
| S23   | 1                | 0                 | 1            | 1                        | 0              | 0              | 0              | 1                | 4     |
| S24   | 1                | 0                 | 1            | 1                        | 1              | 0              | 1              | 0                | 5     |
| S25   | 0                | 1                 | 1            | 1                        | 0              | 0              | 1              | 1                | 5     |
| S26   | 1                | 0                 | 1            | 1                        | 0              | 0              | 1              | 0                | 4     |
| S27   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S28   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S29   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 5     |
| S30   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S31   | 1                | 1                 | 1            | 1                        | 1              | 1              | 1              | 0                | 7     |
| S32   | 0                | 0                 | 1            | 0                        | 0              | 0              | 0              | 1                | 1     |
| S33   | 0                | 0                 | 1            | 1                        | 0              | 1              | 1              | 0                | 6     |
| S34   | 0                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 4     |
| S35   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S36   | 1                | 0                 | 1            | 1                        | 0              | 0              | 0              | 0                | 3     |
| S37   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S38   | 1                | 1                 | 1            | 0                        | 0              | 0              | 0              | 1                | 4     |
| S39   | 1                | 0                 | 1            | 1                        | 1              | 0              | 1              | 0                | 5     |
| S40   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 6     |
| S41   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 5     |
| S42   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 5     |
| S43   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 4     |
| S44   | 1                | 1                 | 1            | 1                        | 1              | 1              | 1              | 0                | 7     |
| S45   | 1                | 0                 | 1            | 1                        | 0              | 0              | 1              | 1                | 5     |
| S46   | 0                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 4     |
| S47   | 0                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 5     |
| S48   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 5     |
| S49   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 6     |
| S50   | 0                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 5     |
| S51   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 6     |
| S52   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 6     |
| S53   | 0                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 5     |
| S54   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S55   | 1                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 6     |
| S56   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S57   | 0                | 0                 | 1            | 1                        | 0              | 0              | 0              | 0                | 2     |
| S58   | 1                | 1                 | 1            | 1                        | 1              | 1              | 1              | 0                | 7     |
| S59   | 0                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 4     |
| S60   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S61   | 1                | 1                 | 1            | 1                        | 1              | 0              | 0              | 0                | 5     |
| S62   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S63   | 1                | 1                 | 1            | 1                        | 1              | 1              | 1              | 0                | 7     |
| S64   | 0                | 1                 | 1            | 1                        | 0              | 0              | 1              | 0                | 5     |
| S65   | 1                | 1                 | 1            | 1                        | 1              | 0              | 1              | 0                | 6     |
| S66   | 1                | 1                 | 1            | 1                        | 1              | 1              | 1              | 0                | 7     |
|   |   |   |   |   |   |   |   |   |   |   |
|---|---|---|---|---|---|---|---|---|---|---|
| S67 | 0 | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 5 |
| S68 | 0 | 1 | 1 | 0 | 1 | 0 | 1 | 0 | 4 | 4 |
| S69 | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 4 | 6 |
| S70 | 0 | 1 | 1 | 1 | 0 | 0 | 1 | 0 | 4 | 6 |
| S71 | 0 | 0 | 1 | 1 | 1 | 0 | 0 | 0 | 3 | 3 |
| S72 | 0 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 5 | 5 |
| S73 | 0 | 1 | 1 | 0 | 0 | 0 | 1 | 0 | 3 | 3 |
| S74 | 1 | 1 | 1 | 0 | 1 | 0 | 1 | 0 | 5 | 5 |
| S75 | 0 | 1 | 1 | 1 | 0 | 1 | 0 | 1 | 0 | 5 |
| S76 | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 6 | 6 |
| S77 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 1 | 2 | 2 |
| S78 | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 6 | 6 |
| S79 | 0 | 1 | 1 | 1 | 0 | 1 | 1 | 0 | 5 | 5 |
| S80 | 0 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 5 | 5 |
| S81 | 0 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 5 | 5 |
| S82 | 1 | 1 | 1 | 0 | 0 | 0 | 0 | 0 | 3 | 3 |
| S83 | 0 | 0 | 1 | 0 | 0 | 0 | 1 | 0 | 2 | 2 |
| S84 | 0 | 1 | 1 | 1 | 0 | 1 | 0 | 1 | 0 | 5 |
| S85 | 0 | 1 | 1 | 0 | 0 | 0 | 1 | 0 | 3 | 3 |
| S86 | 0 | 1 | 1 | 0 | 0 | 0 | 0 | 0 | 2 | 2 |
| S87 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 1 | 1 |
| S88 | 1 | 1 | 1 | 0 | 1 | 0 | 1 | 0 | 5 | 5 |
| S89 | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 6 | 6 |
| S90 | 0 | 1 | 1 | 0 | 0 | 0 | 1 | 0 | 3 | 3 |
| S91 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 1 | 1 |
| S92 | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 6 | 6 |
| S93 | 1 | 1 | 1 | 1 | 0 | 0 | 0 | 1 | 5 | 5 |
| S94 | 0 | 1 | 1 | 1 | 0 | 1 | 0 | 1 | 0 | 5 |
| S95 | 0 | 1 | 1 | 0 | 1 | 0 | 0 | 0 | 3 | 3 |
| S96 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 1 | 0 | 6 |
| S97 | 0 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 5 | 5 |
| S98 | 0 | 1 | 1 | 1 | 0 | 0 | 1 | 0 | 4 | 4 |
| S99 | 1 | 1 | 1 | 1 | 0 | 0 | 1 | 0 | 6 | 6 |
| S100 | 1 | 1 | 1 | 0 | 1 | 1 | 0 | 1 | 0 | 6 |
| S101 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 1 | 0 | 6 |
| S102 | 0 | 0 | 1 | 1 | 0 | 0 | 1 | 0 | 3 | 3 |
| **Total** | 63 | 83 | 102 | 85 | 54 | 8 | 78 | 18 | 491 | 491 |
# Appendix D. Description of code smells detected in the studies

| Code Smell                              | Description                                                                                                                                                                                                 | Reference |
|-----------------------------------------|-------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------|-----------|
| Alternative Classes with Different Interface | One class supports different classes, but their interface is different                                                                                                                                     | [18][30] |
| Anticlonet                              | A class that provides mutable class variables, which consequently could be used as global variables                                                                                                    | [29]      |
| God Class (Large Class or Hob)          | Class that has many responsibilities and therefore contains many variables and methods. The same Single Responsibility Principle (SRP) also applies in this case                                                                 | [18][30] |
| Brain Class                             | Class tends to be complex and centralize the functionality of the system. It is therefore assumed that they are difficult to understand and maintain. However, contrary to God Classes, Brain Classes do not use much data from foreign classes and are slightly more cohesive | [32][31] |
| Brain Method                            | Often a method starts out as a “normal” method but then more and more functionality is added to it until it gets out of control, becoming hard to maintain or understand. Brain Methods tend to centralize the functionality of a class | [32]      |
| Careless Cleanup                        | The exception resource can be interrupted by another exception                                                                                                                                              | [22]      |
| Class Data Should Be Private            | A class that exposes its fields, thus violating the principle of encapsulation                                                                                                                                | [22]      |
| Closure Smells                          | In JavaScript, it is possible to declare nested functions, called closures. Closures make it possible to emulate object oriented notions such as public, private, and privileged members. Inner functions have access to the parameters and variables — except for this and argument variables — of the functions they are nested in, even after the outer function has returned. Four smells related to the concept of function closures (long scope chaining, closures in loops, variable name conflict in closures, accessing the this reference in closures) | [14]      |
| Code clone/Duplicated code              | Consists of equal or very similar passages in different fragments of the same code base                                                                                                                     | [18][30] |
| Comments                                | It cannot be considered a smell by definition but should be used with care as they are generally not required. Whenever it is necessary to insert a comment, it is worth checking if the code cannot be more expressive | [18][30] |
| Complex Class                           | A class that has (at least) one large and complex method, in terms of cyclomatic complexity and LOCs                                                                                                       | [21]      |
| Complex Container Comprehension         | A container comprehension (including list comprehension, set comprehension, dictionary comprehension, and generator expression) that is too complex                                                                 | [11]      |
| Complex List Comprehension              | A list comprehension that is too complex. List comprehensions in Python provide a concise and efficient way to create new lists, especially where the value of each element is dependent on each member of another iterable or sequence, or the elements satisfy a certain condition. However, when list comprehensions contain complex expressions, they are no longer clear. Apparently, it is hard to analyze control flows of complex list comprehensions                                                                 | [11]      |
| Coupling between JavaScript, HTML, and CSS | In web applications, HTML is meant for presenting content and structure, CSS for styling, and JavaScript for functional behaviour. Keeping these three entities separate is a well-known programming practice, known as separation of concerns. Unfortunately, web developers often mix JavaScript code with markup and styling code, which adversely influences program comprehension, maintenance and debugging efforts in web applications | [14]      |
| Data class                              | The class that serves only as a container of data, without any behavior. Generally, other classes are responsible for manipulating their data, which is a case of Feature Envy | [18][30] |
| Data Clump                              | Data structures that always appear together, and when one of the items is not present, the whole set loses its meaning                                                                                         | [18][30] |
| Dead Code                               | Characterized by a variable, attribute, or code fragment that is not used anywhere. It is usually a result of a code change with improper cleaning                                                             | [54][30] |
| Delegator                               | Overuse of delegation or misuse of inheritance                                                                                                                                                              | [29]      |
| Dispersed Coupling                      | Refers to a method which is tied to many operations dispersed among many classes throughout the system                                                                                                         | [32]      |
| Divergent Change                        | A single class needs to be changed for many reasons. This is a clear indication that it is not sufficiently cohesive and must be divided                                                                            | [18][30] |
| Dummy Handler                           | Dummy handler is only used for viewing the exception but it will not handle the exception                                                                                                                                 | [23]      |
| Empty Catch Block                       | When the catch block is left blank in the catch statement                                                                                                                                                  | [23]      |
| Exception thrown in the finally block   | How to handle the exception thrown inside the finally block of another try catch statement                                                                                                                                 | [14]      |
| Excessive Global Variables              | Global variables are accessible from anywhere in JavaScript code, even when defined in different files loaded on the same page. As such, naming conflicts between global variables in different JavaScript source files is common, which affects program dependability and correctness. The higher the number of global variables in the code, the more dependent existing modules are likely to be; and dependency increases error proneness, and maintainability efforts | [14]      |
| Feature Envy                            | When a method is more interested in members of other classes than its own, it is a clear sign that it is in the wrong class                                                                                      | [18][30] |
| Functional Decomposition                | A procedural code in a technology that implements the OO paradigm (usually the main function that calls many others), caused by the previous expertise of the developers in a procedural language and little experience in OO                                                                 | [7][30]   |
| God Package                             | A package that is too large. That knows too much or does too much                                                                                                                                              | [35]      |
| Code Smell                                | Description                                                                                                                                                                                                 | Page |
|------------------------------------------|-------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------|------|
| Inappropriate Intimacy                  | A case where two classes are known too, characterizing a high level of coupling.                                                                                                                           | 18   |
| Incomplete Library Class                | The software uses a library that is not complete, and therefore extensions to that library are required.                                                                                                    | 18   |
| Instanceof                               | In Java, the instanceof operator is used to check that an object is an instance of a given class or implements a certain interface. These are considered CS aspects because a concentration of instanceof operators in the same block of code may indicate a place where the introduction of an inheritance hierarchy or the use of method overriding might be a better solution. | 13   |
| Intensive Coupling                      | Refers to a method that is tied to many other operations located in only a few classes within the system.                                                                                                   | 32   |
| Introduce null object                   | Repeated null checking conditions are added into the code to prevent the null pointer exception problem. By doing so, the duplications of null checking conditions could have been placed in different locations of the software system. | 51   |
| Large object                            | An object that is in a package that contains other classes not related to it.                                                                                                                                | 14   |
| Lazy Class                              | Classes that do not have sufficient responsibilities and therefore should not exist.                                                                                                                        | 18, 30|
| Lazy object                             | An object that does too little. An object that is not doing enough work should be refactored.                                                                                                               | 14   |
| Long Base Class List                    | A class definition with too many base classes. Python supports a limited form of multiple inheritance. If an attribute in Python is not found in the derived class during execution, it is searched recursively in the base class declared in the base class list in sequence. Too long base class list will limit the speed of interpretive execution. | 11   |
| Long Element Chain                      | An expression that is accessing an object through a long chain of indexed elements. It is unreadable especially when a deep level of array traversing is taking place.                                           | 10   |
| Long Lambda Function                    | A lambda function that is overly long, in term of the number of its characters. Lambda is a powerful construct that allows the creation of anonymous functions at runtime. A lambda function can only contain one single expression. If lambda is overly long (i.e., it contains too complex operations), it turns out to be unreadable and loses its benefits. In order to avoid too many one-expression long functions in Python programs, lambda should only be used in packaging special or non-reusable code, otherwise explicit def statements can always take the place of them. | 11   |
| Long Message Chain                      | An expression that is accessing an object through a long chain of attributes or methods by the dot operator.                                                                                                 | 11   |
| Long Method                             | Very large method/function and, therefore, difficult to understand, extend and modify. It is very likely that this method has too many responsibilities, hurting one of the principles of a good OO design (SRP: Single Responsibility Principle) | 18, 30|
| Long Parameter List                     | Extensive parameter list, which makes it difficult to understand and is usually an indication that the method has too many responsibilities. This smell has a strong relationship with Long Method                                                                 | 18, 30|
| Long Scope Chaining                     | A method or a function that is multiply-nested.                                                                                                                                                              | 11   |
| Long Ternary Conditional Expression     | A ternary conditional expression that is overly long. The ternary operator defines a new conditional expression in Python, with the value of the expression being X or Y based on the truth value of C in the form of "X if C else Y". However, it is rather long when it involves other constructs such as lambda functions. Saving a few characters in it would be difficult when it contains several long variable names. As a result, though the ternary conditional expression is a concise way of the conditional expression to help avoid ugly, a long one is unreadable. The solution to refactoring is to transform it into a traditional conditional expression. | 11   |
| Message Chain                           | One object accesses another, to then access another object belonging to this second, and so on, causing a high coupling between classes.                                                                   | 15, 30|
| Method call sequences                   | The interplay of multiple methods, though—in particular, whether a specific sequence of method calls is allowed or not—is neither specified nor checked at compile time. Consequently, illegal call sequences may still loom in the code even though all tests pass. | 55   |
| Middle Man                              | Identified how much a class has almost no logic, as it delegates almost everything to another class. The problem with this CS is that whenever you need to create new methods or to modify the old ones, you also have to add or modify the delegating method. | 18, 30|
| Misplaced Class                         | Suggests a class that is in a package that contains other classes not related to it. The obvious way to remove such a smell is to apply a Move Class refactoring able to place the class in a more related package.             | 12   |
| Missing method calls                    | Overlook certain important method calls that are required at particular places in code.                                                                                                                     | 19   |
| Multiply-Nested Container               | A container (including set, list, tuple, dict) that is multiply-nested. It directly produces expressions accessing an object through a long chain of indexed elements. It is unreadable especially when there is a deep level of array traversing. | 11   |
| Nested Callback                         | A callback is a function passed as an argument to another (parent) function. Callbacks are executed after the parent function has completed its execution. Callback functions are typically used in asynchronous calls such as timeouts and XMLHttpRequests (XHRs). Using excessive callbacks, however, can result in hard to read and maintain code due to their nested anonymous (and usually asynchronous) nature. | 12   |
| Code Smell                          | Description                                                                                                                                                                                                 |
|-----------------------------------|-------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------|
| Nested Try Statements             | When one or more try statements are contained in the try statement                                                                                                                                                                                                   |
| Null checking in a string comparison problem | Null checking conditions are usually found in string comparison, particularly in an if statement. This form of defensive programming can be employed to prevent the null pointer exception error. The same null checking statement is repeatedly appeared when the same String object is compared, resulting in a marvellous number of duplicated null checking conditions. The null checking conditions could be eliminated by calling the SomeString.equals(value) method instead. |
| Parallel Inheritance              | Existence of two hierarchies of classes that are fully connected, that is, when adding a subclass in one of the hierarchies, it is required that a similar subclass be created in the other                                                                                     |
| Primitive Obsession               | It represents the situation where primitive types are used in place of light classes                                                                                                                                                                                   |
| Promiscuous Package               | A package can be considered as promiscuous if it contains classes implementing too many features, making it too hard to understand and maintain                                                                                                                        |
| Refused Bequest                   | It indicates that a subclass does not use inherited data or behaviors                                                                                                                                                                                                  |
| Shotgun Surgery                   | Opposite to Divergent Change, because when it happens a modification, several different classes have to be changed                                                                                                                                                  |
| Spaghetti Code                    | Use of classes without structures, long methods without parameters, use of global variables, in addition to not exploiting and preventing the application of OO principles such as inheritance and polymorphism                                                                 |
| Speculative Generality            | Code snippets are designed to support future software behavior that is not yet required                                                                                                                                                                                |
| Swiss Army Knife                  | Exposes the high complexity to meet the predictable needs of a part of the system (usually utility classes with many responsibilities)                                                                                                                                |
| Switch Statement                  | It is not necessarily smells by definition, but when they are widely used, they are usually a sign of problems, especially when used to identify the behavior of an object based on its type                                                                                               |
| Temporary Field                   | Member-only used in specific situations, and that outside of it has no meaning                                                                                                                                                                                        |
| Tradition Breaker                 | This design disharmony strategy takes its name from the principle that the interface of a class (i.e., the services that it provides to the rest of the system) should increase in an evolutionary fashion. This means that a derived class should not break the inherited “tradition” and provide a large set of services which are unrelated to those provided by its base class. |
| Type Checking                     | Type-checking code is introduced in order to select a variation of an algorithm that should be executed, depending on the value of an attribute. Mainly it manifests itself as complicated conditional statements that make the code difficult to understand and maintain                                                                 |
| Typecast                          | Typecasts are used to explicitly convert an object from one class type into another. Many people consider typecasts to be problematic since it is possible to write illegal casting instructions in the source code which cannot be detected during compilation but result in runtime errors                                                                 |
| Unprotected Main                   | Outer exception will not be handled in the main program; it can only be handled in a subprogram or a function                                                                                                                                                         |
| Useless Exception Handling        | A try...except statement that does little. A try statement in Python can have more than one except clause to specify handlers for different selected exceptions. There are two kinds of writing styles which make exception handling useless. First, it has only one except clause and it catches a too general exception such as Exception and StandardError or even can catch all exceptions. The damage of this writing style is hiding the true exception in the try clause. Second, all exception clauses in the statement are empty, which means whatever exceptions in the try clause will not be responded. |
| Wide Subsystem Interface          | A Subsystem Interface consists of classes that are accessible from outside the package they belong to. The flaw refers to the situation where this interface is very wide, which causes a very tight coupling between the package and the rest of the system                                                                 |
## Appendix E. Frequencies of code smells detected in the studies

| Code smell                                | Nº of studies | % Studies | programming language          |
|-------------------------------------------|---------------|-----------|-------------------------------|
| God Class (Large Class or Blob)          | 43            | 51.8%     | Java, C/C++, C# Python        |
| Feature Envy                              | 25            | 33.7%     | Java, C/C++, C#               |
| Long Method                               | 22            | 26.5%     | Java, C/C++, C#, Python, JavaScript |
| Data class                                | 18            | 21.7%     | Java, C/C++, C#               |
| Functional Decomposition                  | 17            | 20.5%     | Java                          |
| Spaghetti Code                           | 17            | 20.5%     | Java                          |
| Long Parameter List                       | 12            | 14.5%     | Java, C/C++, C#, Python, JavaScript |
| Swiss Army Knife                          | 11            | 13.3%     | Java                          |
| Refused Request                           | 10            | 12.0%     | Java, C/C++, C#, JavaScript   |
| Shotgun Surgery                           | 10            | 12.0%     | Java, C++, C#                 |
| Code clone/Duplicated code                | 9             | 10.8%     | Java, C/C++, C#               |
| Lazy Class                                | 8             | 9.0%      | Java, C++, C#                 |
| Divergent Change                          | 7             | 8.4%      | Java, C#                      |
| Dead Code                                 | 4             | 4.8%      | Java, C++, C#                 |
| Switch Statement                          | 4             | 4.8%      | Java, C#, JavaScript          |
| Brain Class                               | 3             | 3.6%      | Java                          |
| Data Clamp                                | 3             | 3.6%      | Java, C/C++, C#               |
| Long Message Chain                        | 3             | 3.6%      | JavaScript, Python            |
| Misplaced Class                           | 3             | 3.6%      | Java                          |
| Parallel Inheritance                      | 3             | 3.6%      | Java, C#                      |
| Primitive Obsession                       | 3             | 3.6%      | Java, C/C++, C#               |
| Speculative Generality                    | 3             | 3.6%      | Java                          |
| Temporary Field                           | 3             | 3.6%      | Java, C#                      |
| Dispersed Coupling                        | 2             | 2.4%      | Java, C++                     |
| Empty Catch Block                         | 2             | 2.4%      | Java, JavaScript              |
| Excessive Global Variables                | 2             | 2.4%      | JavaScript                    |
| Intensive Coupling                        | 2             | 2.4%      | Java                          |
| Large object                              | 2             | 2.4%      | JavaScript                    |
| Lazy object                               | 2             | 2.4%      | JavaScript                    |
| Long Base Class List                      | 2             | 2.4%      | Python                        |
| Long Lambda Function                      | 2             | 2.4%      | Python                        |
| Long Scope Chaining                       | 2             | 2.4%      | Python                        |
| Long Ternary Conditional Expression       | 2             | 2.4%      | Python                        |
| Message Chain                             | 2             | 2.4%      | Java, C/C++, C#               |
| Middle Man                                | 2             | 2.4%      | Java, C/C++, C#               |
| Missing method calls                      | 2             | 2.4%      | Java                          |
| Alternative Classes with Different Interface | 1         | 1.2%      | Java, C#                      |
| AntiSingleton                              | 1             | 1.2%      | Java                          |
| Brain Method                              | 1             | 1.2%      | Java, C++                     |
| Careless Cleanup                          | 1             | 1.2%      | Java                          |
| Class Data Should Be Private              | 1             | 1.2%      | Java                          |
| Closure Smells                            | 1             | 1.2%      | JavaScript                    |
| Comments                                  | 1             | 1.2%      | Java, C#                      |
| Complex Class                             | 1             | 1.2%      | Java                          |
| Complex Container Comprehension           | 1             | 1.2%      | Python                        |
| Complex List Comprehension                | 1             | 1.2%      | Python                        |
| Coupling between JavaScript, HTML, and CSS | 1             | 1.2%      | JavaScript                    |
| Delegator                                 | 1             | 1.2%      | Java                          |
| Dummy Handler                             | 1             | 1.2%      | Java                          |
| Exception thrown in the finally block     | 1             | 1.2%      | Java                          |
| God Package                               | 1             | 1.2%      | Java, C++                     |
| Inappropriate Intimacy                    | 1             | 1.2%      | Java, C#                      |
| Incomplete Library Class                  | 1             | 1.2%      | Java, C#                      |
| Instanceof                                | 1             | 1.2%      | Java                          |
| Introduce null object                     | 1             | 1.2%      | Java                          |
| Long Element Chain                        | 1             | 1.2%      | Python                        |
| Method call sequences                     | 1             | 1.2%      | Java                          |
| Multiply-Nested Container                 | 1             | 1.2%      | Python                        |
| Nested Callback                           | 1             | 1.2%      | JavaScript                    |
| Nested Try Statements                     | 1             | 1.2%      | Java                          |
| Null checking in a string comparison problem | 1            | 1.2%      | Java                          |
| Promiscuous Package                       | 1             | 1.2%      | Java                          |
| Issue                      | Count | Percentage | Language(s) |
|----------------------------|-------|------------|-------------|
| Tradition Breaker         | 1     | 1.2%       | Java, C++   |
| Type Checking             | 1     | 1.2%       | Java        |
| Typecast                  | 1     | 1.2%       | Java        |
| Unprotected Main          | 1     | 1.2%       | Java        |
| Useless Exception Handling| 1     | 1.2%       | Python      |
| Wide Subsystem Interface  | 1     | 1.2%       | Java, C++   |