PSEUDO-TRIANGULATION OF MONOTONE POLYGON USING SWEEP LINE ALGORITHM
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Abstract

In the field of computational geometry, pseudo-triangulation of a polygon is an interesting topic. Breaking a polygon into pseudo-triangles reduces the calculation cost and increases computational power. The sweep line algorithm also known as the plane sweep algorithm uses an imaginary line or a plain surface on the Euclidean plain to perform various computations. Finding line intersection with sweep line was a revolutionary outcome. As polygons are the combination of edges and vertices, we tried to implement the concept of a sweep line to create pseudo-triangles inside the polygon. Among the vast triangulation algorithms, a few pseudo-triangulation algorithms are available. Using the sweep line algorithm, we have been able to pseudo-triangulate a monotone polygon which uses the time complexity of $O(n^3)$ to execute. As complex polygons can often be divided into a monotone polygon in just $O(\log n)$ so it is possible to chain with our sweep line-based technique, any complex polygon can be pseudo-triangulated in $O(n^3)$.
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Introduction

Any two-dimensional shape, bounded or framed by straight lines, that does not have any curved or bent line is known as a polygon. The line segments of a polygon are called edges and the focus areas where two edges meet are called vertices. A polygon can be simple or complex depending on the shape. Usually, complex polygons have self-intersections or holes inside them. Both types of polygons can be found in (Figure 1).

As it is easier to work efficiently on a simple polygon, complex polygons are broken down into simpler shapes to reduce operational complexity. One of the simpler polygonal shapes is a monotone polygon. In computational geometry, a polygon is called a monotone concerning a straight line if and only if all possible lines perpendicular to that straight line intersect the polygon boundary at most two times (Figure 2). Depending on the axis of the line, a monotone polygon is further divided into x-monotone and y-monotone polygons.

The common method for decomposing a polygon is triangulation which reduces the polygonal shape into simple triangles as the simplest form of a polygon is a triangle. Thus, it is the first step of many advanced
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algorithms. The aspect of triangulation of polygon can be classified into three groups. They are based on car cutting, Delaunay triangulation, and using Steiner points. There are algorithms from each group available that have achieved the complexity of $O(n \log n)$ (Lamot & Zalik, 1999, 2000).

Polygons can also be decomposed using the pseudo-triangulation method. A polygon having exactly three convex vertices (whose internal angle is less than $\pi$ degree) is called a pseudo-triangle (Figure 3). Any general triangle can also be called a pseudo-triangle as triangles have exactly three convex vertices. A pseudo-triangulation is a face-to-face tiling of a planner region into pseudo triangles (Rote et al., 2008). Pseudo-triangulation (Figure 3) is a generalization of triangulation, which means, that any triangulation is pseudo-triangulation, but not all pseudo-triangulation is triangulation.

In computational geometry, a sweep-line or plane sweep algorithm is considered an arithmetic paradigm or algorithm implementation technique that uses an imaginary line to sweep across an object or
surface to solve several problems in Euclidean space. Using modified data structures, it stores and calculates the state of the points it travels over. Those information are later used to solve specific problems. This technique was adapted from the scanline of computer graphics and was introduced first in computational geometry to find line segment intersections (Shamos & Hoey, 1975).

**Background Study**

There are many existing algorithms available for polygon triangulation among those some have linear complexity (Chwa, 1987; Garey et al., 1978; Hertel & Mehlhorn, 1983; Tarjan & Van Wyk, 1986). Monotone polygons can also be triangulated in linear time (G. T. Toussaint, 1984). Most popular polygon triangulation algorithms are ear cutting (Hai et al., 2022; Lamot & Zalik, 2000; Livesu, 2020; Livesu et al., 2021; Mandot, 2013; Mašović et al., 2018; G. Toussaint, 1991), Delaunay triangulation (Bern et al., 1995; Lewis & Robinson, 1978; Shen et al., 2021), and Steiner points (Aronov et al., 2012; Eppstein, 1994; Erten & Üngör, 2009). There are even some works where a combination of different methods is utilized (Hadi et al., 2021; Üngör, 2004; Zalik, 2005).

As we can see, the number of works done on polygon triangulation is quite a bit, on the contrary, a limited number of works have been done on pseudo-triangulation. Though, pseudo-triangulation has many uses - art gallery problem, ray shooting, visibility complex problem, convex obstacles, the Carpenter's rule problem, and single vertex origami are a few of those (Rote et al., 2008). Several algorithms have been developed for solving art gallery problems by having polygons with holes (Alipour, 2016; Hoffmann et al., 1991; Iwerks & Mitchell, 2012; Speckmann & Tóth, 2005) which includes pseudo-triangulation.

Using the incremental insertion method, a pseudo-triangulation algorithm was proposed (Kolingerová et al., 2011). Incremental insertion is mostly used in Delaunay triangulation. To operate, not all the points need to be known and sorted beforehand. From the given point set, a triangle is made randomly by choosing any three non-linear points. For all the other points left, locating the pseudo-triangle which contains the point to be inserted is done next. Then inserting the given point two pseudo-triangles are constructed.

Majid proposed a method that can perform the construction of a polygon and also parallelly perform pseudo-triangulation from a given point set (Majid, 2012). From the known point set, this method first calculates the lowest coordinate values, then find out angle among themselves and sort them. Then by computing the convex hull of the polygon, several sub-polygons are formed and from there pseudo-triangulation is done.

A visibility graph is a graph of inter-visible locations for a set of points. For a polygon, the visibility graph represents the vertices as usual but the edges are expressed as a pair of vertices that is visible with respect to a vertex. Using this technique of visibility graph a polygon pseudo-triangulation algorithm was developed (Emamy, 2015). At first, the visibility information of the given polygon is extracted. Then from the visibility graph, blocking vertices are determined. For each vertex, adjacent vertices are kept in a hash table and then reflex chain and corner vertices are explored. From the corner vertices and reflex chain information, pseudo-triangles are generated.

The previously mentioned methods are pseudo-triangulation of a simple polygon that does not have self-intersection or holes. For polygons with holes an augmented ear-cutting method for pseudo-triangulation was proposed (Roy & Akter, 2018). This method is divided into two parts. Calculation of the visibility information is the first part of this work, and using the visibility information and augmented ear cutting method to obtain pseudo-triangulation is the second part of this work. This method works as follows- first, the boundary and hole vertices are taken as input. After that, all the visibility information of the vertices is extracted which leads to the calculation of the mutually visible vertices which can be connected with a straight line that lies inside of a polygon. Then, checking the angle of the vertices if $\text{angle} \geq 180^\circ$ then that vertex is added to a reflex chain for all the other cases that vertex is treated as the last point of the reflex chain. For a
vertex whose neighbor vertices have $\text{angle} < 180^\circ$ finding a common visible vertex and connecting that gives the pseudo-triangulation.

**Materials and Methods**

Simple polygon triangulation using sweep-line is a relatively common approach yet this has not been yet introduced in pseudo-triangulation as far as our concern. So, we have proposed a pseudo-triangulation algorithm for monotone polygons.

**Materials**

As there is no dataset available consisting of monotone polygons, so, we had to create our own set of monotone polygons to experiment on them. In the process we created around fifty monotone polygons.

The algorithm was implemented using python and the IDE used for the work was PyCharm.

**Brief discussion of the methods**

Though our proposed algorithm works for any kind monotone polygon, but in this study, we have used the $y$-monotone polygons only. The devised system is able to find pseudo-triangulation of the given $y$-monotone polygon using the sweep-line paradigm.

As an input a set of points is given which denotes the vertices of the polygon that we want to pseudo-triangulate. The points are given in clockwise order and as we want to work with monotone polygons, there is no hole or self-intersection in it. From the given points we calculate the necessary information and sort the points in descending order with respect to the x-coordinate. The necessary information includes the next and previous points of a given point, and the internal angle of the points. After that we find out the left and the right chains of the polygon formed with the given point set. Then using an imaginary sweep line, our algorithm traverses in descending order over the points and checks the conditions to perform pseudo-triangulation or normal triangulation. In Figure 4 we show the pictorial view of the major steps of the proposed algorithm. Later we present a working example and after that the pseudo code of the algorithm is given in Algorithm 1.

![Diagram](image)

Figure 4. Major steps of the proposed algorithm.
Table 1. A monotone polygon input for the proposed algorithm

| X   | Y   |
|-----|-----|
| 4   | 9   |
| 5.5 | 6   |
| 5   | 3   |
| 6   | 0   |
| 3.5 | 1   |
| 2   | 3   |
| 3.5 | 6   |
| 3   | 7.5 |

Input for a monotone polygon is given as a set of pairs (first element for x-coordinate and second element for y-coordinate) in Table 1. Then the input points are enumerated and some related information are calculated and stored. The information is, which point is next to the current point, and which point is previous to the current point. For the use of sweep-line, the points are sorted with respect to the value of Y in decreasing order, and for two points having the same value, one is chosen randomly (Table 2).

With all the information, we can get a clear picture of a monotone polygon constructed (Figure 5). After that from the values, we find out 0 is the top and 3 is the bottom point. Now we calculate the left and right chains of the polygon.

The left chain is 0 → 7 → 6 → 5 → 4 → 3
The right chain is 0 → 1 → 2 → 3

Table 2. Sorted points of the monotone polygons

| Self | Point: (X, Y) | Next | Previous |
|------|--------------|------|----------|
| 0    | 4,9          | 1    | 7        |
| 7    | 3,7.5        | 0    | 6        |
| 1    | 5,5,6        | 2    | 0        |
| 6    | 3,5,6        | 7    | 5        |
| 2    | 5,3          | 3    | 1        |
| 5    | 2,3          | 6    | 4        |
| 4    | 3,5,1        | 5    | 3        |
| 3    | 6,0          | 4    | 2        |
After doing all the necessary preprocessing now the actual line sweep begins with an imaginary line sweeping from the top towards the bottom. When the line reaches 0, it knows its previous and next points, with those it calculates the internal angle then this angle is also stored with the related points. Whenever a reflex angle is found, that is stored in a stack. Also, the encountered point is checked to see in which chain it lies. We then stored the angle of each point in the related point information.

The internal angle between $p_1p_2$ line and $p_2p_3$ line can be calculated with the Equation-

$$\text{radian} = \cos^{-1} \left( \frac{a + b - c}{2ab} \right)$$

here the points are $p_1(x_1,y_1), p_2(x_2,y_2)$ and $p_3(x_3,y_3)$ and,

$a = (x_1 - x_2)^2 + (y_1 - y_2)^2$

$b = (x_2 - x_3)^2 + (y_2 - y_3)^2$

$c = (x_3 - x_1)^2 + (y_3 - y_1)^2$

For pseudo-triangulation, we store the top two points, with their angles first, while the sweep-line does not encounter the bottom-most point, it continues to sweep downwards. If any point is found at the left of its previous and next point, which means it is not a reflex angle. We encounter the first reflex angle at 6 but before that, the sweep line confronts three points that do not have a reflex angle so triangulation is done.

Figure 5. Input polygon with information.

Figure 6. After the first triangulation sweep line encounters the first reflex angle.
The point for which reflex angle is obtained is kept in a stack with unprocessed points. When the stack reaches four points, it tries to perform triangulation to reduce the number of points in the stack. So, when the sweep line reached 2 which is another reflex angle but on a different chain, it checks possible triangulations and performs computation it achieves a triangulation, but in this case, it provides us with a pseudo-triangulation. In the meantime, the stack is now updated with current points. Moving down it finds another possible triangulation and performs it (Figure 7).

![Figure 7. Steps of sweep-line traversing and completing triangulation.](image)

When the sweep line reaches the endpoint and all the calculation and computation is done, we get the final outcome, a pseudo-triangulation of the given monotone polygon (Figure 8).

![Figure 8. (a) Sweep-line reaching the bottom-most point; (b) Final output polygon with pseudo-triangulations.](image)

**Proposed Algorithm**

For performing the abovementioned operations, we needed several functionalities to check and compute. Several functions were used, devised, and modified to serve our needs. For example, we needed to find if a point is on the left side of a line, so we used function `is_left_of(point, start_point, end_point)`, for returning the chain of a point function `is_in_chain(point, flag = 1)`; function `angle(p1, p2, p3)` return internal angle of a vertex; to find the bottom point of a chain function `bottom_of_chain(chain)` and finally we have the function that check if a line is inside a polygon is function `inside_polygon(p1, p2)`.
The algorithm for the proposed system is –

**Algorithm 1: Pseudo code of Pseudo-triangulation**

1. **Input:** A set of points as the convex hull of the y-monotone polygon in clockwise order.
2. **Store** information of the points – previous, next point of a point
3. **Sort** points according to the y-direction
4. **Initialize** stack with top two points
5. **Initialize** diagonals as an empty list
6. **for** i ← 3 to n, do
7.  **if** the point is the bottom point
8.  **break**
9.  **if** the interior angle of the point is ≥ 180°
10.  **add** the current point to the stack
11.  **continue**
12.  **for** j ← length_of_stack to 2, do
13.  **if** triangulation is possible
14.  **Add** (stack.top, stack[j]) to diagonals
15.  **update** stack
16.  **else**
17.  **continue**
18. **Convert** the diagonals to pseudo-triangles
19. **Output:** Pseudo-triangulated polygon

**Result Analysis and Discussion**

The proposed system was able to perform pseudo-triangulation on the y-monotone polygon. Here to reduce redundancy, we have used polygon to express the y-monotone polygon. Some of the attained results are given in this section. Our system was able to obtain pseudo-triangulation for a given polygon. When there exist no pseudo-triangles in the polygon, our system simply finds out the triangles instead of pseudo-triangles. Also, for the cases, when any one of the two possible triangulation was available, our algorithm picks the one it
encounters first computationally. For a four-vertices concave monotone polygon, as no pseudo-triangle is possible, the outcome is a normal triangulation (Figure 9).

![Figure 9. Pseudo-triangulated form of a 4-vertices concave monotone polygon](image)

For a five-vertices polygon that has one reflect angle, one pseudo-triangulation is possible but that can be at two different places, our algorithm obtained the one it encountered first (Figure 10).

![Figure 10. Pseudo-triangulated form of a five-vertices with one reflex angle polygon.](image)

Now if we move onto polygon with having more reflex angles, we can see depending on the position of reflex angles, the number of pseudo-triangles varies. For a polygon having thirteen vertices and seven reflex angles, a total of four triangles among whose three are pseudo-triangles is possible (Figure 11). The proposed system finds out the minimum number of diagonal possible to obtain pseudo-triangulation.

![Figure 11. Pseudo-triangulation of a 13-vertices polygon among which 8 have reflex angles.](image)

Moreover, if our system encounters pseudo-triangles, it can escape the triangulation, though it has to go through the full process (Figure 12).
Complexity analysis

The time complexity of our proposed system is $O(n^3)$. It can be calculated as –

Table 3. The complexity of the proposed algorithm.

| Statement                                      | Complexity |
|------------------------------------------------|------------|
| **Algorithm: Pseudo-triangulation**            |            |
| 1. Input: A set of points as the convex hull of the $y$-monotone polygon in clockwise order. | $n$        |
| 2. Store information of the points – previous, next point of a point | $nlogn$    |
| 3. Sort points according to the $y$-direction  | $n$        |
| 4. Initialize stack with top two points        | $n$        |
| 5. Initialize diagonals as an empty list       | $n$        |
| 6. for $i \leftarrow 3$ to $n$, do            | $n$        |
| 7. if the point is the bottom point            | $n \times 1 = n$ |
| 8. break                                       | $0$        |
| 9. if the interior angle of the point is $\geq 180^\circ$ | $n \times 1 = n$ |
| 10. add the current point to the stack         | $n \times 1 = n$ |
| 11. continue                                    | $n \times 1 = n$ |
| 12. for $j \leftarrow \text{length of stack}$ to 2, do | $n \times n = n^2$ |
| 13. if triangulation is possible               | $n^2 \times n = n^3$ |
| 14. Add (stack.top, stack[$j$]) to diagonals   | $n^3$      |
| 15. update stack                               | $n^3$      |
| 16. else                                       | $n^3$      |
| 17. continue                                    | $n^3$      |
| 18. Convert the diagonals to pseudo-triangles  | $1$        |
| 19. Output: Pseudo-triangulated polygon        |            |
| **Total**                                       | $5n^3 + n^2 + 8n + n\log n + 1$ |
| **Complexity**                                  | $O(n^3)$   |
There is a relationship between runtime and the number of vertices, as an increase of vertices means more computation and thus needs more runtime (Figure 13). But no linear relationship is found between the number of reflex angles and vertices as we have seen from the previous figures, the positioning of the reflex angles matters in finding pseudo-triangles.

![Figure 13. Relation between the number of vertices and runtime.](image)

**Comparison with other methods**

For a four-vertices with one reflex angle polygon previous method gives two triangulation (Majid, 2012). But our method ignores triangulation as it is already a pseudo-triangle. Though the work of (Majid, 2012) has the time complexity of $O(n^2)$ which is exactly same as our proposed system, but our system in lieu of the higher complexity provides with better pseudo-triangulation (Figure 14).

![Figure 14. (a) Triangulation of (Majid, 2012); (b) Our proposed method pseudo-triangulation.](image)
For seven vertices output of the method by Roy and Akter (Roy & Akter, 2018), though the triangulation outcome is different but the number of triangulation is the same as ours (Figure 15).

Figure 15. Output comparison between our (b) method and (a) (Roy & Akter, 2018).

Figure 16 shows the comparison between the proposed algorithm and the approximation algorithm (Majid, 2012). We can see here, that the number of diagonals obtained for a polygon with a specific number of vertices is much lower in our proposed. As lesser number of triangles or pseudo-triangles indicates to perform less computation, so it can be said that working with polygons pseudo-triangulated using our method will be less complex to analyze.

Figure 16. Comparison of the number of diagonals between proposed algorithm and approximation algorithm (Majid, 2012)
If we observe the relation between diagonals and vertices in our work and (Roy & Shapla, 2018) we find out that the numbers remain almost same (Figure 17). As their system is able to pseudo-triangulate even for complex polygons with holes, thus our program is able to work faster.

![Diagram showing comparison of number of diagonals between proposed algorithm and approximation algorithm](image)

Figure 17. Comparison of the number of diagonals between proposed algorithm and approximation algorithm (Roy & Shapla, 2018).

Moreover, for the same polygon from Figure 14 the work of Emamy (Emamy, 2015) generated the same outcome as ours but there were no more examples to compare with.

**Discussion**

For pseudo-triangulation of a complex polygon, pseudo-triangulation of the monotone polygon is the first step. Though it can theoretically be done without breaking a polygon into monotone-polygons, but the computations become much more complex. On the other hand, complex polygons can easily be decomposed into monotone polygons. This decreases the complexity of computation and analysis. Our proposed method works on par if not better in comparison to the previously devised methods. Even monotone polygons can become complex to a degree and our system can handle those with ease. Triangulation outcome is better than other methods also.

Limitation of our proposed algorithm is that for some rare cases, it fails to triangulate properly. Mostly, when two data points of a chain lie on the same y-coordinate it cannot distinguish and draw diagonals properly and gives overlapped diagonals. Though having some limitations, our proposed method can pseudo-triangulate with more confidence in comparison to the methods available.

**Conclusion and Future works**

Triangulation is a very popular topic in various fields of computer science as well as mathematics. Pseudo-triangle and pseudo-triangulation are relatively new emerging topics. In this paper, an algorithm has been proposed for the pseudo-triangulation of the y-monotone polygon using the sweep-line approach. We have done some preprocessing of the input polygon to do pseudo-triangulation on it. We have tested the system with several inputs and observed the result.
In the future, addressing the limitations of this work can provide more feasible solutions. Either it can be paired with breaking a polygon into a monotone polygon to pseudo-triangulate a complex polygon or it can be further developed to perform pseudo-triangulation on a complex polygon without the need of breaking it into a monotone polygon.
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