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Abstract—Contribution: This document presents a systematic bibliographic review that demonstrates the need to conduct research on how the user experience impacts the development of computational thinking.

Background: In the field of computer science, computational thinking is defined as a method that enhances problem-solving skills, system design, and human behavior understanding. Over the last few decades, several tools have been proposed for the development of computational thinking skills; however, there is no area of study that evaluates the implications or the impact that these types of platforms have on users belonging to any knowledge area.

Research Question: Do user interfaces influence the development of computational thinking skills?

Methodology: To address this issue, a systematic review of the literature was conducted using the preferred reporting items for systematic reviews and meta-analyses (PRISMA) methodology for analyzing and evaluating scientific publications.

Findings: The results show that despite the dearth of literature on the subject, the specific design of a user interface has a significant impact on the development of computational thinking. Bearing the above in mind, it is necessary to conduct research that delves more deeply into the effects caused by the technologies that are used to develop computational thinking, this being a line of research that is worthy of consideration.

Index Terms—Computational thinking, human–computer interaction, preferred reporting items for systematic reviews and meta-analyses (PRISMA), survey, systematic review, usability, user experience, user interface, visual programming.

I. INTRODUCTION

THINKING is a cognitive process that relies on learning and previous experience, and is responsible for generating ideas and concepts or understanding situations. This process entails a set of skills that human beings develop throughout their lives and that can be promoted by applying different models of thought. In the context of computer science, there are different ways of thinking—mathematical thinking, critical thinking, algorithmic thinking, design thinking, computational thinking and others [1]—each one with cognitive processes that are not mutually exclusive and that can be used to solve a given problem.

Specifically, computational thinking shares certain similarities with other models of thinking, since it can be regarded as a technique that includes the skills involved in problem solving, systems design and understanding human behavior [2].

Based on these characteristics, Aho [3] proposed computational thinking as a research method to generate new, underlying computing models that are suitable for formulating problems. Elsewhere, Alan Perlis promoted the idea that programming could serve as a mental tool to understand and solve any problem at the university level [4]; while Papert, a pioneer of constructionist learning, introduced the use of technology in teaching children, arguing that programming could be taken as an active learning process based on understanding a problem in a practical way, providing students with a way of thinking based on their own learning [5]. But it was really at the beginning of this century that computational thinking came into its own. Wing [2] stressed the importance of developing computational thinking skills by focusing on the abilities of students, and not only on mastering certain programming languages. Later, Zapata-Ros [6], building on the concepts of Papert and Wing, consolidated the idea that using learning environments from the earliest educational stages fosters the skills involved in computational thinking. It may thus be said that computational thinking is divided into six skills (see Fig. 1) as follows.

1) **Decomposition:** Divide the problem into smaller problems.
2) **Pattern Recognition:** Find similarities inside or outside the problem situation.
3) **Abstraction**: Simplify a complex problem by focusing only on the relevant details.

4) **Algorithm**: Define the steps in order needed to solve the problem.

5) **Coding**: Develop a program in a language that the computer understands based on the algorithm.

6) **Debugging**: Correct errors or improve the program.

Since then, multiple tools have been developed to promote and enhance computational thinking skills and algorithmic thinking. These tools offer a series of options that allow the user to carry out a plethora of actions to solve a given problem; as a result, this could at first lead to a steep learning curve due to the complexity of the interface. Consequently, having an adequately designed user interface allows the student to focus on the information and the task to be completed in order to satisfy their objectives [7], while a confusing and inefficient design makes it difficult for people to do work and leads to more mistakes, causing frustration and stress for the user [8]. Because of this, user interfaces should be user friendly, easy to understand, and they should satisfy the needs of users while making their tasks easier [7]. Usability [9], along with user experience, is the key point when designing and developing accessible interfaces.

The user interface is the means by which people can communicate and interact with a computer system. There are different categories of user interfaces; however, depending on how the user interacts with the system, a distinction can be made between command line interface, graphical user interface, natural user interface, voice user interface, tangible user interface, and others [10].

The design of the user interface must make the interaction between the user and system efficient and effective, which is why the design should be developed using quality standards so as to optimize usability and the user experience. It is thus highly recommended to follow user-centered design perspectives when developing interfaces [11], [12].

For these reasons, it is important that environments for learning programming exhibit a friendly interface that promotes aspects of computational thinking in students in early stages of education [13] since, as noted in the previous paragraph, if the interface requires a high cognitive load [14], users could have a negative experience with the activity, which could affect student learning [15].

This article seeks to present a systematic study of the literature in order to undertake research aimed at determining how the user experience, as it relates to the interfaces used, impacts the development of the skills that computational thinking provides.

### II. Objective

Over the last few decades, a large amount of research has been conducted primarily at defining computational thinking, developing different tools to promote these skills, and describing methodologies to apply in curricula at various educational stages. However, there are still large empirical gaps involving the usability and efficiency of the platforms used to develop and promote computational thinking skills.

### III. Methodology

To ascertain this state of the art, a systematic review was conducted that relied on the “preferred reporting items for systematic reviews and meta-analyses” (PRISMA) [16] methodology for analyzing and evaluating scientific publications. The first step was to establish the research question in order to frame the field of study. The goal is to study the impact of user interfaces and how they affect the experience of users who employ technology to develop the skills that are provided by computational thinking. This allowed us to posit the following question:

**Do user interfaces influence the development of computational thinking skills?**

Table I defines the search terms, as well as their possible synonyms and abbreviations. Once the set of keywords was determined, the databases that were best suited to this study were selected, which were as follows.

| Importance  | Keywords                        | Abbrev. |
|-------------|---------------------------------|---------|
| First-order keywords | Computational Thinking | CT      |
|             | User Interface                  | UI      |
|             | User Experience                 | UX      |
|             | Usability                       |         |
|             | Human-Computer Interaction      | HCI     |
| Second-order keywords | Design Thinking      |         |
|             | STEM Education                  |         |
|             | Visual Programming Languages    | VPL     |
|             | Visual Programming Environment  | VPE     |
|             | Initial Learning Environments   | ILE     |

Thus, the main objective of this document is to conduct a systematic analysis of the literature to see if there are articles that show how the different user interfaces of these tools influence the development of computational thinking skills. The authors’ intention is to identify the results that exist in the field of study that combines computer science, human–computer interaction and education, in order to determine the advantages and shortcomings in the design and development of platforms in the field of computational thinking, and establish a line of research in this field.

| SELECTED KEYWORDS |
|-------------------|
| Importance        |
| Keywords          |
| Abbrev.           |
| First-order keywords | Computational Thinking | CT |
| User Interface    | UX |
| User Experience   | UI |
| Usability         | HCI |
| Human-Computer Interaction | |
| Second-order keywords | Design Thinking | |
| STEM Education    | |
| Visual Programming Languages | VPL |
| Visual Programming Environment | VPE |
| Initial Learning Environments | ILE |

The next step was to define the query to carry out in the different databases

1) Association for Computing Machinery (ACM) Digital Library (https://dl.acm.org/).
2) Digital Bibliography and Library Project (DBLP) Computer Science Bibliography (https://dblp.org/).
3) Institute of Electrical and Electronics Engineers (IEEE) Xplore (https://ieeexplore.ieee.org/Xplore/home.jsp).
4) ScienceDirect (https://www.sciencedirect.com/).
5) Scopus (https://www.scopus.com/home.uri).
6) Web of Science (https://www.webofscience.com/wos/alldb/basic-search).
Finally, exclusion and inclusion criteria were established to determine the quality of the articles to be studied.

1) **Exclusion Criteria:**
   a) Duplicate papers.
   b) Papers that do not match the search terms.
   c) Papers whose subject refers to other aspects of design.
   d) Papers that focus purely on aspects of robotics.
   e) Papers written in a language other than English or Spanish.
   f) Papers consisting solely of an abstract.

2) **Inclusion Criteria:**
   a) No time restriction is applied.
   b) Papers written in Spanish or English.
   c) Peer-reviewed papers.
   d) Papers from journals.
   e) Papers that may describe an experiment or study with proven results.
   f) Papers whose subject is related to computational thinking and user interfaces.

### A. Search, Screening, and Selection Process Carried Out in the Different Stages

After performing different searches in the databases mentioned above, a total of 1069 records were obtained, of which 450 were duplicate studies. This resulted in a total of 619 studies after eliminating duplicates. During the screening phase, 407 papers were excluded based on the title and keywords, and 119 based on the abstract. In the eligibility phase, of the remaining 93 studies, a total of 71 studies that did not satisfy the inclusion criteria were excluded. In the end, 22 papers were found that were relevant to this study (see Fig. 2).

### IV. RESULTS

Once the screening phase was completed, 22 papers were selected in order to conduct a more in-depth analysis. The
resulting study period ranged from 2010 to 2021, and can thus be regarded as involving novel and current areas of research. It should be noted that the number of papers on the subject has been increasing over the years, and most of the articles selected for the study are from recent years (see Fig. 3).

The papers selected are those that best adapt to the research question that the authors are interested in solving, and they can be classified into various categories, which are not mutually exclusive, and where the same article could be included in several categories (see Fig. 4).

The results of this analysis are presented in the sections that follow.

*Machines for Thinking* [13]: The article focuses on how learning environments for programming should be appealing and interesting in order to promote aspects of computational thinking in students in the early stages of education.

It lays out a background by taking a tour of the first learning tools for programming, which later transformed into environments designed, especially, for young students. The precursor was provided by Papert and the Logo language.

The authors believe that this type of platform incorporates both an intellectual relationship with the learning that takes place, and a social relationship with the users, where each system is capable of presenting a theory for teaching programming.

These types of tools offer great advantages due to the ubiquity of the computers present in many of the classrooms at a large number of schools compared to other, higher cost alternatives, as well as due to the communities that have been created to share the educational experiences of students and teachers alike.

With the above in mind, it could be said that environments for learning programming should be appealing and interesting so as to encourage aspects of computational thinking. In this case, an environment is deemed to be appealing and interesting based on its user interface. If said interface is not intuitive or eye-catching, the environment may not be viewed in the same light, which could detract from the positive aspects related to the user experience on the platform.

*App Inventor for Android (Report From a Summer Camp* [17]): This article details the experience of using App Inventor in a summer camp with high school students. The author provides a detailed description of the design of these camps, including the process of selecting and configuring an Android device. Furthermore, an evaluation process was conducted with the students through surveys to determine the effects of this type of tool compared to other, less tangible, tools. In addition to the experience with the platform, the interesting thing about this article is that it presents the advantages of this tool compared to others, as well as the improvements that the platform would need to increase its usability and improve the user experience.

Elsewhere, Roy highlighted as advantages of App Inventor its fusion of the best tangible and intangible interfaces, it complements the learning experience of users who have already used Scratch or Alice, and for computer science students, it can serve as a basis for the later study of programming languages such as Java.

Improvements include social interaction and sharing between users, developing an easily accessible media library like Scratch, improving the design of the user interface with a single window so that elements are always visible, and improving the usability of the implementation.

*Interfaces for Thinkers (Computer Input Capabilities That Support Inferential Reasoning* [14]): This article considers the implications of designing effective computational thinking tools. One of the fundamental goals of this research is to determine if inferential thinking deteriorates or improves depending on the cognitive load of the interface used.

To achieve an optimal design of the interfaces of educational tools, one where learning prevails, it is essential for said interface to have a low cognitive load. To this end, Sharon Oviatt, the author of this research, did a comparative study contrasting the inference that results from using different interfaces.

This article conducted a comparative study of three types of interfaces dedicated to the development
of computational thinking: 1) tangible interfaces; 2) hybrid interfaces; and 3) graphic interfaces. The study was carried out on a sample of boys and girls between five and six years old. It yielded promising results for tangible interfaces, as they help to enhance computational thinking skills, although graphic interfaces obtained higher scores in the evaluation of repetition structures.

The statistics on the results show that the group of tangible interfaces had a higher proportion of correct answers in the majority of programming tasks, whereas the graphical interfaces obtained the highest score when evaluating repeating structures.

As a final finding, the strategies used by students to solve problems are closely related to the learning interface used, meaning it is essential to conduct research in this field in order to determine how these technologies impact computational thinking learning.

Students’ Experiences From the Use of MIT App Inventor in Classroom [19]: In this article, Perdikuri described how the App Inventor works and its use as a means of developing computational skills among secondary school students.

In student evaluations of their experience with the tool, more than 50% of the students said that App Inventor provides a fairly usable development environment. In noting the significant aspects of this tool, students deemed it important to develop mobile applications that are simple and accessible to everyone, a Web-based platform and a user-friendly visual environment for the development of user interfaces. The students also noted the greater complexity of the block editor view.

Despite having used a small study sample, and in the absence of studies involving larger groups, the author was able to state that App Inventor is a good tool for developing computational thinking skills among secondary school students.

In student evaluations of their experience with the tool, more than 50% of the students said that App Inventor provides a fairly usable development environment. In noting the significant aspects of this tool, students deemed it important to develop mobile applications that are simple and accessible to everyone, a Web-based platform and a user-friendly visual environment for the development of user interfaces. The students also noted the greater complexity of the block editor view.

As a line of future work, the author mentions conducting a comparative study of the App Inventor and other programming environments, which are used to introduce programming to high school students.

In future research, the authors propose conducting qualitative surveys to study the usability of the interface and apply specific measures to adapt the improvements to the user interface.

Measuring the Usability and Capability of App Inventor to Create Mobile Applications [21]: The goal of this study is to evaluate the usability of App Inventor to develop applications for mobile devices. To this end, the environment must be intuitive, usable and functional so that basic users can create simple applications, and higher level users can develop more advanced applications.

In order to carry out this research, the applications from a sample of 5228 resources were categorized and filtered. The findings indicate that the interface is limited by the learning resources, and that there is thus a relationship between the usability of the interfaces and the tutorials proposed to carry out the activity.

Floors and Flexibility (Designing a Programming Environment for 4th-6th Grade Classrooms [22]): Several studies focused on Human–Computer Interaction show the differences between how children interact compared to adults. It is these differences that must therefore be kept in mind when designing visual tools for programming, since the development interface plays a fundamental role, as it aims to promote change in the students’ roles as they transition from being mere users to developers. As a result, this paper argues for the need to have a tool that can be adapted to different educational levels, making the user focus on the project to be developed without becoming lost learning the interface.

To do this, the authors of this article developed an environment that can reveal sections of the interface as the student progresses in their learning, so as not to cognitively saturate the student. As an alternative, the environment can be made completely visible so that users can develop their creativity by engaging in unscripted projects.

In developing this platform, the authors established the following design principles.

1) Support multiple task types.
2) Require age-appropriate content.
3) Include an age-appropriate interface.
4) Aid the project developers.

These design principles rely on existing visual programming languages based on blocks, as well as on research during the pilot implementation phase. Likewise, the authors identified inconsistencies in the designs of programming environments, such as Scratch, Scratch Jr, and Blockly. This led them to carry out a comparison applying the design principles outlined above, and which they also used to develop their own environment based on the strengths of each of the interfaces studied. With the above in mind, the design criteria established by the authors yielded an improved user experience and encouraged computational thinking, specifically in fourth- and sixth-grade students.

In the future, the authors plan to conduct further studies, including the benefits provided by a visual development environment and how learning in these environments affects educators, since many teachers do not usually have previous experience teaching computational thinking.

This article clearly shows the need to have programming environments that are tailored to cognitive skills, since many
block-based tools have features in their user interfaces that are too complex and not suited to the development of students ranging in age from nine to eleven.

Using Computational Thinking Patterns to Scaffold Program Design in Introductory Programming Course [23]: Chang, the author of this research, has created a system that monitors student development in a block-based programming environment. This system covers the deficiencies present in certain user interfaces by suggesting to the student a snippet of code that can help them, such that the user can progress in their learning without obsessing over the multitude of options that these interfaces offer.

This could be one possible solution in terms of the development of computational thinking by relying on block-based programming environments, since it would optimize the user interface while also reducing its cognitive load.

Can Students Design Software? The Answer Is More Complex Than You Think [24]: The author of this article defined the design as a series of software elements, as well as the interaction between them. Hu argued that software design should be an iterative process that improves the final design of a product.

Therefore, a quality design must be able to adapt to changes in the initial requirements, as well as to other possible modifications. This is why practitioners using agile software development methodologies may believe that design is not only highly iterative, but emergent. Then, only coding, test execution and code refactoring reveal the correct functioning of a good design.

In conclusion, the author points out that in order to obtain stable, adaptable and durable designs over time, the teaching of design must be improved, such that any student finishing a computer science program should be able to design optimal software.

Employing Retention of Flow to Improve Online Tutorials [15]: It is imperative that designers and developers create optimal platforms to promote learning in computer science, since if users have a negative experience with the activity, it could have effects that are counterproductive to the specified objective. In order to identify those parts where users normally leave the activity, methods are needed to identify these points so they can be subsequently improved.

This article maintains that the development of platforms has to adhere to design norms, such as, for example, the clarity and simplicity of the interface, in order to allow for a proper user–interface interaction in order to minimize user error. This thus promotes the learning of computer science since, if users have negative experiences with the activity in question, effects contrary to the defined objective could result. It is because of this that in this case, the researchers created a tool that can be used to measure the flow retention of students. This allows identifying the cognitive loads in order to improve the design of the user interface. Keeping the above in mind, using this type of tool could lead to qualitative improvements in both the user interface and user experience, enhancing computational thinking.

The Impact of User Interface on Young Children’s Computational Thinking [25]: This article studies the impact of tangible interfaces versus graphics on the performance of computational thinking skills in boys and girls between the ages of five and seven.

The researchers focused specifically on ScratchJr as a graphical interface, and the KIBO Robot as the tangible interface. The results showed significant differences between the two types of interface; however, for this sample, the group that worked with the KIBO robot obtained better scores than the group that worked with ScratchJr, especially in the sequencing and debugging activities. This may be due to the nature of the interfaces proposed. Since the KIBO Robot is a tangible interface, it allows children to use their own hands to understand how the actions associated with the blocks are translated into the robot’s movements in a physical space. By contrast, ScratchJr, which is a graphical interface shown on a screen, could pose some additional complexities or increase the level of distractions, especially when one is unfamiliar with the development environment.

In conclusion, this study provides evidence on the impact that both interface types have on student learning, which shows that the type of interface presented to the student influences, in one way or another, the experiences of the children and, thus, on the development of skills associated with computational thinking. Because of this, as the authors of the research assert, it is important to implement technologies that are tailored to the different educational stages so as to promote the proper development of computational thinking skills.

Exploring Factors Influencing the Acceptance of Visual Programming Environment Among Boys and Girls in Primary Schools [26]: This study adapts the “Technology Acceptance Model” (TAM), by Davis, Bagozzi and Warshaw, to study the effect that visual programming environments have on primary school students. The model is based on four principles: perceived utility, perceived ease of use, attitude and behavioral intention.

The results of the research show that students tended to perceive the utility of the environment rather than the ease of use. It also determined that outside assistance is necessary for the perceived ease of use. These results thus indicate that there is a link between external assistance and the ease of use perceived by students.

The Computational Puzzle Design Framework (A Design Guide for Games Teaching Computational Thinking [27]): After a systematic investigation, the authors of this study conclude that there is nothing in the literature on how to design and develop games to teach computational thinking.

This article tries to address the unknown that arises when developing this type of platform in an efficient and effective way, and presents a design framework for game development, which the authors of this research put into practice by applying said framework to redesign a game that focuses on learning computational thinking.

As a result, a common framework should be established for the design and development of games that teaches computational thinking and that also allows the researcher to measure the effect that these interface have on its development, and determine the objective improvements that could be made.
According to the surveys conducted during the study, the game is usable, the design of the game is appealing, the colors are representative and the game provides guided learning. These are important characteristics in the design and development of user interfaces. As for the user experience, parameters, such as confidence, challenge, satisfaction, engagement, and relevance were evaluated.

On the other hand, that students are expected to easily grasp the basic concepts of computational thinking as they play with the BlocklyScript platform. However, due to the current COVID-19 pandemic, new teaching models have been born and as future research, the authors propose improving the design and features of BlocklyScript so that it can be used in nonface-to-face education.

Finally, there is evidence that the user interface does affect the outcome of these abilities, since this platform was designed taking into consideration user-centered design norms. As a result, the authors were able to develop a platform with an appealing design that focuses on usability while also promoting computational thinking skills.

Pixasso (A Development Stage-Based Learning Application for Children [32]): In this article, Nandan et al. presented a tool to teach programming by coloring the pixels of an image. In terms of the user interface and user experience, this application was developed employing the user-centered design paradigm (in this case, child-centered design), which aims to improve the proposed skills in computational thinking and encourage computer science education at an early age.

The Pixasso application was designed to be adaptive and to let students select the difficulty level for the various skills. To validate the design of the application, the authors relied on the Developmentally Situated Design (DSD) card, adding cards applicable to the computational thinking use case, i.e., problem solving, attention and instruction. They also applied the Touchscreen Interaction Design Recommendations for Children framework to properly develop the application.

As is apparent, this article provides a clear example of how the user interfaces of tools for learning programming can affect the cognitive development of the user when attempting to solve a problem. In this case, the researchers employed a user-centered design that was validated using DSD cards. By doing so, the authors were able to identify potential problems in the tool and apply solutions to improve their design.

Enhancing Computational Thinking Capability of Preschool Children by Game-based Smart Toys [33]: This study proposes a system based on tangible user interfaces, using Arduino as the basis for assembling robot cars and colored cards for developing applications. The aim of the study is to investigate different teaching approaches for learning computational logic and programming concepts.

The article builds on previous research that showed that there are no major differences in learning usage between graphical and tangible interfaces; however, this study is based on the hypothesis that users will engage more actively with a tangible interface.

The learning difficulties were reduced and learner interest was increased thanks to facilitated entertainment scenarios and user-friendly interfaces, promoting the improvement of
computational thinking skills. As a result, the cognitive load associated with learning is lower, as students quickly become accustomed to the interactive interface.

Comparing TUIs and GUIs for Primary School Programming [34]: This study is part of broader research that aims to analyze how different user interfaces can support the development of computer skills in primary school students, which is why the authors of this article focus on comparing the use of graphical user interfaces and tangible user interfaces.

The results suggest that graphical user interfaces can be more effective for teaching the basic concepts of programming, while tangible user interfaces can be more effective for teaching computer science to younger students. Thus, both interfaces can be beneficial depending on the educational objective.

In this article, the authors consider the difference that exists between tangible and graphical user interfaces when assimilating programming concepts, with tangible interfaces being more popular among younger children, and graphical interfaces being easier for older children to use.

The results also show that the users of graphical interfaces exhibited significantly greater improvements than the users of tangible interfaces in terms of learning.

As a result, the type of interface used when teaching programming can influence the development of computational thinking skills.

EEG-Based Cognitive Load Assessment in MATLAB GUI and Impact on Learning System [35]: This research focuses on reducing the cognitive load for computational thinking-based learning. The aim is to build a graphical user interface for MATLAB software in order to instantly measure cognitive load based on the electroencephalograms of individuals. The user interface is easy to use, since it does not require programming knowledge in order to use it, and its objective is to determine the cognitive load experienced by the user when solving a given problem. According to the authors, this research could be applied in the field of education to determine the learning status of students.

V. Discussion

Most of the results studied have been presented at international conferences and congresses, and can be categorized into three areas: 1) Computer Science; 2) Human–Computer Interaction; and 3) Education. The field of study of this research is a combination of these three areas.

In turn, this article presents a classification of the papers based on their content and the area of study that is considered herein, which were grouped into: visual programming environment, user interface, user experience, usability, cognitive load, comparison of interfaces, type of interface, design, and monitoring systems. The classification is shown in Fig. 5.

Despite the long history of the study of computational thinking, in reality, the existing literature on the usability and effectiveness of learning tools for programming is truly scarce. Based on the studies analyzed, the authors of this article determined that there is a significant gap both when it comes to designing and developing tools that encourage computational thinking and are suited to different educational levels, and to studying the impact that these platforms have in terms of the cognitive load that students can tolerate.

This work shows that the type of interface used in platforms that promote computational thinking affects student learning, which makes it important to ascertain what types of interfaces are best suited to each educational stage. This makes it possible to determine how these tools will be presented to the user.

The authors’ review of the literature yielded several types of interfaces: natural, tangible, graphic, and hybrid. All of them, depending on the degree of use, enhance computational thinking skills to some extent [14], [18], [25], [30], [34].

It is also important to consider the cognitive load imposed by these tools, since the user learning process could be frustrated, resulting in a negative experience and a counter-productive outcome [14], [15], [23], [33], [35].

As noted by Jiang et al., since there is no design framework for developing this type of tool, it is difficult to establish a pattern that can be used to bridge or mitigate this gap [27]. Therefore, to provide a better user experience, it is necessary to follow certain design guidelines focusing on usability and multimodality [31], this being an iterative process that improves the final design of the product [24]. A proper evaluation of a software prototype is a fundamental part of the development process, as it provides useful information on usability and identifies potential problems so that the software can be improved later [36].

In terms of the design of graphical user interfaces, the developers of computational thinking platforms should use a user-centered approach in order to achieve tools that are intuitive, usable and appealing [13], [22], [31], [32]. As per the ISO 9241-210:2019 standard on the “Ergonomics of human–system interaction—Part 210: Human-centered design for interactive systems,” six design principles are defined as follows.

1) The design is based upon an explicit understanding of users, tasks, and environments. It is important to know the target audience for which the tool is intended, the context, the needs and goals of the user,
as well as the tasks the user will carry out on the interface.
2) Users are involved throughout the design and development. This point suggests making the user a participant in the interface design process and learning their point of view, thus making it possible to design interfaces that are better suited to the user’s needs.
3) The design is driven and refined by user-centered evaluation. The user’s viewpoint is taken into account such that the user evaluates all the versions, from the start of the development phase until the final version.
4) The process is iterative. It is not a linear process; rather, the design is evaluated along the various phases.
5) The design addresses the whole user experience. Just as usability is an implicit part of this process, so must the user experience be.
6) The design team includes multidisciplinary skills and perspectives. This is a process that should involve every team member, not just designers or developers.

Various papers analyzed present a series of solutions that can address some of the problems exhibited by the current tools in terms of developing computational thinking.

These alternatives include the implementation of technology adapted to the different educational stages [22], [25], systems that measure the retention flow of students on the platform and that allow measuring the cognitive loads that are imposed on students [15], and assistive technologies that are activated when the user cannot find a solution to the problem [23].

In conclusion, and in response to the hypothesis proposed in this research, it may be deduced that user interfaces indeed affect the development of computational thinking skills. A more exhaustive research process would be beneficial in order to ascertain the impact that these technologies have on the development of intrinsic computational thinking skills. As analyzed in previous studies, there is a close relationship between solving a given problem and the learning interface used for this [13], [18], [21], [33], [37].

This work is the first step, and involved a study to systematically map the literature to see if there are any papers that conclude that user interfaces influence the development of computational thinking skills. As the results show, there are few studies in this field, meaning more work is required in this area of research to determine the extent to which each type of user interface is best suited to learning in the various stages of education, and to study the usability and user experience of these interfaces, the goal being to develop programming environments that are tailored to the user’s cognitive skills.

VI. CONCLUSION

Recent years have seen a great wave of research on computational thinking and its effect in the field of education. However, there are no mapping studies that consider the implications of the impact caused by the various tools that have been developed to promote computational thinking skills. This article presents a systematic review that relies on PRISMA as the analytical methodology. Twenty-two documents out of a total of 1069 were identified and filtered for further study. The result is an analysis of the state of the art involving the intersection between the areas of Computer Science, Human–Computer Interaction, and Education, the goal of which is to identify the scope of the research, trends and any existing gaps.

The results showed that despite the relative dearth of literature on the relationship between user interfaces and the development of computational thinking skills, it is safe to say that user interfaces do affect the development of these skills. There is also the need to conduct research that further analyzes the effect caused by the technologies employed in the development of these interfaces. This is thus a worthy area of endeavor for future research.

Over the course of this study, a series of more specific questions emerged as follows.

1) How do the interfaces of visual programming languages affect the development of computational thinking skills?
2) How does the design of a user interface influence the development of computational thinking skills?
3) How does the user experience involving visual programming tools affect the development of computational thinking?
4) What are the differences between the interfaces of visual programming languages?
5) What improvements can be applied to visual programming tools or platforms to make their designs more inclusive and accessible?
6) Is it possible to improve the design of a user interface by applying other thought models?

The answer to these questions will provide a starting point for future research.
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