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Abstract

Multi-step forceful manipulation tasks, such as opening a push-and-twist childproof bottle, require a robot to make various planning choices that are substantially impacted by the requirement to exert force during the task. The robot must reason over discrete and continuous choices relating to the sequence of actions, such as whether to pick up an object, and the parameters of each of those actions, such as how to grasp the object. To enable planning and executing forceful manipulation, we augment an existing task and motion planner with constraints that explicitly consider torque and frictional limits, captured through the proposed forceful kinematic chain constraint. In three domains, opening a childproof bottle, twisting a nut and cutting a vegetable, we demonstrate how the system selects from among a combinatorial set of strategies. We also show how cost-sensitive planning can be used to find strategies and parameters that are robust to uncertainty in the physical parameters.
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1. Introduction

Our goal is to enable robots to plan and execute forceful manipulation tasks such as cutting a vegetable, opening a push-and-twist childproof bottle, and twisting a nut. While all tasks that involve contact are technically forceful, we refer to forceful manipulation tasks as those where the ability to generate and transmit the necessary forces to objects and their environment is an active limiting factor which must be reasoned over and planned for. Respecting these limits might require a planner, for example, to prefer a robot configuration that can exert more force or a grasp on an object that is more stable.

Forceful operations, as defined by Chen et al. (2019), are the exertion of a wrench (generalized force/torque) at a point on an object. These operations are intended to be quasi-statically stable, that is, the forces are always in balance and produce relatively slow motions, and will generally require some form of fixturing to balance the applied wrenches. For example, to open a push-and-twist childproof bottle the robot must exert a downward force on the cap while applying a torque along the axis of the bottle. The robot must be in a configuration that allows it to apply enough force to accomplish the task, and also securing the bottle to prevent it from moving during the task.

To accomplish these complex, multi-step forceful manipulation tasks, robots need to make discrete decisions, such as, for example, whether to push on the bottle cap with the fingers, the palm or a tool, and whether to secure the bottle via frictional contact with a surface, with another gripper or with a vise. The robot must also make continuous decisions such as the choice of grasp pose, robot configurations, and robot trajectories. Critically, all these decisions interact in relatively complex ways to achieve a valid task execution.

Figure 1 illustrates that there are different strategies for completing the task of opening a push-and-twist childproof bottle. Each strategy’s viability depends on the robot’s choices and on the environment. For example, a strategy that uses the friction from the table to secure the bottle, as shown in the top leftmost corner, would fail if the table can only provide a small amount of friction. Instead, the robot would need to find a significantly different strategy, such as securing, or fixturing, the bottle via a vise, as shown in the top center-left.

Choosing a strategy corresponds to making some of the aforementioned discrete decisions, for example, deciding
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how to fixture the bottle. We define strategies as sequences of parameterized high-level actions. Each action is implemented as a controller parameterized by a set of constrained discrete and continuous values, such as robot configurations, objects, grasp poses, and trajectories. Our goal is to find both a sequence of high-level actions (a strategy) and parameter values for those actions, all of which satisfy the various constraints on the robot’s motions.

To produce valid solutions for a wide range of object and environment configurations, the robot must be able to consider a wide range of strategies. As discussed above, small changes, such as decreasing a friction coefficient, may necessitate an entirely new strategy. In a different environment, the robot may need to first move some blocking object out of the way (Figure 5) or relocate an object in order to achieve a better grasp. Approaches that attempt to explicitly encode strategies in the form of a policy, for example, via a finite state machine or a fixed action sequence, will generally fail to capture the full range of feasible strategies (Holladay et al., 2019; Michelman and Allen, 1994). Methods that attempt to learn such a policy will need a very large number of interactions to explore this rich and highly constrained solution space.

We propose addressing forceful manipulation problems by planning over the combinatorial set of discrete/continuous choices. We use an existing task and motion planning (TAMP) system, PDDLStream, which reduces this type of hybrid discrete/continuous planning problem to a sequence of discrete planning problems via focused sampling of the continuous and discrete parameters (Garrett et al., 2020b).

To enable this approach to forceful manipulation, we introduce force-related constraints: the requirement to fixture objects and the forceful kinematic chain. The forceful kinematic chain constraint captures whether the robotic and frictional joints of the kinematic chain are “strong” enough to exert the forces and torques to perform forceful operations. These constraints are integrated into the TAMP framework.

Furthermore, we enable the planner to choose strategies that are robust to uncertainty by formulating this as cost-sensitive planning, where the cost of an action is tied to its probability of success in open-loop execution, given perturbations in parameters for the force-based constraints.

Our paper makes the following contributions:

- Characterize forceful manipulation in terms of constraints on forceful kinematic chains
- Generate multi-step plans that obey force- and motion-related constraints using an existing TAMP framework.
- Formulate finding plans that are robust to uncertainty in the physical parameters of forceful kinematic chains as cost-sensitive planning.
- Demonstrate planning and robust planning for forceful manipulation in three domains (opening a childproof bottle, twisting a nut on a bolt, cutting a vegetable).

This paper is an extension of Holladay et al. (2021) and the additional contributions beyond that work are as follows: a new domain (cutting a vegetable), additional demonstrations relating to robust planning and more detailed descriptions of the planning framework and domain specifications.

2. Related work

This paper focuses on enabling force-based reasoning in planning multi-step manipulation tasks. In this section, we review various strategies for incorporating force-based reasoning and force-related constraints across various levels of planning: from single step actions to fixed action sequences to task and motion planning.
2.1. Force-Reasoning in single actions

Several papers have considered force requirements for generating specialized motions. Gao et al. use learning from demonstration to capture “force-relevant skills,” defined as a desired position and velocity in task space, along with an interaction wrench and task constraint (Gao et al., 2019). Berenson et al. incorporated a torque-limiting constraint into a sample-based motion planning to enable manipulation of a heavy object (Berenson et al., 2009). These papers consider force constraints when generating individual actions, while we consider force constraints over a sequence of actions.

One important category of reasoning with respect to force actions is stabilizing, or fixturing an object. The goal of fixturing is to fully constrain an object or part, while enabling it to be accessible (Asada and By, 1985). Fixture planning often relies on a combination of geometric, force, and friction analyses (Hong Lee and Cutkosky, 1991). There are various methods of fixturing including using clamps (Mitsioni et al., 2019), custom jigs (Levi et al., 2022), or using another robot to directly grasp or grasp via tongs (Watanabe et al., 2013; Stuckler et al., 2016; Zhang et al., 2019). Additionally some strategies, such as fixtureless fixturing and shared grasping, rely on friction and environmental contacts to fixture without additional fixtures or tools (Chavan Dafle and Rodrigues, 2018; Hou et al., 2020). In this paper, we consider fixturing via grasping and environmental contacts.

2.2. Force-Reasoning in sequences of actions

Several papers have considered reasoning over forces across multi-step interactions. Chen et al. define “forceful operations” as a 6D wrench applied at a pose $p$ with respect to a target object (Chen et al., 2019). In this paper, we adopt their definition of forceful operations to characterize the type of interactions our system plans for. Chen et al. focus on searching over environmental and robot contacts to stabilize an object while a human applies a series of forceful operations. In our work, a robot must both stabilize the object and perform the forceful operation.

Manschitz et al. termed “sequential forceful interaction tasks” as those characterized by point-to-point motions and an interaction where the robot must actively apply a wrench (Manschitz et al., 2020). The method first learns, from demonstrations, a set of movement primitives, which are then sequenced by learning a mapping from feature vectors to activation of the primitives. The goal of their work is enable the robot to reproduce the demonstrations and therefore the sequencing is pre-scripted.

Michelman and Allen formalize opening a childproof bottle via a finite state machine, where the robot iteratively rotates the cap, while pressing down, and then attempts to lift it until the cap moves (Michelman and Allen, 1994). If the cap is not yet free, the robot continues to rotate the cap. In their formulation, the bottle is fixtured and some of the continuous parameters, such as the grasp, are fixed.

Holladay et al. frames tool use as a constraint satisfaction problem where the planner must choose grasps, arm paths and tool paths subject to force and kinematic constraints such as joint torque limits, grasp stability, and environment collisions. (Holladay et al., 2019). The planner outputs a fixed sequence of actions and thus the force and kinematic constraints do not impact the sequence of actions, that is, the choice of strategy. In contrast, in this paper, we are interested in searching over various possible strategies.

2.3. Multi-Step planning with constraints

Solving for a sequence of actions parameterized by constrained and continuous values lies at the heart of multi-modal motion planning (MMMP) (Hauser and Latombe, 2010; Hauser and Ng-Thow-Hing, 2011) and task and motion planning (TAMP) (Garrett et al., 2020a). MMMP plans motions that follow kinematic modes, for example, moving through free space or pushing an object, and motions that switch between discrete modes, for example, grasping or breaking contact, where each mode is a submanifold of configuration space.

TAMP extends MMMP by incorporating non-geometric state variables and a structured action representation that supports efficient search (Gravot et al., 2005; Plaku and Hager, 2010; Kaelbling and Lozano-Pérez, 2011; Srivastava et al., 2014; Toussaint, 2015; Dantam et al., 2016; Garrett et al., 2017).

Most TAMP algorithms, although not all (Toussaint et al., 2020), have focused on handling collision and kinematic constraints. This paper focuses on integrating force-based constraints with an existing TAMP framework, PDDLStream (Garrett et al., 2020b), which we discuss in Section 6.

Most similar to our work, Toussaint et al. formulate force-related constraints that integrate into a trajectory-optimization framework (LGP) for manipulation tasks (Toussaint et al., 2020). While LGP can search over strategies, in the aforementioned paper the strategy was provided and fixed. While Toussaint et al. take a more generic approach to representing interaction which can capture dynamic manipulation, their use of 3D point-of-attack (POA) to represent transmitted 6D wrenches, fails short of representing the frictional constraints of the contact patches.

Levihn and Stilman present a planner that reasons over which combination of objects in the environment will yield the appropriate mechanical advantage for unjamming a door (Levihn and Stilman, 2014). The type of the door directly specifies which strategy to use (lever or battering ram) and the planner considers the interdependencies of force-based and geometric-based decisions for each application. The planner is specific to the domain and does not provide a general framework for planning with force constraints.

Several other systems consider forces either as a feasibility constraint or as a cost. In assessing feasibility for assembly plans, Lee and Wang (1993) account for the amount of force required to connect two pieces in an assembly. Akbari et al. (2015) focus on incorporating “physics-based reasoning” in a TAMP system that sequences push and move actions by formulating action
costs with respect to power consumed and forces applied. Again, each of these planners present a domain-specific approach to considering force.

In this work, we consider generating plans that are robust to state uncertainty, with a particular focus on physical properties of the objects. Several TAMP frameworks approach uncertainty by planning in belief space, the space of probability distributions over underlying world states (Kaelbling and Lozano-Pérez, 2013; Hadfield-Menell et al., 2015; Garrett et al., 2020c). These planners generate action sequences that can also involve information-gathering sensing actions. In contrast, our system executes open-loop plans and focuses on uncertainty that impacts the force-related constraints.

3. Problem domain

We define forceful manipulation as a class of multi-step manipulation tasks that involve reasoning over and executing forceful operations. Drawing from Chen et al. (2019), a forceful operation is a robot action where the robot exerts a 6D force/torque wrench \([f_x, f_y, f_z, t_x, t_y, t_z]\) on an object or the environment. In addition to the geometric constraints (such as collision-free trajectories) that characterize many multi-step manipulation tasks, forceful manipulation tasks are also characterized by constraints relating to the ability to exert wrenches.

Specifically, we constrain that the robot, including any grasped object, must be “strong” or “stable” enough to exert the forceful operation, that is, the robotic system must be able to exert the desired wrench of the forceful operation without experiencing excessive force errors or undesired slip. We additionally constrain that any object that the forceful operation is acting on must be secured, or fixtured, in a way that prevents its motion.

Our aim is to perform forceful manipulation tasks in a wide range of environments, where there is variation in the number, type, poses, and physical parameters, such as masses and friction coefficients, of the objects. We also characterize robust planning for forceful manipulation tasks as generating plans whose success is robust to uncertainty in these physical parameters.

To ground our work in concrete problems, we consider three example tasks within the forceful manipulation domains: (1) opening a childproof bottle (2) twisting a nut on a bolt and (3) cutting a vegetable. For each domain, we define the forceful operation(s) that represents the task (also called the task wrench(es)), strategies for exerting those forceful operation(s) and what object must be fixtured, We then discuss various methods of fixturing objects.

3.1. Childproof bottle opening

In the first domain, the objective is to open a push-and-twist childproof bottle, as introduced in Section 1. We specify the push-twist, required before removing the cap, as the forceful operation of applying wrench \((0, 0, 0, t_y, t_z)\) in the frame of the cap (Figure 2(a)), where we assume \(t_y\) and \(t_z\) are given. As illustrated in Figure 1, the robot can apply this wrench through a variety of possible contacts: a grasp, fingertips, a palm, or a grasped pusher tool. If using the latter three contacts, the robot can reason over applying additional downward force. While performing the forceful operation, the robot must fixture the bottle.

3.2. Nut-twisting

In the second domain, the robot twists a nut on a bolt by applying the wrench \((0, 0, 0, 0, 0, t_z)\) in the frame of the nut (Figure 2(b)), where we assume \(t_z\) is given. As shown in Figure 3, the robot can make contact either through a grasp or through a grasped tool, that is, a spanner. When twisting the nut, the robot must also fixture the beam holding the bolt.

Figure 2. Top Left: Opening a childproof bottle involves executing a push-twist on the cap, while fixturing the bottle. Top Right: Twist a nut requires exerting a torque about the nut, while fixturing the bolt. Bottom: To cut, the robot first press down vertically and then slices horizontally. The object being cut must be fixtured.

Figure 3. To twist a nut on the bolt, the robot can use either its fingers or a spanner (in blue). While twisting, the robot must fixture the beam that the bolt is attached to. Here we show two fixturing strategies: using another robot to grasp the beam and weighing down the beam with a large mass (in green).
While performing any forceful operation, the robot must face the task of twisting a nut until it is tight, which would require a feedback loop.

3.3. Vegetable cutting

In the third domain, the robot uses a knife to cut a vegetable (as shown in Figure 4). Cutting is a complex task that involves fracture, friction and changing contacts (Jamdagni and Jia, 2019; Zhang et al., 2019; Rezaei-Shoshtari et al., 2020), developing specialized simulators (Heiden et al., 2021), and proposing adaptive controllers (Zeng and Hemami, 1997a; Long et al., 2013, 2014). In this work, we adopt a simplified approach to cutting.

We take inspiration from Mu et al. (2019) and assume that, while being cut, the object will have negligible deformation and that dynamic effects are insignificant. Similarly to their proposed cutting process, we formulate cutting as a two-stage process where the knife first exerts downward force, followed by a translational slice. Thus, this task has two forceful operations: the downward force \((0, 0, -f_{x,0}, 0, 0, 0)\) and the translational slice \((-f_{x}, 0, f_{z,1}, 0, 0, 0)\) as visualized in Figure 2(c). We assume that \(f_{z,0}, f_{z,1}\), and \(f_{x}\) are given. While cutting the object, the robot must also fixture it.

3.4. Fixturing

While performing any forceful operation, the robot must fixture the object it is exerting force on to prevent its motion. There are a wide variety of ways to fixture, which are not unique to any particular domain. In this paper, as shown across Figure 1, Figure 3, and Figure 4, we present several different fixturing methods such as

- Grasping the object with another robot
- Grasping the object in a vise
- Weighing the object down with a heavy weight
- Exerting additional downward force to secure the object with friction from a surface

For the second method, in practice we use a table-mounted robot hand as the vise. For the last method, the frictional surface can either be the table, or higher friction rubber mats and the robot can exert this additional downward force through various contacts: fingertips, a palm, or a grasped pusher tool.

4. Approach

Forceful manipulation tasks are characterized by constraints related to exerting force. We view a robotic system, composed of the robot joints, grasps and other possible frictional contacts, as a forceful kinematic chain. For example, in the bottom rightmost example of Figure 1, the robot has constructed a chain of joints composed of the robot’s actual joints, the robot’s grasp on the tool and the tool’s contact with the cap.

When the robot is performing a forceful operation, we can capture whether the system is strong enough to exert the task wrench by assessing if the forceful kinematic chain is maintained, that is, if each joint is stable under the imparted wrench. We informally use the word stable to refer to an equilibrium of the forces and torques at all the joints.

For each class of joint, we describe a mathematical model that characterizes the set of wrenches that the joint can resist and thus the joint is stable if the imparted wrench lies within this set. To test the constraint, the planned task wrench combined with the wrench due to gravity, is propagated through the joints of the forceful kinematic chain and each of the joints are evaluated for their stability.

Given our domain description, there are two forceful kinematic chains when performing a forceful operation: the chain of the system exerting the task wrench and the chain of the system fixing the object. Returning to the bottom rightmost example of Figure 1, the exertion chain was described above and the fixturing chain is one joint: the vise’s grasp on the bottle.

We need a planning framework that generates multi-step manipulation plans that are flexible to a wide range of environments and that respect various force- and motion-related constraints. We opt to cast this as a task and motion planning (TAMP) problem, where the robot must find a feasible strategy, or sequence of actions, to complete the task.

Each action is implemented by a parameterized controller and is associated with constraints relating the discrete and continuous parameter values that must be satisfied for the controller to achieve its desired effect. The discrete parameters are values such as objects, regions, robot arms, and the continuous parameters are values such as robot configurations, poses, paths, and wrenches.

Solving a TAMP problem corresponds to finding a valid sequence of actions and finding the discrete and continuous parameters of those actions that satisfy the constraints. These two problems are tightly connected, since the force- and motion-related constraints impact whether it’s possible to find a valid sequence of actions.

As an illustration of this connection, we return back to the example mentioned in Section 1, where the table top does not provide enough friction to fixture the bottle.
This corresponds to a forceful kinematic chain where it is impossible to find a set of parameters to make it stable. In this case, the planner searches for a new set of actions, such as picking and placing the bottle into a vise, in order to create a different, stable forceful kinematic chain.

As another example, Figure 5 shows the robot completing a sequence of actions in order to cut a vegetable while it is fixtured in a vise. Since the red block on the vise prevents the robot from directly placing the vegetable in the vise, the robot constructs a plan to move the red block out of the way before fixtureing and cutting the vegetable.

Both of these examples illustrate that the interleaved constraint evaluation and action search in the TAMP framework is critical to enabling the planner to solve the tasks in a variety of environments.

In order for plans to reliably succeed in a variety of environments, the robot must also be able to account for uncertainty in the world. In this work, we focus on uncertainty in the physical parameters of the stability models used to evaluate the forceful kinematic chain constraint. For example, if the stability of a grasp used during a forceful operation is dependent on precise value of a friction coefficient, this choice of grasp is not very robust to uncertainty.

In order to find plans that are robust, we use cost-sensitive planning, where the planner searches for a plan whose cost is below a user-defined cost threshold. We relate the cost of an action to the probability that the forceful kinematic chain involved in the action is stable under uncertainty in the physical parameters. This formulation allows the planner to reason over which strategies and which parameters of those strategies lead to more robust, reliable execution.

In this work, we assume a quasi-static physics model and, as input, are given geometric models of the robot, the objects and the environment along with the poses of each object. Estimates of physical parameters, such as the object’s mass and center of mass, and friction coefficients, are known. In robust forceful manipulation, we relax the need for exact estimates of physical parameters, instead using ranges.

5. Forceful kinematic chain

We have defined a forceful kinematic chain as the series of joints in a system, including robotic and frictional joints. In forceful manipulation tasks, the robot aims to exert wrenches through this chain. The forceful kinematic chain constraint evaluates whether each joint in the system is in equilibrium in the face of the task wrench and gravity (Figure 6). For each joint, we propagate these wrenches to the frame of the joint and evaluate if that wrench lies in the set of wrenches that the joint can resist. If every joint in the chain is stable, the constraint is satisfied.

For joint types, we consider planar frictional joints and robot manipulator joints and define the mathematical models that characterize the set of wrenches each joint type can resist. While our treatment in this paper is limited to these joint types, alternative joints or models could easily be integrated, such as non-planar frictional joints (Xu et al. 2020).

In defining planar frictional joints, we consider an example joint: the robot’s grasp on the blue pusher tool in Figure 6. In the three directions of motion outside the plane of the grasp, the motion of the tool in-hand is prevented by the geometry of the hand, that is, we assume the fingers are rigid such that the tool cannot translate or rotate by penetrating into the hand. Thus, any wrenches exerted in those directions are resisted kinematically by non-penetration reaction forces, which we assume are unlimited. In the other three directions, motion within the plane of the grasp is resisted by frictional forces. We represent the boundary of the set of possible frictional wrenches in the three dimensional friction subspace of the plane of contact with a limit surface (Goyal et al. 1991). We utilize two ways to approximate the limit surface, depending on the characteristics of the planar joint (Section 5.1, Section 5.2).

Figure 5. The goal of the robot is to cut the vegetable, using the knife (in blue). The vegetable must be fixtured, which can be achieved using the vise. However, the robot cannot secure the vegetable in the vise because a red block is preventing a collision-free placement. Our system constructs a plan where the robot first picks up the red block and places it on the table, out of the way. The robot can then pick up the vegetable and fixture it in the vise. Next, the robot grasps the knife and uses it to cut the fixtured vegetable.
For the robot’s joints, the set of wrenches that can be transmitted are bound by the joint torque limits (Section 5.3).

5.1. Limit surface for small circular patch contacts

For small circular patch contacts with uniform pressure distributions, we use an ellipsoidal approximation of the limit surface (Xydas and Kao, 1999). The ellipsoid is centered in the contact frame, $w = [f_x, f_z, \tau_y]$, and, for isotropic friction, is defined by $w^TAw = 1$ where:

$$A = \begin{bmatrix} \frac{1}{(N\mu)^2} & 0 & 0 \\ 0 & \frac{1}{(N\mu)^2} & 0 \\ 0 & 0 & \frac{1}{(Nk\mu)^2} \end{bmatrix}$$

where $\mu$ is the friction coefficient, $N$ is the normal force and, for a circular patch contact, we approximate $k \approx 0.6r$, where $r$ is the radius of the contact (Xydas and Kao, 1999; Shi et al., 2017).

Having transformed the wrench into the contact frame, we check if this wrench lies in the ellipsoid, which would indicate a stable contact:

$$\frac{f_x^2}{(N\mu)^2} + \frac{f_z^2}{(N\mu)^2} + \frac{m_y^2}{(Nk\mu)^2} < 1 \quad (1)$$

As an example, in Figure 7 we compare two possible grasps on a knife. For each grasp, we visualize the limit surface with the propagated task wrench. The top grasp is not stable, as the wrench lies outside the boundary of the limit surface. In contrast, the bottom grasp, which leverages kinematics to resist the large torque, is stable.

Figure 6. Along each joint of the forceful kinematic chain, we first project the expected wrench into the subspace defined by each joint and then verify if the joint is stable under that wrench. The figure illustrate the wrench limits for each joint: For circular patch contacts, we check the friction force against a limit surface ellipsoidal model and for each robot joint we check against the 1D torque limits.

Figure 7. Here we show two possible grasps on the knife as it cuts a vegetable. For each grasp, we visualize the corresponding limit surface with the propagated task wrench. The top grasp is not stable, as the wrench lies outside the boundary of the limit surface. In contrast, the bottom grasp, which leverages kinematics to resist the large torque, is stable.
5.2. Limit surface for more general patch contacts

For contacts with more irregular shapes than a circle and with less uniform pressure distributions, we directly model the contact patch as a set of point contacts, each with its own normal force (localized pressure) and its own friction limits. Given a contact patch, we model the force it can transmit as the convex hull of generalized friction cones placed at the corners of the patch. Generalized friction cones, based on the Coulomb friction model, represent the frictional wrench that a point contact can offer (Erdmann, 1994). We represent the friction cone, \( FC \), at each point contact with a polyhedral approximation of generators:

\[
FC = \{(\mu, 0, 1), (-\mu, 0, 1), (0, \mu, 1), (0, -\mu, 1)\}
\]

for a friction coefficient, \( \mu \) (Lynch and Park, 2017). These generators can be scaled by the applied normal force. Given this approximation, the generalized friction cone can be written as:

\[
V = \{v = J_f^T F \mid F \in FC\}
\]

where \( J_f^T \) is the Jacobian that maps contact forces \( f \) from the contact frame, where \( FC \) is defined, to the object frame. If the exerted wrench, in the reference frame of the patch contact, lies in the convex hull of \( V \), the frictional wrench can resist the exerted wrench and the contact is stable.

As an example, in the nut-twisting domain (Figure 3), we use the generalized friction cone to model the contact patch between the table and the beam holding the bolt, placing friction cones at the four corners of the beam. In evaluating the stability of fixturing, the beam to the table via a heavy weight, the applied normal force, determined by the mass and location of the weight, is modeled as a simply supported 1D beam with a partially distributed uniform load.

5.3. Torque limits

The last type of joint we consider are the joints of the robot, where the limit of each joint is expressed via its torque limits. We relate the wrenches at the end effector to robot joint torques through the manipulator Jacobian, \( J_m \). Specifically, given a joint configuration \( q \) and wrench \( w \), the torque \( \tau \) experienced at the joints is modeled by \( \tau = J_m^T(q)w \). The forceful kinematic chain is stable if the expected vector of torques \( \tau \) does not exceed the robot’s torque limits \( \tau_{\text{lim}} \):

\[
J_m^T(q)w_{\text{ext}} < \tau_{\text{lim}}
\]

6. PDDLStream

Task and motion planning (TAMP) algorithms solve for a sequence of parameterized actions for the robot to take, also called the strategy or plan skeleton, and the hybrid parameters of those actions (Garrett et al., 2020b). The parameters are discrete and continuous values such as robots, robot configurations, objects, object poses, grasping poses, regions, robot paths, and wrenches. These parameters are subject to constraints, such as requiring that all paths are collision-free. The parameters of forceful manipulation tasks are also subject to the forceful kinematic chain constraints, which evaluates if each joint in the chain is stable in the face of an exerted wrench.

In order to find sequences of parameterized actions that satisfy a wide range of constraints, we use PDDLStream, a publicly available TAMP framework (Garrett et al., 2020b). It has been demonstrated in a variety of robotics domains, including pick-and-place in observed and partially observed settings (Garrett et al., 2020c).

In this section, we begin with some introduction to PDDL and then discuss how PDDLStream extends PDDL to enable planning over discrete and continuous parameters.

6.1. PDDL background

A key challenge in solving TAMP problems is solving for the hybrid (discrete/continuous), constrained parameters. If all of the parameters were discrete, we could apply domain-independent classic planning algorithms from AI planning to search for sequences of actions. These planners use predicate language, specifically the Planning Domain Definition Language (PDDL) (McDermott et al., 1998), to define the problem.

PDDL is inspired by STRIPS (Stanford Research Institute Problem Solver), a problem domain specification language developed for Shakey, a mobile robot that traveled between rooms and manipulated blocks via pushing (Nilsson, 1984). We next briefly describe PDDL in the context of a Shakey example. In the following subsection we will discuss how PDDL can be augmented to address problems with hybrid parameters.

In PDDL the state of the world is defined by a set of facts. A fact captures a relationship among state variables. We denote variables with italics symbols, e.g. \( d \), \( \text{robot} \), \( r \). When defining a domain in PDDL, we specify fact types, such as \((\text{Door } d), (\text{Room } r), (\text{InRoom } \text{robot } r)\).

We denote constant variables with bold symbols, for example, \( d_1 \), \( \text{robot}_{\text{shakey}} \), \( r_6 \). Hence, the fact \((\text{Door } d_1)\) captures that in the world, there exists a door \( d_1 \). The fact \((\text{InRoom } \text{robot}_{\text{shakey}} r_6)\) captures that the robot \( \text{robot}_{\text{shakey}} \) is in room \( r_6 \).

\((\text{Door } d_1)\) is an example of a static fact, which will remain constant throughout the problem. \((\text{InRoom } \text{robot}_{\text{shakey}} r_6)\) is an example of a dynamic fact, also known as a fluent, whose truth value may change over time, for example, as the robot moves between rooms.

The action space is defined via a set of operators. Each operator is composed of a controller, a set of variables, a set of preconditions and a set of effects. The controller is a policy that issues a sequence of parameterized robot
commands. Preconditions define the requirements for executing the controller, that is, the facts, involving the operator variables, which must be true in the state in order to execute the controller. The effects capture how the world changes as a result of executing the controller, that is, what facts have been added or removed from the state.

As an example, the go_thru operator is parameterized by a robot robot, a door d, a start room rs, and a goal room rg (Nilsson, 1984). The controller drives the robot by following a set of waypoints, going from the start to the goal room, moving through the door. Two preconditions are that the robot is in room rs, that is, (InRoom robot rs), and that the door d connects the two rooms, that is, (Connect d rs rg). The two effects of executing this operator are that the robot is no longer in the starting room and is instead in the goal room, moving through the door.

An operator is lifted if the variables are unassigned, that is, go_thru(robot, d, rs, rg). A ground operator is instantiated with constant values assigned to all variables, that is, go_thru(robotshakey d2, r4, r7) where robotshakey d2, r4, r7 satisfy the constraints defined by the preconditions. Given a ground operator, we can ground the controller, in this case, mapping each room and door to fixed locations. The controller plans and executes a path driving to the discrete locations.

Given a set of facts that define the initial state, a set of facts defining the goal condition and a set of lifted operators, the planner searches for a sequence of ground operators to achieve the goal. Note that this involves solving for the sequence of operators and for valid groundings of each operator, that is, finding parameter values of each operator that satisfy the constraints.

PDDL can be used to describe problems in finite domains; hence, all parameter values are discrete. In order to use PDDL for robotics, we need to extend this language to include continuous values.

6.2. Algorithmic overview

PDDLStream extends PDDL to include continuous domains by allowing for the sampling of continuous values. To generate these values, PDDLStream introduces streams that sample continuous parameters subject to constraints. These streams, or samplers, output static facts that the parameters are certified to satisfy.

For example, a configuration sampler could sample a collision-free joint configuration q for a robot arm. The static fact output by this stream would be (Conf q). A grasp sampler could generate a 6D grasp g on an object o, certifying the fact (Grasp o g). By capturing continuous parameters and their constraints using PDDL facts, PDDLStream can use discrete classic planners to plan over a hybrid search space.

To understand how sampling and search are integrated in PDDLStream, it is helpful to draw an analogy to the popular motion planning algorithm of probabilistic roadmaps (PRMs) (Kavraki et al., 1996). Probabilistic roadmaps use discrete graph search algorithms to solve a motion planning problem in the continuous space of robot configurations. To do this, PRMs first sample configurations and represent them as nodes in a graph. The edges of a PRM represent the one action the robot can make: moving from one configuration to another. Given an initial state, goal and graph, domain-independent graph search algorithms can be used to search for a path.

Likewise, PDDLStream firstsamples parameters by executing streams to certify facts. Since the parameters often must satisfy a complex set of constraints, the details of the sampling procedures are often more complex than in PRMs. The certified facts generated by the samplers are added to the initial state. Given an initial state, goal, and set of lifted operators, a discrete, domain-independent PDDL planner can be used to search for a plan composed of ground operator instances.

This algorithmic procedure is illustrated in Figure 8. The “Incremental” PDDLStream algorithm alternates between this process of sampling and searching until a plan is found, similarly to the way a PRM could continue to sample additional configurations and search the graph. In practice, we use the “Focused” PDDLStream algorithm, which more intelligently and efficiently samples in a lazy fashion, as detailed in Garrett et al. (2020b).

6.3. Specifying a pick-and-place domain

In this section we use a pick-and-place domain as an example of specifying domains using PDDLStream, highlighting how discrete and continuous parameters are captured. Specifying a domain requires defining a set of fact types, lifted operators, and samplers. Both the facts and actions are specified in PDDL, while the samplers are implemented in Python.

6.3.1. Facts. Facts can capture relationships over discrete variables, like objects, and continuous variables, such as robot configurations or grasp poses. Figure 9 shows a set of facts that characterize a scene with a robot and pink block on a surface. The fact (Grasppable o) defines that the object o can be grasped, (Pose o p) defines that p is a pose of object o,
Along with the object sampler which outputs a configuration \( q \) and a graspable pink block \( o \) starts at some pose \( p \) on the surface region \( r \).

\((\text{AtConf } q)\) defines that the robot is at some configuration \( q \), and \((\text{On } o r)\) defines that an object \( o \) is on top of some surface region \( r \). Here, \( o \) and \( r \) are discrete parameters while \( p \) and \( q \) are continuous.

Facts can also be derived from other facts, for example, the fact that a robot is holding an object \( o \), \((\text{Holding } o)\), is true if there exists a grasp \( g \) such that the robot is at some grasp, that is, \((\text{AtGrasp } o g)\). These are called derived facts.

### 6.3.2. Operators

Operators are parameterized by discrete and continuous values. As an example, the pick action is parameterized by an object to be grasped \( o \), the pose of that object \( p \), a grasp on the object \( g \), a configuration \( q \) and a trajectory \( t \). Two preconditions of the action are that the robot isn’t already holding something, \((\text{HandEmpty})\), and that the object is at the pose \((\text{AtPose } o p)\). Two effects of the operator are that the robot’s hand is no longer empty, \((\neg (\text{HandEmpty}))\) and that the robot is now at the grasp, \((\text{AtGrasp } o g)\). We define the pick controller to be a series of commands: executing trajectory \( t \) to move towards the object, closing the hand, executing trajectory \( t \) in reverse to back up.

### 6.3.3. Samplers

Samplers are conditional generators that output static facts that certify that the set of parameters satisfy some set of constraints. Figure 10 shows several possible samplers, and how samplers can be conditioned on the output of other samplers.

For example, \text{sample-grasp} takes an object \( o \) that is constrained to be graspable, and returns a grasp \( g \) that is certified to be a grasp of the object, as represented by the generation of the fact \((\text{Grasp } o g)\). Likewise, \text{sample-pose} takes in an object \( o \) and region \( r \) such that the object can be stacked on the region, that is, \((\text{Stackable } o r)\). The output of this sampler is a pose \( p \) that is certified to be a valid pose of the object \( o \) and that if object \( o \) is at pose \( p \), that object \( o \) is supported by region \( r \).

The grasp \( g \) and pose \( p \) generated by these two samplers, along with the object \( o \), can be inputs to an \text{inverse-kinematics} sampler which outputs a configuration \( q \) and trajectory \( t \). The relationship between the variables is captured in the static fact \((\text{Kin } o p g q t)\): the trajectory \( t \) starting from configuration \( q \) grasps object \( o \) at pose \( p \) with grasp \( g \).

In addition to generative samplers, there are also test samplers which evaluate to true or false based on whether the input variables satisfy some constraint. These samplers do not generate new parameters and instead only add facts about existing parameters.

As an example, a test stream is used evaluate whether a trajectory \( t \) is collision-free. This is a condition over the entire state, that is, the trajectory must be collision-free with respect to all objects in the environment. Evaluating if a trajectory is collision-free by a universal qualifier \((\forall)\) is expensive for PDDL planners. Therefore, instead, we can use negation to evaluate an existential quantifier \((\exists)\). Specifically, we use the test sampler \text{check-traj-collision} to certify the fact \((\text{UnsafeTraj } t)\) if there exists any object \( o \) at pose \( p \) such that trajectory \( t \) is in collision with \( o \) at \( p \). We can then enforce that trajectories are collision-free by using \((\neg (\text{Unsafe } t))\) as a precondition.

### 6.4. Search procedure

Given the domain specified in the previous subsection, we consider one step of the search, visualized in Figure 11.
The state is defined by all of the facts that are true. At the beginning of the search, this is the set of initial facts (in blue) and the set of facts certified by the samplers (in green). In this example pick-and-place domain, Figure 9 gives the initial facts and Figure 10 visualizes some of the streams.

As stated above, the facts certified by the samplers are static. As an example, if a grasp sampler generates a grasp on an object, the fact capturing this grasp, (Grasp o g), is always true. Thus, in the search, the certified facts output by the samplers are always a part of the state. The facts from the initial state may be static facts, such as (Graspable o), or fluents, such as (AtConf q1). These latter types of facts may be added or removed, as a result of the operators’ effects, as the robot acts in the environment.

Given the state composed of all of these facts, the planner now conducts a search for a sequence of actions that can be taken to achieve the goal. For an action to be valid, all of its preconditions must be met, that is, all of the precondition facts must be true in the state. The facts could be true either because the fact was certified by a sampler, or because it was part of the initial state or because it was added to the state as the effect of a previous action.

In Figure 11, the move_free action can be taken because all of the preconditions are satisfied. If the planner elected to take this action, the effects of the action would update the current state (in brown). The search continues forward based on this updated state, searching for valid actions.

Following the algorithmic loop in Figure 8, if the search is unsuccessful in finding a sequence of actions to the goal, the algorithm would generate more certified facts via the samplers and search again.

7. Incorporating force into planning

PDDLStream provides a framework for solving TAMP problems. Section 6.3 shows how to specify the standard pick-and-place domain, highlighting the fact types, lifted operators, and samplers needed to capture the actions and the domain constraints, which relate to kinematic and geometric feasibility.

In order to leverage PDDLStream for forceful manipulation tasks, and thus extend PDDLStream’s range of applicability, we encode the forceful kinematic chain constraint and the fixturing requirement. We do so by adding fact types, lifted operators, and samplers. Additionally, each domain has domain-specific elements, although we find that many samplers are reused across domains. As an illustrative example for how these pieces come together, in Section 7.1, we detail the domain specification for the nut-twisting task. Through this example, we also explore what modeling effort is required to specify a domain.

In addition to finding plans, in Section 7.2, we discuss how we use cost-sensitive planning in PDDLStream to find robust plans for forceful manipulation tasks.

7.1. PDDLStream for forceful manipulation

We use nut-twisting as an example of how the framework of PDDLStream is used for forceful manipulation tasks. The lifted operators, derived facts and samplers for this domain are defined in Table 1. We first require the standard pick-and-place operators (along with their related derived facts and samplers), some of which were already described in Section 6.3: move_free, move_holding, pick, and place.

We next include the elements (in light gray) common across all of our forceful manipulation domains, which capture the forceful kinematic chain constraint and enable fixturing. As discussed in Section 3.4, there are several different fixturing strategies so in this domain we focus on two of them (HoldingFixtured and WeightFixtured), while the rest are detailed in Appendix B. In all forceful manipulation domains, we add the fact type (Wrench w), where w is a 6D wrench and a coordinate frame.
Table 1. The specification of the nut-twisting domain via the lifted operators, derived facts, and samplers. Elements colored in light gray are common across all forceful manipulation domains. Elements colored in darker gray are specific to the nut-twisting domain. Throughout the table we use the symbols: a is a robot arm, o is an object, p, is a pose of object o, g, is a grasp on object o, qi is a configuration, r is a region, t is a trajectory, and w is a wrench. Specific to this domain: on, ob, and o refer to the nut, bolt, and spanner, respectively.

| Operator     | Preconditions                                                                 | Effects                                                                 |
|--------------|-------------------------------------------------------------------------------|------------------------------------------------------------------------|
| move_free    | (AtConf a q,) \& (HandEmpty a) \& (FreeMotion a q1 q2 t) \& (TrajUnsafe a t) | (- (AtConf a q)) \& (AtConf a q2) \& (- (AtConf a q1)) \& (AtConf a q3) |
| move_holding | (AtConf a q) \& (Movable o) \& (AtGrasp a o g,) \& (HoldingMotion a o g, q3 t) \& (TrajUnsafe a t) | (- (AtConf a q)) \& (AtConf a q3) \& (- (AtConf a q1)) \& (AtConf a q2) |
| pick         | (AtConf a q) \& (HandEmpty a) \& (Movable o) \& (AtPose o p,) \& (Kin a p, g, q t) \& (TrajUnsafe a t) | (AtGrasp a o g,) \& (AtConf a q) \& (- (AtPose o p)) \& (- (HandEmpty a)) \& (AtConf a q3) \& (- (AtConf a q1)) \& (AtConf a q2) |
| place        | (AtConf a q) \& (AtGrasp a o g,) \& (Kin a o p, g, q t) \& (TrajUnsafe a t) | (- (AtConf a q)) \& (AtConf a q3) \& (- (AtConf a q1)) \& (AtConf a q2) |

(a) Operators

| Derived Facts          | Definition                                                                 |
|-----------------------|---------------------------------------------------------------------------|
| (On o r)              | \(\exists p, o, p_0, (\text{Supported } o p_0, r) \& (\text{AtPose } o p_0))\) |
| (Holding o)           | \(\exists a, g, o, (\text{AtGrasp } a, o g,)\)                            |
| (TrajUnsafe a t)      | \(\exists a, g, o, p, (\text{AtPose } o p) \& (\text{ObjCollisionFree } a, t, p)\) \& (- (ArmCollisionFree a t p)) |
| (HoldingFixtured o w) | \(\exists a, g, o, (\text{AtGrasp } a, o g,) \& (\text{Fixtured } o g, w)\) |
| (WeightFixtured o w)  | \(\exists a, g, o, (\text{Weight } o a, (\text{AtPose } o p_0) \& (\text{On } o p_0) \& (\text{StableWeighDown } o p_0)\) \& (- (AtConf a q)) \& (- (ArmCollisionFree a t p)) \& (- (AtConf a q1)) \& (- (AtConf a q2)) |
| (Fixedtured o w)      | \(\exists a, g, o, (\text{Fixtured } o w) \& (\text{HoldingFixtured } o w) \& (\text{WeightFixtured } o w)\) |

(b) Derived Facts

| Sampler               | Inputs | Outputs | Certified Facts                  |
|-----------------------|--------|---------|----------------------------------|
| sample-pose           | o, r   | p, o    | (Pose o p, r) \& (Supported o p, r) |
| sample-grasp          | a, o, g, o | o, q, t | (AtGrasp a o g,) \& (Kin a o p, g, q t) \& (Conf q) \& (Traj t) |
| inverse-kinematics    | a, p, q | t       | (FreeMotion a q1 q2 t) \& (Traj t) |
| plan-free-motion      | a, q1, q2 | t       | (HoldingMotion a o g, q1 q2 t) \& (Traj t) |
| plan-holding-motion   | a, q1, q2, q, g, | t       | (ArmCollisionFree a1 a2 t1 q2) \& (ObjCollisionFree a1 t1 o p) |
| test-arm-collision    | a1, a2, t1, q2 | t       | (StableJoint a t w) |
| test-obj-collision    | a, t1, o, p | a, o, w | (StableJoint a t w) |
| test-grasp-stable     | a, a, o | w       | (StableJoint a t w) |
| test-joints-stable    | a, t, u | w       | (StableJoint a t w) |
| test-weight-stable    | a1, p1, p, w | a, t, u | (StableWeightDown a1 p1 a w) |
| plan-nut-hand         | a, o, g, q, q1, t | a, g, q1, t | (NutHandMotion a o, p, g, q, q1 t) \& (Conf q1) \& (Conf q2) \& (Traj t) |
| plan-nut-tool         | a, o, g, q, q1, t | a, g, q1, t | (NutToolMotion a o, p, g, q, q1 t) \& (Conf q1) \& (Conf q2) \& (Traj t) |
Finally, we define two domain-specific operators, 
\texttt{hand\_twist} and \texttt{tool\_twist} (and related samplers, 
all colored in darker gray), which correspond to the robot 
twisting the nut with its hand or with a grasped tool, respectively.

### 7.1.1. Forceful kinematic chain constraint.
To incorporate 
the forceful kinematic chain constraint into the PDDLStream framework, we assess the stability of the chain using test 
samplers. The facts certified by the test samplers serve as 
preconditions for the operators that exert forceful operations.

For example, to assess the planar frictional joints formed 
by the robot’s grasp, we define fact (\texttt{StableGrasp o\ g\ w}) 
which is true if the grasp \( g \) on object \( o \) is stable under 
the wrench \( w \). This fact is certified by the test sampler \texttt{test-grasp-stable}, which uses the limit surface model discussed in Section 5.1 to evaluate the stability of the joint.

For an operator that applies a forceful operation using a 
grasped object, we use (\texttt{StableGrasp o\ g\ w}) as a pre- 
condition to constrain the grasp to be stable. In the context of 
the nut-twisting domain, \texttt{hand\_twist} uses this precondition 
to evaluate the robot’s grasp on the nut and \texttt{tool\_twist} uses it to evaluate the robot’s grasp on the tool.

We also use the (\texttt{StableGrasp o\ g\ w}) fact to derive the 
(\texttt{Holding\_Fixed\_texttt{tured} o\ w}) fact, which defines if an object 
\( o \) is fixed under wrench \( w \) using some grasp \( g \).

As another example, to evaluate if robot joints are stable we 
define the fact (\texttt{StableJoints a\ t\ w}) which is true if the 
trajectory \( t \) executed on robot arm \( a \) is stable under wrench \( w \). 
This is certified by the test sampler \texttt{test-joints-stable}, which evaluates the torques experienced at each configuration in the trajectory are within the arm’s torque limits.

### 7.1.2. Fixturing.
In addition to the forceful kinematic chain 
constraint, we require that while the robot is exerting a forceful 
operation on an object, the object must be fixeded. We propose 
implementing a variety of fixturing methods through various 
manipulator actions: incorporating new assessments 
of the forceful kinematic chain and fixturing 
methods. In Appendix B, we describe 
the domain-specific elements for the childproof bottle and vegetable cutting domain.

### 7.1.3. Domain-Specific actions.
Given the forceful man- 
ipulation extensions, we now detail the domain-specific 
additions. In the nut-twisting domain, the robot can impart 
the forceful operation to twist the nut either by making 
contact with its fingers or through a grasped spanner. To 
enable this, we define two new operators in Table 1.

The controller for the \texttt{hand\_twist} operator grasps the 
nut with the hand, forcefully twists the nut with the hand 
and the release the nut. Likewise, the controller for 
\texttt{tool\_twist} makes contact with the nut via the grasped 
spanner, forcefully twists the nut with the spanner and then 
breaks contact between the nut and the spanner. The tra- 
jectory for each operator is generated by the samplers 
plan-nut-hand and plan-nut-tool, respectively.

The twisting step of the trajectory involves planning a path 
that applies the forceful operation. Across all domains, we 
use Cartesian impedance control to exert wrenches, as 
detailed in Appendix A.1.

As stated in Section 7.1.1, the forceful kinematic chain 
constraint is implemented as preconditions for each operator. 
When twisting the nut with the robot hand (\texttt{hand\_twist}), the 
forceful kinematic chain composed of the robot joints and the 
robot’s grasp on the nut. Likewise, when twisting with the 
spanner (\texttt{tool\_twist}), the chain is composed of the robot 
joints, the robot’s grasp on the spanner and the spanner’s grasp 
on the nut. Grasps are evaluated via (\texttt{StableGrasp o\ g\ w}) 
and robot joints are evaluated via (\texttt{StableJoints a\ t\ w}). The 
sampler plan-nut-tool evaluates the stability of the 
spanner’s grasp on the nut.

We also constrain that the bolt, \( o_b \) is fixeded, using any of 
the available fixturing methods. In Appendix B, we describe 
the domain-specific elements for the childproof bottle and vegetable cutting domain.

### 7.1.4. Modeling effort.
We next consider what is required in 
applying this framework to new settings. We consider two 
categories of modifications: incorporating new assessments 
of the forceful kinematic chain and fixturing constraints and 
incorporating new domain-specific elements.

Section 5 defines several mathematical models for as-
sessing the stability of a joint. These models were incorporated 
as test samplers within PDDLStream. Since the framework is 
agnostic to the Pythonic implementation of the sampler, it is 
straightforward to swap out various stability models.

Adding a new joint type, and its corresponding stability 
model, requires adding both the corresponding sampler and the 
certified fact. Adding a new fixturing method may require adding 
operators to utilize the fixturing method (e.g. incorporating vise 
fixturing required adding vise actuation actions). It also requires 
identifying and integrating the appropriate stability assessment.

Critically, once such additions are made, they can be 
reused across many domains. In our experience, this allows 
domains to build off of each other, decreasing the im- 
plementation effort with each new domain. For example, to 
model the contact patch between the beam and the table in the 
nut-twisting domain, we incorporated the generalized 
friction cone. Thus, when implementing the cutting domain, 
we reused that same abstraction to model the contact patch 
between the vegetable and the table.
Solving a new task often involves adding domain-specific operators to capture a new action space (e.g. for cutting we had to add the slice-cut operator). We approach adding a new operator by first defining the preconditions and effects that characterize the kinematics and geometry. For example, if an operator uses a tool (as tool-twist does), then a precondition is that the robot must be stable. This requires identifying the joints within the chain and the appropriate corresponding stability models and adding the stability checks as preconditions.

Finally, we must write the sampler that defines the operator’s parameterized controller. This step involves combining the existing lower-level controllers (joint-space position controller, grasp controller, guarded move controller, Cartesian impedance controller, etc.) to create the desired behavior. We find that even with operator-specific parameterized controllers, there often is significant overlap across domains with respect to how to combine the low-level controllers.

### 7.2. Robust planning

Given the ability to generate plans that satisfy motion- and force-based constraints, we now aim to produce robust plans. In particular, we focus on protecting against stability-based failures along the forceful kinematic chains due to uncertainty in physical parameters. For example, we want to discourage the system from selecting a grasp where a small change in the friction coefficient would break the stability of the grasp, leading to the object slipping.

To generate robust plans, we associate each operator with a probability of success $P[\text{success(operator)}]$. As given in Algorithm 1, we assess the probability of an operator’s success via Monte Carlo estimation, that is, we draw sets of parameter values, where each parameter is perturbed by some uniformly-sampled epsilon, and evaluate the stability of each forceful kinematic chain. We perturb, when applicable, parameters such as the friction coefficient, the planned applied wrench, the contact frame and the effective size of the contact patches.$^3$

As an example, Figure 12 visualizes how sampling various grasp parameters essentially generates a large set of possible limit surfaces. By evaluating the stability with respect to all of them, we capture how the grasp stability is impacted by uncertainty.

![Figure 12](image)

**Figure 12.** By sampling over the friction coefficient, $\mu$, radius of contact $r$, and task wrench, we can assess if a contact is stable in face of uncertainty in those parameters.

$$\text{cost(operator)} = -\log(P[\text{success(operator)}]) \quad (5)$$

The cost of a plan is then the sum over the cost of all the operators in the plan. Minimizing this cost is equivalent to maximizing the plan success likelihood.

To generate robust plans, we use PDDLStream’s cost-sensitive planning where, given non-negative, additive operator costs that are functions of the operators’ parameters, the planner searches for a plan that is below a user-provided cost threshold. Cost functions are specified in the domain by adding that the effect of an operator is increasing the total cost of the plan by the value computed by the operator’s cost function.

With this cost definition, the cost threshold corresponds to the probability of succeeding during open-loop execution given uncertainty in the physical parameters.

### 8. Empirical evaluation

Using the childproof bottle domain, we demonstrate how the planner finds a wide variety of solutions and how the feasibility of these solutions depends on the environment. In each of the three domains, we show how accounting for uncertainty by planning robustly leads to the robot making different choices, both with respect to the strategy and with respect to the continuous choices.

In the supplemental material, we include simulation and real robot videos showing a variety of strategies in each of the three domains.

#### 8.1. Exploring strategies

We demonstrate the range of the plans that the planner generates by considering two settings in the childproof bottle domain (Table 2). The robot can fixture the bottle using a variety of possible strategies including stably grasping with another robot, using a vise or using frictional contact with the surface, where the surface is either the table or a high-friction rubber mat.$^4$ The robot can apply the push-twist operation through a variety of

---

Algorithm 1 Compute $P[\text{success(operator)}]$

1: **Given:** Chain $c$, wrench $w$, parameters $p$
2: **Initialize:** $i = 0$
3: **procedure** FOR $J=0:N$
4: \[ p_r \leftarrow \text{Perturb } p \text{ by epsilon} \]
5: \[ \text{if } \text{STABILITYCHECK}(c, w, p_r) \text{ then} \]
6: \[ i += 1 \]
7: **return** $\frac{i}{n}$

We define the cost of an operator as...
contacts: a grasp, fingertips, a palm or a grasped pusher tool.

In the first setting, we search over several possible fixturing strategies, fixing the push-twisting strategy to use a grasp contact. In this setting, the bottle starts at a random location on the table. In the second setting, we search over all possible push-twisting strategies. In this setting, the bottle starts on a high-friction rubber mat in order to leverage the friction of the surface for fixturing.

Because the underlying search over strategies in PDDLStream biases towards plans with the fewest actions, we incrementally invalidate the shorter strategies once found by the planner in order to force exploration of the alternative, longer strategies. For example, in the fixturing setting, we invalidate fixturing via a robot grasp as a feasible strategy by removing the second arm from the environment.

8.1.1. Fixturing setting. We first consider searching over various fixturing strategies. Looking first for the strategy with the fewest number of actions, the planner first tries to fixture the bottle against the table surface by applying additional downward force. However, the friction coefficient between the table and bottle is small enough that this is not a viable strategy: even when applying maximum downward force the robot cannot fixture the bottle. So instead, the planner fixes using the second robot to grasp the bottle.

Removing the second arm from the environment forces the planner to discover new strategies. One strategy employed is to use a pick-and-place operation to move the bottle to a high-friction rubber mat, where it is possible to sample enough additional downward force such that the bottle is fixtured. Another strategy is to use a pick-and-place operation to move the bottle into the vise, where it can be fixtured.

8.1.2. Push-Twisting setting. We next consider searching over various push-twisting strategies. Three of the twisting strategies, contacting via a grasp, the fingertips or the palm, are of equivalent length, and are therefore equally attempted when searching over strategies. We can view the viability of finding successful parameters to these actions, and thus probability of employing that strategy, as how easy it to sample satisfying values.

For example, twisting the cap by pushing down with the palm is only stable if, given the values of the radius of the palm and the friction coefficient, the system can exert enough additional downward force. Decreasing either the radius or the friction coefficient narrows the space of feasible downward forces. Since the fingertips have a smaller radius, as compared to the palm, it is harder to sample a set of satisfying values for the fingertips.

In each of these settings, we demonstrate that the planner finds a variety of different strategies and that the choice of strategy adapts to what is feasible in the environment. This adaptability allows the planner to generalize over a wide range of environments.

8.2. Generating robust plans

We next examine how leveraging cost-sensitive planning enables the robot to generate more robust plans.

8.2.1. Childproof bottle domain. In the childproof bottle domain, we explore how accounting for robustness impacts what surface the robot uses to fixture against. As visualized in Figure 13-left, the robot can choose between fixturing on three surfaces: the low-friction table, the medium-friction blue mat, or the high-friction red mat. For all planning instances, we start the bottle on the table and set the friction coefficient between the table and the bottle to be just high enough to make fixturing

---

Table 2. For each setting, we provide the number of steps for each strategy and the average planning time in seconds (and standard error) over five runs.

| Fixturing Ablation          |     |      |
|-----------------------------|-----|------|
| Fixturing Method            | # Steps | Planning time (SE) |
| Surface(Table) *            | 4   | 177 (51) |
| Robot Grasp                | 6   | 60 (9.4) |
| Surface(Mat)**              | 8   | 142 (73) |
| Vise grasp**               | 9   | 95 (35) |

| Push-twisting Ablation      |     |      |
|-----------------------------|-----|------|
| Push-twist Method           | # Steps | Planning time (SE) |
| Grasp                      | 4   | 37 (1.8) |
| Palm                       | 4   | 25 (3.1) |
| Fingertip*                 | 4   | 63 (35) |
| Pusher tool**              | 8   | 40 (5.1) |

Figure 13. In opening the childproof bottle, the robot can fixture against the low-friction table ( ), a medium-friction mat ( ) or a high-friction mat ( ). For each cost threshold, we run the planner ten times, noting which surface is used. As the cost threshold decreases, the robot is forced to more frequently use higher friction surfaces that are more robust to uncertainty.
feasible. At each cost threshold, we run the planner ten times.

If the planner does not account for robustness, the robot fixtures with the table every time. This is because doing so is feasible and results in the shortest plan.

When considering robustness, the planner evaluates that fixtureing using the table produces a feasible but brittle plan, resulting in a high cost plan that is unlikely to succeed. To avoid this, the planner completes a pick-and-place action to relocate the bottle to one of the two mats that have a higher friction coefficient and thus offers a more robust fixtureing surface. As we decrease the cost threshold, the planner is forced to use exclusively the high-friction red mat.

Table 3 shows how decreasing the cost threshold increases the planning time. The choice of the cost threshold can therefore be viewed as trading off between the probability of the plan’s success and the time to find the plan.

| Cost Threshold | Planning Time (SE) |
|----------------|--------------------|
| ∞              | 6.9 (0.1)          |
| 0.5            | 41 (14)            |
| 0.4            | 69 (17)            |
| 0.3            | 77 (10)            |
| 0.2            | 94 (18)            |
| 0.1            | 127 (29)           |

8.2.2. Nut-twisting domain. In the nut-twisting domain, we explore robustness by considering a scenario where the robot must choose between several weights, of varying mass, to fixture the beam with.

First, for a given mass, we sample 100 placement locations along the beam holding the bolt and evaluate two robustness metrics: how robustly the weight fixtures the beam and how robustly the robot is able to grasp (and therefore move) the weight to this placement. Figure 14-left shows the trade-off: a heavier weight more easily fixtures the beam but is harder to grasp robustly. In finding a robust plan, and hence a low-cost plan, the planner is incentivized to act like Goldilocks and pick the weight that best balances this trade-off.

We can see this in action when running the planner in a setting with three weights of various masses (2.6, 3.5, 4.4 kg), shown in Figure 14-center, where a darker color corresponds to a larger mass. Figure 14-right shows that when the planner does not account for robustness, the three weights are selected equally, since all can be used to produce feasible plans. However, when accounting for robustness the planner more often selects the medium weight, which balances the trade-off between the cost functions. In both instances, the planner was run ten times.

8.2.3. Vegetable cutting domain. In the vegetable cutting domain, we explore how planning robustly impacts the continuous choice of the grasp on the knife.

We return to the two possible grasps on the knife shown in Figure 7. The side grasp, shown on the bottom, relies on normal reaction forces to resist the torque experienced while exerting the downward force, the first half of the cutting action. As such, the grasp is very stable and robust, regardless of the location of the grasp along the length of the handle (the annotated x-axis). In contrast, the top grasp
(shown in Figure 7-top) relies on frictional forces to resist the exerted torque. The stability of the top grasp varies based on its location along the handle and by evaluating the robustness of these grasps, we can empower the planner to make a more informed choice.

To demonstrate this, we restrict our grasp set to only those that grasp the knife from the top (i.e. like Figure 7-top). Additionally, we consider cutting a softer object, reducing the magnitude of the downward force \((f_{z,0})\) such that it is feasible to find a stable grasp. Specifically, by default, we set \(f_{z,0} = 5N\), while for the soft object we use \(f_{z,0} = 3N\). We refer to this as the high force setting and low force setting, respectively.

Across several cost thresholds, considering only the cost with respect to the grasp stability during the downward cut, we plot the location of the grasp along the handle in Figure 15. For each cost threshold, the planner was run ten times. When the planner does not account for robustness, shown at the top of Figure 15, the robot selects any grasp along the handle. Accounting for robustness, as the cost threshold decreases, the planner selects grasps that are closer to the blade and thus create a smaller lever arm, decreasing the amount of torque the grasp must be stable with respect to.

We next evaluate how this choice impacts the robot’s ability to successfully slice, by testing on three different foods of varying hardness: cucumbers, bananas with the peel, and bananas without the peel. From the continuous grasp set, we use three representative grasps, shown in Table 4: grasping the side of the handle (side_grasp), grasping from the top of the handle close to the blade (top_grasp_close) and grasping from the top of the handle close to the butt of the knife (top_grasp_far).

For each grasp and each food, we execute the same downward force-motion, without evaluating stability or robustness. For the cucumber and the banana with the peel, we repeat this fifteen times. For the banana without the peel, we repeat this ten times. Table 4 classifies the results into three categories: success (fully slicing through the object), partial success (slicing through at least half of the object), and failure (not significantly slicing the object).

While we cannot precisely know the required downward force \((f_{z,0})\) for each food, we qualitatively assess the results. From our experience, the banana with the peel requires a force slightly higher than the low force setting, as considered in Figure 15. As stated previously, a planner that does not account for robustness would consider top_grasp_close and top_grasp_far equally while a robust planner would prefer top_grasp_close. The top_grasp_far cannot slice through the banana with the peel (all fifteen attempts are failures) while the top_grasp_close is able to cut through, at least partly, the majority of the time. In contrast, the banana without the peel corresponds to a soft enough object such that all grasps can successfully slice through.

Finally, we estimate that the cucumber requires the high force setting. As predicted in Figure 7, the side_grasp is sufficiently stable to slice through the object. However neither top_grasp_close nor top_grasp_far succeed because for both, the forceful kinematic chain breaks (the knife moves considerably within the robot’s end effector). While the robust planner, considering only grasps from the top, evaluates the top_grasp_close to be robust enough with respect to the low force setting, this is inadequate for the cucumber, whose true required force is significantly larger.

As a final note, one might wonder why we do not fix the planner to always use side_grasp, since Table 4 demonstrates it to be the most robust grasp.

First, we currently use a generic uninformed grasp sampler that is common across all of the handled tools (the pusher tool in the childproof bottle domain, spanner in the nut-twisting domain and knife in cutting domain). Prescribing a preferred grasp for each tool and task, via an informed grasp sampler, would both increase the modeling

![Figure 15. In the vegetable cutting domain, we show how robust planning leads the planner to select grasps that are closer to the blade of the knife, because doing so creates a smaller torque that the grasp needs to resist. For each cost threshold, the planner is run 10 times and the grasping offset is plotted. An offset of 0 corresponds to a grasp at the but of the knife.](image)

| Grasp Type          | Cucumber | Banana with Peel | Banana without Peel |
|--------------------|----------|------------------|---------------------|
| success            | 6/9/0    | 7/6/2            | 10/0/0              |
| partial success    | 0/0/15   | 3/8/4            | 10/0/0              |
| failure            | 0/0/15   | 0/0/15           | 9/1/0               |

Table 4. We evaluating slicing success for three grasps (from top to bottom: side_grasp, top_grasp_close, and top_grasp_far) across three foods. For the cucumbers and bananas with peel we perform 15 iterations, for the banana without the peel we perform 10. We classify each interaction as a success/partial success/failure.
effort and decrease the generalization. Instead, with an uninformed sampler, we allow the planner to reason over the best grasp for the specific scenario. As shown in Table 3, this is at some computational cost.

Second, while the side grasp may seem to be the best grasp with respect to this constraint, in the context of a multi-step manipulation problem, there are many, often competing, constraints. While for simplicity we have focused on evaluating the grasp with respect to the downward force, the grasp must also be stable with respect to the translational slice. Additionally, as shown in Figure 4, Figures 5 and 7, due to the geometry of the robot’s end effector, side_grasp is only collision-free if the object is significantly raised. For foods where such a grasp is not strictly necessary, the planner can select a more reachable grasp. This flexibility is critical to enabling the planner to adapt to a variety of different environments.

9. Discussion
This paper proposes a planning framework for solving forceful manipulation tasks. We define forceful manipulation as a class of multi-step manipulation tasks that involve reasoning over and executing forceful operations, where forceful operations are defined as the robot applying a wrench at a pose.

9.1. Summary of contributions
Solving forceful manipulation tasks requires planning over a hybrid space of discrete and continuous choices that are coupled by force and motion constraints. We frame the primary force-related constraint as the system’s ability to stably exert the desired task wrench. To capture this, we propose the forceful kinematic chain constraint which evaluates if every joint in the chain is stable under the application of the imparted wrench and gravity. For each class of joint in the chain, which may be robot joints, grasps or frictional contacts, we discuss a model for evaluating its stability.

In addition to the forceful kinematic chain constraint, the planner must reason over other force-related constraints, such as the requirement to fixture objects, and over motion constraints, such as the requirement to find collision-free paths. To plan multi-step sequences that respect these constraints, we augment an existing task and motion planning framework, PDDLStream (Garrett et al., 2020b). We illustrate our system in three example domains: opening a push-and-twist childproof bottle, twisting a nut on a bolt and cutting a vegetable.

While PDDLStream finds a satisfying plan, the plan may not be robust to uncertainty. To find robust plans, we propose using cost-sensitive planning to select actions that are robust to perturbations. We specifically focus on uncertainty in the physical parameters that determine the stability of the forceful kinematics chains. Our demonstrations show how cost-sensitive planning enables the robot to make more robust choices, both with respect to the strategy, such as what fixtureing method to use, and the continuous choices, such as which grasp to pick.

9.2. Future directions
In this work we assume that the planner has access to many different parameters, such as the magnitude and form of the forceful operation, object models and object poses. We also assume the domain is given in the form of the fact types and lifted operators, with their preconditions, effects, and controllers. Techniques from machine learning, combined with this planning framework, could be used to relax these assumptions and enable wider generalizations (Konidaris et al., 2018; Wang et al., 2021; Silver et al., 2021; Liang et al., 2022).
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Notes
1. To avoid confusion between a wrench (the tool) and a wrench (a 6D force-torque), we use the British term “spanner” to refer to the tool.
2. Both o and p are omitted from Figure 10 for clarity.
3. The details of the perturbations used in the experiments in Section 8.2 are given in Appendix A.3
4. In this domain, we do not consider the fixtureing method of weighing down the bottle, since this is not geometrically feasible.
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Appendix A: Implementation Details

We provide some implementation details with respect to the controller used to exert wrenches and the specific motion planning and grasping tools used in the kinematic samplers.

Appendix A.1: Controller for Exerting Wrenches

Each of the operators that apply the forceful operation, e.g. hand_twist and tool_twist in the nut twisting domain, are associated with a controller that must exert a wrench. While there are several control methods for exerting wrenches explicitly, such as force control (Zeng and Hemami 1997b) or hybrid position-force control (Mason 1981; De Schutter and Van Brussel 1988; Hou and Mason 2019), we opt to use a Cartesian impedance controller. Cartesian impedance control regulates the relationship between force and motion by treating the interplay of interaction forces and motion derivatives as a mass-spring-damper system (Hogan 1985; Albu-Schaffer et al. 2003; Ott 2008).

We can exert a wrench by offsetting the target Cartesian pose to be below the point of contact and adjusting the impedance parameters (Kresse and Beetz 2012). Intuitively this exerts a wrench by compressing the spring rendered by the robot. We chose to only vary the stiffness matrix, Kp, and set the damping matrix, Kd, to be approximately critically damped, i.e. Kp = 2√Kd. As shown in Fig.16 we can experimentally characterize the relationship between the exerted wrench, the pose offset and the stiffness. The planner uses this experimental relation to select, given the stiffest possible setting, the desired pose offset. Thus, each of the samplers that generate Cartesian impedance paths must generate the series of setpoints in SE(3), accounting for the pose offset, and the stiffnesses.
Appendix A.2: Motion Planning and Grasping

Collision-free motion planning, such as what is used in samplers plan-free-motion and plan-holding-motion, can be implemented with any choice of motion planner. We use a python implementation of bidirectional RRT (BiRRT) (LaValle and Kuffner 2001). In these settings, a considerable fraction of the overall PDDLStream planning time is spent performing motion planning. A more efficient implementation or algorithm would significantly speed up the reported results.

Any grasp generation method could be used to generate grasps for samplers such as sample-grasp. For each graspable object we define the grasp set using Task Space Regions (TSRs), which are a compact method for describing pose constraints that allows for random sampling (Berenson et al. 2011).

Appendix A.3: Robust Planning

Experimental Parameters

As detailed in Sec. 7.2, to generate robust plans we assess the probability of a forceful kinematic chain being stable via Monte Carlo estimation. Here we briefly describe how each parameter was perturbed for the experiments in Sec. 8.2.

The friction coefficient is additively perturbed by a value uniformly sampled between \([-0.1, 0.1]\). The applied wrench is multiplicatively perturbed by a value uniformly sampled between \([0.5, 1.5]\). The contact frame is additively perturbed by a value uniformly sampled between \([-5 \text{ mm}, 5 \text{ mm}]\) if the frictional joint is formed by a robot grasp and \([-10 \text{ mm}, 10 \text{ mm}]\) otherwise. The contact patch size \((r, \text{ in the context of the ellipsoidal limit surface})\) is recomputed.

Appendix B: Further Domain Specification

In Sec. 7 we detailed the lifted operators, fact types and samplers used for the nut-twisting domain. The domain was composed of elements from the pick-and-place domain, the forceful manipulation additions and domain-specific additions. In this section we first detail more forceful manipulation additions before providing the domain-specific elements for the childproof bottle and vegetable cutting domains.

Appendix B.1: Forceful Manipulation Additions

In Sec. 7.1.1 and Sec. 7.1.2 we detailed the augmentations needed to enable forceful manipulation in the PDDLStream framework. In that example we discussed how the forceful kinematic chain constraint was integrated into the domain and discussed two possible fixtureing methods: (HoldingFixed o w), which uses a second robot to grasp the object to be fixtureed, and (WeightFixed o w), which fixturees by weighing down the object with a heavy mass.

Table 5 lists the lifted operators, derived facts and samplers that are used to enable the other fixtureing strategies that can be used across forceful manipulation domains: (ViseFixed o w) and (SurfaceFixed o w).

One way to fixture an object is to place it in a vise: (ViseFixed o w). This fact is verified by the test sampler test-vise-grasp-stable, which uses the limit surface models to evaluate the stability of the grasp. To use a vise we add the lifted operators open_vise and close_vise along with their sampler plan-vise-motion. These operators actuate the vise (implemented here as a table-mounted robotic hand) and have as a precondition that the object to be fixtureed is already in the vise, which can be achieved through a pick-and-place motion.

Another way to fixture is to create a frictional grasp by exerting a downward force on the object through a contact, thus sandwiching the object between the contact and the surface (SurfaceFixed o w). The exerted downward force can be thought of as the grasping force of the frictional grasp. This creates two joints: the joint between the force-exerting contact and the object (evaluated by test-contact-stable) and the joint between the object and the surface (evaluated by test-surface-stable). For both joints we use the limit surface models to evaluate stability.

We also introduce operators to make and break contact with either a grasped tool or an end
effector contact of the robot (fingers or palm): push-
in_tool, pushout_tool, pushin_rcontact, pushout_rcontact (with samplers plan-tool-contact and plan-rcontact-contact). The operators that make contact (pushin_tool and pushin_rcontact) make contact by exert a downward force on the object, leveraging Cartesian Impedance control, described in Sec. A.1.

In each domain we define a derived fact (Fixtured o w) to define which fixturing methods are valid to use.

### Appendix B.2: Childproof Bottle Domain

Table 6 lists the lifted operators, derived facts and samplers that are specific to the childproof bottle domain. The robot can

| Action          | Preconditions                                                                                   | Effects                                                                 |
|-----------------|-----------------------------------------------------------------------------------------------|-------------------------------------------------------------------------|
| open_vise       | (ViseHand v) (∼ (Movable o)) ∧ (AtPose o p_o) ∧ (AtGrasp v a g_o) ∧ (ViseMotion v o p_o g_o w t) | (∼ (AtGrasp v o g_o))                                                   |
| close_vise      | (ViseHand v) ∨ (Movable o) ∧ (AtPose o p_o) ∧ (On o v) ∧ (ViseMotion v o p_o g_o w t)             | (AtGrasp v o g_o)                                                      |
| pushin_tool     | (AtConf a q_0) ∧ (AtPose o p_o) ∧ (Pusher a_p) ∧ (AtGrasp a o_p g_p) ∧ (StableGrasp a_p g_p w) ∧ (SampleWrench w a) ∧ (ContactToolMotion a_o_p g_p a o_p g_p o_p_o w q_0 q_1 t) ∧ (∼ (TrajUnsafe a t)) | (InContact o a_p c p_o_w) ∧ (∼ (AtConf a q_0)) |
| pushout_tool    | (AtConf a q_0) ∧ (AtPose o p_o) ∧ (Pusher a_p) ∧ (AtGrasp a o_p g_p) ∧ (ContactToolMotion a_o_p g_p o_p_o w_q_0 q_1 t) ∧ (∼ (TrajUnsafe a t)) | (∼ (InContact o a_p c p_o_w)) ∧ (∼ (AtConf a q_0)) |
| pushin_rcontact | (AtConf a q_0) ∧ (AtPose o p_o) ∧ (RContact c) ∧ (SampleWrench w a) ∧ (ContactMotion a c o_p o_p_o w q_0 q_1 t) ∧ (∼ (TrajUnsafe a t)) | (InContact o a_p c_p_o_w) ∧ (∼ (AtConf a q_0)) |
| pushout_rcontact| (AtConf a q_0) ∧ (AtPose o p_o) ∧ (RContact c) ∧ (InContact o a_p c_p_o_w) ∧ (ContactMotion a c o_p o_p_o w q_0 q_1 t) ∧ (∼ (TrajUnsafe a t)) | (∼ (InContact o a_p c_p_o_w)) ∧ (∼ (AtConf a q_0)) |

(a) Actions

| Derived Fact       | Definition                                  |
|--------------------|---------------------------------------------|
| (ViseFixtured o w) | ΄ v g_o (ViseHand v) ∧ (AtGrasp v o g_o) ∧ (StableViseGrasp a_o_p g_w) |
| (SurfaceFixtured o w) | ΄ p_o c_p_o_w (AtPose o p_o) ∧ (On o r) ∧ (InContact o c_p_o_w) ∧ (StableObjContact c_p_o_w o_w_w) ∧ (StableSurfaceContact o_p_o_w_w) |

(b) Derived Facts

| Sampler            | Inputs | Outputs | Certified Facts                                      |
|--------------------|--------|---------|-----------------------------------------------------|
| sample-push-wrench | o      | w       | (SampleWrench w a) ∧ (Wrench w)                     |
| plan-vise-motion   | v o p_o g_o w t                          | (ViseMotion v o p_o g_o w t) ∧ (Traj t)              |
| plan-tool-contact  | a o_p g_p o_p o_p_o w q_0 q_1 t          | (ContactToolMotion a_o_p g_p o_p_o w q_0 q_1 t) ∧ (Conf q_0) ∧ (Conf q_1) ∧ (Traj t) |
| plan-rcontact-contact | a o_p o_p_o c_p_o_w q_0 q_1 t          | (ContactMotion a c o_p o_p_o w q_0 q_1 t) ∧ (Conf q_0) ∧ (Conf q_1) ∧ (Traj t) |
| test-vise-grasp-stable | v o g_o w       | q_0 q_1 t                                    | (StableViseGrasp a_o_g_w) |
| test-contact-stable | c_p_o o_w_w       | q_0 q_1 t                                    | (StableObjContact c_p_o o_w_w) |
| test-surface-stable | o_p o_w_w       | q_0 q_1 t                                    | (StableSurfaceContact o_p_o o_w_w) |

(c) Samplers
impart the forceful operation to push-twist the cap through a variety of possible contacts: a grasp, fingertips, a palm or a grasped pusher tool. Correspondingly, we have a lifted operator for each of these contact types: grasp_twist, contact_twist, tool_twist. The operator contact_twist is parameterized by what end effector contact the robot is using, which we define as being either the fingertips or a palm.

The controller for the grasp_twist operator grasps the cap with the hand, forcefully pushes down while twisting the cap with the hand and then releases the cap. The controller for the contact_twist operator performs the same sequence only instead of grasping the cap, frictional planar contact is made. Likewise the controller for the tool_twist operator is the same sequence, but where a grasped tool is making and breaking contact with the cap. The trajectories are

| Action            | Preconditions                                                                 | Effects                                                                 |
|--------------------|-------------------------------------------------------------------------------|-------------------------------------------------------------------------|
| grasp_twist        | (AtConf a q₀) ∧ (HandEmpty a) ∧ (Cap a₀) ∧ (Bottle a₀) ∧ (AtPose a₀ p₀) ∧ (Fixtured a₀ w) ∧ (StableGrasp a₀ g₀ w) ∧ (StableJoints a₀ t w) ∧ (GraspPushMotion a₀ a₀ p₀ p w g₀ q₀ q₁ t) ∧ (- (TrajUnsafe a t)) | (Twisted a₀ w) ∧ (- (AtConf a q₀)) ∧ (AtConf a q₁)                     |
| contact_twist      | (AtConf a q₀) ∧ (HandEmpty a) ∧ (Cap a₀) ∧ (Bottle a₀) ∧ (RContact n) ∧ (AtPose a₀ p₀) ∧ (AtPose a₀ p₀) ∧ (ExtraWrench w w₂) ∧ (Fixtured a₀ w₁) ∧ (StableGrasp a₀ g₀ w₁) ∧ (StableJoints a₀ t w) ∧ (ContactPushMotion a n a₀ a₀ p₀ p w₁ w₂ q₀ q₁ t) ∧ (- (TrajUnsafe a t)) | (Twisted a₀ w) ∧ (- (AtConf a q₀)) ∧ (AtConf a q₁)                     |
| tool_twist         | (AtConf a q₀) ∧ (Cap a₀) ∧ (Bottle a₀) ∧ (PushTool a₀) ∧ (AtPose a₀ p₀) ∧ (AtPose a₀ p₀) ∧ (AtGrasp a₀ g₀) ∧ (ExtraWrench w₁ w₂) ∧ (Fixtured a₀ w₁) ∧ (StableGrasp a₀ g₁ w₁) ∧ (StableJoints a₀ t w) ∧ (ToolPushMotion a n a₀ a₀ p₀ p w₁ g₀ g₁ q₀ q₁ t) ∧ (- (TrajUnsafe a t)) | (Twisted a₀ w) ∧ (- (AtConf a q₀)) ∧ (AtConf a q₁)                     |
| remove_cap         | (AtConf a q) ∧ (HandEmpty a) ∧ (Cap a₀) ∧ (Bottle a₀) ∧ (AtPose a₀ p₀) ∧ (AtPose a₀ p₀) ∧ (Twisted a₀ w) ∧ (UncapMotion a n a₀ a₀ p₀ p a g t) ∧ (- (TrajUnsafe a t)) | (AtGrasp a₀ g) ∧ (- (AtPose a₀ p₀)) ∧ (- (HandEmpty a)) ∧ (Uncapped a₀ a₀) |

(a) Actions

| Derived Fact | Definition                                                                 |
|--------------|----------------------------------------------------------------------------|
|              | ((Fixtured o w) ∧ (HoldingFixedtured o w) ∨ (SurfaceFixedtured o w) ∨ (ViseFixedtured o w)) |

(b) Derived Facts

| Sampler              | Inputs            | Outputs      | Certified Facts                                                                 |
|----------------------|-------------------|--------------|--------------------------------------------------------------------------------|
| sample-wrench        | w₁                | w₂           | (ExtraWrench w₁ w₂) ∧ (Wrench w₂)                                             |
| plan-uncap-motion    | a a₀ a₀ p₀ g₀ q₀ t |              | (UncapMotion a a₀ a₀ g₀ q₀ t) ∧ (Conf q) ∧ (Traj t)                           |
| plan-grasp-twist     | a a₀ a₀ p₀ p₀ g₀ w| q₀ q₁ t      | (GraspPushMotion a a₀ a₀ p₀ p₀ g₀ w q₀ q₁ t) ∧ (Conf q₀) ∧ (Conf q₁) ∧ (Traj t) |
| plan-contact-twist   | a n a₀ a₀ p₀ p₀ w | q₀ q₁ t      | (ContactPushMotion a n a₀ a₀ p₀ p₀ w q₀ q₁ t) ∧ (Conf q₀) ∧ (Conf q₁) ∧ (Traj t) |
| plan-tool-twist      | a n a₀ a₀ g₁ p₀ p₀ w | q₀ q₁ t | (ToolPushMotion a n a₀ a₀ g₁ p₀ p₀ w q₀ q₁ t) ∧ (Conf q₀) ∧ (Conf q₁) ∧ (Traj t) |

(c) Samplers
generated by the samplers plan-grasp-twist, plan-contact-twist and plan-tool-twist respectively. Unsurprisingly, the implementation of the three samplers has a tremendous amount of overlap with small, parameterized differences. We use a Cartesian Impedance controller, detailed in Sec. A.1 to exert the forceful push and twist wrench for all three operators.

While the task requires that the robot exert a wrench \( w = (0, 0, -f_z, 0, 0, t_z) \), we allow contact_twist and tool_twist to sample a wrench that exerts additional downward force, i.e. \( w = (0, 0, -f_z^{++}, 0, 0, t_z) \) where \( f_z^{++} \) is a sampled value such that \( f_z^{++} > f_z \). If the bottle is being fixtures via \((\text{SurfaceFixtured} \ o \ w)\) this additional force increase the stability of the frictional contacts.

Like in the nut twisting domain, any operator that applies a forceful operation has preconditions that check the forceful kinematic chain constraint. Note that for the operators where the robot is exerting we the stability is evaluated with respect to this wrench.

For each of these operators, the bottle must be fixtured, which can either be achieved by using a second arm to grasp the bottle \((\text{HoldingFixtured} \ o \ w)\), using the frictional contact with the surface \((\text{SurfaceFixtured} \ o \ w)\) or using a vise \((\text{ViseFixtured} \ o \ w)\). Likewise if the operator is exerting we the fixturing is evaluated with respect to this. In this domain we slightly modify the formulation of \((\text{SurfaceFixtured} \ o \ w)\) to account for the fact that the additional force is made in conjunction with the push-twist operations.

We additionally add a lifted operator that removes the cap from the bottle, \( \text{remove\_cap} \), which is only feasible after we have used one of the push-twist operators. The controller for this operator grasps the cap with the hand and lifts the cap up.

**Appendix B.3: Vegetable Cutting Domain**

**Table 7** lists the lifted operator, derived fact and sampler that are specific to the vegetable cutting domain. The robot imparts the forceful operation to cut the vegetable by using a grasped knife.

We define one new operator: \( \text{slice\_cut} \). The controller for this operator makes contact with the vegetable via the grasped knife, exerts a downward force with the knife and then exerts a translational slice with the knife. These trajectories are generated by sampler plan-slice-motion and, like in the other domains, we use Cartesian Impedance control to exert the wrenches.

Since this operator involves two wrenches, the wrench of the downward force \( w_0 \) and the wrench of the translation slice \( w_1 \), the forceful kinematic chains must be stable with respect to both wrenches. Hence the preconditions evaluate the stability of the vegetable’s fixturing and the stability of the grasp on the knife for \( w_0 \) and \( w_1 \).

In this domain the vegetable must be fixtured, which can be achieved either by using a second arm to grasp the vegetable \((\text{HoldingFixtured} \ o \ w)\), using the frictional contact with the surface \((\text{SurfaceFixtured} \ o \ w)\) or using a vise \((\text{ViseFixtured} \ o \ w)\).