Algorithm source codes generation for ensuring N-version software diversity
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Abstract. Diversity is one of the fundamental principles for N-version software development. The development of redundant versions can significantly improve the reliability of software, but it is more time and labour consuming. Business and manufacturing require a higher level of software reliability. The task of reducing the lead-time and cost effectiveness becomes more important when developing N-version software for such industries. It is proposed to use automatic source code generation to create N-version software. The use of domain-specific language for the intermediate representation of the algorithm simplifies code generation in the target programming language. The authors discuss a new conceptual model of two-step code translation for N-version software. The proposed approach will simplify the process of N-version software development and reduce the number of required resources. The paper contains an example of C code generation as a target programming language, using flowcharts as a graphical representation of the source algorithm. The described approach is intended for use in safety-critical industries.

1. Introduction

Nowadays software engineers and designers use visual programming languages to create software, including N-version one, by manipulating graphical elements [1-3]. Special development environments, debuggers, and translators have been developed for visual programming languages [4-7].

At present, a great number of practical tasks in the field of software have been efficiently solved. Moreover, the problems are often solved with the help of the existing well-known algorithms that need only some modification to be applied for a specific task. Moreover the demand for high quality software solutions satisfying the users’ needs with minimum lead-time and cost effectiveness is increasing with the ever-growing pace of life and development of new technologies.

Modern software engineering practices the development of domain-specific programming languages to solve specific practical problems and describe the domain objects. To develop complex domain-specific languages, specialized tools are used [8, 9]. Visual languages such as flowcharts and UML activity diagrams have been developed and widely used to describe software algorithms [10, 11]. At the same time, there is no full-fledged unified application-oriented symbolic (text) language for the description of program algorithms.
With the language intended for practical application it will be possible to introduce a uniform system of software algorithms created with different visual languages, using their various notations. It will be possible to use a single code generator tool for the algorithm described in the target programming language, instead of selecting a specific code-generator tool for a particular diagram. In turn, this will significantly speed up the development of software, N-version software in particular, since considerable time and resources are spent to develop various versions of software units, which should only differ in the way of implementation, for example, the algorithm used to solve a very specific problem.

2. Domain-specific programming language designed to describe algorithms

At the first stage of development we chose flowcharts to record the program algorithm as a visual language used to generate the code in a domain-specific language. This choice was due to the use of technical standardization of graphical symbols, which is important to eliminate the ambiguity in understanding and drawing the elements of the flowchart.

The following requirements are imposed to the intermediate representation of the algorithm in a domain-oriented language:

1) it should be easy to understand for people;
2) it should be well formalized;
3) it should be well-defined;
4) it should be easy to create an algorithm based on graphical representation.

Since the representation of data in XML format meets all the requirements above we chose it as an intermediate representation of the algorithm.

Each symbol is assigned to an element (tag) with its name translated into English. Depending on the properties of the graphic element each tag may have a certain set of attributes and / or a certain number of descendants (tags attached). Based on these provisions we created an object-oriented language for the intermediate representation of XML-based software algorithms.

It is difficult to use the intermediate representation of the software algorithm created with special flowchart-based software directly to generate code in the target language. Therefore, the XML representation is broken down into a sequence of strings, or tokens. We split the set of tokens into disjoint subsets (token classes) [4].

The domain-specific language translator uses the traditional scheme of interaction between the syntax parser and lexical scanner, when the parser asks for the next token from the scanner. The task of parsing is to build the syntactic structure of an XML document for the subsequent generation of program code in the target programming language. The syntactic structure of the document is built by defining the derivations (if any) of a specific language construct. The given grammar is used for this purpose. More clearly the process of code generation in the target programming language from a flowchart is shown in Figure 1. For simplicity Figure 1 does not show the interaction between the translator and its environment.

3. An example of code generation in C

As an example we consider the generation of C program code for finding an extremum with one of the optimization methods - the Uniform Search method. The flowchart for code generation is shown in Figure 2. It should be noted that Figure 2 shows the enlarged flowchart of the algorithm.

Based on the flowchart (Figure 2), an intermediate XML representation is created in a domain-specific language, as shown in Listing 1. Listing 2 shows the program code in the target C programming language.

Thus, we can see that the intermediate code in a domain-oriented language is simple and clear both for people and automated parsing tools due to its formalization and statefulness.
The source code of the program in the target programming language, in this case in the C language, is provided in a readable form, which makes its modification possible if necessary.
<?xml version="1.0" encoding="UTF-8"?>
<version id="0">
  <docAuthor id="1">Gruzenkin Denis et al.</docAuthor>
  <algorithm id="2">
    <algorithm_name id="3">Uniform search algorithm</algorithm_name>
    <preparation_process id="4">
      <modified_commands id="5">
        <modified_command id="6">a0</modified_command>
        <modified_command id="7">b0</modified_command>
        <modified_command id="7">N</modified_command>
      </modified_commands>
    </preparation_process>
    <start_loop_process id="8">
      <condition id="9">
        <modified_commands id="11">
          <modified_command id="12">i=1</modified_command>
        </modified_commands>
      </condition>
    </start_loop_process>
    <condition id="13">
      <modified_commands id="15">
        <modified_command id="16">i=i+1</modified_command>
      </modified_commands>
    </condition>
    <condition id="17">i&lt;N</condition>
  </process id="18">x(i)=a0+i*(b0-a0)/(N+1)</process>
  <stop_loop_process id="8"></stop_loop_process>
  <start_loop_process id="19">
    <condition id="20">
      <modified_commands id="22">
        <modified_command id="23">i=1</modified_command>
      </modified_commands>
    </condition>
    <condition id="24">
      <modified_commands id="26">
        <modified_command id="27">i=i+1</modified_command>
      </modified_commands>
    </condition>
    <condition id="28">i&lt;N</condition>
  </start_loop_process>
  <predefined_process href="function.c" id="29">
    <operations id="30">
      <operation id="31">f(i) = function(x(i))</operation>
    </operations>
  </predefined_process>
  <stop_loop_process id="19"></stop_loop_process>
  <preparation_process id="4">
    <modified_commands id="5">
      <modified_command id="7">fxk</modified_command>
    </modified_commands>
  </preparation_process>
</algorithm>
Listing 1. XML representation of the Uniform search algorithm.

```xml
<modified_commands>
  <preparation_process href="function.c" id="29">
    <operations id="30">
      <operation id="31">fxk = min(f(xk))</operation>
    </operations>
  </preparation_process>
  <predefined_process id="4">
    <modified_commands id="5">
      <modified_command id="7">x_ = fxk</modified_command>
    </modified_commands>
  </preparation_process>
</modified_commands>

Listing 2. The program code of the generic algorithm in the target language C.

```c
void main()
{
  float a0;
  scanf("%f", &a0);
  float b0;
  scanf("%f", &b0);
  int N;
  scanf("%d", &N);
  int* f= (int*) malloc(N * sizeof(int));
  int* x= (int*) malloc(N * sizeof(int));
  for(int i=1;i<=N;i=i+1)
    x[i]=a0+i*(a0-b0)/(N+1);
  for(int i=1;i<=N;i=i+1)
    f[i]=function(x[i]);
  fxk=min(f);
  float x_; 
  x_=fxk;
  free(x);
  free(f);
}
```

4. Conclusion
Currently, there are a number of tools for code generation in various target programming languages, both from flowcharts and UML diagrams of various types. A distinctive feature of the approach proposed in this paper is the concept of two-step code generation in the target programming language using intermediate representation in the domain-specific language to describe algorithms. With such approach, it is possible to control the code generation process and to generate the code using several algorithms simultaneously in several target programming languages. This concept can be applied for the creation of N-version software in order to diversify unit versions at the level of algorithms and the languages of implementation.
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