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Abstract.
Advanced reservation has been used in grid environments to provide quality of service (QoS) and to guarantee resources available at the execution time. However, in grid subtypes, such as opportunistic grid computing, it is a challenge to provide QoS and guarantee of availability of resources. In this article, we propose a new advanced reservation approach which offers to a user the possibility to select resources in advance for a future utilization. Therefore, the main goal of this proposal is to offer a best effort feature to a user from an opportunistic configuration. In these types of environments, it is not possible to provide QoS, because, usually, there are no guarantees of resources availability and, consequently, the execution of users’ applications. In addition, this research work provides a way to organize executions, what it can improve the scheduling and system operations. Experimental results, carried out through a case study, shown the efficiency and relevance of our proposal.

1. Introduction
In recent years we have seen increasing use of supercomputers to execute applications which require high performance computing [1]. On the other hand, personal computers have increasingly computational power to, often, execute simple applications. In the face of this scenario, to cluster these devices, as opportunistic configurations, has become a widely paradigm used (and required) by industrial and academic communities. Opportunistic grid configurations are a sub-type of environment, which utilize idle computational resources from personal machines, companies and laboratories, to form, dynamically, a computational grid [2]. Examples of middleware for opportunistic grid are the projects: SETI@home [3], BOINC [4] and InteGrade [5].

Opportunistic systems can be characterized as meta-schedulers, because they receive requests from users and scheduling their applications to different local schedulers. However, these execution requests of tasks are, usually, randomly and disorderly. In other words, requests may not exist for long periods and then a system receives several requests. This scenario illustrates that in any system can become hard to process users’ requests.

This article presents a proposal of an implementation of an advanced reservation of resources to opportunistic grid environments. The advanced reservation concept can be understood as the ability to user to reserves resource in advance to be used at specific time in the future.
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Resources commonly reserved are: CPU and amount of memory, disk space and links [7]. The InteGrade project was utilized as a middleware to opportunistic grid, where we added our contribution.

This proposal comprises an implementation of an additional module in the InteGrade architecture which enables users to request resources in advance. The main goal is to offer to user a best effort, once is not possible to guarantee QoS, due to dynamism of the environment. In addition, our proposal aims to improve the applications scheduling, in looking for an advanced reservation slot, somehow, organizes executions, once the applications will be organized in queue, waiting for the beginning of the execution.

The proposal was evaluated through a case study which simulates the module behavior. Experimental results show the efficiency of the mechanism and a best effort offered to user.

This article is organized as follows: section 2 provides a review related to the concepts of co-scheduling, co-allocation and co-reservation to build a meta-scheduler while section 3 presents related works. Section 4 describes the proposed architecture. In section 5 the implementation is simulated through case study. Section 6 concludes the article and suggests some future works.

2. Co-Scheduling, Co-Reservation and Co-Allocation

Meta-schedulers are characterized by receiving requests from users and schedule applications to local cluster scheduler. They also have the function of orchestrate multi-cluster configurations [8]. The use of advance reservation in multi-schedulers requires efficient algorithms to co-scheduling, co-reservation and co-allocation.

2.1. Co-Scheduling
Scheduling determines where and when jobs are executed and how many resources will be allocated. Co-scheduling can be understood as the ability to schedule jobs to execute at the same time at different processing nodes [8]. There are two types of co-scheduling [9], Gang and Loosely.

- Gang: schedule process of a job at the same time at different allocated nodes or processors to this job.
- Loosely: originated from NOW (Network of Workstations) environments, seeks to solve the problems to scheduling serial and parallel workload together. This approach is based on the local scheduling and on communication organization of the involved nodes.

2.2. Co-Reservation
The co-reservation function is characterized by the coordination use of cluster resources in sequence as a grid configuration [8]. Usually are adopted timeslot tables to show the percentage of available resources allocated during a determinate period of time. These tables help to control current allocations and future reserves [10]. Figure 1 shows an example of timeslot table with As representing current allocations and Rs as future reservations.

2.3. Co-Allocation
Co-allocation can be defined as the simultaneous use of grid resources through multi-clusters [8]. According to Netto and Buyya [7], co-allocation is the resource allocation process from multiple administrative domains in a coordinated.

3. Related Research Work
In this section, we present some related works that present some related characteristic related to our research.
Advance reservation of resources method presented at Ferreira and Dantas [11] research work enables user to reserve resources between different clusters in a multi-clusters environment. The proposal uses semantic integration of multiple ontologies to match users requests with description of the system configurations. Furthermore, it includes fuzzy logic to control the distribution of tasks among clusters, since applications are subdivided into tasks and it can be executed in several clusters.

Sulistio et. al. [12] present a data structure based on Segment Tree and Calendar Queue, to provide efficiently management of advance reservations. This data structures, named as GarQ (Grid advanced reservation Queue), found available nodes, add requests and delete existing reservations efficiently and quickly, as shown by the experimental results. Furthermore, The authors have developed a mechanism to search for free time intervals closest to the requested reservation, if it was reject before.

Melo Martins et. al. [13] research presents a management mechanism design to opportunistic grid computing environments to handling the execution of applications with time deadlines set by users during their submission in the system. This mechanism is based in dynamic scheduling and re-scheduling and it was developed to execute in InteGrade middleware. In additional, the research proposal uses the advanced reservation mechanism to reserves the choose node to execute the submitted application if the node is busy, in other words, executing other application. As experimental results the authors carried out simulations in different opportunistic computing scenarios.

4. Proposal
In this section, it is presented our proposed architecture which provides an advanced reservation for opportunistic environments. Since grid environments are dynamic, an advanced reservation feature becomes important aspect, because it improves the scheduling process from an application [14], once the scheduler will know in advance when and, perhaps, where an application will be executed and an availability of resources for applications.

Researches such as [15] and [16]have the objective to reach the quality of service (QoS) in grid environments using advanced reservation. The main goal of these works is to guarantee that the resources will be available at some time in the future. In contrast to these proposals, our research work aims to achieve the best possible quality of service, once we are developing a proposal for an opportunistic environment. In other words, our proposal does not guarantee the availability and, therefore the application execution. Nevertheless, our proposal is relevant since we seek to improve both usability of the system to a user, as to organization and operation of the system.

The InteGrade project [5] was employed to develop our proposal. InteGrade is an opportunistic grid computing middleware whose purpose is to use idle computing capacity of workstations, academic laboratories and personal computers to execute applications which require high performance computing [17]. Its main goal is to offer to grid users high performance computing without degrading the performance of their machines, always prioritizing the
execution of local applications. The InteGrade was chosen for the development of this research because no advanced reservation exists in its basic architecture, it is a project developed through the partnership between Brazilian universities. Furthermore, it has open source and easy access, and the availability of efficient support.

4.1. InteGrade

Currently, InteGrade executes three types of applications [18]:

- **Sequential Applications**: single applications, with only one executable binary which require only one node to execute.
- **Parametric or Bag-of-Tasks Applications**: several application copies are distributed to different cluster’s nodes. Each copy processes different sets of parameters and input files independently of the data of the others nodes.
- **Parallel Applications**: parallel applications in the InteGrade are based in BSP and MPI models.

The basic architecture of InteGrade grid is a cluster, in other words, a set of machines connected to a local network and organized hierarchically [18]. Figure 2 shows the major components of the InteGrade cluster. Each cluster has a Cluster Manager node which is responsible for the application scheduling and the storage information of each node belonging to the cluster. It has a set of nodes which offers computing resources to the cluster, named Resources Provider nodes. Furthermore, the cluster has User Nodes in which user can submit application to execution without provide their resources to the cluster.

The InteGrade architecture is composed of modules which they are responsible for cluster operation. The modules, depicted in Figure 2, are:

- **ASCT - Application Submission and Control Tool**: it is a friendly graphical users interface which enable user to submit applications to the cluster [17]. Users can specify hardware requirements and software platform, and monitor their application execution.
- **LRM - Local Resource Manager**: it is executed each cluster node. It collects information about the node status, such as memory, disk, CPU and network utilization. This information is send periodically to the GRM. It is also responsible for instantiating and executing applications schedule to its node.
- **GRM - Global Resource Manager**: it is a manager cluster. GRM receives information collected by LRM about quantity and availability of resources belonging to the cluster, and it uses them to scheduling applications. It is responsible to communication with GRMs of others clusters.
• **AR - Application Repository:** storage applications which are submitted by the ASCT to be executed later in the cluster.

• **EM - Execution Manager:** maintains information about applications submitted to cluster, such as submission and execution state, input and output parameters [18].

• **LUPA - Local Usage Pattern Analyzer:** it executes each cluster node and establishes usage pattern through analysis of resources use [19]. These patterns are used to predict idle period of the node and improve the applications scheduling.

### 4.2. Proposed Architecture

To enhance the InteGrade architecture, we proposed an advanced reservation of resources (ARR) module. This module enables users to require a reservation in advance resources from a cluster to be used in the future. The Figure 3 shows the insertion of the ARR module in the Cluster Manager in order to maintain the basic structure of InteGrade.

The ARR is composed of service modules which are responsible for its operation. These modules are: Reservation Service, Execution Service and Notification Service.

The Reservation Service deals with the management of reservation request. In other words, it verifies if there is a free time interval and reallocates the reservation if an interval requested is not available. To reach this goal, the service receives from User Node information necessary for executing an application, originally provided by InteGrade. Examples are: application type (sequential, parametric or parallel), quantity for resources to application execution, identification of application in the Application Repository and the information relating to advanced reservation and stored them in the database. The information required to advanced reservation is:

- **start-time:** execution start time;
- **end-time:** execution end time;
- **user:** user name to handle stored reservations;
- **email:** user e-mail to notifications.

The Execution Service is responsible for requesting the beginning of application execution. Then, the service searches the execution information in the database and sends it to Cluster Manager which starts the procedures to application execution.

The Notification Service warns users, by e-mail, when the process failure or in the initialization or completion of application execution.

The following section shows the application execution process in InteGrade using the Advanced Reservation of Resource module.
4.3. Execution Process

The execution process starts when user registers the application on AR. Then, user can choose between immediate and scheduled execution. Both for immediate execution and for scheduled execution, user specifies information such as quantity of resources to execution, application type (sequential, parametric or parallel) and input files. When user chooses scheduled execution, it is necessary, additionally, to specify information such as start execution time, end execution time and e-mail.

In the next step, user submits the execution scheduled request. At this moment, the ASCT sends information regarding the resource specifications to GRM. This module searches for nodes, in the cluster, which match with the resource requested by user. If the resources do not exist, user is notified by the ASCT. Otherwise, the ASCT sends the information regarding reservation to the Reservation Service. Then, the module verifies in the database whether there is, or not, reservation in the requested period. If there is not, the reservation is successful. Otherwise, the Reservation Service suggests an available period of time closest to the specific what it can be accepted or not. Upon the specification of period, the information regarding the resources, application, reservation and input files is stored in the database and the reservation is successful.

When executing the application, the Execution Service retrieves the information regarding the resources, in the database, and sends it to the GRM. The GRM verifies whether the node previously selected is still available to application execution. If the node still to belong to the cluster, though it is executed an application, the GRM saves the application status and verifies if there are in the cluster other available nodes to complete the execution. This occurs because we assume that a scheduled execution takes priority over immediate execution. In case of the node does not belong to the cluster, the GRM verifies whether there are other nodes with characteristics which match with user’s requirements.

After selecting the node, the GRM sends an execution request to LRM of the candidate node. At this point, the LRM verifies, if indeed, the node has available resources. This procedure is necessary because the GRM maintains an approximate vision of the availability of nodes resources belonging to the cluster. If the node has not available resources, the LRM notifies the GRM which searches, again, for candidate node. However, if the candidate node is available, LRM requests the application to the Application Repository, it requests to Execution Service the input files and it executes the application. The LRM sends a notification of acceptance and after the completion of the execution to the Notification Service which notifies user through e-mail.
Table 1. Characteristics of machines

| Machine | Quantity of Memory (MB) | Quantity of CPU |
|---------|-------------------------|-----------------|
| node 1  | 3072                    | 1               |
| node 2  | 4096                    | 1               |
| node 3  | 2048                    | 1               |

Table 2. Reservations stored in the database

| User | Start Time | End Time | CPU Usage (%) |
|------|------------|----------|---------------|
| A    | 09:00am    | 11:00am  | < 70          |
| B    | 12:00pm    | 02:00pm  | < 50          |
| C    | 06:00pm    | 07:00pm  | without specifications |
| D    | 12:00pm    | 02:00pm  | < 50          |

| Free Memory (MB) | Application Type | Reserved Node |
|------------------|------------------|---------------|
| ≥ 2000           | Parametric       | node 2        |
| ≥ 1024           | Sequential       | node 3        |
| without specifications | Parallel     | node 1        |
| ≥ 1024           | Sequential       | node 2        |

5. Experimental Results

In this section, we tested our proposal through of a case study which illustrates the InteGrade behaviour with the implementation of Advance Reservation of Resources module.

5.1. Environment

The cluster environment is composed of one Cluster Manager (GRM) and three Resources Provider (LRM). The Table 1 describes the quantity of memory of each LRM that belong to the cluster.

The GRM implements a heuristics to the alternation of the nodes which will meet the requisitions. The goal is to prioritize nodes which do not received requisitions recently, thereby the GRM minimizes the possibilities of the requisitions be sent to the same node [20]. The Table 2 shows the reservations stored in the database.

Although user to provide resources specifications in the reservation request, the reservation module reserves the selected node, instead of the resources. The goal of this method is to have no more than one reservation per node what would overload it.

5.2. Case Study

In this subsection we present a case study that simulates the system behavior with conflicts of the new reserves. The Table 3 presents four requests to be carried by four users.

The reservation request of user G is accepted without restrictions, once there is not reservation with the same period stored in the database. Then, in this case, the node 3 is reserved. The reservation request of user E is at the same time of user B, but it is accepted. This occurs because the environment is composed of three nodes there is still the node 1 available at this time. Then, the node 1 is reserved to user E.

On the other hand, reservation of user F is refused by the system because the period between 12:00pm and 02:00pm all nodes are reserved. Therefore there would be no sufficient resources to satisfy user F request. To solve this problem, the Reservation Service offers the reallocation of reservation to user. In this case, the module suggests the period between 03:00pm and 05:00pm, in other words, the free time interval closest to the one chosen by user. If user accepts the
Table 3. Reservations requested by users

| User | Start Time | End Time | CPU Usage (%) |
|------|------------|----------|---------------|
| G    | 08:00pm    | 09:00pm  | < 50          |
| E    | 12:00pm    | 02:00pm  | < 70          |
| F    | 12:00pm    | 02:00pm  | < 70          |
| A    | 10:00pm    | 11:00pm  | < 70          |

| Free Memory (MB) | Application Type |
|------------------|------------------|
| > 2300           | Parallel         |
| > 1024           | Sequential       |
| > 1024           | Parallel         |
| > 1024           | Parametric       |

Figure 5. Timeslot table

suggestion, the node 2 will be reserved. The reservation request of user A is not accepted, since this user already has a reservation stored in the database. We adopt as a rule, that only one reservation can be stored in the database per user, this procedure avoids an only user reserves several periods of time and precludes the use of this mechanism by other users of the cluster.

As result, the Figure 5 shows the reservation allocation through timeslot table. The execution queue is sorted, firstly, by start time and then by request order.

6. Conclusions and Future Works
In this article, it was proposed an architecture which consisted in an approach of advance reservation of resources in opportunistic grid computing environments. The main goal was to improve applications scheduling and to provide a best-effort feature to users. The proposal was developed using the InteGrade project opportunistic grid computing middleware.

Therefore, a review from the InteGrade architecture was presented. In a second moment, it was presented the proposal and its operation with the InteGrade. It was, also, demonstrated an execution process of an application, when a user chose a scheduled execution. The approach was evaluated successfully through case study, where an InteGrade simulation behavior was executed in a real environment, where the combined configuration used an advanced reservation.

As a future work we intend to add in ARR module a service which manipulates the information collected by LUPA about usage patterns of each node and it generates idle periods prediction of entire the cluster to help users in the chosen the most appropriated period to execute their applications.
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