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Abstract—In this work, we explore the class of Ethereum smart contracts called the administrated ERC20 tokens. We demonstrate that these contracts are more owner-controlled and less safe than the services they try to disrupt, such as banks and centralized online payment systems. We develop a binary classifier for identification of administrated ERC20 tokens, and conduct extensive data analysis, which reveals that nearly 9 out of 10 ERC20 tokens on Ethereum are administrated, and thereby unsafe to engage with even under the assumption of trust towards their owners. We design and implement SafelyAdministrated—a Solidity abstract class that safeguards users of administrated ERC20 tokens from adversarial attacks or frivolous behavior of the tokens’ owners.
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I. BACKGROUND AND DEFINITIONS

The role of human in smart contracts is gaining more attention [1]. The person who deploys a smart contract does not receive any privilege or ownership by default. If an Ethereum smart contract needs an owner, administrator, or another privileged user, this functionality must be explicitly implemented by the developer [2]. If this governing functionality is not implemented, or if the implemented special role is purely symbolic, such as ownership without any significant power, then we call such smart contracts effectively ungoverned. If a smart contract that is not effectively ungoverned, we call it administrated. Another popular smart contract, the TetherUSD stablecoin token, is an example of an administrated token. This token implements a special user role, called owner, which possesses a real privilege that is not available to other users. For example, the owner of the token can create for themselves an arbitrary number of tokens, such as the TetherUSD's issue() function in Fig. 1. Since the market value of stablecoins is pegged to a fiat currency, United States Dollar in this case — it would be fair to call the issue() function of this token the owner’s personal dollar printing machine.

II. SMART CONTRACTS AND ERC-20 TOKENS

Therefore, when it comes to smart contract management, all smart contracts are partitioned into two major groups: the aforementioned administrated smart contracts, and effectively ungoverned smart contracts [3] (see Fig. 2). Note that administrated smart contracts is not the same as the popular implementation of ownable smart contracts. An ownership may be purely symbolic, without granting the owner of the smart contract any impactful privilege. As a result, an ownable smart contract may or may not be administrated. This work focuses on the most popular smart contract type — fungible ERC-20 tokens, which allow to represent an accountable value, such as digital currencies, gift card balances, reward points, printing quotas, and so on. ERC-20 tokens can be administrated or effectively ungoverned, ownable or not. In this research, however, we focus on the administrated ERC-20 tokens. Specifically, we pursue the goal of addressing the security issues of Administrated ERC-20 tokens, thereby introduce a new subset of these tokens called Safely Administrated ERC-20 tokens.

III. TRADITIONAL FINANCIAL SERVICES versus ADMINISTRADED ERC-20 TOKENS

Let us juxtapose administrated ERC-20 tokens with traditional financial services. These traditional financial services come in a variety of forms, such as banks, online payment systems, and major credit card providers. Unlike that, ERC-20...
tokens are all deployed on the same Ethereum blockchain. The traditional financial services are established businesses. Unlike that, administrated ERC-20 tokens are 100% online services that can be created by anyone. Traditional services are subject to strict government oversight, while the Administrated ERC-20 tokens are poorly regulated. Traditional financial services often operate upon a hierarchy of executives, managers, and supervisors, which is different from administrated ERC-20 tokens, in which the owner of the privileged private key has an omnipotent power. Even if someone within the structure of the traditional financial services abuses their power, the scope of damage is rarely detrimental. Unfortunately, the administrator of an ERC-20 token can easily steal all the money and disappear. If a traditional financial service is attacked from outside, it normally affects only a small portion of the business, and insurance often covers the damage. With administrated ERC-20 tokens it is not the case: whoever steals the administrator’s private key gets an enormous power. Thus, we can see the following paradox: the decentralized permissionless nature of Ethereum public blockchain does not automatically guarantee that all the smart contracts deployed on this blockchain are decentralized and permissioned as well. Specifically, we clearly see that the Administrated ERC-20 tokens exhibit a highly centralized power structure and they are practically less safe than the traditional financial services they are trying to disrupt.

IV. ADMINISTRA Ted ERC-20 PATTERNS

A. Self-Destruction

One popular administrated pattern is self-destruction, in which a privileged user invokes the SELFDESTRUCT procedure, which permanently blocks any incoming transaction to the smart contract. Most importantly, this procedure transfers any outstanding contract balance to the caller of the function, which is the privileged user.

B. Deprecation

Another administrated pattern is smart contract deprecation, as exemplified in Fig. 4. Once a smart contract is deployed, its code cannot be modified. The developer cannot directly upgrade a smart contract to address a security vulnerability, fix a bug, or introduce a new feature. To bypass this limitation, the developers of smart contracts implement the functionality in which the privileged user declares the current smart contract as deprecated or obsolete, which forces the current smart contract to redirect all the calls to the respective functions of the upgraded smart contract. Unfortunately, these new functions in the upgraded smart contract can have any code. Therefore, the current deprecation scheme effectively allows the privileged user to inject any arbitrary code in the smart contract.

FUNCTION kill() public onlyAdmin {  
  selfdestruct(payable(msg.sender));  
}

Fig. 3. Example of the self-destruction administrated pattern.

FUNCTION deprecate(address _upgradedAddress) public onlyOwner {  
  deprecated = true;  
  upgradedAddress = _upgradedAddress;  
  Deprecate(_upgradedAddress);  
}

Fig. 4. Example of the deprecation administrated pattern.

FUNCTION setFee(address to) public onlyOwner {  
  fee = to;  
}

Fig. 5. Example of the change of address administrated pattern.

C. Change of Address

In addition to standard Ethereum gas fees, many contracts are designed to charge additional service fees for performing operations with the smart contract. The fees are normally transferred by the smart contract to an address that the privileged user of the smart contract explicitly specifies during the deployment of the smart contract or any time later. However, in our previous work, we demonstrated several attacks that exploit the fee charging functionality and trap clients’ funds in the smart contract. For example, if the new fee address is a non-payable smart contract (see Fig 5), the entire transaction involving fee transfer may revert, not allowing users to withdraw their previously deposited funds.

D. Minting and Burning

Two more common administrated patterns are minting and burning (see Fig 6), in which the privileged user can create or destroy at their will an arbitrary number of anyone’s tokens. This is by far too much power for a single account.

FUNCTION mint(address account, uint amount) public onlyOwner {  
  _mint(account, amount);  
}

FUNCTION burn(address account, uint amount) public onlyOwner {  
  _burn(account, amount);  
}

Fig. 6. Example of the minting/burning administrated patterns.
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