Requirements Re-usability in Global Software Development: A Systematic Mapping Study
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Abstract. In global software development, requirements re-usability is a common practice which ultimately helps to maintain project quality and reduce both development time and cost. However, when a large-scale project is distributed, there are some critical factors needed to be maintained and managed for reusing requirements and it is considered a challenging job to interrelate the requirements between two identical projects. In this study, we have pointed out 48 challenges faced and 43 mitigation techniques used when implementing requirements re-usability in global software development projects among distributed teams. The challenges distributed teams frequently encounter can be divided into three considering issues as Communication, Coordination and Control of distributed teams in global software development. The results from this study can be used to plan development strategies while reusing requirements in distributed manners.
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1 Introduction

Software engineering is a knowledge heightened work and this knowledge makes the software industry decline their cost in both helping co-located and distributed projects [2]. Close to these, practitioners in like manner get different sorts of methodology to constrain the cost of distributed projects. Regardless, distributed development as frequently as conceivable experience customary issues, for instance, communication, coordination, and control. Notwithstanding, software organization can be benefited by blending both of the advantages of agile and distributed software development, for instance, visit up close and personal interest, powerful correspondence, and client joint effort [57,58,63].
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In software development, the concept of re-usability helps the practitioners to reduce both cost and time. Requirement re-usability deals with efficient reuse of requirements and different software artifacts which help to minimize development cost and time [29]. Reliability of any product can also be increased by successfully applying the knowledge of previous projects. For reusing any requirements or software artifacts, some factors like cost of reuse, usefulness and quality of the reusable components need to be considered [18]. It is encouraged in [65] for agile development to use of reusable artifacts (e.g. design frameworks, patterns) where development costs will be reduced and the quality will be increased. Requirements reuse in a distributed system is used to increase system productivity, reliability, quality, to decrease system development sprint and to maintain consistency between two identical systems. In fact, development teams reuse requirements to reduce bug or error, and to maintain efficiency in a system. Hence, when it is a large-scale and distributed system, there are some critical factors are needed to be maintained and managed.

In a prior work [29], we have used survey study to pointed out requirement re-usability challenges and mitigation approaches in global software development. Using the semi-structured interview technique, 14 challenges and 10 mitigation approaches were splitted into three categories in respect of communication, coordination, and control. From that we are motivated to identify the challenges and mitigation techniques are stated in literature. We were driven by the following research question:

- What are the requirements re-usability challenges and mitigation techniques in distributed large-scale agile projects reported in the up-to-the-minute?

The remaining sections of this paper is structured as follows. Related works are presented at Sect. 2. In Sect. 3, the overall research methodology is described which is followed by results and analysis in Sect. 4. Discussion and conclusion are furnished in Sect. 5 and Sect. 6 respectively.

2 Related Work

Most of the studies have been claimed that requirement re-usability is a challenging job and practitioners face lots of challenges to reuse requirements in distributed and large-scale agile software development projects [11,14,28,61]. Different literature also stated that, software organizations face lots of problem if any changes occur in customer requirements or in technology. These changes result increase of project budget, slowing down the productivity, customers’ dissatisfaction and lacking in professional behaviour among development team [5,24,51,60]. Successfully adaptations of reusable artifacts is not also fitted in agile development due to poor documentation and management of knowledge, experience, decisions and poor architecture [10,24]. In a study [1], it is shown a technique how to refactor software codes to reduce time and accelerate development.
A survey on requirement reuse conducted by Chernak, Y. [9], defined that, some participants of the survey were explaining some contradictory factors for instance maintenance cost of the project, resemblance of applications, existing requirements’ quality and structure, and the level of abstraction at the time of reusing requirements. Those challenges arise at the time of distributed agile software development alongside with the customers’ dissatisfaction while reusing requirements from any preceding similar projects [27]. Moreover, in different literature authors reported that, reuse of requirements is challenging due to many unknown requirements, external and internal forces, chances to miss important requirements, incomplete understanding, inconsistency or fault at the moment of person to person communication, sharing resources or pair programming, psychological impediments and knowledge reuse [6,51,70].

To improve product characteristics through requirement reuse, some well-known mitigation approaches adopted by the practitioners to overcome these challenges. For example, *Software Product Line Engineering (SPLE)* approach use to reduce time-to-market at reusing software components for a similar project, and that also reduce reuse overhead ratio or ratio of the reused asset integration effort to total development assets [9,47,48]. However, Wehrwein, B et al. [69] also sorted out some efficient re-usability approaches such as reusing design pattern, software architecture for component based, aspect oriented or service oriented software development, application framework, legacy system wrapping, Commercial off-the-shelf (COTS) integration, program libraries. These approaches help to increase productivity and effectiveness of development team, and reduce operational cost.

3 Research Methodology

3.1 Systematic Mapping Study

In this research, we have used systematic mapping study [37] as a research methodology to identify the current status of evidence reported in our research area and find out the literature ratio in related field. Systematic mapping studies reduce biasness of research, and also mitigate time and cost. To perform a systematic mapping study, we adopted following steps mentioned in [30,54]. Figure 1 represents the overall research methodology we have followed in this work.

**Step 1: Define Research Questions (Research Scope).** The research question is mentioned as one of the key factors of conducting systematic mapping study in [8]. This is essential to point out the related works and evidence according to research goal. For conducting this research, we stipulated our research question (RQ).

**Step 2: Formulate and Execute Search Strings (All Studies).** The search strings were drawn up according to intervention and scope area. Search string is used to identify primary studies from different digital sources or databases. For
performing this step, first we have defined our search strategy to specify terms to be searched, searching process and resources where to search. Then we have formulate the search strings and execute those in different sources.

- Search Strategy
  - Searching terms were recognized by going through titles, abstracts and keywords of different studies.
  - Relevant papers were considered by forward and backward snowballing.
  - Lexicons are used to generate synonyms of keywords.
  - Boolean operators are used to formulate search strings.

- Search Strings
  - (“Requirements re-usability” OR “reusable requirements”) AND (“Distributed” OR “dispersed”) AND (“Agile” OR “scrum” OR “XP”) AND (“Large-scale”) AND (“Challenges” OR “Obstacles”)
  - (“Requirements re-usability” OR “reusable requirements”) AND (“Distributed” OR “dispersed”) AND (“Agile” OR “scrum” OR “XP”) AND (“Large-scale”) AND (“Mitigations” OR “Resolution”)

- Scientific Databases
  We have chosen five different scientific data sources for executing the searching and set the time range between 1995 and 2020.
  - IEEE Xplore
  - Association for Computing Machinery (ACM)
  - Scopus
  - Science Direct
  - Springer

1 https://ieeexplore.ieee.org/Xplore/home.jsp.
2 https://www.acm.org/.
3 https://www.scopus.com/.
4 https://www.sciencedirect.com/.
5 https://www.springer.com/gp.
Step 3: Screen of Papers for Inclusion and Exclusion (Relevant Papers). Inclusion and exclusion criteria helps to include or exclude the studies according to relevant studies those relating with research area and question [52,54]. After applying inclusion and exclusion criterion at the end, we have finalized 52 papers out of 6832 papers in this research (See in Fig. 2). The following steps were followed to perform screening relevant papers.

- At first, we have picked only the papers which were written in English and only the peer-reviewed ones.
- For avoiding duplicate papers, we have used Mendeley\(^6\). It is one of mostly used online reference management systems.
- The researcher go through the abstracts and titles to identify relevant studies. In some cases, introduction and conclusion section are also considered for inclusion and exclusion process while abstracts and titles are not clear enough.
- We have excluded all the papers of which we have found no digital copies.

![Fig. 2. Study results](image)

Step 4: Develop Classification Scheme (Key-wording). Key-wording helps to achieve aim and objective in a targeted point [54]. We have used this step to get an overall high level idea of any relevant studies. Then we have categorized the relevant studies as per the nature and contribution.

\(^6\) https://www.mendeley.com/.
Step 5: Extract Data and Map the Studies (Systematic Map). After development of classification scheme, all relevant studies are classified according to the classification scheme. Graph is used to generate report or visualized of mapping studies. After reading all the studies we identified challenges and mitigation approaches from different perspective and listed them. From listed findings, we removed the duplicate data and managed them by tables. Graphs and figures were used to distribute studies in different areas and sorted out publications year ratio.

3.2 Validity Threats

In this research, we have encountered different types of validity threats such as construct validity threat, internal validity threat, external validity threats and reliability as per the prior work [29]. We checked these threats throughout this research work. We have done systematic mapping study based on our research question and we formed search strings to find out the related studies from peer-reviewed database. Search strings were frequently reviewed and modified from the early phases of our research. Two researchers have done the searching query and inclusion-exclusion process in parallel, which minimized the risk of bias and lowered the internal validity threats. The presence of external validity threats is high as bias might be present in many literature. Two researchers work for finding all possible challenges and mitigation techniques, and then combined relevant and common ideas to achieve the final result. Our final result has been reviewed for several times. If any researchers search the queries according to our search string (within our searching time periods), will find the same data. This ensures the reliability of our research results.

4 Results and Analysis

In this section, we have reported the results of the systematic mapping study and also mentioned the analysis of studies in terms of the time distribution and categorizations based on our research theme.

4.1 Study Distribution

According to findings from the selected studies, we have observed, selected studies are distributed in the different sub-areas of requirement re-usability and most of the papers are published in requirements reuse and management area (See in Fig. 3).

In the below Fig. 4, we have represented the publications by year and we have seen that most of the papers published in between 2011 and 2020.
4.2 Requirement Re-usability: Challenges

In Global Software Development (GSD), the development team confront some challenges like communication, coordination and control in managing the project as a consequence of distributed or dispersed nature of team structure. In this study, we have disjoint the findings of mapping studies into three grouping such as communication, coordination and control as per our prior work [29]. In Table 1 we have represent the challenges reported in the literature by categorize into three areas namely Communication, Coordination, and Control. As a whole, we have pointed out requirement re-usability challenges confronted by the practitioners in distributed large-scale agile projects. As we splitted the challenges into three sub-categories, we have observed that, distributed team struggling with control factor during requirement re-usability (See in Fig. 5, maximum challenges found in Control section).

4.3 Requirement Re-usability: Mitigations

We have also identified the mitigation techniques applied by practitioners that is found in literature in Table 2. Figure 6 depicts the number of mitigation techniques applied by the practitioners. Rather than the communication factor it
Table 1. Requirement re-usability challenges

| Communication | Coordination | Control |
|---------------|-------------|---------|
| Might miss important requirements [51] | Not sufficiently formalized [51] | Freezes the scope [51] |
| Incomplete understanding, Inconsistency or faulty between Team [5,51] | External and internal forces Often cause rapid changes Or growth of requirements [31,34,39,51] | Many unknowns Unclear vision of overall goal [6,51] |
| Communication gaps [6,16,17,34] | Tough job to pair programming and share resources [5] [62] | Trace-ability problem [3,27,34] |
| Low understanding the roles of others [6,9,12,17] | Dependency problem [3,4] | Organizational impediments [5,15] |
| Incompatible environments and conflicting assumptions [17] | Different identification [4] | Economic impediments [5] |
| Knowledge transfer [17] | Poor standard for reuse resources [4] | Administrative impediments [5] |
| Distributed access [12] | Trust issues [5] | Political impediments [5] |
| Reuse and corporate strategy [15] | Unstructured documentation [5,9] | Psychological impediments [5,17] |
| Distribution and collaboration [15] | Unclear requirements [6,9,17] | Continuous inflow of requirements [6] |
| Conflicts of interest [68] | User interface [12] | Low motivation to contribute at requested work [6] |
| Incomplete requirements [9] | Overlapping requirements processes [6] | |
| Measurement and experimentation [15] | Keeping SRS updated [6] | |
| Common terminology [19] | Conflict between two system axioms [59] | |
| Volatile requirements [34] | Focus on process [15] | |
| Low architectural repository [1,36] | Lack of business analysis phase [27] | |
| Misunderstanding about reuse benefits [49] | Lack of traceability [27] | |
| | | |
| Low coupling, high cohesion [32] | | |
| Uncertain estimates [34] | | |
| Architectural changes and code changes dependency [55] | | |
| Informal model [44] | | |
| Measurement quality of reusable requirement [50] | | |
| Identify granularity [50] | | |

seems that practitioners applying more mitigation techniques for both coordination and control factors during re-using requirement in a distributed large-scale agile project.
Fig. 5. Requirement re-usability challenges

Table 2. Mitigations techniques

| Communication | Coordination | Control |
|---------------|--------------|---------|
| Producer consumer model [51] | Test Driven Development [3,19,31,32,51] | Work flow control [17,51] |
| Cultural analysis [17] | Tailoring of transformation assets [3,12,13,31] | Platform Domain Analysis [3,5,12,13,20,27,32,33,59,64] |
| Face-to-face meeting [17] | Transformation composition [3,32] | Empirical knowledge analysis [4,7,17,67] |
| Local workshops [17] | Formal modeling approaches [7,15,19,25,32,39,44,51,59] | Theoretical knowledge analysis [3,4,17,41,47] |
| Distributed simulation approach [53] | Integrated knowledge utilization [4,5,12,55] | Schedule periodic check-ups [17] |
| Semantic classification of experience element [12] | Packaging of analysis results [12,13,31,33,66] | Requirements interaction management [22,32,44,59,66] |
| Shared repository for reusable requirements [10,12,13,17,32,36,68] | Multiple representations of experience elements [12,59] |
| Reuse metrics [14,15,19,21,32,41,45,62] | Asset management units for project-related data [3,12] |
| High-level reference model coordination [23,27] | Maintaining a project history [12,13] |
| Evolutionary domain model [26] | Role Management [12] |
| Pattern based software reuse [27,35] | Knowledge Based Tools [16,22,31,38,68] |
| Architecture-centric software process [27,49] | Consistency Checker Tools [20,32] |
| Requirement reasoning model [5,40] | Software Product Line Approach [4,15,44,46,64] |
| Meta model to reengineered process [39,64,66,69] | Identifying commonalities and variations [39,64,66,68] |
| Polymorphic reuse mechanism [42] | NFR or quality catalog [43] |
| Incremental development approach [43] | Bottom-up Approach [64] |
| Object oriented programming concept [56,60,64] | Prior in analysis phase [66] |
| Variation points [68] |
| Linkage between product family [31] |
5 Discussion

Requirements re-usability is considered as an important technology [28], speeds up and aids in software development and maintenance processes. Other benefits of reusing requirements are increasing quality, reliability, efficiency, performance and productivity (faster, better, cheaper), minimizing developments and maintenance costs and time, reducing risk of project failures, reducing stress on technical people, and satisfying customers' needs [5, 9, 15, 17, 32, 62] [14, 44, 60, 64]. In a study, we have found that, one third errors of software occur from design and code, whereas, 40 to 60% of software errors occur from requirements errors [7].

Requirements reusing in agile software development, when it is distributed, needs supports like documentation, knowledge and risk management policies, experiences sharing, decisions, or architectural information [11, 14, 28]. In [13], re-using artifacts in software and product development domain is mentioned as a well-known concept. Project cost savings between 10 to 35%, in considered as well-planned reuse strategies in software development domain [14].

To build large and complex software as more reliable, less expensive and ready in internet time, reusing software artifacts can provide better way than traditional software engineering methods [15, 39]. A literature through an experience mentioned that by reusing requirements defects reduced by 15%, and productivity increased by 57% [19]. Though requirements re-usability do not well fit in agile software development, however, modification and customization may be possible to adapt reusable artifacts successfully [60].

The motivation of the RQ was to find out the requirement re-usability challenges and mitigation techniques in distributed agile projects applied by the practitioners which are listed in the current-state-of-the-art. In response to RQ, through a systematic mapping study we have identified 48 challenges faced by the practitioners reported in different literature along with 43 mitigation techniques applied by the practitioners in large-scale distributed agile projects. We have divided literature findings into three categories which GSD teams frequently encounter. Identified challenges required to take into account during requirement re-usability in distributed large-scale agile projects which will help to reduce both time and cost. Test Driven Development (TDD), formal modeling, knowledge sharing and transfer, shared repository, Object Oriented Programming (OOP)
concepts, linkage between product family and so forth help team to mitigate stated challenges.

6 Conclusions

In software development, requirements re-usability helps the practitioners in reducing development time and cost. Requirement re-usability is re-using of requirements and other artifacts which helps to minimize development cost, time and increase reliability by applying knowledge effectively from previously learned lesson. Sustainable software development can be achieved by applying the concept of reusing requirements. In this research, we have find out requirement re-usability challenges and mitigation techniques reported in different literature. In future, it would be interesting to map the current findings with industrial practice by applying either case studies or survey from large-scale agile distributed projects.
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