Web Application Vulnerability Detection Using Taint Analysis and Black-box Testing
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Abstract. Web applications continue to grow however web attacks are also increasing, this shows an increase in web application vulnerabilities. Several methods have been used to detect vulnerabilities in web applications such as black-box testing, dynamic analysis, and static analysis. In this article, we propose a framework for detecting web application vulnerabilities by combining all three methods. The strengths of one method are used to overcome the weaknesses of another method. This framework is believed to provide better results than if each method was used separately.

1. Introduction
Web applications continue to grow therefore web application vulnerabilities become a critical issue. However, a report shows that web attacks are increasing in 2019 [1]. This shows there are still many vulnerabilities in web applications that can be exploited by attackers. Several methods have been used to detect web application vulnerabilities such as black-box testing [2-4], static analysis [5,6], and dynamic analysis [7, 8].

Black-box testing is a popular choice because it is able to operate automatically regardless of the server-side language used [2]. But black-box testing has the disadvantage of potentially not testing hidden pages. Black-box testing works by observing the output of a web application when a web application is given a certain input. Web applications that are quite complex usually have many web pages, which sometimes are not all linked or can be traced from the first page of the web. These pages are referred to as hidden pages.

Static and dynamic analysis is carried out from the server side. Therefore, static and dynamic analysis provides a more complete picture of the application being analyzed. However, static and dynamic analysis gives higher false positive results compared to black-box testing. In this article, we propose a framework that combines all three methods to detect web application vulnerabilities to get the best results. This framework consists of three modules, namely the dynamic taint analysis module, the static taint analysis module, and the black-box testing module. The system first tested will be input into the dynamic taint analysis module and the source code will be input into the static taint analysis module. The results obtained from the two modules will be additional information for the black-box testing module.
Web application vulnerability detection by combining several methods has been done before. Petukhov and Kozlov [9] detected a web application vulnerabilities using the penetration testing module first then the results were inputted into the dynamic analysis module. This was done in two stages. The scheme can be seen in Figure 1.

![Figure 1. The combined scheme of penetration testing and dynamic analysis approaches [9].](image1)

Vogt et al. [10] combine dynamic data tainting and static analysis to prevent cross-site scripting. Zhang et al. [11] created an SDCF framework that combines static and dynamic analysis as can be seen in Figure 2.

![Figure 2. Framework SDCF [11].](image2)

### 2. Method

The proposed framework consists of three modules, namely the dynamic taint analysis module, the statistical taint analysis module, and the black-box testing module. Each module and the integrated module will be explained below.

#### 2.1. Dynamic taint analysis module

Taint analysis is based on the concept that data (such as user input) cannot be trusted. Taint analysis can be divided into two, namely dynamic taint analysis and static taint analysis. Dynamic taint analysis performs analysis at the machine level so that it does not require the availability of source code. Some tools that use this method are: SwordDTA [8], Bitblaze [12], and Dytan [13].

#### 2.2. Static taint analysis module

Static taint analysis module first reads the source code and converts it into Abstract Syntax Tree for further analysis. Some tools that use this method include: TAJ [14], Pixy [5], and Andromeda [15].

#### 2.3. Black-box testing module

Black-box testing or penetration testing automatically performs vulnerability scanning without access to the program code but only through the input form. Many tools are available that use this method both paid and freely available. Vulnerable code like in figure 3 can be detected easily.
class VulnerCode
{
    private $hook;

    function __construct()
    {
        // some PHP code...
    }

    function __wakeup()
    {
        if (isset($this->hook)) eval($this->hook);
    }

    // some PHP code...

    $user_data = unserialize($_COOKIE['data']);
    // some PHP code...

Figure 3. Example of vulnerable code that can be exploited by Code Injection Attack.

2.4. Integrated framework
The dynamic taint analysis module will accept input in the form of binary code from the tested web application. The static taint analysis module will accept input in the form of source code from the web application being tested. Both modules can be run in parallel. The result of both modules is a list of possible vulnerabilities of the web application. Then black-box testing is done on the list. Figure 4 shows the proposed integrated framework.

3. Results and Discussion
The output of the dynamic taint analysis module and static taint analysis module is a list of web application inputs that are suspected of containing vulnerabilities. The results of the taint analysis, as shown by [14], still have large false positives. For this reason, at the final stage of this experiment, we conducted black-box testing by providing certain inputs through a list of inputs generated from the previous stage and analyzing the output results. The results of the analysis are an indication of the vulnerability of the web application.

Figure 4. Integrated framework.
4. Conclusion
This article provides a proposed framework for web application vulnerability detection. This framework combines three different methods, namely dynamic analysis, static analysis, and black-box testing using the advantages of one method to overcome the weaknesses of other methods. Combining these three methods is believed to overcome the weaknesses of each method and produce high accuracy and low false positives. This framework consists of three modules, namely the dynamic taint analysis module, the static taint analysis module, and the black-box testing module. The next work is to implement this framework.
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