Abstract In this paper we have examined the position and roles of Computer Science in curricula in the light of recent calls for curriculum change and we have proposed principles and issues to consider in curriculum design as well as identifying priority areas for further research. The paper is based on discussions within and beyond the International Federation of Information Processing (IFIP) Education Community since 2012 as well as an analysis of curriculum developments in five different countries. Emerging themes have been discussed with reference to important perspectives from curriculum theory including “powerful knowledge” as a key element of entitlement and management of the growth of expertise. Based on this analysis we have identified areas of consensus as well as constraints, risks and issues that are still subject to controversy. There is an emerging consensus of the importance of Computer Science and the nature of its “powerful knowledge”. Furthermore current understanding of the opportunities and benefits for starting to learn Computer Science early in primary schools has
identified this early start as an entitlement and equity issue. There is a strong consensus that teacher professional development in Computer Science Education is critical for supporting curriculum change and is currently a major challenge in many countries. Other key issues include understanding how the growth of expertise affects potential structure and sequencing in the curriculum and the balance of content. Further considerations include how new technological opportunities interact with pedagogical approaches and can provide new potential for the growth of expertise.
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1 Introduction

The need for education systems to respond to changes brought about by technological developments through “digital literacy” and the use of technologies to enhance opportunities for learning is generally accepted. However the importance and roles of Computer Science in the curriculum are less well understood and are the focus of this paper. Computer Science is the term used in this paper for the academic discipline underlying the general area of computing; these and other related terms are defined and discussed in the next section. Arguments for the inclusion of Computer Science (also known in German as Informatik) in the curriculum are compelling and were summarised at EDUSummitIT 2015, a meeting of International experts, including policymakers, practitioners and researchers on IT and education as: economic, social and cultural (Webb et al. 2015). The economic rationale rests not only on the need for a country to produce computer scientists to sustain a competitive edge in a world driven by technology but also on the need for Computer Science-enabled professionals in all industries to support innovation and development. The social rationale emphasises the value in society of a diverse range of active creators and producers rather than just passive consumers of technology. Such capability provides people with power to lead, create and innovate within society. The cultural rationale rests on enabling people to be drivers of cultural change rather than having change imposed by technological developments.

However, because the relative importance of Computer Science, as an underlying academic discipline, has been subject to change and not been well understood (Denning 2007, 2009, 2013), Computer Science became lost or squeezed from curricula in some countries in recent years (see for example The Royal Society 2012; Wilson et al. 2010). Consequently serious concerns have been raised about this demise of Computer Science leading to calls for all students to develop key understanding, skills and thinking approaches that emerge from Computer Science before graduating from secondary schools and probably in primary school. Curriculum change has followed from these calls in many countries including the UK (The Royal Society 2012; Wilson et al. 2010; Seehorn et al. 2011), Canada (http://caacsic.org/HowAlbertaGotCS) throughout Europe (Joint Informatics Europe and ACM Europe Working Group on Informatics Education 2013) Australia (http://www.australiancurriculum.edu.au/technologies/digital-technologies/rationale) and New Zealand (Bell et al. 2012). At the same time some other countries, such as Israel, Poland and Cyprus, have maintained their particular Computer Science curricula and continued their development since the 1980s.
This paper, written by members of a Task Force of the Education Committee (TC3) of the International Federation of Information Processing (IFIP) aims to examine the roles for Computer Science and the support for the rationales in the curriculum, outlined above, in the light of these recent developments. We build on previous discussions within IFIP TC3 conferences in Manchester 2012, the World Conference on Computers in Education 2013 in Poland and the Key Competences in Informatics and ICT (KEYCIT) Conference 2014, Germany. More specifically this position paper arises from a panel discussion at the 2015 conference in Lithuania in which perspectives from five different countries with different traditions of curricula were presented, analysed and their implications discussed with conference participants.

This paper explains the background to the discussions that have taken place in IFIP TC3 meetings and the terminology used in the paper, before reviewing developments in five different countries where recent curriculum developments have addressed some of the issues under discussion. We compare and contrast the responses in these countries and analyse the reasons for differences. In order to support this analysis we briefly review curriculum theory to identify important considerations and constraints and relate these to the emerging themes. Based on this analysis we recommend principles to consider in curriculum design and remaining issues and areas for further research.

2 Background

Discussions at IFIP Conferences since 2012 have established that within the IFIP Education Community there is strong agreement that new technologies are enabling new ways of thinking in education, new cultures of learning and that curriculum and assessment need to change to accommodate new opportunities. These discussions also highlighted that there are a range of views among professionals working in the area of Computer Science and ICT in education about the roles of Computer Science/Informatics in the curriculum.

Between 2012 and 2014 the debate was enthusiastic and suggested that reaching a clear consensus about a vision for the curriculum and how to frame the design of curricula for Computing/Informatics/digital literacy was challenging. Table 1 summarises key ideas that arose together with an estimate of the level of consensus amongst the participants (Webb 2014).

The range of views and incomplete consensus indicated in Table 3 as well as in other debates about the curriculum for Computing vs digital literacy indicate the extent of the challenge of establishing the roles of Computer Science and designing a curriculum framework. Key contentious aspects apparent from Table 1 are whether or not all students should study Computer Science and for what purpose: digital citizens, informed consumers, industry aware professionals? These debates are happening around the world as countries consider how children should be educated in these areas, and the situation is often exacerbated because of the lack of understanding of the terminology (a vicious cycle due to the subjects not being part of the schooling system!) For example, Computer Science is often equated with programming (Denning 2009), or might be considered to be entirely mathematical or based on particular technologies.
In order to define a vision or framework to inform curriculum development, we need to define what is the range and scope of the subject, the key ideas and subject matter in the field(s). At the same time it will be essential to clarify why these are important for the schooling sector, to enable movement towards a vision and set of principles for the curriculum design and perhaps a framework. Thus key questions emerging are:

1) What is the range of skills and understanding that should be developed?
2) Are such skills and understanding necessary for everyone?
3) At what age should such education commence? If so, to what extent should it be and possibly remain compulsory?
4) What pedagogical approaches are likely to be appropriate, and how do they vary with age and other factors?

In answering these questions we acknowledge that curriculum design is complex. No single theory of curriculum is commonly accepted that can provide us with a basis for developing our vision for curricular design (see for example Pacheco 2012). Therefore this paper draws upon, in particular, the concept of “powerful knowledge” as a key element of entitlement (Young 2013) and the management of the growth of expertise (Winch 2013).

| Key idea/question about Computing curricula | Level of consensus |
|--------------------------------------------|--------------------|
| Computer Science and digital literacy are complementary – both are needed in the school curriculum | High |
| Need room for flexibility in interpretation | High |
| What is the importance of Computer Science for general education? | High consensus that this question is important |
| Problems of defining terms | Consensus that terminology is important and difficult |
| We need to develop aware citizens – not necessarily creators but more than consumers | Contentious - needs further consideration |
| Teaching children to be aware, not necessarily how to create software or code | Contentious - needs further consideration |
| Current trend is a grass roots movement that appears to have joined forces and coordinated. At the heart of it is an understanding that Computing is essential for all children but also a need for opportunities for career paths and citizenship | Fairly high |
| A set of concepts based on Computer Science should be defined as a basis for the curriculum – some concepts have a long shelf-life whereas others are short-lived | Fairly high |
| Computer Science is for everyone | Contentious - needs further consideration |
| Towards a curriculum framework: | The key principles of what needs to be decided or agreed. |
| When – from the beginning | |
| What – clear examples | |
| How – basic principles | |
| Who – concerns with initial teacher training and professional development | |
The variation in terminology in relation to Computing/ICT has been a source of much confusion so we begin by defining the terms used here (see Table 2). The Royal Society Report (2012) provided some useful definitions based predominantly on the situation in the UK in 2012 and these form the basis for definitions in this paper with some further clarification as explained below. K-12 is used to clarify our focus on the primary and secondary school sectors (aged approximately 4–19), excluding schools/ departments within tertiary education.

Informatics is slightly broader than Computer Science, but is the term used widely across Europe to refer to this discipline, for example the Joint Informatics Europe & ACM Europe Working Group on Informatics Education use the term Informatics to “cover the entire set of scientific concepts that make information technology possible” (2013 p. 9). Another term that arises from Computer Science and is important in many recent curriculum specifications is computational thinking (Papert 1980, 1996; Wing 2006). It would be possible to devote an entire paper to discussing how to define computational thinking (Barr and Stephenson 2011; Voogt et al. 2015) but we will adapt the definition provided by the Royal Society (see Table 2) that emphasises its relation to Computer Science but also indicates the broad relevance of computational thinking for many other areas of the curriculum and life in general. In summary, in this paper the terminology shown in Table 2, which is largely based on the Royal Society Report, will be used and when we refer to Computer Science we will assume that arguments also apply to Informatics.

The distinction between computational thinking and programming is subtle; in principle computational thinking does not require programming at all, although in practice, representing a solution to a problem as a program provides a perfect way to

Table 2  Terminology used in this paper

| Term                     | Definition                                                                 |
|--------------------------|-----------------------------------------------------------------------------|
| Information Technology (IT) | The use of computers, in industry, commerce, the arts and elsewhere, including using software packages, aspects of IT systems architecture, human factors, project management etc. (Note that this is from the Royal Society Report and is the title of courses in the UK at GCSE and A-level; it emphasises the assembly, deployment and use of digital systems and the Royal Society report notes that “this is narrower than the use in industry, which generally encompasses Computer Science as well” (p.5).) |
| Computer Science | “The scientific discipline encompassing principles such as algorithms, data structures, programming, systems architecture, design, problem solving, etc.” (The Royal Society Report, p.17). In addition to principles and a stable set of concepts Computer Science incorporates rigorous techniques, methods and ways of thinking including “computational thinking”. |
| Computing | the broad subject area incorporating IT, Computer Science, digital literacy and problem solving in this context deploying computational thinking. Computing is now the title for the new curriculum in the UK; in Australia and New Zealand “Digital Technologies” is the equivalent term used in curricula. |
| Digital literacy | “the general ability to use computers. This will be written in lower case to emphasize that it is a set of skills rather than a subject in its own right. “(The Royal Society 2012 p.5). |
| Informatics | the entire set of scientific concepts that make information technology possible (Joint Informatics Europe and ACM Europe Working Group on Informatics Education 2013) |
| Computational thinking | recognising aspects of computation in the world that surrounds us, and applying tools and techniques from Computer Science to understand, reason and solve problems in relation to both natural and artificial systems and processes (adapted from The Royal Society 2012 p. 29). |
| Programming | a process involving: analysis and understanding of problems; identifying and evaluating possible solutions; generating algorithms; implementing solutions in the code of a particular programming language; testing and debugging, in order to formulate solutions into executable computer programs. |
evaluate the solution, as the computer will execute the instructions to the letter, forcing
the student to refine their solution so that it is very precise. At the lower level of primary
school, this might be as simple as programming a robotic toy (such as the “Bee-Bot”) to
follow forward/left/right movements to get to a desired location. Thus aspects of
Computer Science, including programming, provide an ideal way of developing
computational thinking which learners can then be encouraged to apply more broadly
as a problem solving strategy (see for example Barr and Stephenson 2011 for
discussion of the ways in which computational thinking may be applied in a range of
curriculum areas).

We now examine vignettes from five different countries with a view to identifying
how key issues and considerations play out in their approaches to curriculum devel-
opment and to identify common themes and differences.

3 Vignettes of curriculum development initiatives

3.1 A view from the UK

Review of the ICT curriculum in the UK (The Royal Society 2012) identified a need for
fundamental reform: a major concern was that the curriculum had become unbalanced
with too much emphasis on basic digital skills at the expense of deeper understanding
of concepts. The new curriculum in England for Computing introduced in 2014
(Department for Education 2013) recognises the value of Computer Science as the
underlying academic discipline, forefronts computational thinking and expects pupils
to “understand and apply the fundamental principles and concepts of Computer
Science” as well as being able to “analyse problems in computational terms, and have
repeated practical experience of writing computer programs in order to solve such
problems”. This does not mean that the “old ICT curriculum” has been dropped
completely: students are still expected to be able to evaluate and apply information
technology and to be “responsible, competent, confident and creative users of ICT”.

Those of us who have been working in Computing Education in the UK for many
years are pleased and relieved by these curriculum changes: in recent years many of the
teachers, with in-depth understanding of Computer Science, have been deeply frustrat-
ed by constraints of the school curriculum. So there are now networks of teachers and
computer scientists in the UK working very hard to make this new curriculum work
and to support teachers in developing their knowledge and pedagogy (e.g. Computing
at School: http://www.computingatschool.org.uk/ and Teaching London Computing:
http://teachinglondoncomputing.org/). We recognise that there are high risks and major
challenges to address, in particular: insufficient Computing teachers with the
appropriate knowledge of the subject matter; persuading schools to find sufficient
time for the new curriculum; ensuring assessment supports and enables exciting and
challenging learning in Computer Science and identifying appropriate pedagogical
approaches to achieve this.

One of the important and more general issues arising from the experience in England
is how to avoid such curriculum degeneration in future. There are several important
factors that contributed to the demise of Computer Science in the curriculum including
problems with the assessment and accountability system which encouraged schools to
adopt easy exam subjects; weak specification of the curriculum leading to too much ambiguity; lack of understanding of most people of the importance of Computer Science. This last factor remains a significant problem: even people in the IT industry are prone to state that Computing is just a practical subject and there is no need for the underlying theory. There is also a current problem with the perception of programming as just coding rather than understanding it as a problem solving process.

The approach we have taken in England is to specify a strong and challenging curriculum content of knowledge, understanding and skills underpinned by Computer Science and emphasising computational thinking up to the age of 14. From 14 to 16 students are still expected to develop their understanding of computing but have the opportunity to specialise in Computer Science or IT as well as continuing to develop their digital literacy. Developing appropriate pedagogical approaches for students of a range of ability remains challenging. On the Teaching London Computing Project (http://teachinglondoncomputing.org/), a professional development programme for existing ICT teachers across London, we emphasised the importance of combinations of “unplugged” activities (Bell and Newton 2013) as well as practical hands-on experience. Unplugged activities do not use computers but are designed for learning important Computer Science concepts through paper-based scenarios and kinaesthetic learning experiences designed to focus on understanding the concepts without being distracted by needing to master tools and techniques such as programming.

3.2 A view from Aotearoa New Zealand

Aotearoa New Zealand, especially the region of Canterbury where a number of software companies with a global reach are based, provides an interesting perspective on Computer Science education which has recently been reintroduced into the school curriculum. Canterbury is also home to the Computer Science Education research group that has developed Computer Science Unplugged (Bell and Newton 2013), which is used worldwide, and leads international collaborations to produce strategically important research and development such as the Computer Science Field Guide (CSfieldguide.org.nz), an online textbook initially for New Zealand students that is being adapted and translated for other countries. These resources are also part of the University of Canterbury postgraduate programme for teachers of Computer Science Education.

Computer Science disappeared from the high school curriculum for a number of years and was introduced again in 2011 as an examination subject for seniors in high schools (National Certificate of Educational Achievement (NCEA) Digital Technologies standards (15–18); NCEA is the summative final examination system in New Zealand) (Bell 2014). While there has been considerable success from these changes (including large improvements in the diversity of students taking up careers in computing), it has also provided evidence that delaying the introduction of computing concepts to the last 2–3 years of school is not ideal. At this late stage the acquisition of programming knowledge and skills appears to be particularly challenging for students, and even more so for teachers, who need to introduce a completely new subject in the first year that students are facing external assessment for qualifications that are used beyond school (Thompson et al. 2013). Not only would earlier preparation reduce this pressure, but the level of engagement and diversity is most likely to benefit from exposure to the concepts before high school (Duncan et al. 2014).
New Zealand universities have recognised the importance of professional development for school teachers and their difficulties in acquiring enough knowledge and skills as mature adults (Bell et al. 2012). At Canterbury a course for practicing teachers has been developed that involves them actively developing curriculum resources and we are looking to develop more professional development opportunities, including most recently a course in programming that incorporates industry experience.

The challenge of having Computer Science and Programming introduced so late in a school career has led to a review of the curriculum, stimulated by the “Curious Minds” initiative (www.curiousminds.nz). The national “Review of the positioning and content of digital technologies in The New Zealand Curriculum and Te Marautanga o Aotearoa” is considering which level topics around computational thinking should be introduced, including the possibility of introduction in the first year of compulsory schooling; also how the curriculum can be best positioned to support teachers and learners, either as part of the existing Technology area of the national curriculum or as an area in its own right.

3.3 Digital technologies curriculum in Australia

Digital Technologies is a compulsory subject (Foundation to Year 10) in the Australian Curriculum which was launched in 2015. This curriculum is built on the notion that computing is a specialised learning area (different from ICT) that needs its own specification and a way of assessing achievement through mandated Achievement Standards; something that had not occurred in previous curricula where ICT was seen as integrated and could often be neglected. This curriculum (Australian Curriculum Assessment and Reporting Authority (ACARA) 2014) is built on five Key Concepts of Abstraction, Data collection (representing and interpreting), Specification, Digital systems, and Interactions and impacts (p. 26). The use of these five Key Concepts as the basis for the curriculum moves this curriculum from a purely Computer Science curriculum (although it does contain aspects of Computer Science including programming) to one that attempts to address Digital Technologies as a whole discipline, a discipline where the actions and interactions of humans and computers is of as much importance as the specific knowledge and skills required to think computationally. This curriculum assumes that students, even as young as five, have the capacity and the right to develop the skills and knowledge required to operate effectively and ethically in a digital world.

A pilot project, in the state of Victoria, which introduced the curriculum earlier than the rest of Australia, investigated the ways in which teachers went about implementing the new curriculum (Reynolds and Chambers 2014, 2015). Their study indicated that teachers were capable of understanding the complexities of the new curriculum with adequate support. It also showed that, depending on their perceptions of their own knowledge and capabilities, teachers adopted three different broad approaches to curriculum implementation: 1) applying existing practices to new curriculum; 2) applying new curriculum to existing practices or 3) new practices for a new curriculum. The project showed that teachers can build appropriate learning contexts for young children and for older students in relation to the new Digital Technologies curriculum when given focused support for developing their subject and pedagogical knowledge.
3.4 A view from Israel

Computer Science is a major subject offered in a small but significant number of Israeli high schools that are located at the upper end of the high school technology track. These are usually elite institutions where very talented students study Computer Science, mathematics, physics, chemistry and biology (biotechnology) (following Barak et al. 2000). The Computer Science curriculum in these elite schools relies on core aspects present in the both the mathematics and the physics curricula, thus a significant number of weekly hours in both mathematics and physics are mandatory for students who study Computer Science as a stand-alone subject. Therefore students who study Computer Science need to be able to cope with the demands and pressures of the advanced high school mathematics and physics curricula.

However, the mainstream of high school students in public high schools do not study Computer Science per se as a stand-alone subject but are instructed in digital and computer literacy as a major medium and methodology that contributes to their learning in all the subjects that they study (following Cheema and Zhang 2013). An intrinsic facet of the promotion of digital and computer literacy per se is the teaching of basic computational thinking in order to enhance the mastery of problem solving and analytic thinking of high school students, bearing in mind the fact that these higher order thought processes pervade all subjects studied in the school curriculum. The Ministry of Education in Israel has a well-organised and detailed strategy that directs high schools in both the enhancement of Computer Science as a stand-alone high school subject as well as the promotion of digital and computer literacy as a must for any successful high school student in all subject areas under study (Naim 2010). The rationale behind the centrality of digital and computer literacy in Israeli schools is based on the findings of Alsafran and Brown (2012) who concluded that computer use in education is one of the most potent and significant means and platforms for instruction and learning in the 21st century. Thus it has become imperative that, in their pre-service education, Israeli teachers develop knowledge and computer skills that allow them to undertake teaching based on the transferral of knowledge, as well as on higher order thinking processes, within their sphere of expertise while utilising available digital databases. Thus teachers need to be less dependent on their own knowledge of subject matter, acquired during their pre- and in-service training, and more dependent on their ability to master the technological alternatives that refer them to digital sites where relevant, updated subject matter can be accessed. In addition teachers need to be digitally literate facilitators who enhance their students’ ability to become autonomous learners and thinkers who possess the digital and computer skills necessary for accessing data relevant to the subject matter they are studying. Furthermore teachers need to develop psycho-pedagogical strategies that can motivate their students to acquire the necessary technological capabilities that will allow them to accurately and efficiently become autonomous learners with the analytic and problem solving ability to access as well as master relevant subject matter in all areas of the school curriculum (following Katz 2014).

3.5 A new informatics curriculum for all students in Poland

The new Informatics Curriculum, introduced in 2015, benefits from our experience in teaching Informatics in schools in Poland for almost 30 years. The first curriculum of
Informatics as an elective subject in high schools was approved by the Ministry of Education in 1985 and this subject has never been removed from the high school curricula. It happened 20 years after the first regular classes on Informatics were held in two high schools in Wrocław and in Warsaw in 1965. Today, Informatics is a compulsory subject in middle (7–9 grades) and in high (10–12 grades) schools and it will replace computer lessons (mainly on ICT) in elementary schools (1–6 grades). The new Informatics Curriculum is also addressed to vocational high schools.

The new unified Informatics Curriculum is addressed to ALL students in K-12 and its main goal is to motivate students to use computational thinking and to engage in solving problems in various school subjects. Moreover its aim is also to encourage and prepare students from early school years to consider computing and related fields as disciplines of their future study and professional career. To this end, the curriculum allows teachers and schools to personalize learning and teaching according to students’ interests, abilities, and needs.

The new Computer Science Curriculum (see Sysło and Kwiatkowska 2015) begins with an introduction explaining the importance of Computer Science for our society in general and for our school students in particular. Then follow the curricula for each of the four levels of education (primary 1–3 and 4–6, middle 7–9, and high 10–12). Each curriculum consists of three parts: (I) the first part is a description of purpose of study, formulated adequately to the school level; (II) the second part, which is the same in all curricula levels, includes unified aims which define five knowledge areas in the form of general requirements; (III) the third part consists of detailed attainment targets. The targets grouped according to their aims define the content of each aim adequately to the school level. Thus learning objectives are defined that identify the specific Computer Science concepts and skills students should learn and achieve in a spiral fashion through the four levels of education.

The unified aims are as follows: (1) understanding and analysis of problems based on logical and abstract thinking, algorithmic thinking, and information representations; (2) programming and problem solving by using computers and other digital devices – designing algorithms and programs; organizing, searching and sharing information; using computer applications; (3) using computers, digital devices, and computer networks – principles of functioning of computers, digital devices, and computer networks; performing calculations and executing programs; (4) developing social competences – communication and cooperation, in particular in virtual environments; project based learning; taking various roles in group projects. (5) observing law and security principles and regulations – respecting privacy of personal information, intellectual property, data security, netiquette, and social norms; positive and negative impact of technology on culture, social life and security.

Pedagogically we use a spiral approach based on three elements:

1. problem situations, cooperative games, and puzzles that use concrete meaningful objects – discovering concepts
2. computational thinking about the objects and concepts – algorithms, solutions
3. programming

The emphasis on each of these three elements changes as the students progress.
In the implementation, we suggest three forms of students’ activities: visual learning (pictures, objects, abstract and physical models, etc.); auditory learning (exchange ideas, discussions, group work, etc.) and kinaesthetic learning (physical activities).

We are aware of several challenges and the most crucial for the success of the new curriculum are: (1) how to motivate and engage students to develop their computing competences through K – 12, for 12 years (e.g. learning programming requires constant practice); (2) how not to miss a moment when a student can and should decide about her/his future education and career in computing disciplines; (3) what should be the role of programming (we remember that programming is not equal to computing) – when and how to switch from visual to textual programming (visual – for beginners, non-professional, textual – for those who seriously think about Computer Science, since we do not want to lose them)? We see the answers to (1) and (2) in personalization which is aimed at increasing students’ interests in learning rather than in studying Computer Science as a discipline, or at least in better understanding how computers and their tools work and can be used in solving problems which may occur in various disciplines. Although any curriculum defines the aims and targets to be included in any school syllabus, the curricula for particular school levels in the new curriculum contain some optional attainment targets which can be freely added to a subject syllabus or assigned only to a group of students. This is a novelty in our national curriculum and leaves some room for personalized learning of gifted students as well as students who have particular interests in specific areas of Computer Science and its applications (such as mathematics, science, arts).

Preparation standards for Informatics teachers at each school level, teacher evaluation criteria and certificates, teaching and learning materials for students and for teachers will accompany the new curriculum. Moreover, all topics in the curricula for other school subject, appropriate for including and using Informatics concepts and skills, have been annotated with comments indicating how to apply computational thinking to enhance knowledge and skills in the other subjects.

4 Emerging themes

Major themes that emerged from these brief vignettes are summarised in Table 3. The themes also echo some of the key ideas that emerged in earlier discussions within IFIP (See Table 1).

Other themes, not included in Table 3, that emerged particularly from the panel discussion but also in some of the vignettes include: reasons and drivers for curriculum change, assessment as a constraint on curriculum development, the need for a more flexible curriculum incorporating personalisation and informal learning, how to incorporate careers advice and the importance of pedagogical considerations in determining curriculum structure and curriculum change. All the emerging themes and some of their interrelationships will be discussed in relation to key ideas from general curriculum theory, mentioned earlier, as they might relate to considerations for the design of the computing curriculum.

4.1 Emerging themes: Entitlement

According to Young (Young 2013), in order to harness the emancipatory capacities of learners, the curriculum should take them beyond their own experience. Thus the goal
| Theme                                      | UK                                              | NZ                                      | Australia                                   | Israel                                                                 | Poland                                                                 |
|-------------------------------------------|-------------------------------------------------|-----------------------------------------|---------------------------------------------|------------------------------------------------------------------------|------------------------------------------------------------------------|
| Entitlement- who is the COMPUTER SCIENCE curriculum for? | All from elementary school upwards               | High school subject for seniors; review underway considering requiring it for all students, possibly starting at 5 years old | New curriculum for all BUT all must learn computing and technology literacy incorporating computational thinking | All from elementary school upwards                                      |
| Starting age for COMPUTER SCIENCE         | Early                                           | High School (under review as above)     | Early                                      | High School                                                            | Early                                                                  |
| Content balance                          | Across the content of Computer Science, IT, digital literacy and computational thinking | Under review                           | Across the content of Computer Science, IT, digital literacy and computational thinking | Computer literacy for all. Computer Science for Some                      | Across the content of Computer Science, IT, digital literacy and computational thinking |
| Teacher professional development        | A major current challenge                       | A major current challenge               | A major current challenge                  | Important                                                              | A major current challenge                                               |
of the curriculum becomes to define its content in a world in which the entitlement to knowledge is the goal. In this endeavour “powerful knowledge” is key, defined as specialised discipline-based knowledge which is different from the experience-based knowledge that pupils bring to school (Young 2013). Clearly, as Young argues, this knowledge is not fixed nor is it equally easily identifiable across all subjects but in Computer Science, as in other disciplines, there are people committed to creating and evaluating the knowledge base, some of which is relatively stable and other aspects are changing quite rapidly.

Answers to the question of entitlement varied across the countries considered in the vignettes above. The Royal Society report emphasised entitlement and opportunity for all students including the “opportunity to learn concepts and principles from Computing” (page 10). Likewise Poland emphasises the importance of opportunity and the goal of motivating all students to use computational thinking and to engage in solving problems as well as to prepare students to consider computing and related fields as disciplines of their future study and professional career. Similarly, the Australian curriculum “Digital Technologies” rationale (http://www.australiancurriculum.edu.au/technologies/introduction) emphasises entitlement as well as economic needs and includes the importance of all students being able to “develop knowledge, understanding and skills to respond creatively to current and future needs”. While the UK, Poland and Australia and have taken the firm view that Computer Science within the curriculum is for all, Israel has opted for a segregated model based on students’ capabilities. It is noteworthy however that in Israel basic “computing and technology literacy” incorporating computational thinking is an entitlement for all based on the importance of developing problem-solving and analytical thinking skills. This “literacy” goes beyond the typical digital literacy that focuses only on using computers rather than problem-solving and computational thinking. New Zealand is actively considering incorporating Computer Science for all from age 5. Young’s argument regarding entitlement, outlined above, is that the curriculum question “what knowledge?” is primarily an epistemological one about what should constitute students’ entitlement to knowledge (Young 2013).

Learners’ entitlement implies entitlement for all and therefore we need to consider: do all students need to understand the powerful knowledge in Computer Science that we have begun to identify? There are three particularly compelling arguments, related to entitlement, for Computer Science in compulsory education. First if learners are never introduced to Computer Science as a disciplinary area and to the knowledgebase and approaches that computing academics and professionals use, then they are unlikely to be able to determine whether this is for them, and this is widely regarded as a key factor in the lack of gender diversity in the computing industry (Fisher and Margolis 2003). This therefore is an entitlement and equity issue. Second, as many in the profession have argued, programming is difficult and it takes many years to learn to program (see Robins et al. 2003 for a review). While programming is only one element of Computer Science, it is an essential element and it is inconceivable that an introductory course in Computer Science would not contain programming. Furthermore, while computing professionals do not necessarily do the programming themselves, they need to understand essentials of programming. The third argument is based on the ubiquitous nature of computing: since so much of life today is dependent upon computing everyone needs to develop understanding of Computer Science as well as any computing skills essential for participation in society.
Identification of the powerful knowledge that will constitute entitlement (Young 2013) is evident in the vignettes and the reports mentioned earlier in relation to the development in the UK, Europe and the USA in particular. The Royal Society’s description of the discipline of Computer Science encompasses foundational principles, widely applicable ideas and concepts as well as techniques and methods for solving problems and advancing knowledge as well as a distinct way of thinking and working (The Royal Society 2012). Using these headings, key areas of knowledge identified by recent curriculum reports are compared in Table 4. Similarities can be seen in the overview of the discipline, concepts and techniques and methods. Methods and techniques also incorporate ways of thinking and approaching problems. In addition the Joint Informatics Europe & ACM Europe Working Group include the importance of various more general intellectual practices such as tolerance for ambiguity and the ability to communicate and work with others (Joint Informatics Europe and ACM Europe Working Group on Informatics Education 2013). Communication and collaboration are also strands in the Australian and Polish curricula for Computer Science.

Thus we are seeing consensus emerging about the key concepts and techniques of the discipline although perhaps not yet agreement about the importance of more general intellectual practices and social competences. The decision about whether to incorporate these more general skills and practices into curriculum frameworks for Computer Science is a dilemma that is associated with: 1) identifying what is unique about Computer Science and 2) how Computer Science is perceived in relation to other curriculum areas (Denning 2009; Voogt et al. 2015; Bell 2014). Computer Science as a relatively young discipline has suffered from loss of identity owing to various incomplete or inadequate perceptions of its nature (Denning 2009). For example problems have been identified where perceptions of Computer Science become limited to programming or to computational thinking (ibid.).

4.2 Emerging themes: Starting age, order and structure

Following the determination of powerful knowledge, a further step towards defining a curriculum is to determine some order and structure in the content. The age at which students should start to study in this field was an important emerging theme from the vignettes and a key question in determining order and sequence is when do the key knowledge elements need to be introduced? According to Winch (2013) curriculum design is about the management of growth of expertise within a subject. Winch argued that gaining a coherent view of this “epistemic ascent” within a subject by identifying schemata that are at least conceptually and normatively sustainable even if they are not yet empirically ratified is a key element in curriculum design. Moreover Winch argued the need to explore the constraints that the conceptual structure of the subject might impose on pedagogically and cognitively coherent schemata of epistemic ascent and then explore the implications of such constraints within conceptualisations of the subject.

The constraints identified by Winch depend on three interrelated issues. First, it is necessary early in a curriculum to introduce all three major types of knowledge: concepts, propositions and know-how. This is because knowledge of individual propositions implies some understanding of the concepts that such propositions express and this in turn implies a significant ability to understand and make inferences within the
| Table 4  | Analysis of key areas of knowledge computer science in curriculum reports |
|----------|-------------------------------------------------------------------------|
| **Overview of ‘discipline’ of Computer Science/Informatics and foundational principles** | **Computer Science Teachers Association (CSTA) Curriculum standards (USA)**<br>The study of computers and algorithmic processes, including their principles, their hardware and software designs, their applications, and their impact on society.” (Page 6).<br>Encompasses foundational principles, widely applicable ideas and concepts as well as techniques and methods for solving problems and advancing knowledge as well as a distinct way of thinking and working (Page 19).<br>Informatics is a distinct science, characterized by its own concepts, methods, body of knowledge and open issues (Page 3). |
| **Key areas of conceptual knowledge** | **Royal Society Report (UK)**<br>Strands are: computational thinking; collaboration; computing practice; computers and communication devices; and community, global, and ethical impacts.<br>Programs, algorithms, data structures, architecture and communication. |
| **Techniques and methods** | **Joint Informatics Europe & ACM Europe Working Group (Europe-wide affiliation and focus)**<br>A wide range including techniques and methods for: analysing massive data, solving problems, authentication, recursion, object-oriented, modelling, search, testing.<br>Computer Science ‘methods’ or ways of thinking, include:<br>• Modelling: representing chosen aspects of a real-world situation in a computer.<br>• Decomposing problems into sub-problems, and decomposing data into its components.<br>• Generalising particular cases of algorithm or data into a more general-purpose, re-useable version.<br>• Designing, writing, testing, explaining, and debugging programs. (Page 20) |
| **Ways of thinking and working** | **Problem-solving techniques include:**<br>• Representing information through abstractions.<br>• Logically structuring and analyzing data.<br>• Automating solutions through algorithmic thinking.<br>• Identifying, analyzing and implementing possible solutions with goal of achieving the most efficient solution.<br>• Formulating problems in a way that facilitates the use of a computer.<br>• Generalizing. (Page 12/13) |
| Algorithmic thinking computational thinking scientific thinking logical thinking critical thinking. | **Intellectual practices include:**<br>• Confidence in dealing with complexity.<br>• Persistence in working with difficult problems.<br>• Tolerance for ambiguity.<br>• Ability to deal with open-ended problems. |
| Computer Science Teachers Association (CSTA) Curriculum standards (USA) | Royal Society Report (UK) | Joint Informatics Europe & ACM Europe Working Group (Europe-wide affiliation and focus) |
|---|---|---|
| Ability to deal with a mix of both human and technical aspects. | Ability to communicate and work with others to achieve a common goal or solution. (Page 13). | |

Reference: (Seehorn et al. 2011) (The Royal Society 2012) (the Joint Informatics Europe and ACM Europe Working Group on Informatics Education 2013)
subject. This latter knowledge type is *knowing how* to do something. It would not be appropriate, for example, to focus only on practical tasks with the intention of developing know-how without developing understanding of concepts. As we have seen from an analysis of recent curriculum reports (see Table 4) there is general agreement about key concepts and techniques of the discipline. Furthermore it is common for topics in computing curricula to be classified into broad areas that are generally some variation of: programming/algorithms; data representation; digital infrastructure; digital applications and human factors (Duncan and Bell 2015). This reflects the nature of computing: a digital device runs a program (i.e. embodies algorithms); the memory and processor store and manipulates data; components are connected through buses and networks that place limitations on the system; people use them through software and this overall “system” has an impact on individuals and society through issues such as privacy, safety, access to information, and empowering people. For example, grappling with the broad issue of artificial intelligence potentially destroying human society (Future of Life Institute 2015) requires engaging with all of these areas: understanding what the nature of a computer program is (does it “think”?), what kind of knowledge base (data) it could collect and store, its access to our digital infrastructure, the way that humans would interact with it, and the philosophical concerns about human rights and what intelligence is. Many other topics around our digital future require this broad view: government surveillance, secure commerce, the environmental impact of technology (positive and negative), etc.

The second issue according to Winch (2013) is a need for a structured approach to progression in learning the basic facts and central concepts of the subject because knowledge is systematic in terms of 1) classification of its various conceptual elements; 2) the relationships between the elements and 3) the procedures required to gain and validate knowledge. The relationships outlined above between the elements in the computer systems and the human systems within which they operate point towards the need for introducing all of these elements and their relationships as early as possible in order that students may come to develop a broad view. Such an approach might be the spiral curriculum approach explained in the vignette from Poland which aims to develop understanding of all these areas and interrelationships but with different emphases in each stage of education. The arrangement of the specific concepts within a spiral curriculum depends on their complexity as well as the context in which they are introduced and is an area where further empirical research is needed.

Winch’s third issue is that the kind of knowledge required to expand and manage subject matter requires a profound understanding of the subject including all of the interacting knowledge types. This therefore is not accessible to school students but comes in more advanced studies beyond school. A constraint following from this third issue requires that the relationship between the ways in which pupils learn by simulating procedures for the acquisition of knowledge in their learning and the actual processes of expansion of disciplinary knowledge should be clarified. For example, project work in computing often involves the systems development life cycle. Winch argues that simulating such procedures may be pedagogically important in developing acquaintance with the knowledge set of the subject as well as building understanding of techniques used in knowledge management. However these simulations should not be seen as simplified versions of expert practice as that might propagate an illusion that high-level design and planning activities are generic and can be used free of the reality
of the skills and materials that are needed to execute the plan. Instead it should be recognised that such expertise requires extensive knowledge and is therefore only possible in higher level courses that build upon previous structured development.

As mentioned earlier there is a view among Computer Science educators that learning programming is difficult but at the same time there is a view emphasised in the New Zealand experience that coming to programming late in students’ development is disadvantageous and that if they were to learn some of the techniques, approaches and thinking involved in programming at an earlier stage more students would be successful (Duncan et al. 2014). This therefore is both an entitlement issue for individuals looking to a fulfilling, creative and potentially lucrative career as well as of concern to countries in terms of their economic performance and prosperity. In New Zealand the reintroduction of Computer Science as a high school subject for seniors has highlighted problems associated with this late introduction. Decisions about the early introduction of Computer Science in the UK and Poland were partly based on a view from school teachers and computer scientists in higher education that aspects of Computer Science, especially programming, require gradual acquisition and development over many years. Furthermore there is evidence that exposing students to key computational thinking concepts before 12 years old is not only possible but important for developing their self-efficacy, lack of which can disadvantage girls particularly and thus impact gender diversity in University courses and the IT industry (Duncan et al. 2014).

The evidence that students will be able to learn programming before 12 years old includes: the greater ability to learn natural languages prior to adolescence combined with the similarities between learning natural languages and programming languages; the availability of programming environments and other software designed to support younger learners in learning programming and the experience and views of practitioners who have taught these topics in primary schools (ibid.). Primary school level also affords easier opportunities to apply computing concepts in an integrated environment, whereas subjects tend to be delineated at high school. For example, programming environments for primary school children often use turtle graphics, which also teach coordinate systems, geometry, number concepts as well as ideas around planning and movement, binary representation teaches patterns and properties of whole numbers and leads on to physiological questions such as human perception of colour and sound, and the topic of data compression investigates patterns in human languages.

In summary there is an emerging consensus in Computer Science education that starting to learn Computer Science in primary education, probably around 5 years old, and certainly well before age 12 is not only possible but beneficial for learning as well as developing self esteem and motivation. Furthermore all three types of knowledge need to be introduced early in the curriculum i.e. concepts, propositions and know-how and this can be achieved by a balance of theory and practice. Moreover, given the nature of Computer Science i.e. analysing, designing and developing systems and understanding their human contexts, a spiral curriculum addressing increasingly complex systems and/or introducing more complex concepts is indicated as a curriculum structure.

4.3 Emerging themes: Curriculum content and balance

As outlined previously, consensus has emerged about the key concepts and techniques of the discipline of Computer Science and this translates into curricula that incorporate
broad areas of: programming/algorithms, data representation, digital infrastructure, digital applications, and human factors (Australian Curriculum Assessment and Reporting Authority (ACARA) 2014; Duncan and Bell 2015; Seehorn et al. 2011; The Royal Society 2012). More broadly still there is the issue of balance across Computer Science, IT, digital literacies and computational thinking. As we have seen the UK, Australia and Poland have incorporated elements of all these in their curricula for all students although the balance is only likely to be clear from more detailed analysis of curriculum documents including schemes of work and the curriculum in practice. Previous research comparing Computer Science curricula in different countries revealed the complexity and range of factors affecting the curriculum and how it is implemented and in particular the importance of contextual factors that have resulted in much diversity (Hubwieser et al. 2015).

Another issue emerging from analysis of the five vignettes and associated discussions concerned the importance of more general intellectual practices and social competences. The Polish curriculum incorporates a whole area on developing social competences including project based learning and taking various roles in group projects. The importance of cooperation, collaboration and communication were discussed during the development of the UK curriculum but were not included in the specified content owing to concerns about assessment. IFIP discussions generally agreed that, whereas these intellectual practices and social competences are very important in learning Computer Science, the challenges for their assessment can lead to their under-emphasis. This problem is not only evident in learning Computer Science but more generally in curricula (Webb and Gibson 2015).

4.4 Emerging themes: Teacher professional development

All of the vignettes emphasise the importance of appropriately trained teachers and the major challenge that this provides in countries currently engaged in curriculum change, e.g. UK, Australia, where there are not enough teachers with appropriate knowledge and expertise. The challenge for these countries is threefold. Firstly existing teachers who have taught a very different curriculum may not have sufficient technical knowledge and skills. Secondly their pedagogical content knowledge (Shulman 1987) has not developed in relation to the new curriculum content. Thirdly there are few new Computer Science graduates coming into teaching owing to the general shortage of Computer Science graduates. It is beyond the scope of this paper to examine approaches to teacher professional development in any depth but it is clear that there are resource implications and a need for further research and evaluation of professional development programmes. Early indications, from the vignettes discussed here, suggest that involving teachers in analysing new curricula, creating resources and exploring pedagogical approaches while being supported to develop their own subject and pedagogical knowledge and programming skills can be successful.

4.5 Emerging themes: Risks and drivers of curriculum change

As explained earlier various constraints have been considered in relation to decisions about curriculum change. Change with digital technologies in education is part of a wider global arena that includes bureaucratic as well as commercial and political drivers
(Davis and Mackey 2015). For example, a lack of appropriately qualified and trained teachers increases the risk that the curriculum innovation will fail and therefore inhibits change. In the UK and Australia the discussions emphasised the risk of failure owing to inadequate teaching knowledge and expertise but chose to take the risk and attempt to mitigate it rather than delaying curriculum change. For example, developments in Australia stalled for some months following concerns raised by agencies including teacher unions. Thus decisions about desired curriculum content need to be accompanied by pragmatic considerations including capacity building and economic feasibility. Related to these decisions are considerations of the drivers for curriculum change. In the UK concerns over lack of appropriately trained teachers were high but strong drives from industry prompted political action to drive forward change on the basis of future economic advantages.

Assessment systems can impose serious constraints on curriculum development in the view of many who attended the panel. Assessment is often viewed as existing in a 3-way relationship with curriculum and pedagogy. Thus, where assessment systems impose strong requirements on how assessments may be performed, some curriculum elements may be constrained because they do not lend themselves to the assessment techniques allowed. In this way the creative aspects of Computer Science, for example, may become lost from a curriculum because they are not easily assessed through traditional exams and this concern was expressed by many who attended the panel. Opportunities provided by new computer-based assessments may help to solve this problem but significant research and development challenges remain (see for example Webb and Gibson 2015).

A further set of constraints, which merits research is about how the conceptual structure of the subject might impose on pedagogically and cognitively coherent schemata of epistemic ascent (Winch 2013). We have identified that in different countries there are different views about how well students might cope with concepts and approaches in computing. There is a body of research on learning aspects of computing extending back over at least 30 years but there is a need for continual updating as technological developments not only promote curriculum change but also provide new pedagogical opportunities making some concepts and skills easier to learn. For example new programming languages that simplify the syntax or use visual and/or block-based programming techniques are removing issues that were previously regarded as constraints by making programming easier to learn (Ben-Ari 2013; Mannila et al. 2006; Weintrop and Wilensky 2015). Furthermore there is evidence that students are able to progress from these simpler languages to the more sophisticated languages with more complex syntax generally used in business and industry (Mannila et al. 2006). However the need for teachers to understand not only the programming principles and concepts but also the ways in which these are supported through different languages remains (Ben-Ari 2013).

A further consideration discussed by the panel in Lithuania is how to take account in the school curriculum of increasing out of school and online opportunities for students to develop their computing expertise. Initiatives in some countries have emphasised these in order to make up for perceived deficits in the formal curriculum (Hubwieser et al. 2015). However our view of entitlement discussed above indicated that it is necessary to identify and specify the formal curriculum with an emphasis on entitlement and then extend learning opportunities through technology-supported
environments including school learning platforms, open online courses, community-based maker spaces etc. These online resources can enable “any time” and “anywhere” learning and support teacher-directed activities such as homework, project work, after school clubs etc. as well as providing additional informal learning opportunities for enthusiastic students.

5 Conclusion and recommendations

The brief review of curriculum developments discussed in this paper has identified important areas of consensus. Furthermore it has highlighted issues contributing to the complexity as well as key tensions and constraints in relation to designing a computing curriculum. In summary, there is an emerging consensus about the “powerful knowledge” of Computer Science which is a key element in entitlement (Young 2013). This includes the key concepts of the discipline of Computer Science and of the techniques and methods. There is not yet clear agreement about whether more general elements such as intellectual practices like tolerance for ambiguity and social competences should be specified in a Computer Science curriculum. Differences remain over whether all students should learn the discipline of Computer Science. Whereas three of the vignettes presented here and some other examples do emphasise Computer Science for all, the vignette from Israel exemplifies an alternative view in which all students develop basic computing and technology literacy incorporating computational thinking and only very capable students go on to study Computer Science as a discipline. This difference seems to rest on both the difficulties for students in learning Computer Science as well as the identification of the elements of Computer Science that are truly necessary for all students to learn.

In this paper we have standardised the terminology in order to facilitate discussion, there are differences in the terms used in different countries (see Webb et al. 2015 for a comparison of terminology across new developments in curricula).

Constraints that are affecting decisions about the introduction of new curricula include: concerns about students’ capabilities and availability of teachers who have appropriate knowledge and skills. As we have discussed, many of the concerns about students’ capabilities are being overcome by new pedagogical approaches supported by technological developments. Further research is recommended to identify the relative value of different approaches and their appropriate places in developmental trajectories. These new approaches include new types of programming languages, “unplugged” computing activities as well as more general pedagogical approaches made possible by online opportunities. At the same time we need to continue to investigate how students learn to think computationally and how approaches developed in one curriculum area or context may become generalised to other areas.

Teacher capability has been recognised in this debate as a key limiting factor for curriculum change. Teachers with sound subject and pedagogical knowledge are essential for quality learning. Professional development initiatives for Computer Science Education in some countries aim to develop teachers’ subject knowledge alongside their pedagogical knowledge in order to respond to rapid curriculum change. This is unusual; in other subject areas teachers’ subject knowledge has typically been developed over a number of years. Thus approaches to professional development for
Computer Science Education as well as new pedagogical approaches are an important area for ongoing research.
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