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\textbf{Abstract.} Decentralised Finance (DeFi) applications constitute an entire financial ecosystem deployed on blockchains. Such applications are based on complex protocols and incentive mechanisms whose financial safety is hard to determine. Besides, their adoption is rapidly growing, hence imperilling an increasingly higher amount of assets. Therefore, accurate formalisation and verification of DeFi applications is essential to assess their safety. We have developed a tool for the formal analysis of one of the most widespread DeFi applications: Lending Pools (LP). This was achieved by leveraging an existing formal model for LPs, the Maude verification environment and the MultiVeStA statistical analyser. The tool supports several analyses including reachability analysis, LTL model checking and statistical model checking. In this paper we show how the tool can be used to analyse several parameters of LPs that are fundamental to assess and predict their behaviour. In particular, we use statistical analysis to search for threshold and reward parameters that minimize the risk of unrecoverable loans.

1 Introduction

Financial trading has recently shifted to virtual markets, platforms entirely regulated and controlled by novel protocols. Decentralised Finance (DeFi) \cite{34} applications are deployed on blockchains like Ethereum \cite{34,12}, which offer distributed infrastructures to execute \textit{smart contracts} \cite{18} without intermediaries. DeFi has recently been employed by a growing community of users. As of April 2022, the growth of the capital locked by DeFi applications has increased almost
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10 times in the last two years: from approximately $9.78bn, on 1 April 2020, to over $83.51bn, on 1 April 2022 [29]. Even assuming the security guarantees ensured by the underlying blockchain, DeFi smart contracts have several vulnerabilities latent in their design [30,36]. Given the considerable amount of funds daily exchanged on DeFi platforms [1,16], even minor design flaws could determine massive and intolerable losses [21]. Notwithstanding the increasing interest of several research groups in this area [9,5,2,32,4,19], the complexity of DeFi protocols yields new interesting research problems. Formal verification of these systems is crucial, in order to ensure their correctness and security.

The verification tool proposed in this paper simulates and analyses Lending Pools (LPs), one of the most popular DeFi applications, whose two main features are lending and borrowing assets, to support various financial practices, including margin trading. Our verification tool is based on the formal model of LPs proposed in [6]. Such model encompasses the behaviour of the most widespread LPs, namely Aave [10] and Compound [24].

We craft an operational specification of the LP model of [6] in Maude [15], a specification language which is particularly suitable for highly concurrent systems such as LPs. Additionally, Maude provides a very extensive environment for both simulating and verifying the properties of the specified models. Given the complexity of the modelled systems, the analyses techniques offered by the Maude environment are not sufficient. Specifically, since the system may evolve by following an infinite number of execution paths, the traditional model checking methods result in being either ineffective or unviable. Therefore, the Maude-based LP simulator has been extended to support statistical analyses. This has been achieved by integrating the simulator with the MultiVeStA statistical analyser proposed in [31] and recently redesigned to focus on analyses of interest for economical agent-based models [33]. The tool offers analysis techniques from the family of statistical model checking [3]. These statistical analyses, despite producing less accurate results, allow to observe the quantitative behaviour of large instances of the model, offering statistically-reliable results. In the case of lending pools, this approach allows to estimate parameters of the model so to increase its safety. Specifically, an essential safety property of the model is that the value of non-repayable loans is low.

This paper is based on the work done in [25] and proposes a Maude-based LP simulator (Section 3) capable of conducting several analyses of lending pools including LTL model checking and statistical analysis. The tool is open source and available at [26]. Additionally, the study showcases the usage of the tool by answering a still non-investigated research question, aiming at an enhancement of the analysed platforms’ safety. In particular, the statistical analysis presented in Section 4 shows that a choice of the parameters used to instantiate the LP model reduces the amount of non-repayable loans.
Lending Pools and Price Models

Lending Pools. Lending Pools [35] are a class of DeFi applications which allow users to lend and borrow cryptoassets. At the time of writing, LPs are the most used DeFi applications, with the majority of them being deployed on Ethereum [29]. Deposited funds are pooled and lent on-demand to borrowers, only if they possess enough collateral (i.e. only if their account is overcollateralized). As blockchains typically do not provide strong identities, but pseudonyms [12], users’ actions are difficult to be regulated under a jurisdiction, which makes collateralization the main protection mechanism against adversarial behaviours [27]: an agent can only borrow a quantity of tokens worth less than the amount of collateral they deposited. This mechanism and others (e.g. interest rates) is in place in order to incentivize borrowers to repay their loans.

We now recall details of the lending pools model in [6]. The basic components of the model are agents and cryptoassets. LP agents are the rational entities taking part in the protocol. Contrarily, LP cryptoassets are token types, each representing a different virtual currency. The model distinguishes two classes of token types: free tokens and minted tokens, denoted respectively by the sets \( T_f = \{ \tau_i \}_{i \in [1..k]} \) and \( T_m = \{ \tau'_i \}_{i \in [1..k]} \), where \( k \) is the number of cryptocurrencies available on the pool. The difference between these classes of token types is that free tokens have a value established by external markets, whereas minted tokens are assets coined by the protocol, hence holding value only in a specific LP environment. In other words, minted tokens are loyalty credits held by the agents actively joining the protocol. In fact, minted tokens are granted by the protocol to the agents in return for free tokens, hence each minted token \( \tau' \) corresponds to a free token \( \tau \), also called its underlying token. We denote by \( T \) the set of all token types, i.e. \( T = T_f \cup T_m \).

Given agents and assets, the LP model yields as a transition system where each state \( \Gamma \) is of the form \( \Gamma = \sigma \mid \pi \mid p \):

1. The wallets function \( \sigma : \mathcal{A} \rightarrow (T \rightarrow \mathbb{R}_0^+) \) stores each agent’s balance of tokens. For instance, the wallet of an agent \( A \) is expressed by the partial function \( \sigma_A \), and the balance of its \( \tau \)-typed tokens by \( \sigma_A(\tau) \).

2. The pool component \( \pi \) is a triple \( (\pi_f, \pi_l, \pi_m) \). It is composed by three partial functions: \( \pi_f : T_f \rightarrow \mathbb{R}_0^+ \) storing the amount of free tokens deposited in the pool, \( \pi_l : \mathcal{A} \rightarrow (T_f \rightarrow \mathbb{R}_0^+) \) memorising the loans each agent owes to the pool and \( \pi_m : T_f \rightarrow (T_m \times \mathbb{R}_0^+) \) keeping track of the minted tokens (also called the collateral or credits) purchased from the pool.

3. The price function \( p : \text{dom}(\pi_f) \rightarrow \mathbb{R}_0^+ \) stores the price of each free token available in the pool.

Given a partial map \( f \), we denote by \( f\{v/x\} \) the point-wise update of \( f \) at the point \( x \) to the value \( v \). In order to add and remove tokens in the functions defined above, a partial binary operation \( \circ : \mathbb{R}_0^+ \times \mathbb{R}_0^+ \rightarrow \mathbb{R}_0^+ \), such as addition, is extended to them. Given a partial map \( f : T \rightarrow \mathbb{R}_0^+ \), a token type \( \tau \in T \) and
The amount of repayable loan is limited by a percentage factor \( \pi \), \( C \), \( \pi \), \( C \pi \), \( \sigma \), \( \tau \), \( \sigma \tau \), \( v \) and \( \sigma \pi \). given. The following LP components may rely on the whole state \( \Gamma \), or some of its components. This dependency is indicated by the means of subscripts. For instance, writing \( F_X \) means that \( F \) depends on the \( X \) component of the state.

The functions \( V^l_\pi \) and \( V^m_\pi \) define, respectively, value of tokens lent to a given agent, and the value of minted tokens owned by a given agent:

\[
V^l_\pi(A) = \sum_{\tau \in T_f} (\pi_l(\tau)) \cdot p(\tau) \quad V^m_\pi(A) = \sum_{\tau' \in T_m} \sigma_A(\tau') \cdot \text{ER}_\pi(\tau', \tau) \cdot p(\tau)
\]

where \( \text{ER}_\pi(\tau', \tau) \) is the exchange rate of minted tokens (see Section 3.1 of [6]).

The collateralization of an agent \( A \) is defined as \( C_T(\tau) = V^m_{\pi}(A) / V^l_{\pi}(A) \). This is an essential indicator of agents’ lending safety: in fact, a collateralization below a given threshold (\( C_{\text{min}} \)) entails an agent to be liquidated and hence to incur in a financial loss, as detailed later.

The behaviour of agents interacting with a lending pool is formalized as a set of rewriting rules, which define transitions between states. Such transitions are written as \( \Gamma \xrightarrow{r_A(z^n)} \Gamma' \), where \( \Gamma \) is the starting state, \( \Gamma' \) is the target state, and \( r_A(z^n) \) is the action (fired by \( A \)) which triggers the state transition. Actions have the form \( r_A(z^n) \), where \( r \) is the action name, and \( z^n \) is an \( n \)-tuple of parameters.

The main actions of lending pools are informally summarised in Table 1. Since the focus in this paper is on liquidations as one of the key incentive mechanisms, we will provide the details for such action only. Figure 1 provides a formal description of the rule. The essential preconditions to understand the rule are (4), (8), (9), (10) and (11).

\[
\begin{align*}
1. & \quad \tau' \in T_m \\ 2. & \quad \sigma_A(\hat{\tau}) \geq v \\ 3. & \quad \pi_l(B)(\hat{\tau}) \cdot \text{Maxliq} \geq v \\ 4. & \quad v' = v \cdot \frac{\pi_l(\tau)}{\pi_l(\hat{\tau})} \cdot \text{Rliq} \\ 5. & \quad \sigma_B(\tau') \geq v' \\ 6. & \quad \sigma_{\hat{\tau}} = \pi_f + v : \hat{\tau} \\ 7. & \quad \pi'_{\tau} = \pi_l(B) - v : \hat{\tau} / B \\ 8. & \quad \sigma_{\hat{\tau}} = \sigma_A - v : \hat{\tau} + v' : \tau' \\ 9. & \quad \sigma_{\hat{\tau}}' = \sigma_B - v' : \tau' \\ 10. & \quad C_{\sigma | \pi | p}(B) < C_{\text{min}} \\ 11. & \quad C_{\sigma' | \pi' | p}(B) \leq C_{\text{min}} 
\end{align*}
\]

\[
\sigma \cdot \pi \cdot p \xrightarrow{\text{Liq}(B, v, \hat{\tau}, \tau', \pi_f, \pi_m)} \sigma_{\hat{\tau}}(\sigma_{\hat{\tau}}' / B) \cdot \sigma_{\hat{\tau}}(\sigma_{\hat{\tau}}' / A) \cdot C_{\text{min}}(B) \cdot (\pi_f, \pi_{\hat{\tau}}) \cdot p
\]

Fig. 1: The rule for liquidation.

3 The amount of repayable loan is limited by a percentage factor \( \text{Maxliq} \), as done in Aave [11] and Compound [28].
Dep \(_A(v : \tau)\): \(A\) deposits \(v\) free-tokens of type \(\tau\) from its wallet to the pool. Subsequently, the pool coins \(v'\) units of \(\tau'\), with \(v'\) computed so to incentivize deposits only if the LP is lacking free tokens.

Rdm \(_A(v : \tau')\): \(A\) redeems \(v\) units of the minted token \(\tau'\), as long as \(A\)'s collateralization is greater than a threshold (\(C_{\text{min}}\)) and LP holds enough tokens of type \(\tau'\).

Bor \(_A(v : \tau)\): \(A\) borrows \(v\) units of a free token \(\tau\), assuming it has enough collateral.

Rep \(_A(v : \tau)\): \(A\) repays \(v\) units of its loan in the free token \(\tau\) to the LP.

Liq \(_A(B, v : \hat{\tau}, \tau')\): \(A\) (liquidator) liquidates a variable amount of \(B\)'s (borrower's) minted tokens \(\tau'\), by paying \(v\) units of free tokens \(\hat{\tau}\). Notably, \(\hat{\tau} \in T_f\) is in general different from \(\tau\), the underlying token of \(\tau' \in T_m\). This action can be executed only if the \(B\)'s collateralization is below \(C_{\text{min}}\), meaning \(B\) is undercollateralized.

Int: The LP contract accrues interest on the existing loans. This disincentivizes borrowers from postponing their loans repayment.

Price: Token prices are updated according to a given price evolution model.

---

**Table 1:** Summary of some of the lending pools actions from [6].

1. Computes the reward for the liquidating agent. This is based on the liquidated amount \(v\) and the reward factor \(r_{\text{liq}}\). The idea is that \(A\), by repaying part of \(B\)'s loan, is reducing the likelihood of the protocol to become illiquid. This behaviour is incentivized by the platform by setting the aforementioned reward to a value strictly higher than 1. A common value for \(r_{\text{liq}}\) is 1.1.

8. Update the involved agents’ wallets, \(A\) repays \(v\) units of \(B\)'s loan in \(\hat{\tau}\) and is compensated with \(v'\) units of \(\tau'\).

9. Ensures that the rule is executable only if \(B\)'s collateralization is less than \(C_{\text{min}}\), which is often set to 1.5. This rule is the reason why agents’ collateralization should be at least \(C_{\text{min}}\), so to avert the risk of being liquidated and incurring in the loss of the liquidation reward \(r_{\text{liq}}\).

10. Prevents \(A\) from seizing a higher collateral amount than the one required for \(B\) to be considered safe (i.e. \(C_{\text{D}}(B) \geq C_{\text{min}}\)).

11. Figure 2 illustrates the transition system for a simple running example, where three liquidate actions are executed. The figure shows six possible traces all originating from \(\Gamma_0\) and having \(\Gamma_{3,1}\) as final state. Each state in the figure is defined by a row in Table 2. Additionally, transitions, namely Liq actions performed by \(D\), are indicated by different colours depending on the liquidated borrower in both the transition system and the table. Notably, assuming \(C_{\text{min}} = 1.5\) and \(r_{\text{liq}} = 1.1\), all borrowers in \(\Gamma_0\), \(A\), \(B\) and \(C\), are undercollateralized. Specifically, \(A\) is marginally undercollateralized since \(C_{\text{D}}(A) = 1.25 > 1.1 = r_{\text{liq}}\), while \(B\) and \(C\) are strongly undercollateralized, being both \(C_{\text{D}}(B)\) and \(C_{\text{D}}(C)\) below 1.1. This allows \(D\) to seize the entire \(B\) and \(C\)'s collateral, as evident from \(\Gamma_{3,1}\) in Table 2. Contrarily \(A\)'s collateralization is restored to \(C_{\text{min}}\).
As an example, consider transition $\Gamma_0 \xrightarrow{\text{LiqD}(B, 91; \tau_1, \tau'_0)} \Gamma_{1,2}$. Agent D repays 91 units of $\tau_1$, seizing $91 \cdot r_{\text{liq}} \approx 100$ units of $\tau'_0$ from agent B. This also affects $\pi$, in a way that the funds in $\tau_1$ are incremented by 91 units, as illustrated by $\pi_f(\tau_1)$, while B’s loan is decremented by 91 units, as shown by $\pi_l(B)(\tau_1)$. Contrarily, $\pi_m$ is not modified by the transaction, as the 100 units of minted tokens $\tau'_0$ are simply transferred from B’s wallet to D’s one.

**Stock Market Price Modelling**

We use the geometric Brownian motion (GBM) to define a predictive model for price evolution based on past stock market trends. A GBM is a continuous-time stochastic process $P_t = P_0 \cdot \exp \left( \left( \mu - \frac{\sigma^2}{2} \right) t + \sigma W_t \right)$. The two constants $\mu$ and $\sigma$ are respectively called drift and volatility, whereas $W_t$ is a random variable following a Weiner process, i.e. a process $W_t = \epsilon \sqrt{dt}$ satisfying the following properties: (i) $\epsilon \sim N(0,1)$ and (ii) for any given pair $(t_0, t'_0)$, $W_{t_0}$ and $W_{t'_0}$ are independent. In other words, a $W_t$ is the component yielding the stochastic behaviour of a GBM. The geometric Brownian motion as a whole can be viewed as the harmonic result of its two components [20]: (i) the drift $\left( \mu - \frac{\sigma^2}{2} \right) t$ and (ii) the volatility $\sigma W_t$. The effects of the two components on the resulting
Table 2: States of the transition system in Figure 2. For simplicity, the price function $p$ is assumed to be constant such that $p(\tau_0) = p(\tau_1) = 1$ in every state. The values of the LP parameters are $C_{\text{min}} = 1.5$, $r_{\text{liq}} = 1.1$ and $\text{Maxliq} = 1$.

3 An LP Simulator for Liquidating Agents

We now lay the foundations for tackling a significant research problem for LPs: finding optimal $C_{\text{min}}$ and $r_{\text{liq}}$ parameters. This is achieved by instantiating the LP simulator to conduct statistical analyses of the model. The simulator comprises: the Maude specification of LPs [26]; a strategy for automating the behaviour of rational liquidators (Section 3.1); and a price evolution model for the three most widely employed cryptocurrencies (Section 3.2).

3.1 A Fully-automated Liquidating Strategy

This section introduces a liquidating strategy causing the LP protocol to possibly reach unsafe states, where loans are not guaranteed to be repaid. We first give an intuitive understanding of aggressive liquidating behaviours, and then describe the proposed liquidating strategy.

The impact of liquidations on collateralization Liquidate actions involve two agents: a liquidator, i.e. as an agent with enough tokens to fire liquidate actions, and a borrower with a collateralization below the threshold $C_{\text{min}}$. 

---

| $\Gamma$ | $\pi_f$ | $\pi_l$ | $\sigma_A$ | $\sigma_B$ | $\sigma_C$ | $\sigma_D$ | $C_{\Gamma}$ |
|----------|---------|---------|------------|------------|------------|------------|------------|
| $T_0$    | 195     | 80      | 100        | 125        | 80         | 100        | 125        | 500        | 0          | 500        | 1.25       | 1          | 0.8        |
| $T_{1,1}$| 245     | 30      | 100        | 125        | 80         | 45         | 100        | 125        | 100        | 500        | 1.5        | 1          | 0.8        |
| $T_{1,2}$| 286     | 80      | 90         | 125        | 80         | 100        | 0          | 125        | 100        | 410        | 100        | 1.25       | 0          | 0.8        |
| $T_{1,3}$| 286     | 80      | 100        | 34         | 80         | 100        | 100        | 125        | 0          | 110        | 100        | 1.25       | 1          | 0          |
| $T_{2,1}$| 336     | 30      | 90         | 125        | 80         | 45         | 100        | 0          | 125        | 100        | 350        | 155        | 0.5        | 0          | 0.8        |
| $T_{2,2}$| 336     | 30      | 100        | 34         | 80         | 45         | 100        | 100        | 125        | 0          | 350        | 155        | 1.5        | 1          | 0          |
| $T_{2,3}$| 377     | 80      | 90         | 34         | 80         | 100        | 100        | 0          | 125        | 0          | 318        | 200        | 1.25       | 0          | 0          |
| $T_{3,1}$| 427     | 30      | 90         | 34         | 80         | 45         | 100        | 0          | 125        | 0          | 268        | 255        | 1.5        | 0          | 0          |
Liquidators have a fundamental role in the financial safety of LPs, as they supply free tokens whenever the pool is lacking them. On the other hand, excessively zealous liquidators could be harmful to the system, since they could disincentivize undercollateralized borrowers to repay their loans. This is exemplified in Figure 4, where all the liquidating scenarios are outlined. The figure illustrates the agents’ collateralization, detailing the outcomes of liquidate actions in every possible (non-trivial) state. The scenarios are also captured by the running example in Figure 2.

Firstly, the three dashed lines in the figure correspond to the liquidation parameters specific to the instantiated pool. Their labels represent the respective line slopes. The line labelled 1 depicts the scenarios where the collateral value equals the loan value. Consequently, it can be intended as the loan repayment incentivizing threshold, i.e. the collateralization value below which borrowing agents should be considered to be disincentivized in repaying their loans as their outstanding loan debt exceeds their collateral in value. These residual loans are also called non-recoverable.

Additionally, the three points indicate the initial collateralization of three liquidated borrowers. Each liquidation action is illustrated by a solid line drawn from $C_{\Gamma}(I)$ to $C_{\Gamma'}(I)$ for $I \in \{A, B, C\}$. Liquidations entail a decrease in the liquidated user’s collateralization by a linear factor proportional to $r_{liq}$ and ultimately determined by the liquidator. Note that the liquidation actions described in the figure follow the semantics of the liquidate action, as the resulting loan value must be greater than zero and the final collateralization must be at most $C_{\text{min}}$.

It is worth observing that the liquidations in the figure can be achieved by applying only one action if and only if two conditions hold. Firstly, the liquidator invests enough liquidity to seize the entire seizable collateral. Secondly, the liquidated borrower does not diversify the type of the loan. If either the first condition or the second does not hold, then the liquidations illustrated in the figure can be achieved uniquely by performing several liquidate actions on the borrower. This is frequently the case in the major LP implementations (Compound and Aave). In fact, these prevent the whole seizable collateral amount to be atomically liquidated, by setting $Maxliq$ which is variable in Compound [28] and constant (equals to 0.5) in Aave [11]. Our model includes the parameter $Maxliq$ as a constant following Aave, but it could be extended to a variable one.

**The proposed liquidating strategy** As shown in Figure 4, the collateralization of $A$ is re-established, whereas liquidations cause $B$ and $C$ to lose their entire collateral, disincentivizing them from repaying the loans. In light of this fact, a
relevant research question is whether there exists an optimal pair \((C_{\text{min}}, r_{\text{liq}})\) such that the number of non-recoverable loans is minimal.

It is worth to observe that, ideally, the closer \(r_{\text{liq}}\) is to 1, the more the collateralization of a loan can drop and still be recoverable by liquidation. Thus a \(r_{\text{liq}}\) marginally greater than 1 is optimal in our model, since it would lead to the strongest recovery of user collateralization during liquidation. However, actual platforms deviate from such ideally optimal \(r_{\text{liq}}\) as the costs incurred by liquidators to execute actions have to be compensated by a suitable discount \(r_{\text{liq}}\) on the purchase of minted tokens from the liquidated borrowers. In order to investigate the effects of choices \(r_{\text{liq}}\) and \(C_{\text{min}}\), we propose a strategy attempting to reproduce a rational behaviour for liquidators. The employed strategy simulates a rational behaviour where liquidators repay the entire borrowers’ loan. The rationality of the behaviour we are going to study is based on the following key observations:

1. Fast liquidations have the advantage of restoring liquidity whenever the borrowers have collateralization slightly above \(r_{\text{liq}}\) (see agent \(A\) in Figure 4).
2. On the other hand, fast liquidations may generate non-recoverable loans whenever the borrowers have collateralization slightly below \(r_{\text{liq}}\) (as for agents \(B\) and \(C\) in Figure 4).
3. Price fluctuations can change the scenario between (1) and (2). For example, it could raise the collateralization of borrowers to \(r_{\text{liq}}\) allowing the liquidators to effectively restore the agents’ collateralization to \(C_{\text{min}}\), so that it would be convenient to delay liquidations.

The strategy used to implement the liquidator behaviour selects the liquidate input parameters, so to maximise the value of seized collateral. Specifically, given a liquidator \(L\), the strategy computes the remaining four parameters of Liq: the borrower’s agent identifier \((B_r)\), the amount of loan to be repaid \((v_r)\), the type of the asset to be repaid \((\hat{\tau}_r)\) and the one of the asset to be seized \((\tau'_{r})\). Because of space constraints, we refer to [25] for a detailed account of the strategy.

### 3.2 Price Modelling

This section describes the price model employed to predict cryptocurrencies prices, based on historical data. We start with an overview of the price model to motivate its adoption. Afterwards, we present the three model instantiation scenarios used in the subsequent statistical analysis.

**Predicting cryptocurrency prices** The cryptoassets prices are derived from a statistical model representative of the past price behaviour based on the GBM. A GBM is instantiated by two parameters drift and volatility which can be estimated from the currency historical data. This makes the GBM the ideal stochastic process for modelling stock prices based on their past evolution [17].

Aiming at stress-testing the LP protocol and inspired by [19], we have designed three different scenarios, each comprising a pair of price trends. In practice, each scenario simulates the evolution of prices of a given collateral and loan
assets, in a way that respectively when the former declines, the latter increases.
In fact, assuming that each borrower $B_0$ owes a loan in only one asset type $\tau_l$ and similarly holds collateral of only one asset type $\tau_m$, such a model for prices necessarily causes some borrowers to become undercollateralized, as shown in (1).

$$C_l(B_0) = \frac{V_m^m(B_0)}{V_l^l(B_0)} \xrightarrow{p(\tau_m) \to 0} p(\tau_l) \to V, \text{ with } V \gg 0$$

(1)

More precisely, prices modelling is achieved by opportuneely gathering the data used to estimate the parameters (drift and volatility) for generating a growing, decreasing or relatively constant GBM process. In the literature, daily closing prices of stock markets are used since their samples generally tend to be normal, which allows to employ the GBM generic formula. Ultimately, since prices’ predictions pairs should variate in a way that they simultaneously display an opposite behaviour, it is necessary to correlate them, as shown in [20].

**Prices model instantiation** Given a collateral asset $\tau_m$ and a loan asset $\tau_l$, the three prices evolution pairs are shown in Table 3.

| Scenario   | $\tau_m$ | $\tau_l$ | $p(\tau_m)$ | $p(\tau_l)$ |
|------------|----------|----------|--------------|--------------|
| ETH-WBTC   | ETH      | WBTC     | Declining    | Increasing   |
| ETH-USDC   | ETH      | USDC     | Declining    | Constant     |
| USDC-WBTC  | USDC     | WBTC     | Constant     | Increasing   |

Table 3: The three implemented prices evolution scenarios

The choice of the cryptocurrencies in the table is motivated by their closing price historical evolution in three different trimesters (shown in the Appendix, Figure 9). By using those samples, it is possible to simulate the desired trends indicated in the columns named $p(\tau_m)$ and $p(\tau_l)$. This is achieved by estimating the expected price returns ($\mu$) and the price volatility ($\sigma$), which are utilised as the drift and volatility instantiating the resulting GBM. The two parameters are estimated according to [20]. The drift $\mu$ is simply obtained by computing the mean over the closing prices. Contrarily, $\sigma$ is calculated as $\sigma = \frac{s}{\sqrt{T}}$, where $T = \frac{91}{365}$, $s$ indicates the standard deviation of the log returns and $\sqrt{T}$ is the annualisation constant.

The selected sampling time span (91 days, i.e. a trimester) is motivated by the fact that cryptoassets are subject to sudden fluctuations and, even though short samples might not be representative of the entire population, this is a consolidated practice [20]. Besides, the resulting price predictions span over the same time frames, as each price model instantiation produces 91 prices predictions, as illustrated in Section 3.2. Notably, the selected cryptocurrencies (ETH, USDC and WBTC) were among the four-most-utilised assets on the Compound market [16] at the moment of writing. Lastly, the selected closing price samples are suitable, since the derived log returns distributions tend to be normal.
Figure 5 shows an estimation of the GBM parameters (obtained from the close prices in the Appendix, Figure 9), by the previously discussed methodology. The parameters are then utilised to instantiate the six GBM processes (each for price evolution), simulating the scenarios in Table 3. Finally, the asset initial price \( P_0 \) is a constant set to the actual price in USD of each asset on May 5th, 2021.

**Expected price predictions** We have used the MultiVeStA statistical analyzer to examine the prices predictions generated by the GBM in each of the scenarios explained in Section 3.2. The details are provided in the appendix (Figure 10), and show the normalised trend of the price scenarios, discussed in Section 3.2. The figures in the appendix show that the expected behaviour, expressed in Table 3 is obtained in all the considered scenarios. Additionally, in Figures 10a and 10c prices predictions are strongly correlated as it is expected. In fact, the GBMs pairs were instantiated as negatively correlated processes accordingly to [20], Section 14.5. Contrarily, Figure 10b shows less correlated prices predictions. This is probably due to the fact that the computation was bounded to execute maximum 5,010 simulations. In fact, from experimental evidence, the approximation seem to converge at a very slow speed.

### 4 Statistical Analysis of Liquidation Scenarios

We have experimented with the LP model simulator described in Section 3 in order to answer the question: *given a specific scenario, what is the impact of the pair of LP parameters \( C_{\text{min}} \) and \( r_{\text{liq}} \)?*

We have considered scenarios generated by four factors. First, the liquidator logic defined in Section 3.1, determines immediate and quick liquidations, causing a significant financial loss to the liquidated party. Secondly, the agent to be liquidated is selected so to maximise the value of seized collateral, which is the most beneficial and rational option for liquidators. Thirdly, liquidators are assumed to hold an *unbounded* amount of resources, which allows them to repeat liquidations as long as there exists an undercollaterized agent. Finally, cryptoasset prices evolve following a trend aimed at causing borrowers to suddenly become undercollaterized.

We recall that the effect of the pair \( C_{\text{min}} \) and \( r_{\text{liq}} \) we are looking for is one that minimises the number of undercollaterized borrowers. We have explored the space of choices for the pair by executing MultiVeStA experiments for all \( C_{\text{min}} \) ranging, with step 0.1, from 1.2 to 1.5 and \( r_{\text{liq}} \) ranging from...
1.1 to \( C_{\text{min}} - 0.1 \). These ranges were selected based on the values typically assigned to these parameters in the actual implementations: \( C_{\text{min}} = 1.5 \) and \( r_{\text{liq}} = 1.1 \) [6].

On these premises, we first illustrate the LP model initial configurations used for the subsequent experimentation. Next, we present the results of the performed experiments.

**Initial configurations** The initial configurations were designed to test the resistance of different borrowers’ collateralization to becoming unrecoverable, when subject to repeated liquidations. Since the intention is to observe the model behaviour under three price models (Section 3.2), three different initial configurations are produced, each having a different price for collateral and loan assets. All the configurations share the same amount and types of agents. Specifically, a generic initial configuration comprises ten borrowers having collateralization ranging from 1.0 to 2.0, with step 0.1. This is depicted in Figure 6, where \( b_i \) represents the generic borrower \( B_i \)'s collateralization \( (C_{\Gamma_i}(B_i)) \), for \( \Gamma \) initial configuration. Additionally, an arbitrary number of liquidators (three) are added to each configuration.

**Experimental results** The results discussed here were obtained by performing MultiVeStA experiments of the LP simulator. Specifically, the inputs to the tool are: the LP simulator discussed in Section 3, a MultiQuaTEx property to express the desired measure to be estimated (the expected collateralization value at each liquidation round for each borrower), and a pair of statistical parameters defining the confidence interval (CI) of interest: the maximum confidence interval width \( \delta \) and the confidence level \( \alpha = 0.05 \) which provides 95% statistical confidence that the estimated value is in the confidence interval. For each property, MultiVeStA will generate enough simulation to meet the required CI.

Figure 7 shows the per-borrower collateralization for varying liquidation rounds and choices of \( C_{\text{min}} \) and \( r_{\text{liq}} \) in the eth-wbtc prices scenario, with a fixed \( r_{\text{liq}} = 1.1 \). In this scenario, one can see that undercollateralized agents have a very different behaviour than overcollateralized ones. Specifically, the undercollateralized agents undergo very serious liquidations, which often lead them to unrecoverability, as their collateralization converges to a constant below \( C_{\text{min}} \). Contrarily, overcollateralized agents do not incur in severe financial losses.

Additionally, our experiments (presented in detail in the Appendix, Figures 11a to 11c) show that the \( C_{\text{min}} \) and \( r_{\text{liq}} \) having the least negative effects on undercollateralized balances is \( C_{\text{min}} = 1.5, r_{\text{liq}} = 1.1 \). This is also quantitatively confirmed by the numbers in Figure 8. Intuitively, this is a consequence of the fact that when \( C_{\text{min}} = 1.5 \) and \( r_{\text{liq}} = 1.1 \) the collateralization of each agent \( b_1 \) to \( b_5 \) is higher on average than for any other \( C_{\text{min}} \) and \( r_{\text{liq}} \) pairs. As a result, the
Fig. 7: Per-borrower collateralization (b_1 to b_{10}) in the ETH-WBTC prices scenario, for varying liquidation rounds and CMin-Rliq choices.

Finally, our experiments (presented in detail in the Appendix, Figures 12a to 12c) show that overcollateralized borrowers could still incur in liquidations, in case the prices abruptly change as in the prices scenario ETH-WBTC. Differently, in the other scenarios, employing the stable coin USDC, overcollateralized agents are, on average, rarely liquidated.

### 5 Related Works

Verification of DeFi applications is a fairly recent research area where several techniques have been applied. We focus our discussion on works devoted to formal modelling and reasoning of DeFi applications, which typically follow two parallel directions: verification of the model properties [9,5,2,32], and statistical analysis of the model variables [4,14,22,13,19].

The work in [9] is one of the first addressing formal verification of smart contract properties. Their study combines a game-theoretic approach with probabilistic model checking, ultimately validating their results with the model checker PRISM [23]. Another example of research in this direction is Tolmach et al. [32]
which developed the first multi-pools model and verified invariant properties initially formulated by [8]. Finally, [2] proposed a very relevant study on smart contracts, by modelling not only the contracts and the agents’ behaviour but also the underlying blockchain using the BIP framework [7] and statistical model checking (as we do). The work in [2] employs statistical methods too. However, in their case, statistics is useful to estimate unknown variables of the analysed model, hence deriving desirable properties. The quantitative variables estimation is also achieved by performing Monte-Carlo simulations, with a more closely look at the behaviours displayed by agents [14]. In fact, most of this research in this line [22,13,4] bases its results on Agent-Based Simulations, which is employed to stress test the actual smart contracts implementations being executed on a “custom-built Ethereum virtual machine that is written in C++” [22]. This research direction, although suggesting promising results, is not ultimately supported by strong statistical guarantees, since the number of Monte Carlo simulations performed to run their analyses is arbitrarily chosen and not backed by a formal justification [22,19]. Nonetheless, a work relevant to ours is the analysis conducted in [22] on the Compound protocol scalability in face of high stock market prices volatility. Similarly to our work, their analysis models the prices by the use of the GBM. However, their data collection and analysis methodologies are very different. In fact, they do not sample entire historical periods as illustrated in Section 3.2 for estimating prices volatility. Contrarily, they simply evaluate the minimum and maximum volatility values ever observed and instantiate the GBM for different prices volatilities so to simulate several market environments. Finally, the prices model in Section 3.2 has been mostly inspired by [19]. Similarly to [22], they stress-test an LP model, not a specific implementation, by using the same price model explained in Section 3.2. Nonetheless, a remarkable difference is that they instantiate the predictions of the collateral and loan assets pairs with three different correlation parameters. We assume instead predictions of prices pairs to be strongly negatively correlated ($\rho = -1$), in order to simulate the worst-case scenario. Additionally, we reproduced [19]’s environment by using historical data of three different real cryptoassets on the market.

6 Conclusions

We have presented a tool for the analysis of lending pools, an archetypal DeFi application. Overall the tool consists of (i) an accurate LP simulator based on the model of [6] which can support both the study of vulnerabilities and attacks of LPs; (ii) a model checker capable of doing simple reachability analysis and verifying whether LTL properties hold of specific configurations; and (iii) a tool for statistical analysis backed by the statistical model checker MultiVeStA. In this paper, we have focused on (iii) and we have shown how to use it to optimize the LP parameters under specific scenarios. Details on (i) and (ii) as well as further examples, including reproduction of price oracle attacks using reachability analysis and LTL model checking are available in [25].
Future research supported by the developed tool could include the formalization of further attacks and properties of the model. Specifically, one could study resistance to illiquidity, as suggested by [22], or the behaviour of multipools configurations, each offering different market opportunities to agents, as proposed by [35] and partially developed in [32].
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Fig. 9: Trimester closing prices, collected from CoinGecko APIs
Fig. 10: Prices predictions produced, for each scenario in Table 3, by GBMs instantiated with the parameters in Figure 5.
Fig. 11: Per-borrower collateralization ($b_1$ to $b_5$) in the three prices scenarios, for varying $\text{CMin-rliq}$ choices.
Fig. 12: Per-borrower collateralization (b₃ to b₇) in the three prices scenarios, for varying CMin-rLiq choices.