An Analysis Method for Error Propagation Reachability of Component-Based Software
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Abstract. Component-based software (CBS) is widely used in various industries and fields. One important characteristic of CBS is that when some error occurs in a component, the error will be transmitted to other components as the inter-component state propagates, the error propagation will form and the error propagation may cause the software system to malfunction or fail. From the perspective of software architecture (SA), an analysis process for error propagation accessibility of CBS and a generation algorithm for error propagation reachability graph event/state-based of CBS were established. In this algorithm, firstly, the elementary events are sorted by identifying the internal timing sequence of the components in the directed graph of SA, and the state groups that cannot be reached at the same time between the components are obtained; secondly, the Cartesian product of the reachable states between the components is established and all the reachable state groups of CBS are obtained; at last, the error propagation reachability graph of CBS is obtained according to the event connection table. The algorithm has laid a technical foundation for the analysis on CBS errors and reliability.

1. Introduction

Component-based software (CBS) is widely used in various industries and fields. At present, many industries such as the ship industry, the aviation industry and the ordnance industry have adopted this software mode in their software. Service oriented architecture (SOA), Web services and internetwork are typical representatives of this software mode. As a kind of new software form based on network platform, CBS is the software system in which various software entities in the network (e.g. components, services, agents, which are collectively called “components” in this paper) exist in all the nodes in an open and independent form and implement cross-network interconnection, intercommunication and collaboration in various collaborative methods in an open environment. At present, many industries such as the ship industry, the aviation industry and the ordnance industry have adopted this software mode in their software. With the development of technology, CBS will be more and more characterized by independent adaptability, collaboration, reactivity, evolution, diversity, etc., and provide customers with the services featuring 7*24, continuous evolution and update, and smartness. Meanwhile, CBS can perceive the dynamic changes of the environment and carry out online dynamic evolution in accordance with the function indexes, performance indexes, credibility indexes, etc. [2,3].
The reliability analysis of CBS is one of the hot research topics at present \cite{4,5,6}. The relation between a software error and the error propagation is an important basis for the software reliability analysis \cite{7,8,9}. One important characteristic of CBS is that when some error occurs in a component, the error will be transmitted to other components as the inter-component state propagates, the error propagation will form and the error propagation may cause the software system to malfunction or fail. From the perspective of software architecture (SA), the paper reified the software architecture into a directed graph, analyzed the transitivity of the elementary event (internal activity or state of the component which causes an error) interaction at the interfaces between components, then an analysis process for error propagation accessibility of CBS was established. More important, a generation algorithm for error propagation reachability graph event/state-based of CBS was proposed. In this algorithm, firstly, the elementary events are sorted by identifying the internal timing sequence of the components in the directed graph of the architecture, and the state groups that cannot be reached at the same time between the components are obtained; secondly, the Cartesian product of the reachable states between the components is established and all the reachable state groups of the software system are obtained; at last, the error propagation reachability graph of the software system is obtained according to the event connection table. The algorithm has laid a technical foundation for the analysis on CBS errors and reliability.

2. Analysis process for error propagation accessibility of CBS

One important characteristic of CBS is that when some error occurs in a component, the error will be transmitted to another component as the inter-component data state propagates, may cause some error to occur in the component and some error propagation to form. The scope and reachability of the error propagation needs to be analyzed. CBS is composed of components, and the functional (or service) interaction between components is implemented through the interfaces. Therefore, to analyze the errors of CBS, it is necessary to start from the perspective of software architecture (SA), and obtain the error behavior of component $C_i$ as well as the error behavior of the interaction $I_{ij}$ of the interfaces between components \cite{10}.

Currently, it is widely believed that the components, as well as the interactive relationship between components, work together to form the software architecture \cite{2}. Component $C$ consists of two parts, i.e., the interface specification and internal specification of the component. The interface specification is divided into two types, the first is called the service interface (provided/service/public interface), denoted as $I_p$, and it is used by component $C$ to provide functions (services); the other is called the request interface (required/entry interface), denoted as $I_e$, and it is a function (service) interface needed by the component $C$.

If a component is used to accomplish certain functions or provide corresponding services, these will be implemented through the activities and states of the internal functional domain of the component. The relationship between the activity and state of the internal functional domain of the component is shown in Fig 1. In Fig.1, the request interface $I_e$ can be used to input the states or activities, and in the meantime, the service interface $I_p$ can be obtained from the activities or states. In the CBS research process, when the interactive relationship of the interfaces between components is analyzed, the implementation of the internal functions of the component can be ignored and the component can be treated as a black box. If an analysis involves the internal function implementation of a component, it shall be necessary to pay attention to the relationship between the activities and states within the component. Due to the directivity of the interactive relationship of the interfaces between components, the architecture could be denoted as a directed graph $SA:=G(C,I)$, where $C$ refers to the component set and $I$ refers to the interface interaction set. If the implementation process within the component is involved in the analysis, the description method of the activities and states within the component as shown in Fig.1 shall be adopted. In addition, it is assumed that there are no loops in the directed graph of the architecture.
It is pointed out in [10], when the error propagation and reliability of the system is analyzed, three kinds of information shall be obtained: (1) architecture of the software system; (2) error behaviors of component $C_i$; (3) error behaviors of the interface interaction $I_{ij}$ between components. An activity or state of a component which causes an error is called an “elementary event”. The occurrence of an elementary event doesn’t necessarily cause a software system to malfunction or fail. Only when an elementary event occurs, it propagates through the interactive relationship of the interface between components and results in the loss of the user services or the system function performance, will it cause the software system to malfunction or fail (It is called a top-layer event). The occurrence of a top-layer event of the software system depends on the occurrence sequence and propagation route of the elementary event. In CBS, the elementary events are transmitted as the states propagate among components. In this paper, a state that can propagate carrying an error is called an error state. In the process of the elementary event (error) propagation, the interactive relationship of the interface determines whether the elementary event that had occurred has effects on the system. To handle the state space explosion is the key to the analysis on the error propagation and reliability of the software system[8]. To solve the state space explosion problem effectively, an error propagation reachability graph is established. Firstly, elementary events are sorted by identifying the internal timing sequence of the components in the directed graph of the architecture, and the state groups that cannot be reached at the same time between the components are obtained; secondly, the Cartesian product of the reachable states between the components is established and all the reachable state groups of the software system are obtained; at last, the error propagation reachability graph of CBS is obtained according to the event connection table.

In CBS, when event $t_i$ occurred within component $C_i$, if event $t_j$ occurred within component $C_j$ through interface $I_{ij}$, it is called “event $t_i$ triggers event $t_j$”. In fact, the triggering relationship between events reflects the propagation of the events with the propagation of the states. The triggering relationships between component events form through their interface interactions, and the interaction relationships of the interfaces between components are divided into direct interactive relationships and indirect interactive relationships. The event triggering relationship between components is also divided into two kinds: direct triggering relationships and indirect triggering relationships. As shown in Fig.2, component $C_2$ triggered the event of component $C_1$, $t_1$ through event $C_2$, $t_1$; component $C_1$ triggered the event of component $C_3$, $t_1$ through event $C_1$, $t_2$. Therefore, there was a triggering relationship between components $C_2$ and $C_3$. 

Based on the event triggering relationship and interface interaction relationship shown in Fig. 2, the analysis process for error propagation accessibility of CBS is shown in Fig. 3.
3. **Generation algorithm for error propagation reachability graph event/state-based of CBS**

In the process of the analysis on the CBS error propagation reachability, the proration of events and states are bound together. In order to analyze the CBS error propagation relationship, a generation algorithm for error propagation reachability graph event/state-based of CBS is proposed. The specific steps of the algorithm are shown as follows:

**Step1:** sort the events with some triggering relationship according to the internal activity timing sequence of the component.

1. Sort the internal events of the components according to the internal activity timing sequence of the component.
2. For the components with a direct triggering relationship, the occurrence time of the triggering event is equal to that of the triggered event.
3. For the components with an indirect triggering relationship, the timing sequence relationship of the events between nonadjacent components is established according to the activity timing sequence of the triggering relationship of the intermediate component.

Three rules are proposed based on the above three event timing sequence relationships:

Rule 1: For component \( C_1 \) containing two events \( t_1 \) and \( t_2 \), if the occurrence time \( t_1 \) of the event is earlier than \( t_2 \), then there is a timing sequence relationship: \( t_1 < t_2 \);

Rule 2: For the existing components \( C_1 \) and \( C_2 \), and there is a triggering relationship between event \( t_1 \) in component \( C_1 \) and event \( t_2 \) in component \( C_2 \), there is timing sequence relationship: \( t_1 = t_2 \);

Rule 3: For component \( C_1, C_2 \) and \( C_3 \), if there is a triggering relationship between event \( t_1 \) in component \( C_1 \) and event \( t_1 \) in component \( C_2 \), there is also a triggering relationship between event \( t_2 \) in component \( C_1 \) and event \( t_1 \) in component \( C_3 \), and \( t_1 < t_2 \), then there is timing sequence relationship \( C_2, t_1 < C_3, t_1 \), as shown in Fig. 4.

![Fig. 4 Rule3 the event timing sequence between components](image-url)
For component $C_1$ containing event $t_1$ and $t_2$, according to the timing sequence activities, if $C_1.t_1 < C_1.t_2$, $C_1.t_2 = C_2.t_1$ and $C_1.t_2 = C_3.t_1$, then $C_2.t_1 < C_3.t_1$. Then if $t_1$ is connected with the initial state, then the preceding state of the triggered event $t_1$ in $C_2$ and the subsequent state of the triggered event $t_1$ in $C_3$ form the unreachable state group.

**Step 2**: Calculate the preceding state and subsequent state of the event triggering relationship.

The unreachable state group refers to the combination of two states of different components. They cannot be activated simultaneously due to the timing sequence relationship. Define the reachability graph of a complete system as the state reachability graph of the system and the internal reachability graph of a component as the state reachability graph of the component.

1. Identify the preceding state set of the triggering event. Identify all the unreachable states of the triggering events according to the states of the component, use the Dijkstra algorithm beginning from the direct preceding state of the event. As for the unreachable state, the distance is infinitely great.

2. Identify the subsequent state set of the triggered event. Identify all the unreachable states beginning from the initial state according to the states of the component, implement the Dijkstra algorithm beginning from the initial state and identify all the unreachable states. The distance is infinitely great. Therefore, only the state which is directly reachable through the triggering relationship is used as the subsequent state of the triggered event.

**Step 3**: Identify unreachable state groups according to the timing sequence relationship.

1. Identify unreachable state groups with direct event triggering relationships between components according to the timing sequence relationship.

For the components with direct event triggering relationships, according to the timing sequence relationship between the triggering event and the triggered event, the preceding state of the triggering event and the subsequent state of the triggered event are unreachable. In this case, establish the Cartesian products of the preceding states and the subsequent states, and obtain the unreachable state groups. In the meantime, if a triggered event is uniquely connected with an initial state, then establish an unreachable state group according to the preceding state of the triggered event and the subsequent state of the triggering event. As shown in Fig. 5, component $C_1$ causes triggering event $t_1$, if component $C_2$ is in the state of $s_1$, then the event $t_1$ is triggered and it will reach the state of $s_2$.

![Fig.5 Component relationship diagram](image)

In Fig. 5, if there are successors $(C_2.t_1) = \{C_2.s_2\}$, predecessors $(C_1.t_1) = \{C_1.s_1\}$ and successors $(C_1.t_1) = \{C_1.s_2\}$, then the unreachable state group is: $\{C_1.s_1, C_2.s_1\}$, $\{C_2.s_1, C_1.s_2\}$.

2. Identify unreachable state groups with indirect triggering relationships between components according to the timing sequence relationship.

For components $C_1$ and $C_2$ with some indirect timing sequence relationship, there is $C_1.t_1 < C_1.t_2$ based on the activity timing sequence of the component, then $\{C_1.s_1, C_3.s_2\}$ is the unreachable state group with an indirect timing sequence relationship, as shown in Fig. 6.

**Step 4**: obtain all the reachable state groups of a system.

For the CBS $S = \{C_1, C_2, ..., C_k\}$, where $C_i = \{s_1, s_2, ..., s_m\}$ indicates that component $C_i$ contains $m$ states, and then establish Cartesian products of the reachable states between components.

Let the component set involved in the combinatorial computing of the Cartesian product be $D$, the reachable state group be $R$, and initially the set $D$ is empty, then $R$ is initially empty too.
Fig. 6 Component relationship diagram

1. At the initial time, take out \( C_i \), \( D = \{C_i\} \), \( S = S - D \), \( R=\{s_0, s_1, s_2, ..., s_m\} \) and \( i = 1, ..., k \) from the component set \( S \).

2. Select a component \( C_j \), \( D = \{C_i, C_j\} \) and \( (1 \leq i, j \leq k) \), from \( S - D \). For any state set \( R_i \) in \( R \), traverse the unreachable state set generated by the sub-states \( R_i \) and \( C_j \) in step (3), remove the states of the components with unreachable relationship in \( C_j \) and obtain \( \overline{C_j} \), then implement the combinatorial computing \( R = R \times \overline{C_j} \).

3. Repeat step (2), until all the components are included in \( D \), \( S \) is empty and \( R \) contains all the reachable state groups.

Step 5: Establish a connection table and obtain an error propagation reachability graph.

In CBS, each event corresponds to one activity or state, and each event or activity has a connection mode. Therefore, there is a connection mode corresponding to each event. The mode describes the transfer from the preceding state to the subsequent state. Therefore, an event state connection table is established according to the connection mode, and the first column of the table contains the only allowed switching between the two states. Remove all the unreachable states from the initial state in the graph, and then we obtain error propagation reachability graph of CBS.

4. Conclusion

CBS is widely used in various industries and fields. One important characteristic of CBS is that when some error occurs in a component, the error will be transmitted to other components as the inter-component state propagates, the error propagation will form and the error propagation may cause the software system to malfunction or fail. From the perspective of software architecture (SA), this paper reified the software architecture into a directed graph, analyzed the transitivity of the elementary event interaction at the interfaces between components, then an analysis process for error propagation accessibility of CBS was established and a generation algorithm for error propagation reachability graph event/state-based of CBS was proposed. The analysis process and algorithm have laid technical foundation for the analysis on CBS errors and reliability.
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