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ABSTRACT Mobile manipulators are able to operate in a large workspace, and have the potential to replace human workers to perform a sequence of pick-and-place tasks at separate locations. Many existing works optimize the base position or manipulator configuration for a single manipulation task, however, very few of them consider a sequence of tasks. In this paper, we present a planner that plans a minimum sequence of base positions for a mobile manipulator to robustly collect objects stored in multiple trays. We use inverse kinematics to determine the base region where a mobile manipulator can grasp the target objects stored in a tray, and move the mobile manipulator to the intersections of base regions to reduce the operation time for moving the base. We ensure robustness by only considering the intersection whose radius of the inscribed circle is larger than the base positioning error. Then the minimization of the number of base positions is formulated as a 0-1 knapsack problem. Besides, considering different object placements in the tray, we analyze feasible policies for dynamically updating the base sequence based on either the remaining objects or the target objects to be picked. In the experiment, we examine our planner on various scenarios, including different object placements: (1) Regularly placed toy objects; (2) Randomly placed industrial parts; and different implementation policies: (1) Apply globally static base positions; (2) Dynamically update the base positions. The experiment results show that the time for moving the base decreases by 11.22 seconds (29.37%) to 17.26 seconds (36.77%) by reducing one base movement, and demonstrate the feasibility and potential of the proposed method.

INDEX TERMS Mobile manipulation, manufacturing automation, part-supply tasks, pick-and-place, task-level planning.

I. INTRODUCTION

There is an increasing demand on robots which are able to flexibly perform tasks in the human environment [1] (such as opening doors [2] and fetch a cup of coffee [3]) and industrial production (e.g., inspection and sealant tasks in aerospace industry [4], robotic painting [5], robotic machining [6], and part pickup and transport operations in warehouses [7]). A mobile manipulator, combining a mobile base and a manipulator, is able to perform a variety of tasks in separate locations. Especially, the current mobile manipulators are well-suited for part-supply tasks in a structured environment, where the robot picks up and transports objects to the desired location. However, these tasks are still heavily occupied by human workers. In our project, we expect to use mobile manipulators to replace human workers to perform the part-supply tasks in an automotive assembly factory, where different categories of assembly parts of automobiles are scattered in a large storage area. To perform the part-supply tasks, the mobile manipulators have to move to a sequence of positions to pick up the target assembly parts from multiple trays and then transport them to the assembly area.
FIGURE 1: A schematic overview of the task. In an assembly factory, a mobile manipulator is used to pick up objects from multiple places and then transport them to the assembly line for further assembly.

A. TASK DESCRIPTION AND MAIN APPROACH

Fig. 1 shows the schematic overview of the task to be performed by the mobile manipulator. The product $P$ to be assembled is comprised of several types of parts: $P_s$, $P_b$, and $P_e$, and these parts are categorized by their types and stored in different trays $tray_1$, $tray_2$ and $tray_4$, respectively. To supply the parts for the assembly tasks, the mobile manipulator may have to move to and stop at a sequence of positions to gradually pick up the required assembly parts from different trays. The picked parts are temporarily placed on the mobile base and carried with the mobile manipulator to the goal position. We assume that in each round of the pick-and-place task, the mobile manipulator picks at least one piece of part for every target type of assembly part. Our goal is to plan a minimal sequence of base positions, in which the mobile manipulator is able to grasp the required assembly parts from the trays without self-collision and the collision with the environment. Notice that we are performing task-level planning considering kinematic feasibility, (i.e., planning the base positions) instead of low-level motion planning.

With the increased number of base positions (movements), the overall operation time increases significantly for the following reasons: (1) The mobile manipulator decelerates and accelerates before and after arriving at every base position of the base sequence, which lowers the overall base velocity and increases the total operation time. (2) Every time the mobile manipulator experiences a "stop and pick", there is a risk that the arrived position significantly deviates from the desired position. Then the mobile manipulator has to perform time-consuming repositioning. The risk increases with expanding base sequence, therefore, it is crucial to prune out unnecessary base movements to improve the overall efficiency.

To minimize the base sequence size for a sequence of pick-and-place tasks, it is preferable to move the mobile manipulator to the positions, where the mobile manipulator can pick up the assembly parts from multiple trays. As shown in Fig. 1, the mobile manipulator moves to the first position and can grasp the assembly parts in both $tray_1$ and $tray_2$, thus reducing the base sequence size by one. To obtain such positions, we first calculate the base region for every target tray in the given assembly task by using inverse kinematics. The base region is a set of base positions where there are collision-free inverse kinematics solutions for grasping the target assembly parts from that tray. Moreover, the base positioning uncertainty is taken into account by restricting the size of the applicable intersections, i.e., the intersections smaller than the base positioning uncertainty are discarded. Otherwise, the mobile manipulator is likely to move out of the intersections. Then, we solve the minimum number of intersections that visit all the base regions, by formulating it as a 0-1 knapsack problem. The centers of the planned intersections are robust base positions for performing the pick-and-place tasks. Finally, we search for the optimal sequence of visiting the base positions, which results in the shortest path connecting the start and goal positions via the base positions. Following the planned base sequence, the mobile manipulator can perform efficient and robust part-supply tasks in real-world applications.

After every round of pick-and-place tasks, the mobile manipulator returns to the start position and gets ready for the next round. As a result, the assembly parts in the trays are gradually picked away. The overall efficiency and robustness can be further improved by updating the base sequence according to the current status of parts. However, the situation is further complicated by part placement styles in real-world applications, where the parts are either randomly or regularly placed in the tray. We discussed and analyzed the feasible policies for different task specifications and parts placements.

B. COMPARED TO EXISTING RESEARCH

Existing research usually optimizes the manipulator configuration or base position for each task, with respect to criteria such as manipulability and reachability \cite{8, 9}. However, very few works consider a sequence of tasks. The most relevant ones we could find are \cite{10}–\cite{13}. In \cite{10}–\cite{12}, they assumed there is a mobile manipulator configuration corresponding to each task, and they optimized the commutation configurations for adjacent tasks or the distance between consecutive configurations, but they did not consider reducing the number of configurations or base positions. In \cite{13}, they considered optimizing the number of platform movements for reaching a set of poses in the workspace. Different from their work, our task is defined as grasping the objects in separate trays, and reaching a set of grasps is only one of the possible cases. Moreover, real-world issues like the object placement and update of the base sequence are discussed in our task, but they are not addressed in the existing works.

We use the mobile manipulator in a decoupled approach, where the mobile manipulator firstly stops at the planned position and then performs the picking. A few researchers used mobile manipulators in a coupled approach \cite{7}, where the mobile manipulator picks and transports a target object while the base is moving. However, picking from a moving base is sensitive to the base positioning uncertainty and is difficult in real-world implementation. Moreover, we expect the mobile manipulator to pick up multiple objects stored within a small
region. If the base is moving during the picking, the base has to move very slowly to wait for the multiple picking tasks to be finished. Therefore, picking while moving the base may not significantly reduce the operation time. Instead, we employ the decoupled approach and put our effort on reducing the number of base movements.

This paper describes a planner that generalizes our previous conference contributions [14]. The conference version presented a special case of the current version, i.e., planning a globally static base sequence for the mobile manipulator to collect all the objects in a tray. Different from the conference paper, we tackle real-world implementation issues by considering different object placement styles in the trays, and discuss the possible policies for dynamically updating the base sequence as the pick-and-place tasks proceed. Significantly extended numerical analysis of the planner and experimental results are presented to demonstrate the feasibility of our method in different scenarios. The contributions, in addition to the conference version, are summarized as follows:

- We generalize our planner by considering both regularly and randomly placed objects, and propose a method to estimate the base region for randomly placed objects.
- We discuss the possible policies for dynamically updating the base sequence, which further increases the robustness.
- Numerical analysis about the planner is presented. The influence of different parameters on the performance of the planner is analyzed.
- Extended experiments are conducted to demonstrate the feasibility and efficiency of our proposed method in different policies.

II. RELATED WORK

Our work belongs to task-level planning for mobile manipulators considering the motion constraints, i.e., we plan the kinematically reachable base positions for picking parts from multiple trays. We do not plan the low-level motion of the mobile manipulator between these positions, instead, we assume that there exist low-level motion planners and controllers for moving the base between the planned positions and moving the manipulator to the grasping pose. This distinguishes it from the field of task and motion planning (TAMP), where task planning and motion planning are strongly coupled. In our work, the only connection to motion planning during the task planning is that we considered the kinematic feasibility/reachability, i.e., there should be collision-free inverse kinematics solutions in a feasible base position. Therefore, our task-level planning and motion planning are very weakly coupled. The related research is twofold: (1) Positioning the mobile manipulator for performing the tasks. (2) Mobile manipulators performing a sequence of tasks.

A. POSITIONING THE MOBILE MANIPULATOR FOR MANIPULATION TASKS

Mobile manipulators are usually redundant due to the added mobility from the base. Positioning the mobile manipulator can be regarded as a line of research in the redundancy resolution of mobile manipulators [15]–[17]. There has been extensive research on exploring high-quality base positions for mobile manipulators to perform a variety of tasks, such as reaching/grasping a set of targets and maintaining velocity [18]–[20]. Manipulability [8], [9] is a widely used metric for evaluating the flexibility of manipulator configurations in a base position.

Yamamoto et al. [15] proposed a planning and control method to position the mobile manipulator at the preferred region to achieve high manipulability. Du et al. [21] used the manipulability index to determine a suitable base placement. Ren et al. [20] optimized the base positions for a mobile manipulator to reach a set of positions with required orientations and keep a stable velocity in local painting tasks. Berenson et al. [22] obtained the base placement and grasp for a mobile manipulator to move an object from one configuration to another, by optimizing a scoring function which combines the grasp quality, manipulability and distance to obstacle. OpenRAVE [23] provides an inverse reachability module, which clusters the reachability space for a base-placement sampling distribution that can be used to find out where the robot should stand in order to perform a manipulation task. Stulp et al. [24] proposed Action-Related Place to associate a base location with a probability of successfully performing a manipulation task, capability map was used to determine if an object was theoretically reachable. Burget et al. [18] employed the inverse reachability map to select statically stable, collision-free stance configurations for a humanoid robot to reach a given grasping target. Zacharias et al. [25] took advantage of the reachability map to position a mobile manipulator to perform a linear trajectory in the workspace. Vahrenkamp et al. [26], [27] conducted a series of research on reachability analysis and its application, the base positions with high probability of reaching a target pose can be efficiently found from the inverse reachability distribution.

The reachability indicates the probability of finding an IK solution, while there is no guarantee on the completeness of obtained base positions. Some other works that used reachability and capability analysis are referred to [28]–[30].

In addition to the base placement for mobile manipulators, there is a line of research on the optimal placement for fixed-base manipulators [31]–[34]. Feddema et al. [31] resolved the optimal position for a fixed-base manipulator to reach a set of points in the workspace, where no obstacle is assumed. Hsu et al. [32] considered the obstacles in the workspace, a randomized path planner and a fast path optimization routine were combined to iteratively search for the best base location. Regardless of where the manipulator is mounted, a mobile base or a fixed base, the optimization of base position shares many common criteria, such as manipulability and time-optimality of the trajectory.
However, these works only optimize the position or manipulator configuration for each task, they do not explore the base positions where the mobile manipulator can perform multiple tasks, to reduce the total number of base movements. Besides, in our task, the mobile manipulator is required to close the gripper to grasp the assembly parts, instead of following an end effector path or exerting force on the environment, therefore, optimal criteria such as the manipulability of the grasping configuration is not a critical issue, thus it is not considered in planning the base positions.

B. MOBILE MANIPULATOR PERFORMING A SEQUENCE OF TASKS

To the best of our knowledge, [11] is one of the few works that considered the mobile manipulator configurations for a sequence of tasks. They planned the optimal commutation configurations for a sequence of tasks under constraints. The commutation configuration should be feasible for both current and next tasks. They discussed optimization criteria, such as optimum manipulability, least torque norm and minimization of the maximum actuator torque. But they did not address how to find the common base positions or configurations to reduce the number of base movements for a sequence of tasks, which is the major concern of this paper.

Carriker et al. [12] considered optimizing the manipulator configurations for a sequence of tasks defined by desired positions, orientations, forces and moments. The coordination of mobility and manipulation was formulated as a nonlinear optimization problem. A general cost function for point-to-point motion in Cartesian space was defined and minimized by simulated annealing. However, they implicitly assumed that there is a base position and a manipulator configuration corresponding to each task, and they did not optimize the number of manipulator configurations for the tasks.

Vafadar et al. [13] studied the minimum platform movements to reach a set of poses in the workspace, which is a special case of our task definition. Moreover, we also discussed different placement styles of target objects and the update of the base sequence according to the remaining objects or the target objects to be picked, which are not covered in existing research.

From the above literature review, we find that (1) most of the existing works optimize the position or configuration for a single task, but they do not consider a sequence of tasks, (2) most of the existing works do not optimize the number of base positions for a sequence of tasks, and (3) none of the existing works considers updating the base positions and different object placement styles. Although there has been extensive research on mobile manipulation, the problem of planning a minimum sequence of base positions for manipulation tasks in multiple locations has not been addressed.

III. METHOD OVERVIEW

Fig. 2 illustrates the overview of the tasks by a simple example. The product P to be assembled consists of three types of assembly parts $P_a$, $P_b$ and $P_c$ (subscripts a, b and c are used to differentiate different types of assembly parts). Each type of assembly parts are placed in the same tray, thus are classified and stored in three different trays $tray_1$, $tray_2$ and $tray_4$, respectively. Our goal is to plan the base sequence for collecting the target assembly parts from the containing trays. The following information is assumed to be known: (1) The types of parts to be collected and their associated trays. (2) The geometrical models of the trays and the potential obstacles in the environment. (3) The poses of the trays and obstacles. Since the target application scenario is in the manufacturing environment, the above information is readily available. The grasping poses for the objects can be obtained using either model-based or model-free methods depending on whether the objects are regularly or randomly placed in the tray. In the first case, we need the geometric models of the objects, and in the latter case, the grasping poses can be estimated by the model-free method described in Section VII-B.

Algorithm 1: Overview of the algorithm

Input: Grasping poses for objects in target trays
Output: A sequence of base positions

1. base_regions ← {}
2. for tray ∈ target_trays do
3.     base_region ← SolveBaseRegion(tray)
4.     base_regions ← base_regions $\cup$ base_region
5.     robust_intersections ← {}
6.     intersections ← PossibleIntersections(base_regions)
7.     for intersection ∈ intersections do
8.         $r$ ← InscribedRadius(intersection)
9.         if $r \geq$ positioning_uncertainty then
10.             robust_intersections ← robust_intersections $\cup$ intersection
11.         base_sequence ← PlanMinSequence(robust_intersections)
12.         return base_sequence

Algorithm 1 presents the overview of the planner. The algorithm mainly consists of three steps: (1) Solve the base regions for every target tray which contains the target assembly parts. (line 2 to line 4) (2) Determine the robust intersections of the base regions. (line 5 to line 10) (3) Plan a minimal sequence of base positions from the robust intersections to visit all of the base regions (line 11).

Fig. 3a, b and c illustrate three policies that can be implemented in practical applications. They differ in the target objects used to plan the base positions. In Fig. 3a, all the objects in a tray are used to plan a globally static base sequence. Fig. 3b shows the update of base regions based on the remaining objects in the tray. After every round of pick-
and-place, the remaining objects decrease and the area of the base region increases, which improves the overall robustness. Fig. 2 shows another policy for updating the base regions according to the objects to be picked. A good picking order may reduce the variance of the robustness in different rounds of pick-and-place tasks.

IV. BASE SEQUENCE PLANNING

Although the "target" objects vary in different policies (Section VII-B), they share the same algorithm for planning the base sequence given the grasping poses for the "target" objects, as introduced in this section.

A. TASK DEFINED AS REACHING THE GRASPING POSES

For grasping the target objects in the target trays, a sequence of tasks are defined as the grasping poses to be reached when the mobile manipulator visits the base positions. The mobile manipulator should be able to grasp every target object with at least one grasping pose. The grasp planning method varies for different object placement, and the grasp planning method considered in this paper is shown in Algorithm 2. For objects regularly placed in the tray, model-based grasp planner [35] can be used to prepare a set of grasps for the target object \( O_j \) in the tray in the offline phase (line 2 and 3). For objects randomly placed in the tray, we treat the objects in the tray as a whole and use a model-free grasp planning method [37] to estimate a set of grasps from depth images (line 5), the details are described in Section VII-B.

Algorithm 2: Planning grasps

| Input: Mesh models of the objects or rendered depth images |
| Output: Planned grasps |
| 1 Function PlanGrasps() |
| 2 if RegularlyPlaced then |
| 3 \[ grasps \leftarrow \text{ModelBasedGraspPlanning}(\text{mesh}) \] |
| 4 else |
| 5 \[ grasps \leftarrow \text{EstimateFromDepthImages}(\text{imgs}) \] |
| 6 return grasps |

B. BASE REGION CALCULATION

Algorithm 3 explains the procedure of calculating the base region for a tray. The base region for a tray is a set of base positions where the mobile manipulator is able to reach all the targets in the tray, without self-collision and the collision with the environment. Firstly, we prepare stable grasping poses with respect to the object for every target object in the tray (line 2), using a grasp planner. Then we uniformly sample base poses \( (x_t, y_t, \phi) \) in front of the target tray (line 3), as illustrated in Fig. 3. Here we assume that the orientation \( \phi \) of the mobile manipulator is constant and keep the mobile manipulator facing the tray, which is the positive direction of the y-axis as illustrated in Fig. 3. This assumption is based on the observation that in many mobile manipulators, the joint connecting the manipulator and mobile base rotates around a vertical axis, thus having an equivalent effect as rotating the mobile base. Then the set of stable grasping poses \( \{G_{t1}, G_{t2}, \ldots, G_{tn}\} \) with respect to the mobile base for object \( O_j \) are obtained for every target object in the tray.

In order to determine the feasibility of a grasping pose, firstly we solve inverse kinematics (IK) and then check if the IK solutions are collision-free. We use the method presented in our previous work [14] to solve inverse kinematics.
Algorithm 3: Calculate the base region for a tray

**Input:** Target objects in the tray  
**Output:** Base region of the tray

```text
Function SolveBaseRegion(tray)

// plan grasps for every target object
grasps_all_objs ← PlanGrasps(objs_in_tray)
sampled_positions ← SampleBasePositions(tray)
base_region ← {}

for position ∈ sampled_positions do

// All target objects should be graspable
all_objs_graspable ← true

for grasps_obj ∈ grasps_all_objs do

// At least one grasp should have collision-free IK

for grasp ∈ grasps_obj do

IKs ← SolveIK(grasp, position)
if ExistCollisionFreeIK(IKs) then
  break
else if IsLastGrasp then
  all_objs_graspable ← false
else
  continue

// if not all the objects are graspable, check the next position
if Not all_objs_graspable then
  break

if all_objs_graspable then
  base_region ← base_region ∪ position

return base_region
```

Algorithm 4: Solve inverse kinematics

**Input:** Planned grasps specified in local frame (tray or object) and the position of mobile base  
**Output:** Approximated inverse kinematics solutions

```text
Function SolveIK(grasp, position)

// get grasping pose w.r.t the mobile base
EE_pose ← Transform(grasp, position)
voxel ← QueryDB(EE_pose)
IKs ≈ configs_in_voxel(voxel)

return IKs
```

FIGURE 3: The sampled base positions for one of the trays, circled by a black dashed line. The range of sampling is determined by referring to the reachable workspace of the robot. Collision check is performed between the mobile manipulator and the target tray, its neighboring trays and other obstacles in the environment.

feasible positions constitute the base region for grasping target objects from the tray. Considering the base region for a tray may update due to the change of target objects, it is preferable to calculate the base region for every object in the tray and save such information for further access. Then the base region for a tray, which is the intersection of the base regions of the target objects, can be quickly solved.

### C. ROBUST INTERSECTIONS OF BASE REGIONS

Given a part-supply task to collect the objects in trays \{tray_1, tray_2, ..., tray_n\}, the corresponding base regions \{P_{B1}, P_{B2}, ..., P_{Bn}\} and their intersections can be obtained following the proposed method. As described in line 6 of Algorithm 3, firstly we obtain the possible intersections between all the base regions. Let \( \cap_i^{n} P_{B_i} \) \((1 \leq i \leq n)\), denote all the k-th order intersections, which are the intersections of k base regions (base regions themselves are regarded as first order intersections), and \( \lambda \) be the largest k, then \( \cap_1^{n} P_{B_1}, \cap_2^{n} P_{B_2}, ..., \cap_\lambda^{n} P_{B_\lambda} \) represents the set of all the possible intersections. However, practically the mobile manipulator is not able to accurately arrive at the planned positions. The positioning error is the result of numerous influencing factors, including map accuracy, sensor accuracy, environmental complexity, difficulties of controlling the
nonholonomic base, and the performance of the mechanical system. Therefore, the positioning error is assumed to be random and homogeneous in different directions. Let the average base positioning error be $\bar{\sigma}(m)$, the mobile manipulator is most likely to arrive at a position $\bar{\sigma}(m)$ away from the planned position. In some base positions close to the boundary, the mobile manipulator may fail to reach all the target objects in the tray when positioning error is imposed. The robustness with respect to the base positioning uncertainty increases with the distance to the boundary of the base region of the intersection. As a result, the most robust base position is specified by the center of the inscribed circle of the intersection. If the radius of the inscribed circle of an intersection is smaller than the base positioning uncertainty, then it is regarded as not robust and removed from the set of possible intersections. This is corresponding to line 7 to line 10 in Algorithm 1. Notice that, the overall operation time is hardly influenced by choosing different positions within the base region or intersection, due to their limited area, thus the robustness is given much higher priority in this stage without sacrificing much performance.

The uncertainty of the orientation is not considered here, because it depends on the model of the mobile manipulator. For some of the mobile manipulators, the uncertainty of the orientation does have an influence on the result. For example, in the Fetch robot [38] used in our experiment, the joint connecting the torso and the manipulator is constrained by the existence of the torso, and the uncertainty of the orientation will affect the reachable space of the manipulator. However, as stated in Section IV.B, in some mobile manipulators, the joint connecting the manipulator and mobile base rotates around a vertical axis. The joint motion can completely offset the rotation of the base, so the uncertainty of the orientation does not change the reachable space of the manipulator. For the case where the orientation does have an influence on the result, we can simply rotate the base in place to correct the orientation error, which can be obtained by detecting the marker attached in the environment. Rotation in place is very easy to accomplish for a differential-drive mobile robot.

D. PATH PLANNING

The function $PlanMinSequence(\text{robust}\_\text{intersections})$ in line 11 of Algorithm 1 takes $N$ robust intersections as the input, and plans the minimal subset of the input with size $m$ that visit all the target trays. This is equivalent to the problem of assigning $(N - m)$ zeros and $m$ ones to base sequence vector $[x_1, x_2, \ldots, x_N]^T$ and minimizing the sum of its elements, which is formulated as:

\[
\begin{align*}
\text{minimize} & \quad \sum_{i=1}^{N} x_i \\
\text{subject to} & \quad x_i \in \{0, 1\} \\
& \quad \sum_{i=1}^{N} a_{1i}x_i \geq 1 \\
& \quad \sum_{i=1}^{N} a_{2i}x_i \geq 1 \\
& \quad \ldots \\
& \quad \sum_{i=1}^{N} a_{ni}x_i \geq 1
\end{align*}
\]

Here, $a_{si}, s = \{1, 2, \ldots, n\}$, is 1 if $P_{Bs}$ is reached by the intersection, and $x_i = 1$ if the robot moves to the corresponding intersection. This is the 0-1 knapsack problem which can be solved by the branch-and-bound method [39]. Finally, we search for the shortest path that connects the start and goal positions, via the centers of the obtained $m$ intersections.

For the purpose of illustrating the intersections of two or more base regions, we use a simple example where there are 5 base regions of 5 trays, as shown in Fig. 4. One of them is a third-order intersection and four of them are second-order intersections. Notice that, as shown in Fig. 4b, this third-order intersection is also a second-order intersection, i.e., $P_{B1} \cap P_{B2} \cap P_{B3} = P_{B1} \cap P_{B3}$. However, the radius of the inscribed circle of the third-order intersection is smaller than the base positioning uncertainty, i.e., $\text{InscribedRadius}(P_{B1} \cap P_{B2} \cap P_{B3}) < \bar{\sigma}$, thus it is removed from the total set of intersections. From the remaining 8 intersections (3 second-order intersections and 5 first-order intersections), three of them are planned to reach all of the trays. Then we perform brute-force search for the shortest path. If the sequence size becomes too large for searching, the shortest path can be approximated by the SA method [40].

V. DYNAMICALLY UPDATE THE BASE POSITIONS

The algorithms presented in Section IV explained planning a sequence of base positions for a given task, defined by the grasps for the target objects. In this section, we dive deeper into the tasks in practical application scenarios. The most straightforward task is grasping all the objects in the tray, then the planned base positions are feasible for the mobile manipulator to grasp all the objects in the tray. Even though the number of objects decreases as the pick-and-place tasks proceed, the base positions remain valid no matter how many objects are left in the tray. This assumption is not necessarily appropriate as the objects are picked away gradually. It is
possible to dynamically update the base positions according to the remaining objects, such that the base region becomes larger with the decreasing remaining objects, and the robustness with respect to base positioning uncertainty is improved. Therefore, we investigate the feasibility and performance of dynamically updating the base regions, which depends on whether the update can be performed in the online phase. The feasibility of updating the base regions online is influenced by the object placement in the trays. Therefore, we have to consider the object placement styles in the tray, including the following two situations: (1) The objects are regularly placed in the trays, where the poses of objects with respect to the tray are known; (2) The objects are randomly placed in the trays, where the poses of objects with respect to the tray are random and unknown. Both of these situations are common in the manufacturing environment.

A. OBJECTS REGULARLY PLACED IN THE TRAYS

One policy for updating the base positions is based on the remaining objects. The update is performed after every round of pick-and-place tasks, using the current remaining objects in the tray as the target. Intuitively, the size of the base region increases as the task proceeds. The workflow is described in Fig. 5. Since the objects are regularly placed in the tray with known poses, the base region $P_{Bij}$ for object $O_j$ in tray $i$ can be calculated in the offline phase for all the objects. In the online phase, firstly we determine the remaining objects in the tray, by either remembering which object has been picked or using a camera to extract the configuration of the remaining objects. Then the base regions for the remaining objects can be retrieved from the offline database. The retrieved base regions are further processed to explore the possible intersections, iteratively find robust positions, as well as searching for the shortest path.

Another policy for updating the base positions is based on the target objects to be picked. This is motivated by the scenario where the mobile manipulator is requested to pick up a certain amount of objects in every round of pick-and-place task. Therefore, the base region can be calculated from the target objects to be picked, instead of all the objects or all the remaining objects. For example, if there are $m_a$ objects remaining in a tray with a specific configuration, in a round of pick-and-place task, $m_b$ objects, where ($m_b < m_a$), should be picked from the tray. We can either exhaustively search for an optimal order of picking objects that achieves an efficient and robust sequence of base positions, or heuristically specify the order of picking objects from the tray. Fig. 6 illustrates a simple heuristic. Firstly we pair the objects in neighboring trays, such that the distance between objects in every pair is nearly constant. Then these pairs of objects take precedence to be picked when the mobile manipulator has to pick up objects from two neighboring trays. By doing so, the robustness is more consistent in different rounds of pick-and-place tasks. Because the distance between objects does not change much, so does the size of the intersection of their base regions.

Through dynamically re-planning the base sequence for the remaining objects or the target objects to be picked, the robustness with respect to base positioning uncertainties can be improved. The overall efficiency is also likely to be improved, since the base region becomes larger, which may result in more intersections or higher-order intersections among the base regions.

B. OBJECTS RANDOMLY PLACED IN THE TRAYS

If the objects are randomly placed in the tray, it becomes infeasible to obtain the base region for grasping an individual
object. However, we can treat the objects in the tray as a whole and estimate the total grasps using the method described in Section VII-B and then the base region of the tray can be planned using the estimated grasps. Similarly, the grasps for a tray where there are different amounts of remaining objects can be estimated. For instance, in the offline phase, we can estimate the base regions for the trays where there are 100%, 75%, 50%, 25% of the objects remaining. During the online execution, the amount of remaining objects can be measured by a weighing device, then the base region with a similar amount of remaining objects can be retrieved from the offline database.

If the base sequence updates according to the target objects to be picked, since the base region for an individual object is not available in advance, we have to select the target objects to be grasped and plan the base positions online, which is time-consuming and impractical.

VI. NUMERICAL RESULTS AND ANALYSIS

In this section, we perform numerical analysis on the base sequence planner. We use the Fetch robot [38] with a 7-DOF manipulator mounted on a differential drive mobile base.

Fig. 7 illustrates the setup of the trays and objects for the numerical analysis. The numerical analysis is based on regularly placed objects, but the results also apply to randomly placed objects. We assume there are totally \( n \) consecutive trays aligned in a row, every tray contains \( m \) objects regularly placed at discrete grid points, and every object is provided with \( k \) candidate grasps. In Fig. 7, the plotted base regions are the results of parameters: \( m = 12 \times 3 \times 4 \), \( k = 1 \), the tray size is 30cm \( \times \) 40cm. In all the planning, we use uniformly sampled base positions as shown in Fig. 4 and the distance between the discretized base positions is 5cm. Different base regions are colored differently. Since some of the qualitative results of the base region have been presented in [14], here we focus on the quantitative analysis of the planner.

A. BASE REGIONS AND INTERSECTIONS

Here we assume the task is to grasp all of the objects in the tray. The change of base region with respect to the number of objects in the tray (assume one grasp per object) is shown in Fig. 8 and Table 1. The number of base positions decreases drastically in the beginning but does not further decrease as the number of objects increases. This is because the size of the base region is mostly determined by the boundary of the grasp poses in the workspace. When the number of objects in the tray is more than 4, the 4 corners of the tray are filled with objects such that the positional boundary of all the possible objects in the tray is defined. Therefore, the base region changes less significantly as the number of objects further increases.

Fig. 9 shows the relation between the radius of the inscribed circle of the intersection of two base regions and the distance between two trays (there are 9 \( \times \) 12 objects in the tray). From this figure we can determine the maximum distance between the trays such that their intersection is robust. This example shows that when the distance between two trays is less than 0.8m, the intersection is robust (the radius of the intersection is larger than 0.1m, and 0.1m is the position uncertainty of the mobile manipulator which will be introduced later).

B. CALCULATION TIME

The calculation time for the base sequence planning is mainly spent on 4 parts: (1) generating the base regions for the target trays, (2) exploring the intersections between the base region, (3) determining the robust base positions, and (4) searching for the shortest path. The calculation is implemented in C++ and runs on a laptop with Intel 2.5GHz processors and 16GB of RAM. Typical calculation time for the sub-tasks is listed in Table 2.

Table 1 shows the result of the calculation time for planning the base region for a single tray. Fig. 10 indicates that the calculation time for planning the base region of a tray grows linearly with respect to the number of objects in the tray. Table 3 presents the total calculation time of the full planning with respect to the number of trays. As shown in Fig. 11, the calculation grows nearly linearly when the number of trays is smaller than 18, then it grows exponentially due to the exponential complexity of path searching and exploring the minimal number of base positions.

C. ANALYSIS OF DIFFERENT POLICIES

We use some numerical examples to evaluate the performance of different policies. As shown in Table 2, all the sub-tasks except the calculation of base regions are feasible for online execution. Notice that the complexity of brute-force search for the shortest path is \( O(n!) \), where \( n \) is the number of planned base positions. However, the calculation can be done within one second as long as the base sequence size is

| Number of objects | Number of base positions | Calculation time (s) |
|-------------------|--------------------------|----------------------|
| objects 1x1       | 306                      | 0.22                 |
| objects 1x2       | 306                      | 0.26                 |
| objects 2x2       | 196                      | 0.28                 |
| objects 3x4       | 157                      | 0.51                 |
| objects 6x8       | 146                      | 1.64                 |
| objects 9x12      | 146                      | 3.01                 |
| objects 12x16     | 146                      | 5.10                 |
| objects 15x20     | 146                      | 7.84                 |
| objects 18x24     | 146                      | 11.14                |
| objects 21x28     | 146                      | 15.41                |

TABLE 1: Numerical result for a single tray.

| Sub-tasks                      | Calculation time (s) |
|-------------------------------|----------------------|
| Generate base regions for all | 30.58                |
| objects                       |                      |
| Explore intersections         | 0.029                |
| Find robust positions         | 0.226                |
| Search for the shortest path  | 0.0                  |

TABLE 2: Typical calculation time for different sub-tasks. The result is conducted on 10 neighboring trays, where there are 108 (9 \( \times \) 12) objects in every tray, every object is provided with one grasp. Except for the calculation of base regions, all the other tasks can be calculated online.
$m$ objects, $k$ grasps per object

totally $n$ trays

d

FIGURE 7: Setup of numerical analysis. There are totally $n$ trays in a row, $m$ objects in each tray, and every object is provided with $k$ grasps.

FIGURE 8: The number of planned base positions with respect to the number of objects in the tray. The number of base positions decreases drastically in the beginning but does not further decrease as the number of objects increases.

| Number of trays | Sequence size | Calculation time (s) |
|-----------------|---------------|----------------------|
| 2               | 1             | 6.17                 |
| 4               | 2             | 12.01                |
| 6               | 3             | 18.40                |
| 8               | 4             | 24.00                |
| 10              | 5             | 31.07                |
| 12              | 6             | 36.57                |
| 14              | 7             | 42.55                |
| 16              | 8             | 48.73                |
| 18              | 9             | 54.94                |
| 20              | 10            | 67.93                |
| 22              | 11            | 139.25               |

TABLE 3: Numerical result for multiple trays (full planning).

less than 10 (excluding the start and goal positions).

For regularly placed objects, we consider the case where there are 9 consecutive trays in a row, every tray contains 12 objects regularly placed at a 3 by 4 grid, and every object is provided with one candidate grasp. The first policy plans the base positions using the grasps of all the objects. For the other two policies which update the base positions, we assume only one object is picked from a tray in every round of pick-and-place task, and the base positions will be updated after every round of task. The calculated base positions for all the

FIGURE 9: The change of radius of the intersection with respect to the distance between the trays. This example shows that when the distance between two trays is less than 0.8m, the intersection is robust. Because when the distance is less than 0.8m, the radius of the intersection is larger than 0.1m, and 0.1m is the position uncertainty of the mobile manipulator which will be introduced later.

| Policies | Base positions | Average robustness | Online | Feasibility |
|----------|----------------|--------------------|--------|-------------|
| Reg/ALL  | Reliable       | 0.1 mm             | OK     | Yes         |
| Reg/updateR | Reliable   | 0.155 mm           | OK     | Yes         |
| Reg/updateT | Reliable   | 0.186 mm           | OK     | Yes         |
| Rand/ALL | Reliable       | 0.1 mm             | OK     | No          |
| Rand/updateR | Unreliable | 0.143 mm           | OK     | No          |
| Rand/updateT | Reliable   | 0.229 mm           | No     | No          |

TABLE 4: Comparison of different policies. In the column of policies, Reg and Rand are the abbreviations of regular and random placement, respectively. updateR and updateT represent updating the base regions based on remaining objects and target objects to be picked, respectively. ALL represents all the objects that fill up a tray, respectively.
three policies are reliable since the grasps are identical to the grasps used in the offline calculation. They are also feasible for online execution since base regions are readily available from the offline database. The robustness of different policies are evaluated by the average robustness of all the rounds of the tasks,

$$\text{average}_\text{robustness} = \frac{\sum_{i=1}^{m} \text{robustness}_i}{m}$$

(2)

where \(\text{robustness}_i\) denotes the average robustness of base positions in i-th round and \(m\) is the total number of rounds. The robustness of a base position is computed as the radius of the inscribed circle of the corresponding intersection. As a result, the policy that updates the base positions according to the target objects to be picked has the highest average robustness score.

For randomly placed objects, it is possible to estimate all the grasps of all the objects that fill up a tray, and perform the offline calculation of the globally static base positions, which are valid for different rounds of pick-and-place tasks. Then the mobile manipulator can pick any object from the tray in the online phase. However, updating the base positions for randomly placed objects is difficult. In the case of updating based on the remaining objects, the base region with a similar amount of remaining objects is retrieved from the offline database, but the retrieved base region is not reliable. Because the base regions calculated offline assume the randomness of the poses of the placed objects, but the actual picking is usually not performed randomly in terms of the poses of the remaining objects. Instead, the robot picks according to some metrics, such as grasp quality metrics, which may favor specific poses. Therefore, the poses of the remaining objects are not guaranteed to be random. In another word, there are discrepancies between the actual base regions and the offline-generated base regions. Furthermore, if the remaining objects are assumed to be randomly distributed in the tray, then the base regions for the tray with different amounts of remaining objects are theoretically the same. From this perspective, updating the base region is not necessary for randomly placed objects.

On the other hand, updating the base region for randomly placed objects according to the target objects cannot be implemented online. Because the offline-generated base regions are estimated by treating the objects as a whole, while the base region for an individual object is not available, thus the base regions for the target objects have to be calculated online. However, Table 2 shows that the calculation of the base region is the most time-consuming sub-task, which involves many IK queries and collision checks. The total calculation time grows nearly linearly with respect to the number of objects. Therefore, dynamically updating the base region for a large number of target objects to be picked may not be practical for randomly placed objects.

Table 4 summarizes all the 6 policies. From the above analysis, 4 of them are feasible for practical application. For randomly placed objects, we conclude that a globally static sequence of base positions should be used, without further update. For regularly placed objects, both static and dynamically updated base sequences are applicable. Updating the base positions improves the overall robustness, and the update policy based on the target objects to be picked has the highest average robustness score. However, one of the disadvantages is that, if the picking fails, the robot may have to re-plan and move to another position to try the picking once again. Furthermore, updating the base positions cannot be completed until the mobile manipulator finishes one round of the task, this obstructs the efficient use of multiple mobile manipulators. One has to wait until another
mobile manipulator finishes a round of pick-and-place tasks, and then update the base positions and perform the pick-and-place using the updated base positions. But for the globally static base sequence calculated from all the objects, multiple mobile manipulators can cooperate in the tasks efficiently. For instance, when a mobile manipulator finishes picking objects from \( \text{tray}_1 \) and \( \text{tray}_2 \) and is ready to move to the next base position, another mobile manipulator can immediately join the task and move to pick objects from \( \text{tray}_1 \) and \( \text{tray}_2 \). Therefore, despite the overall robustness being outperformed by the policies that update the base positions, it still makes sense to use the offline planning policies without further update.

VII. EXPERIMENTS

We present three sets of experiments to demonstrate the 4 feasible policies, which cover different object placement styles and whether the base positions update or not. The Fetch robot \([38]\), a single arm mobile manipulator equipped with a parallel-jaw gripper, is used to pick objects from multiple trays. There is a Primesense Carmine 1.09 short-range RGBD sensor mounted on the head of the Fetch robot. ROS \([41]\) navigation packages and Moveit! are used to plan and control the motion of the robot. The size of the tray used to store objects is \(0.4 \times 0.3 \times 0.1\)m. The recorded videos of all the experiments are available in the supplementary material and following link: \(\text{https://www.youtube.com/watch?v=JNww18113dI}\) Section VII A and B demonstrate picking regularly and randomly placed objects without updating the base positions, respectively. Section VII C demonstrates picking regularly placed objects, where the base positions update based on the remaining objects or the target objects, after every round of pick-and-place tasks.

A. REGULARLY PLACED, GLOBALLY STATIC BASE SEQUENCE

The mobile manipulator navigates in an indoor environment as shown in Fig.\([12]\) It starts from a predefined position in the environment and moves to pick up 3 objects stored in 3 different trays (as circled by the red dashed lines), whose locations in the environment are known. Then the mobile manipulator carries the collected objects to the goal position. The base regions and intersections are calculated by the proposed method. In order to obtain a robust base sequence, the base positioning uncertainty and repeatability are tested by looping the mobile manipulator between two fixed positions. The actually arrived positions are observed to deviate about 10cm in average from the planned positions. Since the base positioning error is the result of map accuracy, sensor accuracy, environmental complexity, difficulties of controlling the nonholonomic base and the performance of the mechanical system, with so many factors involved, it is assumed to be random and homogeneous in all directions. Therefore, the base positioning uncertainty level \(\sigma\) is set as 10cm. Then a sequence of base positions can be planned by the algorithm described in Section \[IV-D\]. As a result, the mobile manipulator should successively move to the center of \(P_{B1} \cap P_{B2}\) and \(P_{B3}\) to collect all the required parts.

When the Fetch robot moves to the calculated position, its head-mounted camera points to the center of the target tray to obtain the point cloud of the objects. We remove the point cloud segments of the table and tray to get the objects’ point cloud. For the simple box-shaped objects used in this experiment, the remaining point cloud is fitted with cuboids, such that the object pose can be determined, then the grasping poses are retrieved from the offline planned grasps. A more straightforward way which is used in Section VII C is to insert a marker in front of the tray, then the object poses, as well as the grasps, with respect to the robot are easily obtained.

For comparison, we move the robot to the center of \(P_{B1}, P_{B2}\) and \(P_{B3}\) to collect the parts from three trays, respectively. As shown in Fig.\([13]\) in each base position, the mobile manipulator picks up one object from the associated tray. Fig.\([14]\) shows the robot motion following the planned base sequence, the mobile manipulator moves to the center of \(P_{B1} \cap P_{B2}\) to pick up parts from \(\text{tray}_1\) and \(\text{tray}_2\), then it
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FIGURE 14: (Left and Middle) Move to $P_{B1} \cap P_{B2}$ to pick up parts from $tray_1$ and $tray_2$. (Right) Move to $P_{B4}$ to pick up a part from $tray_4$.

moves to the center of $P_{B4}$ to pick up part from $tray_4$. In this experiment, the total operation time is reduced by 17 seconds due to reduced one base movement, and the efficiency of the proposed method becomes more significant when there are a large number of target trays.

B. RANDOMLY PLACED, GLOBALLY STATIC BASE SEQUENCE

In the manufacturing environment, the mechanical components are often randomly placed in the tray. In this experiment, we use a mobile manipulator to pick up multiple mechanical components randomly placed in different trays. The overall experiment setup is shown in Fig. [15].

Compared to the first experiment, a different grasp planning method is used for the mechanical components with complex shapes and reflective surfaces. The head-mounted camera on the Fetch robot can only capture sparse and incomplete point cloud of the object, therefore we use fixed PhoXi 3D scanners to scan the mechanical components to obtain depth images. Fast graspability evaluation [37] is used to plan grasps for randomly placed objects from a single depth image. The gripper is represented by two mask images as shown in Fig. [16a] and b. Fig. [16a] represents the contact region where the gripper should contact the object and Fig. [16b] represents the collision region where the gripper should avoid collision with the environment. The mask image of the contact region is used to convolve with the object’s mask image to find the centroids of grasps, and the mask image of the collision region is applied to find collision-free orientations around the centroid normal.

In order to obtain the base region where the mobile manipulator is able to grasp all the randomly placed objects, we have to find a set of object poses that approximate the possible poses and plan grasps for these poses. Therefore, we randomly place objects in the tray and scan the objects in the tray. Repeat this process a couple of times, then it is assumed that these recorded object poses nearly represent all the possible object poses. Fig. [17] shows 4 different object placements, from the corresponding depth images grasp planning is performed to obtain grasps $G_1$, $G_2$, $G_3$ and $G_4$ for each of the object placements, respectively. Actually, for grasping one object, we only need to guarantee that at least one of the grasp candidates be reachable, this is what we did for the case of regularly placed objects. However, for the randomly placed objects, we simply used all the planned grasp candidates to approximate the possible grasp distribution in the tray. The union of the grasps for each object placement $\mathcal{G} = G_1 \cup G_2 \cup G_3 \cup G_4$ roughly represents the required grasps for grasping all the objects randomly placed in a tray. We then use $\mathcal{G}$ to calculate the base region of the tray following the method in Section IV. The grasp planning examples for other objects are shown in Fig. [18].

During the online execution, the mobile manipulator moves to the calculated positions in the global map, the planned base positions are the black dots in Fig. [19]. Once the mobile manipulator arrives at the calculated position, its head-mounted camera detects the marker in front of the tray to get the accurate pose of the tray relative to the robot. The online grasp planning functionality is implemented as a
FIGURE 17: Planned grasps at different object configurations. The union of these grasps is assumed to approximately represent all the possible grasps for grasping all the randomly placed objects, and they are used to estimate the base region.

FIGURE 18: Planned grasps for different objects.

ROS service, once it is requested, it returns a set of grasps in the frame of the PhoXi scanner. Since the pose of the PhoXi scanner is also calibrated with respect to the tray, the poses of planned grasps in the robot’s base frame can be derived. Among all the returned grasps, the grasp with the highest graspability score will be executed. Fig. 20 shows the grasping of randomly placed objects during the experiment.

FIGURE 19: Schematic diagram of randomly placed objects in the trays (view from top), the dots of one color represent the base regions of the corresponding tray. The robot moves to the center of the first intersection to pick up the objects in tray1 and tray2, then it moves to the center of the third base region to pick up objects in tray4.

FIGURE 20: Pick up randomly placed objects following the planned globally static positions in Fig. 19.

C. REGULARLY PLACED, DYNAMICALLY UPDATE THE BASE SEQUENCE

For regularly placed objects in the tray, it is feasible to update the base positions according to either the remaining objects or the target objects to be picked. Both of the two cases are demonstrated by the experiment in this section. The experimental configuration is similar to that of the first experiment, the difference is that the base positions are updated after every round of pick-and-place tasks. We assume one object is picked from every target tray in every round of the task. From the snapshots of the experiment, though not very obvious, the change of base positions in different rounds of tasks can be observed. Following the dynamically updated base positions, the mobile manipulator can robustly collect the target objects in different rounds of the task. We also conducted the experiment on updating the base positions based on the remaining objects, which can be seen in the supplementary video.

D. DISCUSSION ON THE EXPERIMENT RESULTS

Through the experiments, we have demonstrated the proposed planner with different policies for different application scenarios. To evaluate the efficiency of the proposed method, we use the time for moving the base as the evaluation metric. Because one of the major goals of this work is to reduce the operation time for a sequence of picking tasks at multiple places. In this work, we consider reducing the number of base positions to visit to reduce the operation time for moving the base. Therefore, the time for moving the base is the most appropriate metric for evaluating our planner.

We measure the time for moving the base following the
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FIGURE 21: The base positions update based on the target objects to be picked, the update is performed after every round of pick-and-place task.

| Experiment | Baseline | Planned sequence | Improvement |
|------------|----------|------------------|-------------|
| ExperA     | 46.94s   | 29.68s           | -17.26 (-36.77%) |
| ExperB     | 38.20s   | 26.98s           | -11.22 (-29.37%) |

TABLE 5: Average time for moving the base in our experiments. ExperA and ExperB refer to the experiment setup in Section VII-A and Section VII-B respectively.

planned base sequence and compare it to the baseline. Since there is no research on planning a minimum sequence of base positions for picking objects stored in separate trays, there are no directly comparable state-of-the-art methods. The existing works usually assume there is a base position or manipulator configuration corresponding to each task, therefore, the baseline for comparison can be set as moving the mobile manipulator to the center of every base region of the target tray. We use the experiment setup in Section VII-A and Section VII-B since their base positions do not change. We run the experiment 10 times and record the time for moving the base. The result is summarized in Table 5 the average time for moving the base is reduced by 17.26 seconds and 11.22 seconds in these two experiment setups, respectively. Therefore, the total operation time for the part-supply tasks is reduced and the overall efficiency is improved using the proposed method.

Notice that the length of the path connecting the planned base positions is not an appropriate metric for evaluation. Because the path length does not necessarily decrease with the decrease of the number of base positions. Fig. 22 shows a simple example where the path lengths are almost the same, but the number of base positions is different. From another perspective, instead of reducing the path length, our approach is to reduce the number of base positions to visit, which increases the average base velocity, thus reducing the operation time.

The current limitations are observed through the physical experiments. We acknowledge that the success rate of the experiment is not high (about 50% for a single picking task). But this is the collective result of several factors beyond our planner, such as (1) the perception error of the collision environment, (2) motion planning timeout during the online execution, (3) pose estimation error for the marker and objects, and (4) positioning uncertainty. These extra factors lead to common failures in the experiments: (1) The manipulator collides with the trays or table; (2) The robot fails to grasp the objects; (3) Motion planning for the manipulator to move to the grasping pose times out. Therefore, the success rate may not be an appropriate metric for the evaluation of the proposed planner. In addition, the motion of the manipulator is not optimized. In the future, we consider using optimization-based method motion planning method to further reduce the operation time for moving the manipulator.

VIII. CONCLUSIONS
This paper presented a planner that plans a minimum sequence of base positions for a mobile manipulator to perform a sequence of tasks in multiple locations. Our work contributed to the limited work on mobile manipulators performing a sequence of tasks. Specifically, we considered multiple picking tasks in multiple locations, but our planner also applies to other manipulation tasks. In that case, we should consider constraints from the new tasks and plan the base region satisfying the new task constraints. Our planner can be applied to the pick-and-place tasks involved in the part-supply tasks in the assembly factories and warehouses. By reducing the number of base positions to visit for a sequence of tasks, the overall efficiency of the tasks is improved, thus improving the efficiency of the production. We also discussed the object placement styles and the update of the base sequence, which are critical for practical applications.

We performed numerical analysis on the planner. The numerical analysis shows the calculation time for the base region is the most time-consuming part of the planning, and this part should be performed offline. The calculation time...
grows nearly linearly with respect to the number of objects in the tray and the number of trays (when the number of trays is less than 18). The numerical result on the size of base regions and the intersection also provides a reference for configuring the objects and trays for practical settings.

Combined with the numerical analysis result, we found that for regularly placed objects, both globally static and dynamically updated base positions are feasible, but for randomly placed objects, it is impractical and unnecessary to update the base positions. Extended experiments are conducted to demonstrate the feasible policies.

The efficiency of our planner is demonstrated by comparing the operation time for moving the base with a naive base sequence. Our experiments show that the average operation time is reduced by 11.22s to 17.26s by reducing one base position. However, some limitations are observed in the current experiments. The success rate is not high mainly due to perception errors and motion planning timeout, and the motion of the manipulator is not optimized. These issues will be considered in our future work.
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