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Abstract

Sustainable computing is a rapidly growing research topic spanning several areas of Computer Science. Particularly, it has received increasing attention in the Software Engineering field in the last years, with several studies discussing the topic from a range of perspectives. However, few studies have demonstrated the awareness of software practitioners about the underlying concepts of sustainability in the software development practice. In an earlier investigation, we performed a preliminary study on the practitioners’ perception under four main perspectives: economic, social, environmental, and technical. This study extended the previous survey and reached a number of ninety-seven respondents from Brazilian companies. The extension aims to expand the results to compare and explore the previous findings in a more in-depth way. The novel results confirmed the evidence raised in the original survey that sustainability in the context of Software Engineering is a new subject for practitioners. However, professionals have shown interest in the topic, and there is a general understanding that sustainability should be treated as a quality attribute. Among the observed perspectives, we generated an initial theory that shows software practitioners know the subject around “Green in Software”, even unconsciously. This study brings evidence of how the industry understands and perceives sustainability practices in the software development process.
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1 Introduction

Sustainability has been increasingly discussed in the Software Engineering (SE) field (Mourão et al., 2018). As more and more software applications are launched in the market as a means to make daily activities easier, there is an increased interest in understanding how such solutions might affect the environment.

The impact of technology on daily lives can be seen from two antagonistic perspectives, technology as a contributor to mitigate or produce environmental impact. Whereas the technology helps organizations address environmental issues when providing many improvements (e.g., virtual meetings and improvements in logistics), it is often responsible for environmental degradation by consuming amounts of energy through engineering processes used to make products, for instance (Calero and Piattini, 2017).

Developing, maintaining, and evolving energy-efficient software solutions is rather challenging (Pinto and Castor, 2017). The software development life-cycle is not suitable for identifying the effects of the software system on sustainability (Dick et al., 2010). Therefore, sustainable thinking is still a new and challenging practice for software engineers and developers.

Environmental sustainability has been deemed as a non-functional requirement (NFR) to consider in a SE process (Calero and Bertoa, 2013; Venters et al., 2014; Becker, 2014; Penzenstadler et al., 2014b). However, this is not commonly employed yet. Authors claim that there is still a need for more discussion on “sustainable requirements” to understand how the term has been used in the SE field (Venters et al., 2017).

It is rather important to explicitly identify sustainability requirements and ensure they could be properly monitored and tested along with the software development life cycle. Indeed, the definition of sustainable software development is not clear in the literature yet and maybe misunderstood as a consequence. In a previous work (Karita et al., 2019), we presented a survey study conducted with twenty-five software engineers from Brazilian companies involved in projects from different domains. The study investigated the practitioners’ perception of sustainable practices for software development. The study provides readers with an overview of the main discussions about software sustainability concepts. The yielded results indicate an overall lack of knowledge about the topic, in particular, related to sustainable software concepts.

In this study, we conducted an exploratory study to identify whether, and to what extent, the practitioners know about the topic. Therefore, we extended our previous work in two directions: (i) we extended the initial survey, which reached a number of ninety-seven respondents; and (ii) established an initial common understanding of the definitions of “sustainable software” based on the achieved results. From the survey, we are interested in finding out even more insights and evidence that may reveal the importance of promoting the sustainable software development field. This study also aims to leverage the state-of-the-practice in sustainable software development, under four main perspectives: economic, social, environmental, and technical.

Additionally, our study deals with the practitioners’ lack of knowledge about sustainable software development to extract as much information as possible to explore the state-of-the-practice. In this sense, our earlier study allowed us to identify
that even when the practitioners do not know the formal concept of sustainable software development, they can discuss its importance through transitivity, i.e., they are able to apply general concepts of sustainability in the context of software development.

The survey results confirm the results identified in the former study (Karita et al., 2019). We found that sustainability in the context of software is a new issue for most respondents. The software professionals are not concerned with sustainability throughout the software development life-cycle and have low knowledge about the impacts of not using sustainable practices on the environment. However, they showed interest in the topic, which is a general understanding that sustainability should be treated as a quality attribute. The theory showed that software engineers practically explore the technical and environmental dimensions; that is, they may unconsciously practice ‘Green in Software’.

The remainder of this paper is organized as follows. Section 2 presents the underlying concepts of green and sustainable software. Section 3 presents the survey conducted to investigate the awareness of practitioners of sustainability. Section 4 presents the Grounded Theory conducted to generate an initial common understanding of sustainability. Section 5 provides an in-depth discussion of the yielded results. Section 6 discusses the implications for research and practice. Section 7 discusses related work. Section 8 discusses the threats to validity. Section 9 draws concluding remarks.

2 Green and Sustainable Software

Sustainability has been discussed in several sectors of our society. Etymologically, the word sustainable comes from the Latin sustare, which means “to sustain”, “to support”, and “to conserve”. The term “sustainable development” was coined in 1987 by Gro Harlem Brundtland, who published a book (Our Common Future) where she stated, “Meeting the needs of the present without compromising the ability of future generations to meet their own needs” (Imperatives, 1987). According to Calero and Piattini (2015a), when we take a closer look at the above definition, we could observe that two fundamental pillars underpin sustainability: “The capacity of something to last a long time” and “the resources used”.

When addressing sustainability in the context of SE, we find several definitions of sustainable SE in the literature (Calero and Piattini, 2015a). Tate (2005) defines sustainable SE as the development, which is able to make a balance between rapid release and long term sustainability. According to Khandelwal et al. (2017), sustainable SE consists of processes and practices that help produce sustainable software and everything related to the software product, be it development or maintenance, taking environmental aspects into account. To Erdelyi (2013), SE can be sustainable by produce sustainable software with environmental awareness and minimizing waste during the software development process.

In general, sustainable SE can be interpreted as the art of developing sustainable software through a sustainable SE process. Its goal is to enhance the SE practices aiming at the direct and indirect consumption of natural resources and energy, as well as the consequences caused by software systems throughout its life-cycle (Johann et al., 2011).

Sustainability in SE can be expressed in several dimensions. For example, the Imperatives (1987) addresses the economic, social, and environmental dimensions. The economic dimension refers to the production and consumption of resources and services. The social dimension refers to people and their living and labor conditions, such as education, health, leisure, social equity, livability, and other aspects. The environmental dimension refers to the natural resources of the planet, and the way society uses them.

The environmental dimension of sustainability is also called as green dimension (Moraga et al., 2017; Calero and Piattini, 2017, 2015b; García-Mireles et al., 2017; Murugesan, 2008). The term green has also been interpreted in two ways in the literature, either (1) green in software, which is related to develop a more environment-friendly software, i.e., the software is developed in a green manner and produce a green software product; and (2) green by software, which refers to software developed focusing on the preservation of the environment, i.e., the software is the tool supporting the sustainability goals.

Similarly, Penzenstadler et al. (2014a) also interpret sustainable software in two ways: (1) as software code that is sustainable, agnostic of purpose; and (2) as a software purpose for achieving sustainability goals. Likewise, Dick et al. (2010) emphasize that sustainable software focuses on reducing the consumption of natural resources and energy in the sense of environmental, social, and economic dimensions.

In addition to those three dimensions, other studies also add the technical and individual dimensions to analyze the software sustainability. The technical dimension addresses the long-term use of software and their evolution in a constantly changing execution environment (Moraga et al., 2017; Lago et al., 2015; Fernandez et al., 2016). The individual dimension concerns with how to maintain and create software in a way that takes into account developers’ satisfaction with their work over a long period (Penzenstadler and Femmer, 2013; Penzenstadler, 2014; Becker et al., 2015).

Saputri and Lee (2016) bring an inclusive view regarding those dimensions. They state that sustainability should be considered an integrated concept, taking into account each sustainability dimension. All of these dimensions could be analyzed from various perspectives. Thus, the choice of approach to be adopted should take into account the purpose and scope to be investigated.

Furthermore, others discuss more technical aspects, such as the sustainability of the software life-cycle. According to Johann et al. (2011), green and sustainable software is the enhancement of SE to deal with the consumption of natural resources and energy during the entire software development life-cycle. Moreover, Hilty et al. (2006) and Penzenstadler et al. (2014a) agree that the sustainable software can be interpreted as either a software developed to support sustainability goals or a software code being developed through a sustainable process. Both interpretations converge to a software system that contributes to more sustainable living. While a sustainable software aims to improve the sustainability of humankind on our planet, a sustainable process is a key requirement for developing sustainable software. Thus, a sus-
tailable process may consider environmental, technical, and economic impacts during the software life-cycle and involves the pursuit of sustainable development goals.

In summary, the literature presents several viewpoints, in which different researchers describe them from their perspective and area of expertise. Consequently, the same may happen in the software industry. The lack of a unanimous definition can lead to isolated contributions, and practitioners might see SE sustainability from different perspectives.

3 Understanding the awareness of practitioners on sustainability

This study investigates sustainability in the context of software development from an industry standpoint. In this sense, we conducted a survey to gather the opinions of professionals about sustainability without introducing participants to the topic since it could skew the answers. Thus, we aim to identify the awareness of software professionals on sustainability in SE.

3.1 Research Questions

We defined six research questions (RQ) to understand software familiarity, application, perceived importance, practices, models, and tools regarding sustainability. These are described next.

RQ1: Are the professionals familiar with the concepts of sustainability applied to the software development process? This question investigates at what level the professionals are familiar with concepts related to sustainability in the context of software.

RQ2: How important is software sustainability for practitioners? This question investigates whether and at what level professionals consider sustainability an important factor in the software development process from a personal perspective and the software industry perception.

RQ3: What phases of the software development life-cycle (SDLC) do sustainable practices apply to? This question identifies in which SDLC phases the developers have adopted any sustainable SE practices in the general and specific scope.

RQ4: What dimensions of sustainability have been explored in practice (technical, environmental, social, and economic) of software development? This question aims to investigate which of these dimensions have been most exploited by industry.

RQ5: What models for sustainable software development have been adopted by the software industry? This question investigates whether and what models for sustainability in software have been adopted by professionals. The purpose is to obtain models from the industry that we did not retrieve in the previous study.

RQ6: What tools have been used to support sustainability in the software development process? Aligned with the preceding RQ, we aim to explore tools that have been adopted in practice and collaborate with sustainability, based on the intuitive knowledge of the respondents.

3.2 Survey Design

We designed the questionnaire to keep it as brief as possible while still enabling us to collect all relevant information. The stated questions seek to understand practitioners’ motivations and knowledge regarding green practices in software development.

In our previous study, we conducted a survey study with twenty-five software professionals from Brazilian companies. This study extends the previous one in the number of respondents to seventy-two new professionals from several Brazilian software companies based in different regions of the country. Therefore, this study presents the results for a total of ninety-seven respondents.

This section encompasses the planning details, execution procedures, and reporting of desired and achieved results. We used the methodology proposed by Kasunic (2005) and applied the research survey principles defined by Kitchenham and Pfleeger (2002). Figure 1 shows the adapted methodological steps employed in this extended study. Steps 1 to 7 were conducted during the survey design in our previous work. These steps were reviewed and re-applied to accomplish steps 8 to 10 during this extension.

Target Audience. To ensure valid results, we only selected professionals with knowledge in software development processes. The following criteria were considered:

1. Professional with experience in the SE field.
2. Professional role in the company. Practitioners should be involved in the software development process in at least one of the following roles: project manager, project leader, system analyst, requirements analyst, system architect, business analyst, developer, tester, product owner, and/or scrum master.

Questionnaire. We reviewed and applied the same instrument from the preliminary survey study, in which we specified six information groups. They are: respondents characterization, companies characterization, research object, company development process, faced difficulties, and sustainability as a quality attribute. We next describe each category.

- Respondents characterization: In this category, the goal was to investigate the respondent profile, with information about gender, name, age, level of education, and professional experience;
- Companies characterization: This category investigates the locality, follow-up, size, time of performance, certifications, level of environmental awareness (any aspect, not only necessarily regarding SDLC processes) of the companies, and function performed by the respondents in the company;

1The resulting data are publicly available at http://doi.org/10.5281/zenodo.3976312
• **Research objective:** In this category, the goal was to investigate the respondent’s knowledge regarding concepts related to software sustainability, as well as the importance of the respondent relating sustainability to the software context;

• **Company development process:** In this category, the goal was to investigate the software development process of the company the respondent works for and to identify whether and at what level sustainability practices have been applied;

• **Difficulties encountered:** This category investigates the likely benefits expected regarding the application of sustainability practices in the software development processes;

• **Sustainability as a quality attribute:** In this category, the goal was to investigate the interviewee’s perception of the importance of using sustainability as a quality attribute in their projects.

We sent the replication of the reviewed questionnaire on February 1st, 2020. The extended survey instrument was hosted on Google Forms, alike the first survey. The URL to access it was sent by: (1) personalized email to our contact list and (2) Whatsapp contacts. We closed the survey on February 29th, 2020.

A brief introduction was made with basic information about the purpose of the study with a justification of choice and the importance of the respondent’s. Participants were also informed about the privacy policies of the study.

**Data Analysis.** In this section, we present the data analysis process employed in this study. This research is an exploratory and qualitative study. To achieve the objectives, we adopted the following assumptions about the instrument:

1. For closed questions that could combine multiple responses, the sum of percentages could reach a value above 100%.
2. For closed questions that followed the same pattern of responses, we applied a five-point Likert Scale, from Irrelevant (1) to Very important (5).
3. For the open question about the concept of sustainability in the software development process, we applied a coding strategy. Two of the authors extracted the general themes of the answers. Using these themes, the authors had discussion sessions to develop a single coding scheme. The results were collected and translated into an appropriate graphic image to facilitate understanding.

4. For the other open questions, we include excerpts from the qualitative answers to clarify the results. Each of the excerpts is followed by a number that represents a unique identifier for the respondent who expressed the opinion. For example, [#1] indicates the respondent’s answer number 1.

### 3.3 Survey Results

In this section, we report the results of our extended survey study.

#### 3.3.1 Respondents’ Demographics

This section describes the demographics of the respondents. We investigated their age, and experience time to draw the profile of the observed sample. Overall, regarding their gender, 63% of the respondents were men, 36% were women, and 1% were others. Figure 2 shows the respondents age. 1% had between 15 and 19 years, 12% had between 20 and 24 years, 22% had between 25 and 29 years, 27% had between 30 and 34 years, 21% had between 35 to 39 years, 8% had between 40 to 44 years, 6% had between 45 to 49 years, and 3% had more than 50 years. More than 50% of the respondents are mainly concentrated in the 25 to 39-year-old range.

In terms of their professional experience in software development, Figure 3 shows that 28% had up to 3 years of experience, 18% had between 4 and 6 years, 14% had between 7 and 10 years, and 40% of the respondents had more than 10 years of experience in the industry.

Finally, the respondents informed the roles they play in the companies: 22% work as a software developer, 20% work as a system analyst, 10% work as a requirements analyst, 9% work as a project leader, 7% work as a business analyst and software tester, 5% work as a software architect, 4% work as project management, scrum master and product owner, 3% work as a consultant, 2% as portfolio management, and 1%
work as a designer, data analyst, and DBA. In this question, the respondents could answer more than one option.

### 3.3.2 Companies’ Demographics

This section describes the demographics of the companies analyzed by respective practitioners in terms of segment and size.

The respondents work in companies of different segments. Figure 4 shows that 51% of the respondents work in software factories, 21% in government companies, and 8% in Startups and Consulting Company, each one. The others add up to 12% working in other segments. About company size, 87% of the respondents reported that the size of the company is “large”, that is, it has more than 99 employees.

In terms of certifications related to the software development process, 48% of the respondents could not tell whether the company in which they work has some certification. 24% reported that the company is not certified. The other 28% of respondents reported that the company has some of the following certifications: Capability Maturity Model Integration (CMMI) - Levels 3 and 5, MPS.Br (Levels of Improvement of the Brazilian Software Process) - Levels C and G, ISO 27001: 2007 (Information Security Management System), ISO 14001 (Quality Management System), and TMMI (Testing Maturity Model Integration) - Level 3.

### 3.3.3 Answering the research questions

We next discuss the results based on the stated RQs.

**RQ1: Sustainability concepts**

In this question, the goal was to observe the respondents’ comprehension both in the general scope, with respect to the conceptual framework on sustainability, and to understand their perception regarding the adequacy of the companies in which they act to the sustainable practices.

Initially, seeking to observe the respondents’ level of knowledge, we asked how respondents could self-assess their level of knowledge about Sustainability in the software development process. Figure 5 shows 46% had no knowledge, which was the first contact with the subject; 45% out of the respondents had low knowledge about the subject; 6% had a medium knowledge; and 3% had high knowledge on it.

Furthermore, we presented six concepts (definitions) about “sustainable software” to participants, available in the literature of relevant authors to the domain. The respondents did not have access to the authors’ names and could choose only one of the six options. Our objective was to identify which of those concepts the respondents would be more familiar with. The results are described next. We described each concept in the boxes, followed by the corresponding results.

**Definition 1:** “An application that produces as little waste as possible during its development and operation”. Erdelyi (2013).

34% of the respondents consider this one the most coherent definition.

**Definition 2:** “Software developed and used in such a way that leaves minimal negative impact on users, environment, economy and society in general”. Naumann et al. (2011).
28% of the respondents consider this one the most coherent definition.

**Definition 3:** “Software whose impacts on the economy, society, human beings and environment, resulting from the development, deployment and use of the software is minimal and/or has a positive effect on sustainable development”. Dick et al. (2010).

26% of the respondents identified themselves with this definition.

**Definition 4:** “Software code being sustainable, agnostic on purpose, or the purpose of the software is to support sustainability goals, i.e., to improve the sustainability of humanity on our planet”. Hilty et al. (2006).

4% of the respondents selected this option.

**Definition 5:** “Software whose purpose is to support sustainability goals, that is, to improve the sustainability of humanity on our planet”. Dick et al. (2010).

5% of the respondents preferred this definition.

**Definition 6:** “Environment friendly software that helps improve the environment”. Murugesan (2008).

3% of the respondents selected this option.

We can see that definitions 2 and 3 have similar proposals since they mention the impacts of software production according to sustainability dimensions. Together, they account for 54% of the respondents’ choice, which demonstrates that the public’s view encompasses other dimensions, not just technical.

The perceived increase in the awareness and adoption of sustainable practices in the software context might be related to the recognition of sustainability as a quality goal for software systems Penzenstadler et al. (2014a). In this sense, we asked the respondents whether sustainability should or should not be considered an NFR. This question aims to understand the practitioners’ perception of sustainability as an NFR. As a result, 58% of the respondents considered that sustainability should be considered an NFR, which converges to the SE literature discussions. However, only 18% of the respondents were able to provide reasonable statements supporting their opinion. Next, we cite the respondents’ justifications.

One respondent stated that it should be considered as an NFR “because of the impacts on the environment and consequently people’s quality of life” [R2]; another respondent stated that “In software that applies the idea of resource consumption, if requested by the customer, sustainability would be considered a non-functional requirement.” [R51]; another answer was “Because it demonstrates to the target audience the concern that the company has when delivering a product. It tries to solve a problem causing the least possible environmental impact, from its conception to the delivery of the solution [R67].

**RQ2: Sustainability importance level**

In analyzing the degree to which the respondents consider that companies should give importance to the sustainability issue in the software development process, we discovered that 33% treat the issue as “important” and 44% as “very important”. For another 19%, it is “neutral” and 3% see “no importance” in the subject. We observed that, for this minority, companies do not have a process to evaluate the quality of the software and its eventual sustainability. Consequently, they see no added value in making the software development process sustainable. By crossing this data with the question “What respondents understand that sustainability represents for companies?”, we could see from Figure 6 that most respondents – 48% – see sustainability as an opportunity to gain new business. Nevertheless, 18% of the respondents believe that sustainability in the software development process represents costs and expenses for companies. It is worth mentioning that the total amount could exceed 100% as it was a multiple-choice question.

In a broad scope, we also asked the respondents if their companies adopted any sustainability practices, such as: proper disposal and recycling of waste and batteries, compliance with environmental legislation, saving water, energy, and paper, and others. Respondents could choose one of the following answers:

- **Expert**: Meets all legislation, performs and encourages various practices.
- **Intermediate**: Meets several legislation and performs various practices.
- **Beginner**: Meets few legislation and performs some practices.
- **No knowledge**
- **Does not comply with legislation**

Figure 7 shows that 41% of the respondents could not answer whether the company in which they operate adopts sustainable practices or meets some environmental legislation. 24% indicated that they consider the company at the beginning level since they adopt some practice and comply with few legislation rules; 20% consider that the company is at the Intermediate level, taking into account several different laws and practices. Another 9% reported that their company did not comply with any legislation; and only 6% pointed out that the company complies with all laws and encourages the adoption of various practices. Most respondents that stated the company complies with all laws are from Consulting companies. The results of this study showed that employees do not know at what level the company they work for is with regard to the adoption of sustainable practices.

Next, we asked whether their companies were concerned with minimizing the negative impacts that traditional development process activities could have on the environment. 34% of the respondents reported that the company had a reasonable concern, neither so much nor so much. For 32% of the respondents, the company did not care about such an issue. 19% reported that the company cared a bit. Another 15% are concerned about the negative impacts.

Furthermore, the following responses point to the adoption of agile methodologies as an alternative to minimize negative impacts: “I believe that agile methodologies are more sustainable than the traditional development process because..."
When asked about the main barriers that hinder the adoption of sustainability actions and practices in the software development process of the corporate environment, 71% of the respondents stated that there is a lack of companies awareness. Another 58% understand that companies do not consider the subject as relevant. 35% of the respondents could not evaluate; 32% responded that their companies do not have qualified staff; and 21% reported difficulties in measuring likely earnings. In the view of 21% of the respondents, bureaucracy becomes a barrier. The remaining 10% consider it as a very expensive investment, as Figure 8 shows. Because it is a multiple-choice issue, the total ratio could exceed 100%.

RQ3: Sustainable Software Development Process

We asked the respondents whether they felt that companies should give importance to the sustainability issue in the software development process. 44% answered that it was “Very important”. 33% considered it as being “Important”; 19% reported as “Neutral”; only 1% considered as “Less important”; and 3% did not consider the topic as important. In general, 77% of respondents think that companies should give importance or a lot of importance to sustainability in the software development process.

We sought to know what respondents think as mandatory features for a software development process to be considered sustainable. The codes obtained from this open question were mainly: reuse, code quality, sustainable good practices (using standards, green models and metrics), agile methods, resource usage awareness, robust architecture, reduction of environmental impacts, efficient coding, maintainability, adaptability, accessibility, development standards, and optimized coding. When asked whether the companies they worked for used
44% were unable to answer; 27% of them stated this was a rather common practice; while other 29% reported that their companies do not encourage. Regarding the preliminary survey study, the data did not show a significant variation, from 1% to 5%, which allows us to observe a pattern in the results.

In addition, we also attempted to figure out, from the companies that encourage the use of sustainable practices, which are the covered SDLC phases. Figure 9 shows that 40% of the companies adopt such practices in the development phase; 29% in the design phase; 19% in requirements; and 13% in testing phase. The respondents were allowed to choose more than one SDLC phase.

We asked the respondents in which SDLC phases they could identify any deficiencies in terms of sustainability practices. 21% showed no deficiencies; 19% showed deficiencies for the development phase; 16% at the design phase; 15% in the requirements phase; and 13% in the testing phase. In relation to the preliminary study, the data varied 1% more or less, with the response pattern prevailing.

The identified deficiencies were related to:

- **Requirements:** Poorly designed requirements and low depth of functionality [#60].
- **Design:** Deficiency in thinking about solutions that need less space or computational power [#45]. Poorly implemented code that has a high cost [#47]. Limited view on the relations between the modules and systems functionalities. [#60].
- **Development:** Unstructured code [#57]. Development with high coupling limited to functionality, only [#60].

In asking what could be done to improve the deficiencies pointed out in the previous question, the respondents suggested:

- **General:** “Maturity in software development from conception (requirement) to creation (implementation / coding) to have greater gain, less effort and higher quality (standardization usability, open architecture)” [#99]. “Programs to encourage the study of the theme well such as broad dissemination and availability of materials that support enrichment on the subject to professionals” [#11], “Incentives and awareness” [#15]. “Institutionally adopting sustainable policies to raise awareness of people and business” [#19]. “Context of difficult change. But awareness should be the first step” [#20]. “Study on the subject, understand what it means and evaluate ways to get started” [#23]. “It is necessary to raise awareness of sustainable development practices and metrics for incorporation into the process of the company” [#25].
- **Requirements:** “Define techniques for assessing requirements and recording in notes for evaluation and adherence to sustainability” [#7].
- **Design:** “Think of an architecture that is sufficient to fit the software design. For example, specifying computers that spend less energy but still meet the project requirements” [#24].
- **Development:** “Develop the software with the maximum possible reuse” [#24].

**RQ4: Sustainability dimensions**

We list the contributions proposed by Lago et al. (2015), without showing their related dimension. The idea was to observe how the respondents perceived the dimensions of sustainability in their daily activities, and the importance level of each one was observed. For each feature, respondents were presented with a brief description and five unique response options.

Table 1 shows that, on average, 84% of the answers considered all characteristics as either “Important” or “Very important”. The “Very important” degree was attributed to the following characteristics: Adaptation to changes, Reusability, Performance, and System Quality. The degree “Important” was attributed to the characteristics: Longevity, Software evolution, Product roadmap, Awareness about the use of sustainable practices, Sustainable Ethics, Energy consumption, Environmental concern, Time to Market, and Development effort.

The results show that professionals consider the technical dimension as the most important one, with a mean of 93%, followed by other dimensions: Social (79%), Economic (78%), and Environmental (71%). For most respondents, the technical dimension is the most important one.

**RQ5: Sustainability models**

In a recent literature review (Mourão et al., 2018), we showed that there is not enough evidence in the literature on the use of a particular model. Most of the proposed solutions are strictly academic, with no proof of effectiveness in real environments. Therefore, in this question, we analyzed whether the professionals had adequate knowledge about the sustainable software engineering field and whether their companies apply any process model to support sustainability in SE practices. As this study is exploratory, the purpose is not to confirm the adoption of models but to obtain them from the industry that we did not identify beforehand.

The answers were: 96% of the respondents answered that they are not aware of any applied models. For the 4% of the positive responses, only two respondents specified which model the company uses for supporting sustainability: CMMI (Capability Maturity Model Integration) and EPEAT (Electronic Product Environmental Assessment Tool). While the
CMMI helps to improve processes, the EPEAT assesses various environmental criteria of the full product life-cycle.

RQ6: Sustainability tools

Similar to the previous question, this one explores tools that have been adopted in practice, which collaborate with sustainability through the intuitive knowledge of the respondents. We analyzed whether the company adopts tools, techniques, or methods to measure sustainability and also if there is the adoption of some sustainable design pattern in the software development process. 64% of the respondents stated they did not know about any or did not know how to report on their use in the company. Analyzing the 36% positive responses, we could notice that the respondents use ordinary tools, techniques, and methods with sustainability, which may indicate that they understand the importance of sustainability when developing software.

4 Reaching a common understanding of Sustainable Software

Based on the evidence obtained from this survey, we observed that sustainability in SE is still an incipient subject. To reach a common understanding of sustainable software, we applied the Grounded Theory (GT) method (Glaser et al., 1968) whose emphasis is on the generation of new theories. GT has a set of procedures that provide a comparative data analysis, which is able to generate, in a systematic way, a theory based on these data (Glaser et al., 1968). The result is a set of categories and relationships between them. We next describe the method steps applied: open coding and selective coding.

By following the open coding step, we identified the most relevant aspects of sustainability in SE from the following open question: “4.2. How do you define ‘Sustainability’ in the software development process?”. Although we found that 91% of participants have either no or low knowledge about sustainable software, they were able to infer or assimilate the general concept. This conclusion was based on our earlier study (Karita et al., 2019). Therefore, we proposed an initial taxonomy with the converging points, based on the participants’ common understanding. It could bring a common sense about the practitioners’ perception of the topic.

Then, we proceeded with the data analysis and captured the codes. The theoretical saturation step was achieved when no new code was identified in the steps of data collection and analysis. The GT application allowed us to group these codes into categories to produce a high abstraction level. The categories were defined to the four sustainability dimensions (technical, social, environmental, and economic).

Figure 10 shows the taxonomy created for the identified codes. In the frame of each code, we mentioned the total amount of code citations. Five new codes emerged from the extended survey, which are: environmental awareness (7%)}

| Dimensions | Sustainability concern | Irrelevant (1) | Less important (2) | Neutral (3) | Important (4) | Very important (5) |
|------------|------------------------|----------------|--------------------|-------------|---------------|-------------------|
| Technical  | Longevity              | 1              | 1                  | 3           | 47            | 45                |
| Technical  | Resilience to uncertainty | 1             | 1                  | 10          | 47            | 53                |
| Technical  | Performance            | 1              | 4                  | 5           | 29            | 58                |
| Technical  | System Quality         | 1              | 4                  | 1           | 24            | 68                |
| Social     | Product Roadmap        | 1              | 7                  | 15          | 41            | 33                |
| Social     | Awareness              | 2              | 4                  | 13          | 44            | 34                |
| Social     | Ethics                 | 2              | 2                  | 16          | 41            | 36                |
| Environmental | Energy consumption     | 4              | 5                  | 18          | 40            | 30                |
| Environmental | Environmental concern | 2              | 7                  | 21          | 37            | 30                |
| Economic   | Time to Market         | 4              | 6                  | 16          | 38            | 33                |
| Economic   | Development effort     | 1              | 2                  | 13          | 49            | 32                |
code optimization (2%), social welfare (1%), software evolution (1%) and added value (1%). They are present in Figure 10 at the end of each category (light green frame). The three most cited codes that define sustainability in software are: reuse (24%), minimal use of resources (22%), and low impact (13%).

We also analyzed the relationships between codes and categories using selective coding step, as Figure 11 shows. The findings show that, although a few knowledge gaps still exist on the subject, practitioners idealize that what drives sustainability in software is the adoption of Reuse in the codification phase. We founded this feature in various responses, such as: “It is a style of development of digital systems where the reuse of source code is prioritized to avoid rework” [#4] and “Reuse of source code with the creation of components to avoid rework, minimizing the use of available resources, thus enabling greater productivity.” [#9]. The second most cited feature was the Minimal use of resources. This feature was exploited indirectly as a consequence of adopting the practice of reuse. According to the SE community, reuse has many advantages for software development, such as increased productivity, increased software quality, decreased delivery time, etc. The cause/effect relationship between reuse and other characteristics can be seen in some answers, for example: “Sustainability collaborates with combating waste, improving quality of life, creating more durable products, recycling, etc. and this can be applied in the development process software when practicing code reuse, for example.” [#2] and “It means to focus on reusing source code to reduce the amount of effort and resources allocated during software development, which in turn can help to reduce the impact on the environment.” [#24].

Therefore, sustainable software for the industry is related to the software produced on the adoption of reuse and development good practices. Consequently, second-order results would bring benefit to the environment, such as low impact, combating waste, and energy-efficiency. This concept is also known, in the literature, as Green in Software. The practitioners understand that a more sustainable way to develop sustainable software is using practices that apply SE principles, taking into account environmental aspects. This perspective distorts the idea that software development has effects that go beyond its boundaries.

5 Discussion

In this section, we discuss the results in the light of collected data, based on the set of analyzed sustainability dimensions.

- Technical dimension

According to Penzenstadler et al. (2014b), the technical dimension has a central interest in the requirements related to the software longevity and evolution, such
as non-obsolescence and quality characteristics. Both requirements were only cited in the extended study. The study confirmed that software practitioners have a narrow perception of sustainability concepts in the software development process. This is because most practitioners have targeted their perceptions about sustainable software specifically in the quality attribute, such as reuse, optimization, and performance. This skewed view of sustainability covers only one of the five dimensions defined in the literature, the technical dimension, and confirms the results presented in Lago et al. (2015).

In terms of the software development processes, we could see that companies could not yet be considered green companies or aspiring to be sustainable companies because they do not use models, processes, methods, and tools to support their software development. Although the professionals do not have in-depth knowledge of the subject, they could see the advantages and importance of sustainability in software development.

The adoption of agile methodologies is another point of discussion. We observed that this topic is relatively new for the surveyed companies. Despite the various benefits that agile software development could offer, such as the development of the minimum viable product in a short production cycle, its interaction with sustainability is a gap that needs to be explored.

• Social dimension
The social dimension refers to the effects of software systems in society (e.g., product roadmap, ethics, etc.). In this sense, the study showed that the number of professionals who perceive the impact of sustainability on people's quality of life and welfare is still low. Although the awareness was firstly mentioned in this study as a social concern, similarly to the preliminary survey result, we could observe that all participants in the software's production process need to create a critical sense in relation to the negative impacts that software production could cause on the planet. Based on this understanding, the industry would have professionals engaged in providing sustainability.

Achieving a sustainable software development environment is possible. However, it is very important to encourage software teams to employ sustainability practices, thus considering existing tools, methods, and processes support, as well as proposing new ones. According to Lago and Penzenstadler (2017), conducting interviews is another way of creating awareness since the results contribute to social sustainability. Additionally, practitioners need to think about sustainability in all spheres of software development, not only from a technology perspective. Something has been said about code reuse, maintainability, efficiency, but awareness goes beyond technical bias. The four dimensions interrelate and need to happen in an integrated way so that sustainability could happen in all stages of the software development process, from the customer’s need to the customer satisfaction.

Therefore, all dimensions could be better disseminated so that greater compliance could be achieved by companies and especially by people. In this way, we could attract conscious and sustainable software companies.

• Environmental dimension
In this dimension, our purpose was to obtain evidence of how professionals perceive the impacts of software development and maintenance in the environment. According to Penzenstadler et al. (2014b), environmental sustainability could be achieved by analyzing the software development life-cycle and assessing the envi-
Concerning legislation, some Brazilian laws aimed at sustainability were mentioned in the study. However, what could be observed is that environmental issues focused on the environment, such as waste recycling, water saving, are still seen as the main factors associated with the term sustainability by these companies. Despite the practitioners’ low knowledge on the subject, the participants attributed to this a high importance. In the software bias, this dimension is directly related to energy consumption and environmental interests (Lago and Penzenstadler, 2017). Most professionals reported that their companies do not have quality requirements related to sustainability. This insight reinforces the need for the research community to increasingly join the effort to make sustainability a software quality requirement. Through this study, it was possible to observe that understanding the homogenization of concepts used in this area is still uncertain. For software to be produced sustainably, software professionals must agree on the inherent concepts from this domain and its properties, so that they could have a clear and shared understanding of environmental knowledge and concern. We understand that it is important for practitioners to understand the central pillars of sustainability so that they could have a broader understanding of their likely effects.

6 Implications for Research and Practice

In this section, we provide readers with a synthesis of the relevant implications that emerged from the analysis of this qualitative study:

- Green SE field is still incipient, and it needs to be disseminated in companies so that teams can start thinking in a sustainable way about software development;
- There is a lack of professionals’ knowledge about the topic, in particular regarding how to adopt sustainable practices in the SDLC;
- Although software professionals have limited or no knowledge about sustainability in the context of software development, they realize that its adoption has benefits for both company and society;
- The technical and environmental dimensions are the most relevant and explored ones. Most practitioners have targeted their perceptions about sustainable software in “Green in Software”. They understand that a more sustainable way to develop sustainable software is using practices that apply SE principles, taking into account environmental aspects. This perspective distorts the idea that software development has effects that break its boundaries. In this sense, it is important to analyze the role of software and investigate the impacts of its use in society in all dimensions of sustainability.
- Since there is not enough evidence in the literature on the use of a particular tool and model - most reports are strictly academic in character, without proof of effectiveness in real environments (Mourão et al., 2018) - this study showed that companies not yet use models, processes, methods and tools to support sustainable software development. As such, they cannot be considered green companies or aspiring sustainable companies.
A survey conducted with fifty-three software professionals in seven different companies was reported by Koçak et al. (2015). The goal was to identify the perception of software professionals about the impact of energy quality related software in order to develop an environmentally sustainable software product. Through this research, the authors explored the correlation between software quality and energy efficiency. They used statistical analysis. The results of this study showed that there are significant negative correlations between functional adequacy and compatibility; efficiency and safety of performance; reliability and compatibility with regard to energy efficiency.

Manotas et al. (2016) performed the first empirical study on how professionals think about energy when writing requirements, design, construct, test, and maintain their software. The authors reported the findings of a quantitative and targeted survey of 464 professionals from the companies ABB, Google, IBM, and Microsoft. This research was motivated and supported by qualitative data from 18 detailed interviews with Microsoft employees. The study concluded that Green SE practitioners take care and think about energy when building their applications. The results show that awareness has changed the discussion about software power consumption. In relation to the awareness stimulus, the authors agree that appropriate support such as the creation of organizational policies and knowledge banks could help to create green software products.

Pang et al. (2016) conducted a survey with 122 programmers to understand their knowledge and awareness regarding software energy efficiency and consumption. The results show that the programmers’ knowledge about energy consumption is consistent, and 60% of them consider energy consumption when choosing a mobile development platform. However, 80% of the programmers do not take energy consumption into account when developing software.

Jagroep et al. (2017) reported a multi-core study incorporated with two over two commercial software products. The goal was to identify how to create and maintain awareness of an energy consumption perspective for software among stakeholders involved in the development of software products. During the study, they followed the development process of two commercial software products and provided direct feedback to stakeholders on the effects of their development efforts, specifically on energy consumption and performance, using a power control panel. The authors defined a main research question and three sub-questions. To measure awareness, the authors constructed a survey but did not report the details of the planning, target audience, and instrument.

To understand how software sustainability is currently addressed in the practice of software development projects, Groher and Weinreich (2017) conducted an interview with 10 software project team leaders from 9 companies in Austria. The study analyzed the data using the deductive categorization method. The study found that professionals consider software sustainability important, but are technically concerned with sustainability. Organizational and economic issues are addressed, but environmental considerations are lacking. The perceived influence of various project factors on sustainability is partially diverse, suggesting that the meaning of sustainability needs to be refined to the specific context of design and application.

Pinto and Castor (2017) conducted a survey with software developers in order to understand the perceptions of those professionals on issues related to energy consumption by the software. The authors interviewed 62 software developers who performed at least one commit on an open-source mobile application. The results of the study suggested that there is a lack of knowledge about how to develop energy-efficient software. In addition, they noted that there is a need for tools to help developers achieve this goal.

In order to develop this work, we considered every mentioned study since they bring relevant information on the topic. However, we observed that these studies were usually focused on particular issues, such as the correlation between sustainability and software quality attributes, the energy use in software applications. As the research in this field is incipient, it becomes important to explore the software professionals’ perception with broader coverage.

8 Threats to Validity

Construct Validity: During the pilot test, some respondents reported that the filling time of the instrument was extensive. As such, our survey respondents may not have adequately answered questions, preferring short answers to more detailed descriptions. To reduce the threat to validity, we group the questions into specific sections to better target questions and answers. Another threat was the respondents’ understanding of the questions. To help ensure the understandability of the survey, we asked professionals and researchers with experience in SE and experience in survey design to review the survey instrument to ensure the questions were clear and complete.

Internal Validity: An internal limitation may be the selection of companies and practitioners to the sample. We understand that both the number of companies and the number of responses obtained may not adequately represent the entire population of companies and software professionals, characterizing a threat to internal validity. However, as we decided to include only professionals from companies that work in different domains (mostly have offices in several Brazilian states), we believe this set might be representative.

External Validity: The respondents of our survey may not adequately represent all software practitioners. Most respondents reported that they work as software developers, which may have skewed the results. Nevertheless, we believe that the number of responses that we analyzed provides a rich source of qualitative data that could reveal promising insights.

Reliability: Although Grounded Theory offers rigorous data collection procedures and analysis, qualitative research is generally subject to researcher bias. Certainly, other researchers could make a different interpretation and theory after analyzing the same dataset, but it is believed that at least the main insights would be preserved. Then, the results of RQ1 might be a threat to validity. However, to mitigate it, the qualitative analysis was performed on the codes recovered and grouped according to the correlations between dimensions of sustainability and sustainable concerns proposed by Penzenstadler et al. (2014b) and Raturi et al. (2014).
Although the research results may have been influenced by interpretation, to mitigate this threat, the coding process was performed by two authors working together. Disagreements in the assignment of codes were discussed until consensus was reached.

9 Concluding Remarks

Although the SE community has increased its interest in the Green and Sustainable SE field, the software industry has not explored this area in an adequate fashion yet. Consequently, Green and Sustainable practices are not completely known and substantially applied by software practitioners.

This study is an extended survey from a previous work designed to gather data from software practitioners from Brazilian companies in this respect, and provide data on the software industry’s perception of sustainability in the software development process. The yielded results confirm the findings identified in the original survey. They indicate an overall lack of knowledge about the topic, in particular regarding the concepts about sustainable software, although there is a common understanding that sustainability should be treated as a quality attribute and should support the interaction between sustainability and the SDLC.

This study contributes to the field with an initial set of evidence. We could see it as an important step towards establishing a common understanding of how the software industry is receptive to sustainability concepts in software development practices. As future work, we aim to conduct interviews with participants of the survey, in order to enrich and detail the professionals’ perceptions. In addition, we plan to carry out more in-depth studies about already validated techniques and methods that could improve and compose a green checklist for software development.
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