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Abstract

In this paper, two protocols are presented for private intersection detection of two moving objects’ trajectories. To design the first protocol, we simplify the problem of finding the intersection points to the problem of finding the common roots of the polynomials, which represent the moving objects’ trajectories. Thereafter, Gröbner Basis is used to design a novel secure protocol to find the common roots of the polynomials. Another protocol is also designed based on the distance computation of two trajectories’ curves. The complexity of the Gröbner-based protocol for finding the common roots of polynomials is numerical. Its complexity is much lower than the complexity of the garbled circuit-based protocol for Euclidean Distance Computation of I points and the complexity of the protocols for private proximity testing.

1. INTRODUCTION

Private Trajectory Intersection Testing (PTIT) can be considered as a problem in which some moving objects wish to detect the intersection of their trajectories. However, they intend to keep their trajectories secret, namely, to detect whether the distance between moving objects’ trajectories is larger than \( d \) (\( d \) is a predefined threshold), while the parties do not reveal their trajectories of movement.

The problem of PTIT can have some applications in many scenarios, such as urban traffic management, RoboCup competitions, aircraft ad hoc networks, mobile networks and etc. Suppose that the drivers wish to manage traffic in a way to prevent congestion and distribute traffic in streets and highways without revealing their trajectories. Therefore, they want to use a PTIT Protocol. In addition, in RoboCup competitions, the participants tend to select the best trajectories for their robots and do not collide with other robots. These participants apply a PTIT protocol without revealing their trajectories.

The “privacy” is generally in conflict with collecting, storing, using, processing and sharing of personally identifiable data. The primary objective of privacy measures is to ensure proper protection of private data in the course of processing or dissemination of sensitive information [1]. The main feature of PTIT protocol is privacy preserving of moving objects’ trajectories.

Secure multiparty computation is an approach to support privacy. In this approach, a set of parties with secret inputs wish to compute some joint functions of their inputs, while they wish to preserve the privacy property. The first general solution for the problem of secure two-party computation in the presence of semi-honest adversaries was presented by Yao [2]. Later, solutions were provided for the multi-party and malicious adversarial cases by Goldreich et al. [3].

In 2016, Hemenway et al. computed the probability of intersection between satellites’ trajectories [4]. In their work, the approach is based on garbled circuits, where the garbled circuit for detection of intersection is so large and has not good performance. Atallah and Du

*Corresponding Author Institutional Email: motahareh479@aust.ac.ir
(M. Dehghan)
[5] presented secure protocols for computational geometry problems. One of the protocols presented in the work of Atallah and Du is for obtaining the intersection of polygons securely. We may use that protocol for obtaining the intersection of moving objects in a certain time, but using it for obtaining the intersection throughout the trajectories is not efficient.

In addition, Frikken and Atallah [6] presented a protocol for two moving objects. In their work, the paths of moving objects are divided into some line segments. Then, in each moment, the intersection of two line segments is obtained. The protocol presented in the work of Frikken and Atallah is just for two-dimensional space.

Moreover, the problem of Private Proximity Testing (PPT) is a similar issue, which is only applicable in smart devices. It has attracted the attention of some researchers since 2006 [7–23]. In PPT, the proximity of two Location Based Services (LBS) are securely examined. Such protocols allow two parties with smart devices, which have Location Based Services to discover if they are close to each other in physical location, without revealing their individual locations to each other. This problem is similar to the problem of PTIT, but in PPT, the parties should have smart devices with LBS.

The previous researches in literature [7–23] are in three categories. In the first category, the parties send securely their location tags to trusted third party, and the trusted third party evaluates if they are neighbor to each other. The second category is based on symmetric key cryptography, and the last is based on public-key infrastructure.

The protocols in the last category are based on modular exponentiation. If we use of RSA for modular exponentiation, we need ‘and’ operations $n^6$ times, ‘or’ operations $n^3 + n$ times. If we want to apply these protocols for PTIT, we should use them for all the points of trajectories, i.e. we need the modular exponentiation $\alpha n$ times, where $\alpha$ is a constant number.

In this paper, we present two protocols for PTIT of moving objects. In this regard, two protocols are presented based on Gröbner Basis and Distance Computation of two trajectories, which there is no limitation for space dimension. The Gröbner- based protocol was proposed in [24] by Dehghan and Sadeghiyan. We only present an overview of that protocol. Moreover, we analyze its complexity and compare it with the complexity of the garbled circuit-based protocol for Euclidean Distance Computation of $l$ points.

The approach proposed by Yao [2] is a groundbreaking result, which essentially began the field of secure multiparty computation and is served as the basis for countless papers. In addition to its fundamental theoretic contribution, Yao’s protocol is remarkably efficient in that it has only a constant number of rounds and uses one oblivious transfer per input bit only (with no additional oblivious transfers in the rest of the computation). However, in the problems with large inputs and circuit size, it might be not efficient.

One way to analyze the complexity of secure multiparty computation protocols, beside the comparison to previous related proposed protocols, is to compare the complexity of the proposed protocols with those of the Yao’s garbled circuit-based protocol [2], which is the first general solution.

In this regard, basic operations are implemented using the Yao's garbled circuit [25, 26] (regardless of the proposed security approach) and its computation and communication complexities are examined and compared with the secure proposed protocol.

The basic operation for finding the Intersection of two moving objects’ trajectories regardless security requirement can be considered in such a way that each moving object has $l$ discrete points.

Since in Yao's garbled circuit, the circuit gates and their truth tables are formed based on the number of input bits and basic operations, it is necessary to compare the complexity of secure proposed protocols and garbled circuit-based protocols upon the number of input bits and basic operations, as well.

In this paper, we present two protocols for PTIT in Section 2. Then, in Section 3 we prove the security of our proposed protocol based on ideal- real simulation paradigm. We also analyze and compare the computation and communication complexities of our Gröbner-based protocol and garbled circuit-based protocol for calculating the Euclidean Distance of $l$ points in Section 4.

2. THE PROPOSED SECURE PROTOCOLS FOR PRIVATE TRAJECTORY INTERSECTION TESTING

In the proposed secure protocols for two moving objects, the time-dependent polynomial function of the trajectory curve of each moving object should be first computed. Intersection takes place if the distance between two objects at a specific time point, $t$, is smaller than or equal to $d$. This constraint is applied to the whole time period and trajectory. Therefore, the trajectory function should also include other points in its proximity (with a radius $d$) at a specific time, $t$. Each party considers a point $P(x(t), y(t))$ on its corresponding curve at time $t$, preferring that no other parties are present in the proximity (with a radius $d$) of the point $P$ at a specific time $t$, as illustrated in Figure 1.

To establish such conditions, one can represent the sur-rounding region (with a radius $d$) of a point at time $t$, as a circle in the two-dimensional space. Time is a key parameter in the proposed protocols, and intersections are considered to occur within the proximity region.
2. The Proposed Secure Protocol II- Based on Distance Computation of Curves

In this protocol, the parties first compute securely and jointly the distance function of their trajectories curves as \(d(t)\). Each party can check if \(d(t) < d\), by replacing the corresponding time in distance function \(d(t)\). Thus, each party can obtain the collision points by itself.

As it is shown in Protocol 2, the distance function \(d(t)\) includes three sections. Party 1 computes the first section of distance function which is \((x_1(t)^2 + y_1(t)^2)\). Party 2 computes the second section of distance function which is \((x_2(t)^2 + y_2(t)^2)\), and the last section should be computed jointly between parties which is \((x_1(t) \times x_2(t) + y_1(t) \times y_2(t))\).

In the first step of protocol, party 1 wishes to conceal \((x_1(t)^2 + y_1(t)^2)\). So, it composes an array containing the square of arbitrary values as \(M\), where the \(k^{th}\) member of \(M\) is \((x_1(t)^2 + y_1(t)^2)\). Also, it adds the values of \(M\) by a random array as \(R\). Then, \(M+R\) is sent to party 2.

In the second step of protocol, party 1 hides \((x_1(t), y_1(t))\) using two arrays \(A, B\), so that the \(i^{th}\) member of \(A\) is \((x_1(t)\) and the \(i^{th}\) member of \(B\) is \(y_1(t)\). It should be noted that \((x_1(t), y_1(t))\) is used in the last section of distance function. Afterward, party 1 sends \(A, B\) to party 2.

Party 2 computes the multiplication of \((-2 \times x_2(t))\) by \(A\), and \((-2 \times y_2(t))\) by \(B\). It also adds the results together, and obtains \(D=(-2 \times x_2(t) \times A) + (-2 \times y_2(t) \times B)\), that is the last part of distance function. Party 2 adds the values of \(C\) by a random noise \(r_1(t)\).

In the third step of protocol, party 1 needs the \(i^{th}\) member of array \(C\). Therefore, it requests party 2 using oblivious transfer. Therefore, party 2 sends the \(i^{th}\) member of \(C\), without disclosure of its index and content.

In the fourth step of the protocol, party 2 adds \((x_3(t)^2 + y_3(t)^2)\) to each member of the array sent by party 1 in the first step of protocol and obtains \([M+R] + (x_3(t)^2 + y_3(t)^2) + r_2(t)\) : 1 ≤ \(i\) ≤ \(n\).

As \(r_3(t)\) is a random noise function, it can be omitted by filtering. Among these results, party 1 just needs the \(k^{th}\) member of \([M+R] + (x_3(t)^2 + y_3(t)^2) + r_2(t)\) : 1 ≤ \(i\) ≤ \(n\). So, it requests party 2 using oblivious transfer. Party 2 sends \((x_3(t)^2 + y_3(t)^2 + r_3(t)) + (x_3(t)^2 + y_3(t)^2 + r_2(t))\) without disclosure of its index and content.

Finally, party 1 computes the sum of \((x_3(t)^2 + y_3(t)^2 + r_3(t)) + (x_3(t)^2 + y_3(t)^2 + r_2(t)) - 2 \times x_1(t) \times x_2(t) + 2 \times y_1(t) \times y_2(t) + r_2(t)\), and omits noises \(r_1(t), r_2(t), r_3(t)^2\) by filtering. Thus, the distance function is computed securely and jointly.

It should be noted that the noises \(r_1(t), r_2(t)\) and array \(R\) are random signals such as white noises, with zero mean and finite variance. They have equal intensity and high fluctuation at different frequencies.

To know more about the Oblivious Transfer Protocol and its extension, an interested reader is referred to [27–30].
**PTIT_Distances Protocol**

Protocol 2: The PTIT Based on Distance Computation

\[ d(t) = \sqrt{(x_1(t) - x_2(t))^2 + (y_1(t) - y_2(t))^2} = \sqrt{x_1(t)^2 + y_1(t)^2 - 2x_1(t)x_2(t) + 2y_1(t)y_2(t)} - \sqrt{x_2(t)^2 + y_2(t)^2 - 2x_2(t)x_1(t) + 2y_2(t)y_1(t)} \]

1) \( p_1 \rightarrow p_2 \): \( M+R \) where \( M = (a_1(t), a_2(t), ..., a_d(t)) \);

\( R \) is an array of random values, we denote them as \((r^{i}(t), r^{i+1}(t), ..., r^{i+d}(t))\);

\[ a(t)^2 = x(t)^2 + y(t)^2; 1 \leq k \leq n \]

2) \( p_1 \rightarrow p_2 \): \( A = (x(1)(t), x(2)(t), ..., x(i)(t)) \);

\[ x(1)(t) = x(t) \]

\( B = (y(1)(t), y(2)(t), ..., y(i)(t)) \);

\( y(i)(t) = y(t); 1 \leq i \leq n \)

\( p_2 \rightarrow p_1 \): \( C = -2 \times (x(t) \times A) - 2 \times (y(t) \times B) \) or

3) \( p_2 \leftrightarrow p_1 \): \(-2 \times x(t) \times x(t) - 2 \times y(t) \times y(t) + r(t) \)

\( p_2 \rightarrow p_1 \): \((M+R) + (x(t)^2 + y(t)^2 + r(t)); r(t), r(t) \) are random noises

4) \( p_1 \leftrightarrow p_2 \): \((a(t)^2 + r(t)); (x(t)^2 + y(t)^2) = (x(t)^2) + y(t)^2 + r(t) \) and \( r(t) \) removes noises by filtering and computes \( d(t) = (x(t)^2) + y(t)^2 - 2 \times x(t) \times x(t) + y(t)^2 \)

3. SECURITY PROOF

In this section, we demonstrate the security proof of Protocol 2, based on the ideal-real simulation paradigm. The security proof of Protocol 1 was demonstrated in in [24].

3.1. Security Proof of PTIT_Distance Protocol

We show that PTIT_Distance Protocol is secure, as long as the employed random generation system and oblivious transfer protocol is secure. Moreover, if the employed random generation system and oblivious transfer protocol are secure against semi-honest adversaries, our PTIT_Distance Protocol is also secure against semi-honest adversaries.

The following Theorem formalizes this statement.

**Theorem 1.** The PTIT_Distance Protocol is fully secure against a semi-honest adversary in the OT-hybrid model.

**Proof.** Our proof follows the ideal/real world paradigm [31]. In particular, we describe a simulator \( S_1 \) that simulates the \( i \)th party’s view in the ideal world. Without loss of generality, we describe our security proof for the condition where simulator \( S_1 \) simulates the view of party 1 as Equation (1).

\[ (f_1(t), g_1(t), g_2(t)) \] (1)

where \( f_1(t) \) is the input of party 1; i.e., \((x_1(t), y_1(t))\), and \( g_1(t) \) is a random function, which is the output of oblivious transfer protocol in Step 3 instead of \(-2 \times x(t) \times x(t) - 2 \times y(t) \times y(t) + r(t) \). In addition, \( g_2(t) \) is a random function, which is the output of oblivious transfer protocol in Step 4 instead of \((x_1(t)^2 + y_1(t)^2 + r(t)) \). We now prove Equation (2), which states that the view of party 1 can be simulated by a probabilistic polynomial-time algorithm given access to the party 1’s input and output only. We emphasize that the adversary here is semi-honest, and therefore the view is exactly according to the protocol definition.

\[ \{S_2(x, f(x, y))\} \] (2)

**Indistinguishability of views.** We now prove by contradiction. Assume that there exists a probabilistic polynomial-time distinguisher \( D \) and a polynomial \( p(.) \) such that, for given \( n \),

\[ \{H[D(H(f_1(t), f_2(t), g_1(t), g_2(t)))) = 1] - H[D(H(f_1(t), f_2(t), g_1(t), g_2(t)))) = 0] \] (3)

where \( f_1(t), f_2(t), g_1(t), g_2(t) \) are given. \( f_1(t), f_2(t) \) are the inputs of party 1 and party 2, respectively. Also, \( g_1(t), g_2(t) \) are instead of the transferred messages.

We now use \( D \) to contradict the security of Step 2 of our proposed protocol. First, consider that the only difference between \( H_i \) and \( H_{i+1} \) is that the \((1+1)^{th} \) run of this step in \( H_i \) is based on \(-2 \times x(t) \times x(t) - 2 \times y(t) \times y(t) + r(t) \) and the \((1+1)^{th} \) run of this step in \( H_{i+1} \) is based on \((f_1(t), g_1(t), g_2(t)) \), where \( g_1(t), g_2(t) \) are random values. Furthermore, given \((f_1(t), f_2(t), g_1(t), g_2(t)) \) and a view \( v \), it is possible to construct a distribution \( H \) such that if \( v \) is from \(-2 \times x(t) \times x(t) - 2 \times y(t) \times y(t) + r(t) \) then \( H = H_i \) and if \( v \) is from \((f_1(t), g_1(t), g_2(t)) \), then \( H = H_{i+1} \). It therefore follows that it is possible to distinguish the view of party 1 in a real execution of our proposed protocol from its simulated view with the same probability that it is possible to distinguish \( H_i \) from \( H_{i+1} \). However, this contradicts our assumption that \( g_1(t) \) and \( g_2(t) \) are randomly generated and contradicts the security of the random generation of polynomial functions and oblivious transfer protocol.

4. COMPLEXITY ANALYSIS

In this section, we analyze and compare the computational complexity for the PTIT_Gröbner Protocol and Garbled Circuit-based Protocol for Euclidean Distance Computation of 1 points.

4.1. Complexity Analysis of PTIT_Gröbner Protocol

In order to investigate the computational complexity for the PTIT_Gröbner Protocol, we express the calculations in the protocol based on the binary operations such as ‘and’, ‘or’ and
‘xor’. In addition, to investigate the communication complexity, we calculate the number of transfer bits in each step of PTIT_ Gröbner Protocol. In the following, further details are expressed to analyze the complexity of the proposed protocol for PTIT_Gröbner Protocol. The steps outlined below are based on Protocol 1.

**Step 1** - Party sends \( f_t(h_t) \) to party2. To transfer these arrays, it is necessary to send the coefficients of these polynomials in an L member array. Here, L is a security parameter and both parties are aware of its size. Since it is possible to have floating point coefficients in polynomials, each party can display the coefficients with a good accuracy using 32 bits. We consider the number of bits of the coefficients is equal to \( m \). Thus, the transfer array is a \((m \times L)\)-bit array. It is also necessary to multiply two polynomials, which is multiplication of two \((m \times L)\)-bit arrays. This multiplication requires performing \( m \times m \times L \times L \) times ‘and’ operations and \( m \times L \) times ‘or’ operations, and should be done for each member of the array.

**Step 2** - Similarly, party2 sends \( f_{1(t)} \times h_{1(t)} \) to party1. Similarly, the transfer array is a \((m \times L)\)-bit array. It is also necessary to multiply two polynomials, which is multiplication of two \((m \times L)\)-bit arrays. This multiplication requires performing \( m \times m \times L \times L \) bit arrays. This multiplication requires performing \( m \times m \times L \times L \) times ‘and’ operations and \( m \times L \) times ‘or’ operations.

**Step 3** - Then, each party calculates the varieties of \( h_{1(t)} \times f_{1(t)} \) and \( h_{2(t)} \times f_{2(t)} \). The varieties are calculated using the Buchberger’s algorithm [32], which consists of a number of polynomial divisions. The polynomial division consists of binary multiplication and addition, which is reduced to modulo \( n \) at each step. Furthermore, since the coefficients of the polynomials have \( m \) bits, the division operation is performed in \( G(m^2) \).

In each division operation, it is necessary to perform the basic ‘and’ or ‘or’ operations for a number of times (which is equal to the bits of coefficients). Since the coefficients are \( m \) bits, it is necessary to perform ‘and’, ‘or’ operations, \( m^2 \) and \( m \) times, respectively. In this manner, the Grobner Basis of Ideal \< \< f_{1(t)} \times h_{1(t)}, f_{2(t)} \times h_{2(t)} \> \> \> \) is calculated. To find all bases, it is necessary to perform the division operation multiple times, equal to the number of ideal bases, which is assumed to be \( r \). In other words, we should perform ‘and’ or ‘or’ operations \( L \times (m^2 + m) \times r \) times. This is carried out by each of the parties.

**Step 4** - The first party eliminates the roots of \( h_{2(t)} \) from the varieties of \< \< f_{1(t)} \times h_{1(t)}, f_{2(t)} \times h_{2(t)} \> \>, and keeps the result secret. In fact, the first party acquires the common roots of \( f_{1(t)} \times h_{1(t)} \) and \( f_{2(t)} \times h_{2(t)} \). In this step and the fifth step, if we consider the number of ideal bases to be equal to \( s \), \( L \times (m^2 + m) \times s \) basic ‘and’ or ‘or’ operations should be performed. The third, fourth, and fifth steps are performed without communication complexity, being only performed with computation complexity.

**Step 5** - The second party removes the roots of \( h_{2(t)} \) from the varieties of \< \< f_{1(t)} \times h_{1(t)}, f_{2(t)} \times h_{2(t)} \> \>, and keeps the result secret, as well. Indeed, the second party obtains the common roots of \( f_{1(t)} \) and \( f_{2(t)} \times h_{2(t)} \). As stated in the fourth step, in this step, \( L \times (m^2 + m) \times s \) basic ‘and’ or ‘or’ operations should be performed.

**Step 6** - Finally, both parties participate in the secure set intersection protocol, and securely obtain the common roots of \( f_{1(t)} \) and \( f_{2(t)} \). This step is done in combination, using a trusted third party. To implement this hybrid protocol, each party maintains its status in the main protocol as \( \sigma \), and then executes the \( \rho \) protocol that securely calculates the intersection of sets. After receiving the output of \( \rho \), they return to \( \sigma \). To express the computation complexity of \( \rho \), we use the secure protocol proposed in the literature [33]. In that protocol, each party forms a polynomial from the members of its own set, so that the members of the set are the roots of polynomial \< \< f_{1(x)}(x) = (x - \alpha_1)(x - \alpha_2) \ldots (x - \alpha_{m}) \> \>. If the number of the set members is equal to \( k_1 \), then the degree of \( f_{1(x)} \) is also equal to \( k_1 \). Then, each party selects a random polynomial \( r(x) \). Each party shares the coefficients of the polynomial \( h(x) = f_{1(x)}.r(x) \) to the other party. Each party can use the share values to create a part of the polynomial \( u(x) = h_{1(x)} + h_{2(x)} \) and send it to the other party. With calculating the final polynomials, the parties can substitute the members of their own sets into the polynomial. If the evaluation is zero then the element belongs to the intersection, else the element does not belong to the intersection. These calculations are a number of addition and multiplication operations that can be converted to ‘and’ or ‘or’ operations. The numbers of addition and multiplication operations is in order of \( O(k_1 + k_2) \), where \( k_1 \) is the number of set members of the first party, and \( k_2 \) is the number of set members and the polynomial degree of the second party, respectively. If we represent each coefficient with \( m \) bits, each addition operation can be converted to \( m \) times ‘or’ operations. Moreover, each multiplication operation can be converted to \( m \) times ‘or’ or ‘and’ operations and \( m^2 \) times ‘and’ operations. Finally, the computation complexity of the PTIT_ Gröbner Protocol is in order of \( O(m^2 \times (k_1 + k_2)) \). In the worst case, the size of the two sets are equal, which can be considered to be \( k \). In this case, the computation complexity is in order of \( O(m^2 \times k) \). To calculate the number of transfer bits between parties, we need to calculate the number of bits to share the coefficients of polynomials. Each party creates the coefficient shares and then, sends it to the other party. This action is done twice by each party and hence, a total of \( 2 \times (k_1 + k_2) \times \) \( m \) bits are sent. In general, the communication complexity of secure set intersection
protocol is in order of $O(k \times m)$. Furthermore, each party enters its own set into $\rho_i$ protocol such that the size of inputs is $2 \times k \times m$ bits at worst.

Finally, the computation complexity of PTIT_Grobner Protocol is as follows, which indicates the number of ‘and’, or’ operations: $2 \times (m^2 + m) \times L + 2 \times (m^2 + m) \times r \times L + 2 \times (m^2 + m) \times s \times L + m^2 \times k \approx O \left( m^2 \times L \times (r + s + k) \right) \approx O \left( m^2 \times L^2 \times Q \right)$.

In the above computation complexity, $L$ indicates the array size of the polynomial coefficients, $r$ and $s$ denote the number of the bases generating the ideals of polynomials in the third to fifth steps, and $k$ represents the number of varieties that enter the secure set intersection protocol. We denote the summation of these variables with $Q$.

If the degree of polynomials is finite, the number of polynomial coefficients, which is denoted as $L$, has also a finite size. On the other hand, since the degree of ideals and the number of variables are finite, the number of bases of ideals in the third to fifth steps is finite, too. In addition, the number of input bits for displaying the location coordinates is finite as well, such that decimal numbers can be displayed with a good accuracy using 32 bits. If the degree of polynomials are assumed to be finite, the computation complexity of this protocol is of numerical order.

The communication complexity of the protocol steps is as $2 \times m \times L + 3 \times k \times m \approx O \left(k + L \times m\right)$ transfer bits, in which $L$ is the size of the coefficients array. Also, $k$ is the number of varieties, which are the inputs of the secure set intersection protocol, and $m$ is the number of the coefficients bits, which are used in the secure set intersection protocol. If we assume that the degree of the polynomials is finite, $L$ and $k$ are finite. Moreover, if we consider the number of bits used for displaying the coefficients to be $32$ bits, the communication complexity of this protocol is numerical.

4. Complexity Analysis of Garbled Circuit-based Protocol for Euclidean Distance Computation of l Points

One way to analyze the complexity of secure multi-party computation protocols is to compare the complexity of the proposed protocols with those of the Yao’s garbled circuit-based protocols [2].

The basic operation for finding the intersection of two moving objects’ trajectories regardless of security requirement can be considered in such a way that each moving object has $l$ discrete points.

In this regard, basic operations are implemented using the Yao’s garbled circuit [25, 26] (regardless of the proposed security approach) and its computation and communication complexities are examined and compared with the secure proposed protocol.

The details of Yao’s garbled circuit have been previously presented [25, 26]. In this section, we express the computation and communication complexities of this circuit to calculate the Euclidean Distance of $l$ points.

To create a garbled circuit for calculating the Euclidean Distance, it is necessary to consider the number of input bits and the number of base operations for computing the Euclidean Distance. The number of bits for representation of the points $P$ and $Q$ are considered to be equal to $m$. Since $x$ and $y$ coordinates are used to represent spatial points ($P$ and $Q$), it is necessary to display each coordinate with $m$ bits and calculate the Euclidean distance as Equation (4).

$$d(t) = \sqrt{(x_1(t)-x_2(t))^2 + (y_1(t)-y_2(t))^2}$$

(4)

Each party performs the square operation on its side. Then, $(m+1)$-bit addition carried out five times, and $m$-bit multiplication are done two times, where $m$ is the number of input bits. The $(m+1)$-bit addition includes $m+1$ times ‘or’ operations, and the $m$-bit multiplication includes $m^2$ times ‘and’, and also $m$ times ‘or’ operations.

The sender creates a circuit with a number of gates described. It then creates a truth table for each gate and garbles it. For garbling, it is necessary to create independent keys for the inputs and outputs of ‘and’ operations $(2m^2$ times) and ‘or’ operations $(5m + 5$ times). In fact, it creates $6 \times (5m + 5 + 2m^2) \approx 12m^2$ keys, which are $n$-bit keys. Since these gates include ‘and’ / ‘or’ gates, it is necessary to create keys and garbled truth tables for all gates.

For each gate, the sender creates a garbled truth table that includes output keys encrypted using the corresponding input keys. According to the Half Gates method [34] that uses Row Reduction [35], for each gate, it is necessary to perform the modular exponentiation only twice, and send two $n$-bit messages that are the outputs of the modular exponentiation. Indeed, $2 \times (5m + 5 + 2m^2) \times (n^4 + n^3 + n)$ ‘and’ and ‘or’ operations are required to create a garbled truth table. Furthermore, $2 \times (5m + 5 + 2m^2) \times n$ bits are transferred.

For each gate, the sender sends one $n$-bit key corresponding to its input to the receiver. The number of these gates is $(5m + 5 + 2m^2)$ and for each gate, one $n$-bit key is transferred. The number of transfer bits equals to $(5m + 5 + 2m^2) \times n$.

In addition, in the oblivious transfer protocol, the sender and receiver transfer a finite number of bits, and the final output of the oblivious transfer protocol is an $n$-bit key. For each ‘and’ / ‘or’ gate, an oblivious transfer protocol is performed, and one $n$-bit key is transferred. Therefore, a total of $(5m + 5 + 2m^2) \times n$ bits are transferred. Thus, the communication complexity of the protocol for finding the Euclidean Distance between two $m$-bit points using garbled circuit equals: $4 \times n \times$
(5m + 5 + 2m^2) = 20 \times n \times m + 20 \times n + 8 \times m^2 \times n \approx O(m^2 \times n) bits.

To calculate the computation complexity, we consider the calculations that the sender and receiver do on their side. The sender generates the C circuit, which describes the Euclidean Distance function. It includes 6m + 4 ‘or’ gates and 2m^2 ‘and’ gates. It then creates n-bit keys for each input and keeps them secret. As previously described, a modular exponentiation algorithm such as RSA is used to create the n-bit keys. So, it is required to perform ‘and’ operations n^6 times, and ‘or’ operations n^3 + n times.

The sender generates six keys for each ‘and / or’ gates, where four keys are generated for inputs and two keys are for output. Totally, the sender generates 6 \times (6m + 4 + 2m^2) n-bit keys. Creating such keys requires 6 \times (6m + 4 + 2m^2) \times (n^6 + n + n^3) = O(n^6 \times m^2) ‘and / or’ operations.

For each gate, the sender creates a garbled truth table that includes output keys encrypted using the corresponding input keys. He uses a modular exponentiation algorithm such as RSA to encrypt the output keys. We assume that the input and output keys and all security parameters are n bits. The sender can use the fast modular exponentiation algorithm for encrypting, which requires n^6 ‘and’ operations and n^3 + n ‘or’ operations for creating each member of the garbled truth table. The number of key bits generated by the sender equals O(n^6 \times m^2) = (n^6 + n^3 + n) \times 6 \times (6m + 2m^2) bits.

In the implementation of the oblivious transfer protocol, the sender and receiver perform three ‘xor’ operations on their own sides. We apply Free Xor [36, 37] method to reduce the communication cost per each ‘xor’ gate. In addition, in Free Xor method the number of generated keys per ‘xor’ gate, the number of transferred keys, and the number of encryption and decryption are zero. In fact, the garbled ‘xor’ operation is converted to a simple ‘xor’.

In addition, the permutation is executed three times. If we consider the permutation as the modular exponentiation, and use the fast modular exponentiation algorithm, ‘and’ operation should be done n^6 times, and ‘or’ operations should be done n^3 + n times. Thus, for each gate, an oblivious transfer protocol is performed, where (n^6 + n^3 + n) \times (6m + 2m^2) = O(n^6 \times m^2) times ‘and / or’ operations are done for it.

In addition, the sender and receiver perform the x and y square operations, including multiplication and addition operations. If this operation is performed in a binary manner, for each m-bit multiplication operation, m^2 times ‘and’, m times ‘or’ operations are performed. On the other hand, for each m-bit addition operation, m times ‘or’ operations are performed. Therefore, a total of 2 \times (m^2 + 2m) \approx m^2 and/or’ operations would be generally needed.

Finally, the computation complexity of Yao’s garbled circuit for calculating the Euclidean Distance of two points is in order of n^6 \times m^2. The computation and communication complexity that we have expressed is for calculating the Euclidean Distance of two m-bit points. On the other hand, the trajectory of moving objects includes l points, which are m-bit. It is necessary to perform the above operation l times. Therefore, the computation complexity is in order of n^6 \times m^2 \times l, and the communication complexity is in order of m^2 \times n \times l, depending on the number of input bits, key size and the number of trajectory points. Increasing these three parameters will increase the computation and communication complexities.

4.3 Complexity Comparison of PTIT_Grobner Protocol and Garbled Circuit-based Protocol

The input bits represent the x and y coordinates of the trajectory points. These points can be represented by decimal numbers, which can be accurately indicated with 32 bits.

We can consider all variables (except for the security parameter, n) to be equal, due to the limitation and small growth compared to n, and calculate the complexities. In this manner, the computation complexity of the garbled circuit-based protocol is in order of n^6, and the order of its communication complexity is n. In contrast, the computation and communication complexities of the PTIT_Grobner protocol is numeric.

As illustrated in Table 1, the PTIT_Grobner protocol is better than the garbled circuit-based protocol. Moreover, the PTIT_Distance Protocol is based on oblivious transfer protocol. Therefore, it is based on modular exponentiation, and we need ‘and’ operations n^6 times, and ‘or’ operations n^3 + n times. Thus, due to high growth of n, its complexity is almost the same as the complexity of garbled circuit-based protocol.

As stated before, the problem of PPT is similar to PTIT. However, in PPT the parties should have smart devices with LBS. Thus, to compare the complexity of our proposed protocols and the previous decentralized protocols for PPT [11, 18–22], we demonstrate their complexities in Table 2.

All the mentioned protocols in Table 2 are based on modular exponentiation, and they need ‘and’ operations n^6 times, and ‘or’ operations n^3 + n times, for each modular exponentiation. A comparison between Table 1 and Table 2 shows that PTIT_Grobner protocol is better than the garbled circuit-based protocol for Euclidean Distance Computation of l points and the previous researches for PPT.
5. CONCLUSION

In this paper, we presented two protocols for private intersection detection of two moving objects’ trajectories, which are based on Gröbner Basis and Distance Computation. The Gröbner-based protocol was proposed in a previous research, and we only presented its overview. We also presented the complexity analysis of the Gröbner-based protocol. We compared its complexity with the garbled circuit-based protocol for Euclidean Distance Computation of l points. This approach for complexity analysis is common in the field of security protocol design. Moreover, we proved the security of the proposed protocol, which is based on Distance Computation.

Our comparison demonstrated that PTIT_Grobner protocol is better than the garbled circuit-based protocol for Euclidean Distance Computation of l points and the previous researches for PPT.
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چکیده

ما در این مقاله دو پروتکل برای یافتن امن اشتراک مسیر حرکت دو شیء منتشر کردیم. برای طراحی پروتکل اول، مسئله یافتن امن اشتراک مسیر حرکت را به مسئله یافتن امن ریشه مشترک دو جمله را تبدیل می‌سپریم. از پایه گروبنر برای پروتکل یافتن امن ریشه مشترک دو جمله یافتن امن اشتراک مسیر حرکت را به مسئله یافتن امن ریشه مشترک دو جمله می‌کنیم.

استفاده می‌کنیم. همچنین، پروتکل دیگری بر مبنای محاسبه فاصله دو منحنی مسیر حرکت ارائه می‌دهیم. برای پروتکل یافتن امن ریشه مشترک دو جمله یافتن امن اشتراک مسیر حرکت را به مسئله یافتن امن ریشه مشترک دو جمله می‌کنیم. همچنین، پروتکل دیگری بر مبنای محاسبه فاصله دو منحنی مسیر حرکت ارائه می‌دهیم. برای پروتکل یافتن امن ریشه مشترک دو جمله، دارای پیچیدگی عددی است و در مقایسه با پروتکل دیگری بر مبنای محاسبه فاصله اقلیدسی نقطه‌های پروتکل های دیگر بررسی امن نزدیک بودن می‌باشد.