Model web services provide an approach for implementing and facilitating the sharing of geographic models. The description and acquisition of inputs and outputs (I/O) of geographic models is a key issue in constructing and using model web services. These approaches for describing and acquiring the data formats of the I/O of geographic models can be classified into two categories, i.e., intermediate-data-format-based and native-data-format-based. However, these two categories mainly consider the description of the I/O of geographical models but relatively pay little attention to the acquisition. To address this issue, this paper proposes an approach for automatically parsing data formats of the I/O utilizing the relationship between the I/O and source codes. This proposed approach can utilize such a strict and coupling relationship and the expression form of the data formats in the source codes to retrospectively derive the I/O data format and automatically generate data format documentation. The feasibility of the proposed approach has been verified via a geographical model coded in the FORTRAN language, which shows that it significantly improves the efficiency of writing data format specifications and promotes sharing geographic models as model web services.
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1. Introduction

Sharing geographic models is vital for geography research. It enables geographers to reduce the duplication of geographic model programming and implementation, instead to focus on their research issues (Crosier et al. 2003, Granell et al. 2010, Tang et al. 2006, Feng et al. 2006). Model web service is the most used approach for geographic models sharing (Zhai et al. 2016, Yang et al. 2015, Geller & Melton 2008, Nativi et al. 2013, Castronova et al. 2013, Goodchild et al. 2007, Chen et al. 2014, Wen et al. 2017). To publish a geographic model as a model web service, data formats of the inputs and outputs (I/O) of this geographic model should be clearly described and shared (Hu et al. 2015). When using a model web service, model users should clearly know the data formats of the I/O. According to the data formats, model users need to know how to prepare the input data and to understand the output data of the model web service. Therefore, describing and acquiring the data formats of the I/O of geographic models is a key issue in constructing and using model web service.

According to the data formats adopted by the model web service, current approaches describing and acquiring the data formats of the I/O of geographic models can be mainly classified into two types: intermediate data format-based approach and native-data-format-based approach. The basic idea of the former is that the model web service uses intermediate data formats, e.g. Extensive Markup Language (XML), and use XML schema to describe the intermediate data formats (W3C 2019, Microsoft 2019). The model web services implemented by web services containing Web Processing Service (WPS) (Open Geospatial Consortium 2007) belong to this type. Specifically, web services describe the intermediate data formats using basic programming data types, e.g. integer, string, float and double, as well as their efficacious combinations. This means that it can describe the data types and structures
of some simple data and complex data. Regarding WPS, which aims to the GIS data, utilizes some specific data types, e.g. BoundingBox defined as a minimum bounding rectangle in geographic coordinates, and add file types, e.g. Binary files, XML files, and images. This indicates that WPS mainly concerns the issues of the data formats of files but does not describe the data formats of files in details. In fact, the data formats of files should be described from aspects of data type, structure and layout. Some details such as the separators, location of data items is crucial important for data formats of files. Since most I/O of geographic models are files, the data formats of the I/O of geographic models cannot perfectly be described by intermediate-data-format-based approaches.

The basic idea of native-data-format-based approach is that the model web services use the native data formats of I/O of geographic models, describing the native data formats clearly in a universal way. In this sense, a data format description language was proposed, namely Data Format Markup Language (DFML) (Hu et al. 2015). DFML not only provide data types, but also separators, location and their combination. These are necessary for describing the data format of a file, because a file consists of many data items and separators. The location and combination of data items and separators determines the data format of a file. Since most geographical model I/O are files, describing the data formats of geographic models can be well done using DFML.

These two approaches mentioned above only involves the description of I/O of geographic models (W3C 2019). With regards to the acquisition of the data formats of the I/O of geographic models, both pay little attention to it. Moreover, to the best of our knowledge, no study has examined how to acquire the data formats of I/O of geographic models. Hence, in all probability, these two types of approaches assume that the data
formats of I/O of geographic models are acquired in a manual way. Manual acquisition of data formats of geographic models is not only tedious but also error prone. Manual acquisition is extremely difficult for some legacy models because of the lack of documentation on this I/O formats. Thus, for the information acquisition of models on I/O formats requires manual crawling through the source codes of the model programs, which is prohibitively difficult.

In this paper, to address the issue of acquiring the I/O of geographic models, an approach is proposed to automatically parse the data format of the I/O through the source codes. The remainder of this article is organized as follows: Section 2 analyses the relationship between the source code and the data format of the I/O of geographic models. Section 3 presents the design of the proposed approach that parsed the source code of geographic models and extracted and structurally organized the data format information of the I/O files. Section 4 describes the implementation of the approach taking geographic models written in FORTRAN as an example. Conclusions are made in Section 5.

2. Relationship between source code and data format

When a geographical model developer writes program code, the data are usually read by following the input data format. Using various calculation processes, the data will be written into an output file following the designated output format (De et al. 2000). This type of strict correspondence between the geographical model program code and the data format results in a high degree of coupling between the two, which produces strict requirements on the data format of the geographical model. However, we can utilize this strict and coupling relationship as well as the expression form of the data format in the
At present, a uniform understanding and definition of the data format has not been implemented (Zhou et al. 1996, Li et al. 2012). According to Horak (2007), a data format is defined as “a critical part of a communications protocol that enables the receiving device to logically determine what is to be done with the data and how to go about doing it”. A data format consists of three parts: a header, text, and trailer. The text stores data content, and the header and trailer contribute to the successful transfer of the data content (Horak 2007). A large number of domain-specific data description methods have emerged in recent years (Levy et al. 1996, Mandelbaum et al. 2007, Fernández et al. 2008). In the present case, the data format is defined by three parts, i.e. the data type, layout, and structure. To clearly describe the relationship between the geographical model and the data format, all these parts are considered in this paper. Using a combination of data types, layout, and structure, the data type of an item at a certain location can be unambiguously determined along with the specific expression form of the item. Thus, the type of the data format can be unambiguously determined (Fisher et al. 2006). For the three aspects considered, the data type determines the data type of each item in a global data set, the data layout indicates the location of a specific item and its expression form, and the data structure represents the contents of a global data set and the relationships between the items.

Various input and output parameters of computers are utilized by read and write operations in high-level programming languages. A read and write statement is responsible for informing the computer of the data that should be input and output, as well as the input and output format and origin and destination of the input and output. On an operation systems level, the computer uses files to manage external devices and
various types of information. All inputs and outputs will eventually be read from and written to files. For example, when the input device is a keyboard, this could be considered reading a file from a standard input device; when the output device is a control panel, this could be considered writing a file to a standard output device.

All inputs and outputs of a geographical model are usually completed simultaneously by a series of read and write operation statements, constant definition statements, format statements, and flow control statements. Variables and constants are the direct representations of data input and output; the data type that is usually indicated in the variable and constant definition statement corresponds to the data type information in the data format. Read and write operation statements contain the format information of data; the concrete manifestations include format descriptors and format description statements. These statements define the input and output control format of each type of data and correspond to the layout information of the data format. The data format structure is a combination and repetition of a specific data type and the layout information, which results in a specific read and write operation sequence in the source codes. Read and write operation statements are imbedded in specific flow control statements; they form specific sequences of read and write operations and correspond to the structure information in the data format. For example, the reading and writing operation statements imbedded in a looping structure form a repeated read and write operation sequence with a specific regularity, corresponding to the rule structure of the data format. Figure 1 shows the corresponding relationship between the main syntax structure and the data format in the source code.
Figure 1. Corresponding relationship between the source code and the data format

In the following, a segment of a geographical model written in FORTRAN language is used as an example (Wang 2006) to specifically analyze the relationship between the source code and the data format. The parts of the source code of the module are as follows:

```
PARAMETER (N=136)
DOUBLE PRECISION D(N,N)
DOUBLE PRECISION BEMP(N),POP(N),SEMP(N)
INTEGER I,J,OZONE(N),DZONE(N)
OPEN (2, FILE='ODTIME.PRN', STATUS='OLD')
DO 10 I=1,N
   DO 10 J=1,N
      READ (2,*) OZONE(I), DZONE(J), D(I,J)
   10 CONTINUE
CLOSE(2)
OPEN(12,FILE='Basic.TXT')
DO 500 I=1,N
   WRITE(12,501) I,OZONE(I),BEMP(I),POP(I),SEMP(I)
500 CONTINUE
CLOSE(12)
WRITE(12,501) 1,OZONE(I),BEMP(I),POP(I),SEMP(I)
```

The first line declares and assigns a value to a constant N (default type, integer); the second line declares a double-precision, floating-point, one-dimensional array...
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variable; the third line declares four double-precision, one-dimensional arrays and one double-precision, two-dimensional array; and the fourth line declares three integer variables and three integer one-dimensional arrays.

From line 5 to line 10, the code reads data from the file ODTIME.PRN. The READ statement in line 8 reads a line of data from the file, and the read order is as follows: integer variable, integer variable, and double-precision, floating point variable. Every line of the file contains two integer type data points and a real type data point, and FORTRAN default separators are present between the data. Lines 6-9 use a double loop to read data from the file for a total of N*N times (136*136 times); thus, an ODTIME.PRN file with 18,496 lines satisfies the module.

Lines 11-16 write the data into the file Basic.TXT. Line 13 writes an integer variable, two additional integer variables, and three double precision floating point variables using the WRITE statement, and the output format is specified by line label 501. Lines 12-15 write the data into the file using a double loop, for a total of N times (136 times); thus, a Basic.TXT file with 136 lines satisfies the module. The “1X,2(1x,i4),3(1X,f12.6)” of the format descriptor in the FORMAT statement in line 14 that represents the data format layout is “space, space, integer with a width of four, space, integer with a width of four, space, real number with a width of 12 and six digits after the decimal point, space, real number with a width of 12 and six digits after a decimal point, space, and real number with a width of 12 and six digits after the decimal point”, as shown in Figure 2.

```
1x

1 | 100 .000000 | 8 .318804 | 1 .889954
2(1x,i4) | 3(1X,f12.6)
```

**Figure 2.** An example of the data format layout
3. Data format parsing of the input and output files of the geographical model based on code analysis

3.1. Basic principles and technical processes

A word is the smallest syntax unit that has real meaning in high-level programming languages, and each word is composed of characters. Every high-level programming language defines a character set. Lexical analysis is used to identify each of these words input from the source code character sequence. Every high-level programming language has a set of rules, called syntax rules or grammar. Based on the syntax, words can form syntax units, such as statements, processes, and procedures. Syntax analysis is a process used to determine whether the input sequence can form syntactically correct statements and procedures through syntax decomposition (Qin 1995, Berzal 2015).

A program used for lexical analysis is called a lexical analyzer, and a program or a function used for syntax analysis is called a syntax analyzer. Tools such as Lex and Yacc can be used in code parsing (Huang et al. 2011, Meyer 2007), text input processing (Zhang et al. 1998), JSON format parsing [Honda & Kuramitsu, 2015]; and file parsing (Wang & Lin 2010, Mutalik et al. 2001, Fox 1991); they can perform relevant semantic operations while analyzing program codes to achieve certain application goals.

Based on the correspondence of the geographical model source code and data format and by referencing the idea of lexical and syntax analysis, this paper proposes an automatic parsing method for input and output file formats for geographical models. This method includes three stages of data format parsing that are oriented toward the specific construction of a lexical analyzer, construction of a syntax analyzer, and source code parsing of the geographical model. The key to the method lies in the construction of specific lexical and syntax analyzers for data format parsing. Therefore, it is only
necessary to call the corresponding lexical and syntax analyzer based on the source code of the specific geographical model, for example, at the source code parsing stage to automatically generate input and output data format documentation files. The technical procedure is shown in Figure 3.

Figure 3. Technical procedure of the method

A data format-parsing-oriented specific lexical analyzer follows the general flow of lexical analyzer construction; the key is to identify a particular label based on the expressions and features of the geographical model data format information in the program language and pass the label to a syntax analyzer. A data format-parsing-oriented specific syntax analyzer also follows the general flow of syntax analyzer construction, and the key is to identify a specific syntax structure from the syntax features of the data format label in the programming language and perform corresponding semantic processing by parsing out data format information and generating a format documentation file after structural organization.

3.2. Construction method for a lexical analyzer

The general construction flow of a lexical analyzer is shown in Figure 4. The difference in this method is that the classification and definition of the labels are performed for the code elements in the geographical model source code and they are related to the data format.

Figure 4. Lexical analyzer construction procedure
(1) Label classification. The character set in the programming language used in the geographical model is classified based on the relationship between the geographical model source code and the data format with respect to the identifiers, integer constants, real constants, data type keywords, control structure keywords, file operation keywords, read and write operation keywords, data format descriptors, control format descriptors, and other characters.

(2) Label definition. According to the commonly used syntax rules of the programming language used in the geographical model, regular expressions are used to define the composition structure of the labels. Identifiers, integer constants, real constants, data format descriptors, and control format descriptors are defined as types of labels; each keyword in the data type keywords, control structure keywords, file operation keywords, and read and write operation keywords is defined as a type of label.

(3) Label processing definition. For the labels defined in (2), the value and classification of the labels are stored and passed to the syntax analyser.

(4) Program codes are written, or tools such as Lex are used to generate a lexical analyser.

3.3. Construction method for the syntax analyser

The general construction flow of a syntax analyzer is shown in Figure 5. The proposed method only needs to identify the syntax structure corresponding to the data format and to add semantic processing actions to extract data format information; semantic processing is the key procedure.
Syntax structure analysis. In geographical model source codes, code elements that correspond to the module data format are embedded in syntax structures such as the program structure, constant and variable declarations, file operation statements, read and write operation statements, format statements and looping structures. Syntax structure analysis is performed to analyze the features and specifications of these syntax structures and to analyze the logical relationship among data format-related code elements in these syntax structures.

Syntax structure description. According to the syntax rules of the programming language, a Backus-Naur Form (BNF) paradigm is used to describe the above syntax structure.

Semantic processing. Semantic processing was originally performed by lexical and syntax analysis during the compilation process. Currently, semantic processing commonly uses the syntax-directed translation technique. The corresponding semantic processing is performed at the same time as syntax analysis. Corresponding semantic processing is added during the syntax description, as shown in Figure 6.

The process information is extracted during the syntax description of the program structure and is added into a process table to determine the possible existence of variables and constants with same names. The variable/constant information is extracted during
the description of variable/constant declaration syntax and is added to a variable/constant table for subsequent determination of the data type of input and output data. To extract the name and path of the opened file from the syntax description of the open file; a data format documentation file with the same name is created in the specified directory and open the file. To close the current data format documentation file, the syntax description of closing the file is similarly used. In the syntax description of the looping structure, the number of loops at the start of the looping structure is counted, and the loop counter is set. If the number of loops is a variable, then a self-defined default looping number is set; the loop counter is zeroed at the end of the looping structure. The current read/write operation device is extracted from the read/write statement syntax, the operating file name is parsed, and the current data format documentation file is created. The read/write operation example is extracted, and the variables and constants of the read operation example table in the variable table and the constant table are searched. The data format description is extracted, and the layout information is parsed. The loop count is checked; if it is not zero, then the extracted data type and layout information is grouped, and a new iteration number is set. The data format information is written into the current data format documentation file.
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Figure 6. Semantic process of the data format syntax analyzer

- Program code is written, or tools such as Yacc are used to automatically generate a syntax analyser.

4. Program Implementation

This paper uses the FORTRAN language as an example, and C# supported GPLEX and GPPG tools are used to automatically generate lexical and syntax analyzers. Initial data format-parsing lexical and syntax analyzers are created. The semantic processing is performed by a standalone semantic processing module written in C# and is used for data format parsing, organization and output. It is provided to the syntax analyzer in a dynamic link library (DLL) form. A main control program is written to read the geographical model source code, create and call lexical and syntax analyzer examples, and generate the data format documentation file. The process flow is shown in Figure 7.
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Figure 7. Automatic data format parsing process

The key to using the GPLEX tool to auto-generate a lexical analyzer is writing a Lex lexical file (Ding & Wang 1989, Gough 2014a). The data format label is defined according to the Lex lexical file syntax. Part of the Lex lexical file is shown, including the lexical definition and the process of the main labels.

\[
\text{real\_const}\ [0-9]+.\{\text{real}\}\{\text{yyval\.strValue=}\text{yytext}\};\ \text{return (int)}\text{Tokens\_REAL;}
\]

\[
\text{int\_const}\ [0-9]+\{\text{integer}\}\{\text{yyval\.strValue=}\text{yytext}\};\ \text{return (int)}\text{Tokens\_INTEGER;}
\]

\[
\text{identifier}\ [a-zA-Z\_][a-zA-Z0-9\_]*\{\text{identifier}\}\{\text{yyval\.strValue=}\text{yytext}\};\ \text{return (int)}\text{Tokens\_IDENTIFIER;}
\]

\[
\text{program}\ [0-9]+\{\text{program}\}\{\text{yyval\.strValue=}\text{yytext}\};\ \text{return (int)}\text{Tokens\_PROGRAM;}
\]

\[
\text{open}\ [0-9]+\{\text{open}\}\{\text{yyval\.strValue=}\text{yytext}\};\ \text{return (int)}\text{Tokens\_OPEN;}
\]

\[
\text{close}\ [0-9]+\{\text{close}\}\{\text{yyval\.strValue=}\text{yytext}\};\ \text{return (int)}\text{Tokens\_CLOSE;}
\]

\[
\text{read}\ [0-9]+\{\text{read}\}\{\text{yyval\.strValue=}\text{yytext}\};\ \text{return (int)}\text{Tokens\_READ;}
\]

\[
\text{write}\ [0-9]+\{\text{write}\}\{\text{yyval\.strValue=}\text{yytext}\};\ \text{return (int)}\text{Tokens\_WRITE;}
\]

\[
\text{yytext}\ \text{is an attribute of the label value represented by the lexical analyzer;}
\]

\[
\text{yyvalue}\ \text{is an attribute of the label value represented by the syntax analyzer, and Tokens}
\]
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denotes that the enumeration type will be defined in the Yacc syntax file. Using the GPLEX tool to compile the Lex lexical file, a lexical analyzer is generated, which includes a C# file containing the LexFortran type.

The key to using the GPLEX tool to auto-generate a syntax analyzer is writing a Yacc syntax file (Ding, Y.J.; Wang, N.B et al. 1989, Gough 2014b). The syntax structure is described according to syntax of the Yacc syntax file, and functionality of the semantic processing module DLL is necessary to perform the corresponding semantic process. Part of the Yacc syntax file is shown, including the syntax structure description of the variable declaration statement, the read and write operation statement, and their semantic processing.

```yacc
declaration_part:type_spec IDENTIFIER
    { variableList.Add(new Variable($2,$1.strValue,currentProcess.Name)); };

type_spec: INTEGER
    { $$.strValue = $1; }
    | REAL
    { $$.strValue = $1; }
    | CHARACTER
    { $$.strValue = $1; }
```

Using the GPPG tool to compile the Yacc syntax file, a syntax analyzer is generated, which includes a C# file containing the LexFortran type.

C# language is used to write the main control program. First, the geographical model source code is read, and then the lexical analysis code FortranLexer and the syntax analysis code FortranParser are called in order. Next, the geographical model source code is parsed, and eventually the geographical model input and output format documentation files are generated.

5. Conclusions

As manually writing input and output format documentation files for a geographical model is a tedious process, this paper proposes a code analysis based on data format parsing to generate these files. This method utilizes the relationship between the geographical model source code and the input and output file formats, constructs data
This paper was finished on 10 Aug 2018. A new paper will be submitted to Environmental Modelling & Software format-parsing-oriented specific lexical and syntax analyzers to parse the geographical model source code and generates input and output format documentation files. A geographical model written in FORTRAN is used as example for experimental verification. The results indicate that this method auto-generates data format specifications for input and output format files of a geographical model. The format file is complete and clear and can satisfy the requirements for format files in the sharing and reuse process.

Using this method, data format-parsing-oriented specific lexical and syntax analyzers can generate corresponding lexical and syntax files for different programming languages. Lexical and syntax analyzers are auto generated to support different programming languages using software tools; thus, the proposed automatic format parsing method can be widely applied to geographical models written in various programming languages. In practice, the proposed method is mainly used for the automatic parsing of large amounts user self-defined data formats, which increases the writing efficiency and standardization of the formatted files and promotes the sharing and reuse of geographical models.
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