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ABSTRACT

The COVID-19 pandemic has severely affected daily life and caused a great loss to the global economy. Due to the very urgent need for identifying close contacts of confirmed patients in the current situation, the development of automated contact tracing app for smart devices has attracted more attention all over the world. Compared with expensive manual tracing approach, automated contact tracing apps can offer fast and precise tracing service, however, over-pursing high efficiency would lead to the privacy-leaking issue for app users.

By combing with the benign properties (e.g., anonymity, decentralization, and traceability) of blockchain, we propose an efficient privacy-preserving solution in automated tracing scenario. Our main technique is a combination of non-interactive zero-knowledge proof and multi-signature with public key aggregation. By means of aggregating multiple signatures from different contacts at the mutual commitment phase, we only need fewer zero-knowledge proofs to complete the task of identifying contacts. It inherently leads to the benefits of saving storage and consuming less time for running verification algorithm on blockchain. Furthermore, we perform an experimental comparison by timing the execution of signature verification with and without aggregate signature, respectively. It shows that our solution can actually preserve the full-fledged privacy protection property with a lower computational cost.

1. Introduction

Due to the explosion of Coronavirus Disease 2019 (COVID-19) has globally affected on every aspect in daily life, the World Health Organization (WHO) officially announces COVID-19 as a public health emergency [1]. In order to alleviate the spread of virus and avoid re-infection cases, national governments have advocated the counter-measure of self-isolation at home, and deployed various basic health facilities for large-scale population nucleic acid. However, these strategies seriously damage the global economy. Because of the highly contagious nature of COVID-19, the diverse and ambiguous transmission vectors, and the existence of plentiful asymptomatic infection cases, it is very urgent and demanded for an efficient contact tracing solution to identify close contacts of confirmed COVID-19 patients. Therefore, we can assess the risk of potential infection by the proximity and duration information collected from these contacts. However, most people are reluctant to share their personal information in public. It is difficult to complete the task for contact tracing and risk evaluation. Since inefficient and expensive manual tracing approach involves a mass of medical force, it may also cause further infections among those precious human resources.

Since most mobile devices (i.e., smartphone) are loaded with GPS and Bluetooth, they can communicate with nearby devices in a certain close distance and threshold time duration. Many researchers propose to use smartphone apps for automated tracing and detection. However, some automated contact tracing apps [2–4] claim that they can protect user’s privacy and not disclose private information without user’s consent. But those specific tracing processes always more or less expose user’s information. The privacy protection on automated tracing apps is worth to be actively explored.

Blockchain is a distributed ledger proposed by Satoshi Nakamoto for bitcoin [5] and widely used in the field of cryptocurrencies [6]. With the continuous improvement of blockchain-based infrastructures, blockchain technology can provide more reliable proof of existence for various digital assets [7,8]. It also has a huge potential in IoT security [9–12], data privacy-preserving [13–15], security audit [16,17], anonymous authentication [18], and anonymity protection in cryptocurrencies [19]. Moreover, blockchain can also provide significant privacy-preserving advantages for contact tracing apps.

In general, blockchain can be viewed as a distributed structure
tampered so that avoiding the case of false positive reports. Furthermore, blockchain can provide anonymity property for protecting user’s identity privacy. Therefore, when comparing to the traditional statistical techniques run by an inefficient centralized authority management, the above beneficial features of blockchain can jointly support automated contact tracing apps for a better privacy-preserving tracing solution.

Related work

The government of Singapore first releases a contact tracing app TraceTogether [20], which is based on Blue-Trace protocol [21]. Some similar apps are subsequently published, such as CovidSafe [22] and Stop Covid [23]. However, these apps cannot offer the privacy-preserving service. Later on, the work of De Carli et al. [24] proposes a solution to protect the privacy of confirmed patients using some cryptographic tools, and a location-based tracing scheme [25] relying on secure multi-party computation can also offer privacy protection. However, none of them is good enough to address all-sided privacy issues and prevent from the false positive reports case. Although the work of Troncoso et al. [26] proposes a decentralized solution “Decentralized Privacy-Preserving Proximity Tracing” to strengthen the privacy-preserving property, it is still vulnerable to the case of false positive reports. In addition, since most distributed solutions have to face the difficulty on interoperability, Google and Apple [27] jointly develop a contact tracing app compatible to different mobile phone operating systems.

Most of the above solutions do not consider the significant location information in automated contact tracing. Relying on the advantages of blockchain technology, Amoretti et al. [28] and Song et al. [29] both use Bluetooth and location data for contact tracing, but result in the overload problem on blockchain. The work of Xu et al. [30] proposes the BeepTrace with offering privacy protection for users, however, the risk of forging location data still exists. Therefore, Lv et al. [31] uses zero-knowledge proof to ensure the reliability of location information in their location-based blockchain tracing scheme. Unfortunately, this scheme does not fully cover all privacy concerns. Then the work of Avitabile et al. [32] presents a scheme called PRONTO-C2, which utilizes proximity tracing to protect the anonymity of the confirmed patient’s identity and avoid the false positive report case, but with the price of consuming large communication overhead. To the best of our knowledge, the work of Liu et al. [33] proposes a much better privacy-preserving contact tracing framework with very full-fledged privacy protection properties. They utilize zero-knowledge proof to protect the identity information of app user, and group signature to avoid the false positive report case. The blockchain used in their framework works as a bulletin board for storing and updating public daily information. However, their solution requires to generate an independent zero-knowledge proof for each close contact of a confirmed patient. As the number of app users increasing, the costs on computation, communication and storage are all relatively growing.

Our contributions

The above mentioned privacy-preserving tracing solutions do not pay enough attentions to protect the privacy of close contacts of confirmed patients. Therefore, focusing on the privacy protection for contacts, we follow the work of Liu et al. [33] and propose a privacy-preserving COVID-19 contact tracing solution based on blockchain technology. Besides combining with the advantages of blockchain, we also adopt zero-knowledge proof and aggregate signature to jointly support the privacy protection for tracing app users and offer a better performance on efficiency aspect when comparing to the work of Liu et al. [33]. The main cryptographic tool we adopt is an aggregate signature variant. This is because the general aggregate signature [34] is vulnerable to the rogue public-key attack, and the contact tracing framework we use requires several users to sign the same identity message. Therefore, a multi-signature with public key aggregation [35] scheme can be very suitable in our solution, which further saves the storage space and improves the verification speed on chain.

2. Preliminaries

In this section, we introduce some cryptographic primitives regarding to our scheme, including bilinear mapping, digital signature [36], multi-signature with public-key aggregation [35], group signature [37], and zero-knowledge proof. All the primitive definitions and security notions are following up the corresponding references as we cited.

2.1. Bilinear mapping

Let $G_1, G_2, G_T$ be cyclic groups of prime order $q$. Let $u$ and $g$ be generators of $G_1$ and $G_2$, respectively. If a mapping $e: G_1 \times G_2 \rightarrow G_T$ holds for the following properties, we called it a bilinear mapping.

- **Bilinearity:** for all $u, g \in G_1$ such that $e(u^a, g^b) = e(u, g)^{ab}$
- **Non-degeneracy:** for all $u, g \in G_1$ such that $e(u, g) \neq 1_{G_T}$, where $1_{G_T}$ is the identity of $G_T$.
- **Computability:** There are efficient algorithms to compute $e(u, g)$ for all $u \in G_1$ and $g \in G_2$.

2.2. Discrete logarithm problem

The discrete logarithm problem is defined as: given a cyclic group $G$, a generator $g$ of $G$ and an element $a \in G$, to find the discrete logarithm $x \in \mathbb{Z}_q$ such that $a = g^x$, which is denoted by $DL_q(a)$ in this paper.

2.3. Decisional Diffie–Hellman assumption

Let $G$ be a cyclic group of prime order $q$, $g$ is a generator of $G$. The decisional Diffie–Hellman (DDH) assumption states that given $g^x$ and $g^y$, where $x, y$ are chosen uniformly and independently from $\mathbb{Z}_q$. The following two distributions are computationally indistinguishable (in the security parameter, $n = \log(q)$) for any polynomial-time algorithm:

- $(g^x, g^y, g^{xy})$, where $x$ and $y$ are chosen uniformly and independently from $\mathbb{Z}_q$.
- $(g^x, g^y, g^z)$, where $x, y, z$ are chosen uniformly and independently from $\mathbb{Z}_q$.

2.4. Digital signatures

In this section, we introduce three different notions of digital signature, including basic digital signature [36], multi-signature with public-key aggregation [35], and group signature [37], which are all taken as building blocks in our solution.

**Digital signature** A digital signature scheme consists of three polynomial-time algorithms $(Gen, Sign, Vrfy)$ such that

- The key generation algorithm $(pk, sk) \leftarrow Gen(\lambda)$: Take as input a security parameter $\lambda \in \mathbb{N}$ and output a key pair $(pk, sk)$.
The signing algorithm $\sigma \leftarrow \text{Sign}_a(m)$: Take as input private key sk and message $m$ to generate a signature $\sigma$ as output.

The verification algorithm $b \leftarrow \text{Vrfy}_{pk}(m, \sigma)$: Take as input the public key $pk$, message $m$, and signature $\sigma$, and output a bit $b$. If $b = 1$, the signature is valid. Otherwise, the signature is invalid.

**Multi-signature with public-key aggregation** A multi-signature with public-key aggregation scheme based on bilinear pairing consists of four polynomial-time algorithms, i.e., \( (\text{KeyGen}, \text{Sign}, \text{AggregateAggrega} \text{t}, \text{AggregateVerify}) \). We choose two hash functions as random oracles, i.e., \( H_1 : \mathcal{M} \rightarrow G_1, H_2 : G_2^m \rightarrow \mathbb{R}^n \), where \( R := \{1, 2, \ldots, 2^{128}\} \) and \( 1 \leq n \in \mathbb{N} \).

- The key generation algorithm \( \text{KeyGen} \): Randomly select $\alpha \leftarrow Z_q$ as the private key, calculate $v \leftarrow g^\alpha$ as the public key, and output the public key $pk = v$ and private key $sk = \alpha$.
- The signing algorithm \( \text{Sign} \): Take as input the private key $\alpha$ and message $m$, and output the signature $\sigma = H_1(m)^\alpha \in G_1$.
- The multi-signature aggregation algorithm \( \text{Aggregate} \): Take as input \( ((pk_1, \sigma_1), \ldots, (pk_n, \sigma_n)) \), calculate \( (t_1, \ldots, t_n) = H_2(pk_1, \ldots, pk_n) \in \mathbb{R}^n \), and output aggregate signature $\sigma' = \sigma_1 \cdot \ldots \cdot \sigma_n \in G_1$.
- The multi-signature verification algorithm \( \text{AggregateVerify} \): Take as input \( (pk_1, \ldots, pk_n, m, \sigma) \), calculate \( (t_1, \ldots, t_n) = H_2(pk_1, \ldots, pk_n) \in \mathbb{R}^n \), then compute the aggregate public key $apk = pk_1 \cdot \ldots \cdot pk_n \in G_2$. If $e(g, \sigma) = e(apk, H_1(m))$ is satisfied, then accept. Otherwise, reject.

**Group signature** A group signature scheme consists of four polynomial-time algorithms \( (\text{Gkg}, \text{GSig}, \text{GVf}, \text{Open}) \) such that:

- The group key generation algorithm \( \text{Gkg} \): Execute the Gkg algorithm to generate a tuple \( (gpk, gmsk, gsk) \), where \( gpk \) is group public key, \( gmsk \) is group manager secret key, \( gsk \) is an $n$ dimensional vector composed of $n$ different secret signing keys $gsk[i]$’s for all $i \in [n]$.
- The group signing algorithm \( \text{GSig} \): Take as input secret signing key $gsk[i]$ (where $i \in [n]$) and a message $m$, output a group signature $\sigma$ on $m$.
- The group signature verification algorithm \( \text{GVf} \): Take the group public key $gpk$, message $m$, and group signature $\sigma$ as input, and output 1 or 0. If the output is 1, the group signature is valid. Otherwise, it is invalid.
- The opening algorithm \( \text{Open} \): Take the group manager secret key $gmsk$, message $m$, and group signature $\sigma$ as input, and output the identity $i$ of the group member (i.e., the signer), or the symbol $\perp$ to indicate the failure to open the signature.

### 2.5. Zero-knowledge proof

Zero-knowledge proof is a two-party interactive proof between a prover and a verifier. Let $\mathcal{A}$ be an efficient relation. \( L_{\mathcal{A}} \) is a language defined by $\mathcal{A}$ such that $L_{\mathcal{A}} = \{(x, \omega) \in \mathcal{A} \}$, where $\omega$ is a witness for the statement $x$. It requires that the prover can prove $x \in L_{\mathcal{A}}$ without revealing any knowledge of $x$ to the verifier. If the interaction between two parties holds for the following three properties, we call it a zero-knowledge proof.

- **Completeness**: The verifier always accepts when the prover and the verifier are both honest.
- **Soundness**: The verifier accepts with negligible probability when $x \not\in L_{\mathcal{A}}$, for any dishonest prover.
- ** Honest Verifier Zero-Knowledge**: There exists a simulator $\mathcal{S}$ such that $\mathcal{S}(x)$ is indistinguishable from a real proof execution.

### 3. Assumptions and threat model

In this section, we will illustrate some assumptions and the threat model used in our solution. In our scheme, there are four participants involved in, which are government, doctor, user, and blockchain.

#### 3.1. Assumptions

Our solution follows the following reasonable assumptions:

- The app users cannot modify the app, but the owner of smartphone can read all data generated, stored and communicated through the app.
- The app and the smartphone are both connected to the well-functioning Internet.
- The smartphone is enabled with Bluetooth connectivity.
- The app users will not reveal their social activities to the public, e.g. uploading a photo with someone on Instagram.
- The app users will not share the secret keys with other people.

#### 3.2. Threat model

We assume that all attackers are honest but curious and we only consider cryptographic attacks in this paper. Attackers can be divided into the following categories:

- Doctors are honest but curious, and they may be interested in the identity of close contacts of confirmed patients.
- Users may be interested in the identities of other users, and they may pretend to be confirmed patients and cause public panic.
- External attackers may be interested in user identities.

For simplicity, we use the following scenario as shown in Fig. 2, to illustrate the threat model utilized in our solution. We assume there are five users in our case, they are Alice, Bob, Charlie, Peter and John, Alice is a COVID-19 positive patient, Bob and Charlie are close contact of Alice, Peter and John are COVID-19 negative. We hope the contact tracing framework can satisfy the following three properties.

- **The security of confirmed patient**: Except for the government and doctors, any polynomial-time adversary cannot identify the identity of the confirmed patient. When some confirmed patients have close contacts, they will not reveal their identities information or healthy status to their contacts. In Fig. 2, Alice is confirmed as a COVID-19 positive patient. Bob and Charlie are both close contacts of Alice.
However, Bob and Charlie will not know the current healthy status of Alice.

- **The security of contacts**: Nobody (including the government and doctors) will know any information about the contacts. Any polynomial-time adversary cannot identify who is the contact of a confirmed patient. In Fig. 2, no one can know Bob and Charlie are close contacts of Alice.

- **The precaution of false positive reports**: Any undiagnosed user cannot forge a false report to claim as a confirmed COVID-19 positive patient for maliciously causing public panic. Moreover, any confirmed person cannot claim he has been contact with someone who is actually not a close contact. In Fig. 2, except for Alice, no one can pretend to be a confirmed COVID-19 positive patient.

### 4. System framework

In this section, we first introduce all participants involved in the contact tracing framework [33] and illustrate how does the interaction work among those entities. Then we propose an efficient blockchain-based privacy-preserving contact tracing solution using digital signature [36], multi-signature with public-key aggregation [35], group signature [37], and zero-knowledge proof as building blocks for achieving a better performance when comparing to the work of Liu et al. [33].

#### 4.1. Contact tracing framework

As the COVID-19 situation becomes fiercely and the awareness of personal privacy is awaken off, nowadays an efficient automated contact tracing solution with providing privacy protection property is very demanded. To best of our knowledge, the work of Liu et al. [33] proposes a delicate framework which can offer considerably comprehensive privacy attributes. Therefore, our proposal follows up their framework, where four entities (i.e., government, doctor, user, and blockchain) are involved. They mainly work as following procedure:

- **Government**: It is responsible for initializing the entire system, i.e., mainly serving for the registration of doctors and users. We assume the government has its own public key \( pk_0 \) and secrete key \( sk_0 \).

- **Doctor**: He or she is authenticated to be affiliated with some certain hospital. People only can be viewed as a confirmed positive patient when his test report is signed by an authenticated medical doctor.

- **User**: Referred as the person who has a smartphone loaded with the tracing app. For simplicity, we assume a scenario with five users as shown in Fig. 2. Alice is a COVID-19 positive patient, Bob and Charlie are close contacts of Alice, and Peter and John are COVID-19 negative.

- **Blockchain**: It works as a bulletin board for publishing some public information, where no one can tamper the data has been stored. App users have the right to access in and doctors can upload data to this blockchain.

The entire execution of this framework (as shown in Fig. 3) can be divided into four phases, i.e., registration phase, meeting phase, medical treatment phase, and tracing phase.

1. **Registration Phase**: This stage is mainly for user’s registration in the government with their own public key. The user can select his/her a fresh key pair everyday and upload the daily public key to the government for avoiding repeated registration, so that the government can link to the user’s authentic identity. In addition, the doctor will obtain an additional user secret key from his affiliation for generating a group signature to sign test reports on behalf of his hospital.

2. **Meeting Phase**: The tracing app of each user (e.g., Alice) will use Bluetooth to broadcast a package to other users’ smartphones periodically (e.g., at one minute interval). Once a threshold number of the same package are received by someone (e.g., Bob) within a certain time slot (e.g., 20 minutes), then the package receiver (e.g., Bob) is viewed as a close contact of the package sender (e.g., Alice). Later on, a process of mutual package validation will be jointly executed between this pair of users (e.g., Alice and Bob). If both of them do not abort in the process, two different credentials would be separately stored in their own smartphone. If one of two users (e.g., Alice) is confirmed as a COVID-19 patient, the credential stored in his/her smartphone will be used to prove to the doctor that the opposite person (e.g., Bob) is a close contact.

3. **Medical Treatment Phase**: The confirmed patient (e.g., Alice) will perform a zero-knowledge proof protocol (generated by the credential) with a medical doctor, to prove he/she has close contact with someone (e.g., Bob). The doctor does not know anything about the identity of the close contact in the whole process. Then the doctor will sign the proof by a group signature user secret key (distributed by his affiliated hospital) and upload the group signature with the proof to the blockchain for public verification.

4. **Tracing Phase**: Users can perform some computations with their own secret keys to check whether the new entries published in the blockchain are referring to themselves.

#### 4.2. Detailed scheme

**Registration phase**

Take \( \lambda \in \mathbb{N} \) as input, where \( \lambda \) is a security parameter. We assume \( G_1, G_2, G_T \) are three multiplicative cyclic groups such that a bilinear function \( e: G_1 \times G_2 \rightarrow G_T \) and \( |G_1| = |G_2| = |G_T| = q \), where \( q \) is a prime number of \( \lambda \) bit. The government chooses \( u, u_1, u_2 \in G_1, p, p_1, p_2 \in G_2 \) as the generators of \( G_1, G_2 \) respectively. We denote \( \mathcal{H}: \{0, 1\}^\lambda \rightarrow G_2 \) as a cryptographic hash function. \( \mathcal{H} \) runs a key generation algorithm to generate its own public and private key pair \( (pk_0, sk_0) = \mathcal{Gen}(\lambda) \), and publish the system parameters \( \lambda, \mathcal{H}(pk_0.u, u_1, u_2, p, p_1, p_2) \), which will be downloaded together with the tracing app from
official app store into use’s smartphone. The process of registration phase is shown in Fig. 4.

Each user (e.g., Alice) registers in $\mathcal{F}$ everyday. For example, Alice selects her private key $sk_A$ as $a \in \mathbb{Z}_q$, computes and uploads the public key $pk_A$ as $A = p^a$ to $\mathcal{F}$ with her personal information. $\mathcal{F}$ generates an identifier $id_A$ and a certificate $Cert_A = \text{Sign}(sk_A, \{\text{Status}. A.id_A. Date\})$ for Alice, where $\text{Status}$ is referring to the healthy status of Alice on the date of $\text{Date}$. If $\text{Status} = 0$ (resp., $\text{Status} = 1$), it represents the user is confirmed COVID-19 negative (resp., COVID-19 positive). Alice checks whether $Cert_A$ is valid by $pk_A$, if so, then stores $Cert_A$ and $id_A$ in her smartphone. Otherwise, she aborts. Note that the users who are diagnosed as COVID-19 positive will no longer update their public keys.

In addition, each doctor $\mathcal{D}$ has an additional group signature user secret key $gsk$ (i.e., one of vector components from the $gsk$ of group signature) from his/her affiliation (where the hospital manager plays the role of the group manager regarding to the group signature). Each hospital will publish the group signature group public key $gpk$.

**Meeting phase** If Alice is confirmed negative, Alice will use Bluetooth to periodically broadcast her package $\mathcal{H}_A = \mathcal{H}(\text{Status}. id_A. A.Cert_A)$ to surrounding people in a regular time interval. Otherwise, $(\text{Status}. id_A. P. Cert_P)$ is broadcasted around instead. If this unhashed package has been received, the receiver should report to $\mathcal{F}$ after verifying the positive patient’s $Cert_P$. If some user (e.g., Bob) frequently receives the same hash package from Alice within a certain time frame, Alice and Bob are considered as close contact. Now we describe the following execution (as shown in Fig. 5) between Alice and Bob, so that Alice will identify Bob as her close contact. At the end of the process, Bob will also record Alice as his close contact.

1. Bob requests Alice to send him the package $(id_A. A. Cert_A)$. Bob then computes $\mathcal{H}_A = \mathcal{H}(\text{Status}. id_A. A.Cert_A)$, if $\mathcal{H}_A = \mathcal{H}_A$, he randomly chooses a challenge number $R_B \in \mathbb{Z}_q$ and sends to Alice. 
2. Alice uses her private key $a$ to generate a Schnorr signature $\sigma'_A$ on $R_B$ as the following steps. Then sends it to Bob for verification.
   a) Randomly selects $k \in \mathbb{Z}_q$.
   b) Computes $t = \mathcal{H}(pk_A. R_B)$.
   c) Computes $s = k - at mod q$.
   d) Outputs the signature $\sigma'_A = (s, t)$.
3. Bob uses the $pk_A$ to verify Alice’s public key $A$.

$$\text{Verify}(pk_A, Cert_A, (id_A, A. Date))$$

If it is valid, Bob will check Alice’s Schnorr’s signature $\sigma'_A = (s, t)$ by computing whether $t = \mathcal{H}(pA'. R_B)$. If so, Bob will store Alice’s package $(id_A, A. Cert_A)$ locally in his smartphone. Otherwise, he aborts. In addition, Bob does the same process as above to let Alice check whether his package is valid. If so, Alice will store Bob’s package $(id_B, B. Cert_B)$ in her smartphone.

Now Alice and Bob will step into a mutual commitment phase for generating a proof to prove they are each other’s close contact in a zero-knowledge way. First, they need to store the opposite side’s identification information. Later on, they generate a zero-knowledge proof to $\mathcal{F}$ as a close contact to a confirmed patient (if Alice or Bob is diagnosed as COVID-19 positive). Alice and Bob jointly perform the following steps.
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\[ 1. \text{Bob uses his private key} \ b \in \mathbb{Z}_q \text{ and Alice’s} \ i_d_A \text{ to generate} \ \sigma_B = \mathcal{H}_1(i_d_A)^b \text{ and sends it to Alice. Alice checks whether} \ e(p, \sigma_A) = e(B, \mathcal{H}_1(i_d_A)) \text{ is satisfied, If so, } \{B, i_d_A, \sigma_A, \text{Date}\} \text{ is stored in Alice’s smartphone.} \]

\[ 2. \text{On the opposite side, Alice uses her private key} \ a \in \mathbb{Z}_q \text{ and Bob’s} \ i_d_B \text{ to generate} \ \sigma_A = \mathcal{H}_1(i_d_B)^a \text{ and sends it to Bob. Bob checks whether} \ e(p, \sigma_A) = e(A, \mathcal{H}_1(i_d_B)) \text{ is satisfied. If so, } \{A, i_d_A, \sigma_A, \text{Date}\} \text{ is stored in Bob’s smartphone.} \]

After completing the above interaction process, Alice will receive a large number of mutual commitments from her close contacts, therefore, these data would occupy her very huge local storage. More seriously, these separate commitment packages would result in a large number of zero-knowledge proof executions. For addressing this issue, we adopt a multi-signature with public-key aggregation [35] to aggregate multiple commitments (note that the commitment here is actually generated by a signature scheme) into a short signature, which not only saves storage space, but also improves the signature verification speed.

Suppose Alice is diagnosed as a COVID-19 positive patient by doctor \( \mathcal{D} \), Bob and Charlie are her close contacts. The process of Alice aggregating the signatures of Bob and Charlie is as follows:

\[ 1. \text{Alice takes as input the public keys} \ (B, C) \text{ of Bob and Charlie into a hash function} \ \mathcal{H}_2 : \mathbb{G}_2^* \to \mathbb{R}^n, \text{ where} \ R = \{1, 2, \ldots, 2^{128}\} \text{ and} \ 1 \leq n \in \mathbb{N}, \text{ to generate} \ (t_B, t_C) \mapsto \mathcal{H}_2(B, C) \in \mathbb{R}^n. \]

2. Then computes and outputs a short aggregate signature \( \sigma_B = \sigma_A = \mathcal{H}_1(i_d_A)^b \in \mathbb{G}_1 \) by taking \((t_B, t_C, \sigma_B, \sigma_C)\) as input.

Note that the verification process of this aggregate signature is as follows:

1. Takes the input \((B, C)\) to caculate \((t_B, t_C)\mapsto \mathcal{H}_2(B, C) \in \mathbb{R}^n. \)
2. Computes the aggregate public key \( \text{apk} = B^aC^a \in \mathbb{G}_2 \) with the input \((B, C, t_B, t_C)\).
3. If \( e(p, \sigma) = e(\text{apk}, \mathcal{H}_1(i_d_A)) \) is satisfied, then accept. Otherwise, rejects.

Medical treatment phase We assume Alice is a confirmed patient by a medical doctor \( \mathcal{D} \), but her status is not updated yet on the blockchain. Bob and Charlie are Alice’s all close contacts, Alice has the obligation to report to the doctor. In order to prove to \( \mathcal{D} \) that Bob and Charlie are her close contacts without revealing the identities of two close contacts, Alice needs to create pseudo-identity for Bob and Charlie, respectively, which would be sent to the medical doctor for zero-knowledge proof. \( \mathcal{D} \) publishes these pseudo-identities on the blockchain, all apps users could check on chain whether they are referred to in the updated entries everyday. In Fig. 6, we show the interaction of this medical treatment phase.

Now we illustrate this process in detail. After the doctor verifies Alice’s identity and obtains the \( i_d_A \), Alice generates pseudo-identities \( \hat{B} \) and \( \hat{C} \) for Bob and Charlie, respectively. That is, Alice randomly chooses \( x \in \mathbb{Z}_q \), then computes

\[ h = p^x, \hat{B} = (B^a)^x = (p^x)^a = h^a, \hat{C} = (C^a)^x = (p^x)^a = h^c \]

and sends \((h, \hat{B}, \hat{C})\) to \( \mathcal{D} \).

In order to prove to \( \mathcal{D} \) that \((h, \hat{B}, \hat{C})\) has a correct form as above. Alice needs to generate a zero-knowledge proof regarding to this form:

\[ \begin{align*}
& PK\{(\sigma, B^a, C^a, x) : h = p^x, \hat{B} = (B^a)^x, \hat{C} = (C^a)^x, \\
& e(\sigma, p) = e(\mathcal{H}_1(i_d_A), B^aC^a)\}
\end{align*} \]

where \( \sigma = \sigma_B \sigma_C \). The above Eq. (3) is equivalent to the following Eq. (4):

\[ \begin{align*}
& PK\{(\sigma, B^a, C^a, x) : h = p^x, \hat{B} = (B^a)^x, \hat{C} = (C^a)^x, \\
& e(\sigma, h) = e(\mathcal{H}_1(i_d_A), \hat{B} \hat{C})\}
\end{align*} \]

To instantiate this proof, Alice randomly generates \( s_1, s_2, t_1 \in \mathbb{Z}_q \) and computes

\[ E_1 = p_1^x p_1^x, \quad E_2 = B^aC^a p_1^x, \quad F = \sigma_1 \]

Alice will send \( E_1, E_2, F \) to \( \mathcal{D} \) and prove:

\[ \begin{align*}
& PK\{(s_1, s_2, t_1, \alpha_1, \alpha_2, x) : E_1 = p_1^x p_1^x \land E_1 = p_1^x p_1^x \land h = p^x \\
& \land \hat{B} \hat{C} = E_2 p_1^x \land e(F a_1, h) = e(\mathcal{H}_1(i_d_A), \hat{B} \hat{C})\}
\end{align*} \]
The above proof can be turned into a non-interactive type by running the following steps:

**Proof of generation**

1. Randomly selects \( r_1, r_2, r_3, r_4, r_5, r_6 \in \mathbb{Z}_q \)
2. Computes
   \[
   T_1 = p_1^{r_1} p_2^{r_2}, \quad T_3 = E_{x}^{r_3} p_1^{r_1} p_2^{r_2}, \quad T_4 = E_{x}^{r_4} p_1^{r_1}, \quad T_5 = e(u_{1}, h)^{r_5}
   \]
3. Computes the hash
   \[
   H = \pi(T_1, T_2, T_3, T_4, T_5, \Bar{B}, \Bar{C}, h, E_{i}, E_{j}, F, \text{Date})
   \]
4. Computes
   \[
   z_1 = r_1 - H_{s_{1}} \mod q, \quad z_2 = r_2 - H_{s_{2}} \mod q, \quad z_3 = r_3 - H_{s_{3}} \mod q \]
   \[
   z_4 = r_4 - H_{s_{4}} \mod q, \quad z_5 = r_5 - H_{s_{5}} \mod q, \quad z_6 = r_6 - H_{s_{6}} \mod q
   \]
5. Outputs the proof \( \pi : (H, z_1, z_2, z_3, z_4, z_5, z_6, r_1, r_2, r_3, r_4, r_5, r_6, q) \).

**Proof of verification** Computes

\[
T_1 = E_{x}^{r_1} p_1^{r_2}, \quad T_2 = E_{x}^{r_3} p_1^{r_1} p_2^{r_2}, \quad T_3 = h^{r_3} p_2^{r_2}
\]
\[
T_4 = (\Bar{B} \cdot \Bar{C})^{r_4} E_{x}^{r_4} p_1^{r_3}, \quad T_5 = \left( \frac{e(F, h)}{e(\pi(id_{s_{1}}, E_{i}))} \right)^{r_5} e(u_{1}, h)^{r_6}
\]

Accept the proof if and only if the following equation is satisfied.

\[
H = \pi(T_1, T_2, T_3, T_4, T_5, \Bar{B}, \Bar{C}, h, E_{i}, E_{j}, F, \text{Date})
\]

If the above proof is accepted, then \( \mathcal{D} \) will generate a group signature \( \sigma_{D} = \text{GSig}(gsk, gpk, M) \) on message \( M = (h, \Bar{B}, \Bar{C}, \text{Date}) \). Then \( \mathcal{D} \) uploads \( (\sigma_{D}, h, \Bar{B}, \Bar{C}, \text{Date}) \) to the blockchain. At the mean time, \( \mathcal{D} \) will report (with Alice’s id_{A} and A) to \( \mathcal{D} \) that Alice is confirmed as COVID-19 positive. Then \( \mathcal{D} \) will update the entry of Alice as \( \text{Status} = 1 \) and sign it every day (update Date only) until Alice is diagnosed as COVID-19 negative.

**Tracing phase** At the end of each day, every non-infected COVID-19 user can scan each entry of blockchain (as shown in Fig. 7) to check whether he/she is referred to. For example, if Bob finds his pseudo-identity \( \Bar{B} \) included in an entry \( (\sigma_{D}, h, \Bar{B}, \Bar{C}, \text{Date}) \). Then he uses his private key \( b \) corresponding to that Date to check whether \( \Bar{B} = h^{b_{u}} \) or not. If so, Bob runs the verification algorithm of the group signature \( \mathcal{G} \mathcal{V} \mathcal{F}(\sigma_{D}, gpk, (h, \Bar{B}, \Bar{C}, \text{Date})) \). If it is valid, Bob determines that he is a close contact of a confirmed patient at that Date.

5. Security analysis

In this section, we will analyse the security of our proposed solution in the threat model defined in the Section 3. Our solution not only guarantees the privacy of both confirmed patient and close contacts, but also prevents from the false positive report case. The security our proposal can provide is as good as that of Liu et al. [33].

- **The security of confirmed patient**: In our scheme, government and doctor are both trusted entities. There are two types of adversaries, i.e., the general public and the close contacts of a confirmed patient. The general public already knows what has been posted in the blockchain, and the close contact of a confirmed patient would like to know which particular close contact is a confirmed patient.

  For the general public, it is impossible to obtain information about the confirmed person from the blockchain. Now we suppose the information published in the blockchain is \( (\sigma_{D}, h, \Bar{B}, \Bar{C}, \text{Date}) \), where \( \sigma_{D} \) is the group signature signed by the doctor on message \( (h, \Bar{B}, \Bar{C}, \text{Date}) \). Now we look into \( h = p^{x} \), where \( p \) is the generator of \( \mathbb{Z}_q \) as a public parameter, and \( x \) is randomly selected from \( \mathbb{Z}_q \) by Alice. It is hard to compute \( x \) from \( p \) and \( h \) relying on the discrete logarithm assumption. In addition, \( \Bar{B}, \Bar{C} \) is generated by the public keys \( (B, C) \) of Bob and Charlie, all these information do not contain anything about Alice (i.e., a confirmed patient).

  For the close contact of a confirmed person, it is impossible to distinguish who is actually a confirmed patient from all his close contacts. In our scenario, Bob is a close contact of Alice. We can use a reduction proof that Bob is supposed to be able to tell who is the patient, therefore resulting in a contradiction that he can output a forged signature. We assume that Bob has \( n \) close contacts on the Date, including Alice (i.e., a confirmed patient). We suppose that the
The security of contacts

The precaution of false positive reports

\[ \hat{B} = h^\hat{h}_B \]

\[ GVf(\sigma_D, gpk, (h, \hat{B}, \hat{C}, Date)) \]

![Fig. 7. Tracing phase.](image)

probability Bob can correctly guess Alice is the confirmed patient is \(\rho\). If we have \(\rho > 1/n + \epsilon\), where \(\epsilon\) is negligible probability. Then Bob can distinguish the patient from other users with non-negligible probability. If he would like to distinguish the patient, he has to make use of the tuple \((\sigma_B, h, \hat{B}, \hat{C}, Date)\) published on blockchain. Since \((\sigma_B, h, \hat{C}, Date)\) cannot give any information to distinguish. The only element can be useful is \(B = B^{\alpha_B}\), where \(B\) is given by Bob to his close contact in the meeting phase. To distinguish each close contact among all, Bob has to give different \(B\) to each different close contact.

For the completeness of the protocol, the verification algorithm shown in Eq. (1) should be run for each contact in the execution process. Now we assume Bob has \(n = 2\) contacts, therefore, two valid signatures \(\sigma_B\) on \(B\) and \(\sigma_B\) on \(B\) must exist. However, Bob can only obtain one single signature from the government \(\mathcal{G}\) each day. Thus, either \(\sigma_B\) or \(\sigma_B\) has to be output by Bob as the forged one.

- **The security of contacts:** The information from the confirmed patient Alice about her close contacts Bob and Charlie are the zero-knowledge proof of Eq. (3) and the tuple \((h, \hat{B}, \hat{C})\). If there exists an adversary who can identify Bob and Charlie, one could use standard game-hopping technique to change the tuples from \((h, \hat{B}, \hat{C})\) to \((h, \hat{R}_B, \hat{R}_C)\) where \(\hat{R}_B\) and \(\hat{R}_C\) are random group elements. These two tuples are indistinguishable by the advantage of breaking the Decisional Diffie–Hellman (DDH) assumption. Since now the zero-knowledge simulator is using a fake tuple \((h, \hat{R}_B, \hat{R}_C)\), the hoppings between two settings also require that the zero-knowledge proof for Eq. (3) is simulation-sound. The Σ-Protocol we use is indeed simulation-sound. If the proof for Eq. (3) is zero-knowledge, any efficient adversary cannot learn the information regarding to Bob and Charlie.

Now it turns to argue that the instantiation for the proof of Eq. (5) is indeed Honest-Verifier Zero-Knowledge (HVZK). We can see the three moves protocol itself is HVZK and the auxiliary \(E_1, E_2, F\) do not reveal any additional information. For any possible witnesses \((B, C, \sigma)\), there exists a unique randomness \((s_2, t_1)\) such that \(E_1 = B^{\alpha_B}C^s_2p_1^{t_1}\), \(F = \sigma_B\alpha_BC^s_2t_1\). For each possible \(s_2\), there exists a unique randomness \(s_1\) such that \(E_1 = p_1^{s_1}p_2^{s_2}\). The simulator can choose random values \(E_1, E_2, F\) and use the zero-knowledge simulator to simulate proof for Eq. (5). Since these random values also have the correct form. Therefore, it is hard to distinguish the simulated proof from the real proof, which means that these values cannot leak any information regarding to the close contacts Bob and Charlie.

- **The precaution of false positive reports:** Our solution can prevent from two types of false positive cases to guarantee that: (1) Nobody cannot maliciously pretend to be a confirmed patient to convince his/her all contacts that they are close contacts of a confirmed patient who are actually not. (2) Any confirmed patients cannot maliciously claim that he/she has been contact with a user who is actually not.

Case 1: We assume the adversary is an unconfirmed user (e.g., Peter in Fig. 2) who wants to play as a confirmed patient and convinces his close contact (e.g., John in Fig. 2) that he (e.g., John) is actually a close contact of some confirmed patient (e.g., Peter). Observe the execution of medical treatment phase that a user (e.g., John) believes he is a close contact of some confirmed patient, only if he downloads the entry which includes his pseudo-identity (e.g., \(\sigma_B, h, \hat{J}, \ldots, Date\)), where \(\hat{J}\) is referred to John’s pseudo-identity) from blockchain and checks that: (1) \(\sigma_B\) is a valid group signature; (2) the user’s pseudo-identity (e.g., \(\hat{J} = h^{\hat{h}_J}\), where \(\hat{J}\) is referred to John’s pseudo-identity) is correct. Therefore, the adversary (e.g., Peter) has to play the role of a confirmed patient (e.g., like as Alice) to compute the pseudo-identity for his target contact (e.g., John) as in Eq. (2), since the attacker knows the public key of this close contact (e.g., John). However, if the adversary (e.g., Peter) is successful, he has to forge a valid group signature \(\sigma_B\), which contradicts to the unforgeability of the underlying group signature scheme.

Case 2: We assume the adversary (e.g., Alice) is a confirmed patient who wants to convince the doctor that a certain user (i.e., John) is his/her close contact but who is actually not. Let \(J\) denote John’s public key, Alice has to produce a valid proof for Eq. (3). If the proof is sound, there exists an extractor to extract witnesses \((s, B^{\alpha_B}, C, x)\) such that \(s = s_B^\alpha s_C\hat{h}\) is the aggregate signature on \(\hat{i}_d\) under public keys \((B, C)\) for some \(x\) such that \((B = h^{\alpha_B}, C = h^{\alpha_C})\), and \((B = p_1^{s_B}, C = p_2^{s_C})\). For John to think he has been in close contact, \(\hat{B}\) or \(\hat{C}\) has to satisfy the relation that \(DL_{p_1}(J) = DL_{p_2}(B)\) or \(DL_{p_2}(J) = DL_{p_1}(C)\). By the soundness of the proof, this requires \(J = B\) or \(J = C\). If Alice has never been in close contact with John, it means Alice has to forge a signature \(\sigma_J\) from John on \(\hat{i}_d\). This is impossible since the underlying signature of the aggregate signature [35] is unforgeable against chosen message attack.

It remains to argue that the soundness for the proof of Eq. (5) indeed implies that of Eq. (3). If the proof for Eq. (3) is sound, one could extracting witness \((s_1, s_2, t_1, a_1, a_2, x)\). Moreover, since \(E_1 = p_1^{s_1}p_2^{s_2}\) and \(E_1 = p_1^{s_1}p_2^{s_2}\), we have \(a_1 = a_2x\). By \(J = E_2p_1^{x_3}\), we have \(J = (E_2p_1^{x_3})^x\). From \(e(Fu_1^{x_3}h) = e(\hat{\mathcal{H}}_j(id_0)^x, \hat{\mathcal{H}}_j(id_0^x))\), and \(h = p_1^x\), we have \(e(Fu_1^{x_3}h) = e(\hat{\mathcal{H}}_j(id_0^x))\). In other words, \(Fu_1^{x_3}\) is a valid signature on \(\hat{i}_d\) under public key \((E_2p_1^{x_3})\). Furthermore, since \(h = p_1^x\), \(DL_{p_2}(E_2p_1^{x_3}) = DL_{p_1}(E_2p_1^{x_3}) = DL_{p_1}(\hat{J})\). One could output witness \((Fu_1^{x_3}, E_2p_1^{x_3}, x)\) as the witness of the proof for Eq. (3).
6. Performance evaluation

In this section, we perform an experiment by respectively timing the execution of signature verification with and without the utilization of aggregate signature, to evaluate the efficiency and feasibility of our proposal when compared to the work of Liu et al. [33]. The instantiation of signature scheme in the test is based on elliptic curve cryptography, using a 342-bit elliptic curve and SHA-256 hash function. In Table 1, we show the size of each entry of data used in this evaluation, including public key, private key, ID, hash value, and signature.

Our simulation is implemented using JavaScript. The simulation experiment is configured within an i5-4590U processor, 16GB memory, and Windows 10 64-bit operating system. The code running environment is node.js (called PBC library for running calculation). We count the time cost under different cryptographic operations (as shown in Table 2), including addition, multiplication, subtraction, and mapping time. The result shows that the computational cost of our scheme is feasible even in a relatively large number of contacts scenario.

In our proposal, a multi-signature with public-key aggregation [35] is the main cryptographic tool to effectively improve the signature verification speed (as shown in Fig. 8). Multi-signature with public-key aggregation used in this paper is actually a variant of BLS signature [34]. Therefore, we abuse to use BLS in the following figure to denote the similar variant signature we adopt in this work. And we let elliptic curve digital signature algorithm (ECDSA) [38] to denote the signature used in the work of Liu et al. [33]. As the number of contacts increases, the signature verification speed using BLS is much better than that of ECDSA (without using aggregation technique). We can see from Fig. 8 that the time cost of signature verification in our scheme is growing very gently with a low rate. In addition, the work of Liu et al. [33] has to verify all the collected signatures from app users, our scheme only needs to verify the aggregate signature once, further improves the speed of signature verification and reduces the corresponding communication and computation costs. Moreover, the size of the aggregate signature generated from all contacts of a confirmed patient is equivalent to the size of the signature of one single contact, therefore, saving the storage space on chain.

To sum up, our solution possesses a better performance than [33] in the aspect of efficiency side and greatly enhances the overall efficiency of that tracing framework proposed by Liu et al. [33].

7. Conclusion

In this paper, an efficient privacy-preserving solution based on blockchain technology is proposed for the COVID-19 contact tracing scenario. It utilizes some cryptographic tools (mainly including a typical digital signature, a multi-signature with public-key aggregation, a group signature and a non-interactive zero-knowledge proof) to protect app user’s privacy. The main contribution of our work is the use of aggregate signature to accelerate the speed of signature verification on chain, and further reduces the overhead regarding to computation, communication and storage. Our scheme is relying on the discrete logarithm assumption and secure against the semi-honest adversaries. At the end of this article, we present an experimental comparison to show our solution can achieve a better performance than the work of Liu et al. [33].

In addition, due to the extremely contagious feature of the COVID-19 virus, the user’s geographic location data should be factored into the approach for more precisely contact tracing. However, Liu et al. [33] and ours both do not consider any location data into the tracing framework and can only achieve passive security in the semi-honest model. Inspired by the work of Alshahi et al. [39], where edge servers are utilized to assist medical authorities for contact tracing in the malicious model, we hope to take the public and private location (i.e., businesses, houses, and offices) data into tracing approach and achieve a much better tracing solution with higher-level security in the future.

| Table 1 | Size of the data used in our scheme. |
|---------|-------------------------------------|
| Data    | Size (bytes)                        |
| Public key | 48                                |
| Private key | 32                                |
| ID              | 5                                  |
| Hash            | 43                                  |
| Signature       | 96                                  |

| Table 2 | Computation times of cryptographic operations. |
|---------|-----------------------------------------------|
| Cryptographic operations | Time (ms) |
| Add                | 0.0002                          |
| Mul               | 0.0013                           |
| Sub               | 0.0002                           |
| Pairing           | 16.863                          |
| Hash to curve     | 8.5325                          |

![Fig. 8. Comparison of verification time consumption between using BLS and ECDSA.](image)
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