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Abstract—Interoperability is one of the main challenges of blockchain technologies, which are generally designed as self-contained systems. Interoperability schemes for privacy-focused blockchains are particularly hard to design: they must integrate with the unique privacy features of the underlying blockchain so as to prove statements about specific transactions in protocols designed to obfuscate them. This has led to users being forced to weaken their privacy, e.g. by using centralised exchanges, to move assets from one chain to another. We present ZCLAIM, a framework for trustless cross-chain asset migration based on the Zcash privacy-protecting protocol. ZCLAIM integrates with an implementation of the Sapling version of Zcash on a smart-contract capable issuing chain in order to attain private cross-chain transfers. We show that a tokenised representation can be created via a set of collateralised intermediaries without relying on or revealing the total amount to any third party.

Index Terms—Privacy, Cross-Chain, Interoperability, Non-interactive Zero-Knowledge Proof, Blockchain

I. INTRODUCTION

Since the creation of Bitcoin in 2009, thousands of cryptocurrencies and blockchains with a wide array of applications have emerged. This fragmentation of the blockchain space has created a market for interoperability solutions [1], [2], which we loosely define here as the ability to verify a transaction in a network other than the one in which it was created. Unfortunately, the vast majority of blockchains are siloed, not having been designed with interoperability in mind. This results in significant complexity required to design cross-chain protocols; hence, this challenge has until recently mostly been circumvented through the use of centralised exchanges. These require trust and undermine anonymity, which is particularly undesirable in the case of privacy-oriented cryptocurrencies designed around the notion of payment anonymity. Despite a mounting interest in recent years in the deployment of privacy features in blockchain protocols, in particular of various zero-knowledge proof primitives [3], little attention has been given to maintaining the privacy achieved in this manner across chains. That means users must reveal, or at least risk revealing, their identity if they wish to move assets from one privacy-preserving system to another. This acts as a major limitation in the usability of these systems, as one can only durably rely on the privacy guarantees of a given system by remaining confined to it.

To address this, in this work we introduce ZCLAIM [1], a protocol enabling private transactions across chains. This is to the authors’ knowledge the first scheme that succeeds in maintaining privacy in cross-chain transfers. Our protocol follows the structure of XCLAIM [3], a framework achieving collateralised trustless asset migration by leveraging smart contract logic, a dynamic set of economically incentivised, trustless intermediaries and cross-chain state verification. This approach to interoperability falls under what is colloquially referred to as the “wrapping” of assets.

ZCLAIM builds upon said framework by integrating with the Zcash [6] protocol in such a way as to maintain anonymity. On the chain on which the wrapped assets are issued, the issuing chain, we assume an implementation of Sapling according to its specification [6] and introduce new transfer types, with accompanying zk-SNARKs [7], to facilitate interoperability. These transfers integrate with Zcash’s private or shielded payment scheme and enable the issuing and redeeming of value. Furthermore, we discuss the custom logic necessary to carry out the issue and redeem protocols, and present and analyse a strategy to hide the transferred amount from intermediaries.

The end result is a protocol enabling trustless cross-chain transfers with similar privacy guarantees to those of Zcash itself, which is considered to provide some of the strongest in blockchain [3], [8].

The remainder of the paper is organized as follows. Section II studies related work and provides a brief summary of concepts in the Zcash protocol. Section III introduces a high-level description of the ZCLAIM protocol. Section IV discusses risks and attacks, and Section V presents and analyses an approach to maintain privacy against intermediaries. Section VI considers current limitations and future work and, finally, Section VII concludes the paper.

II. BACKGROUND

A. Related Work

Atomic swaps [9], the traditional approach to decentralised cross-chain exchanges, allow users on two blockchains to swap ownership of a pre-agreed amount of assets, guaranteeing that...
the exchange either happens in full or not at all. Atomic swaps present limitations such as 1) requiring the establishing of an external communication channel to find and agree on a swap, 2) an asymmetrical advantage for one out of the two participants (“free option problem” [10]), and 3) relatively long confirmation delays. There are ongoing efforts to implement atomic swaps between the privacy coin Monero [11] and Bitcoin [12, 13] as well as Ethereum [14].

An alternative approach are asset migration protocols [15] such as the one presented in this paper, in which a representation of an asset (its tokenised representation or “wrapped” version) is created on a different chain, while those on the original chain are locked until the process is reversed.

At least two different projects—Wrapped [16], a “provider of wrapped layer-1 assets”, and the Ren Project, a generic cross-chain transfer protocol [17]—offer tokenised representations of Zcash on Ethereum [18]. However, the former relies on a centralised authority and neither of them supports Zcash’s shielded payment scheme. The Zcash Foundation announced [19] their intent to work on a “Zcash pegzone” [20] for the Cosmos [21] ecosystem in 2020, with the goal of enabling “shielded transfers from the pegzone to Zcash and vice versa”; however, details on the project are scarce.

B. Zcash and Sapling

We now introduce basic concepts from Zcash used in this work. For a formal definition of these concepts and the cryptographic schemes employed in them, we refer the reader to the Sapling version of the Zcash protocol specification [6]. Some terms have been simplified for ease of understanding.

Zcash is an implementation of the Zerocash [22, 23] payment scheme. It builds on Bitcoin’s [24] transparent payment scheme, adding a private payment scheme leveraging zk-SNARKs [7] to enable private payments. This work only concerns itself with the latter.

Transactions in Sapling can contain transparent inputs, outputs, and scripts, all of which work as in Bitcoin [24], and shielded JoinSplit [25] Spend and Output transfers. Spend and Output transfers are analogous to transparent inputs and outputs, respectively. Each Spend transfer spends a note, and each Output transfer creates one. A note represents that a value is spendable by the recipient who holds the private key to the destination shielded payment address. A note’s senders, recipient and value are never revealed.

All Spend and Output transfers in a transaction, along with any transparent inputs and outputs, are checked to balance by verifying that the sum of all value commitments and of all transparent values is equal to zero.

To each note there is a cryptographically associated note commitment, which is added to the note commitment tree when the note is created. Only notes whose note commitment is in the note commitment tree can be spent. When the note is spent, a nullifier uniquely associated with that note must be revealed and is then added to the nullifier set. It is infeasible to compute the nullifier without the spending key corresponding to the recipient’s shielded payment address, and only notes whose nullifier is not in the nullifier set can be spent.

The main premise of Zcash’s shielded payment scheme is that when a note is spent, the spender only proves that its note commitment is in the note commitment tree. Revealing its nullifier also does not reveal which note commitment it is associated with, which means that a spent note cannot be linked to the transaction in which it was created.

The values required to spend a note are generally encrypted to its recipient when it is created, though the protocol does not enforce it. This has been a challenge in designing ZCLAIM, since it is not enough to verify that a note exists in the note commitment tree in order to verify a transaction. Instead, we must also ensure that the counterparty receives these values.

III. ZCLAIM Protocol

We introduce ZCLAIM, an adaptation of XCLAIM to Zcash so as to facilitate private transfers to any blockchain that supports custom logic and efficient verification of the required cryptographic functions [4, Section 5.2]. We define the following terms:

- ZEC denotes the Zcash cryptocurrency.
- wZEC denotes wrapped ZEC, the tokenised representation of ZEC on the issuing chain.
- I is the issuing chain, on which wZEC will be created.
- i is an implementation-defined existing currency on I.

A. Actors

The following actors participate in the protocol:

- Issuers lock ZEC on Zcash to request an equivalent amount of wZEC on I.
- Redeemers destroy wZEC on I to request the corresponding amount of ZEC on Zcash.
- Vaults are the non-trusted intermediaries that act as custodians, safekeeping locked ZEC. Anyone can take on the role of a vault by locking some collateral in i and registering as such. Vaults are liable for fulfilling redeem requests of wZEC for ZEC. They are incentivised by fees they derive from transactions and in case of misbehaviour, they face partial or total liquidation of their collateral.

B. Components

The functionality that ZCLAIM requires on the issuing chain can be split into the following components.

1) Vault registry: The vault registry keeps a public list of all registered vaults and their status. Each vault has a Zcash shielded payment address (d,_pk_d) and an amount of collateral associated with it. The collateral it keeps in i on the issuing chain and thus the total amount of ZEC it is able to accept are public; however, the amount of ZEC obligations to its name, i.e. ZEC it participated in issuing and is accountable for releasing, is not. It periodically proves that this amount is properly backed by its collateral by submitting proofs of balance, which consist of a zk-SNARK accounting for all previous requests it has served.
2) Relay system: The relay system [25] keeps track of the state of the Zcash chain. Specifically, it verifies and stores block headers, provides a mechanism to signal that consensus has been reached on a given block similarly to an SPV or light client [26], [27], and allows the verification of Zcash notes. Reaching consensus, in this context, requires fulfilling implementation-specific criteria w.r.t. Zcash’s probabilistic finality; a possible approach is discussed in Section [V-B]. In order to prove the existence of a note, users must provide an inclusion proof, which consists of a Merkle path from its note commitment to the root of the note commitment tree in the block header of a previous block. On the other hand, the relay system does not need to offer functionality to verify whether a nullifier already exists in the nullifier set.

Block headers are submitted to the relay system by relayers, which may or may not be economically incentivised. Other protocol actors are likely to take on the additional role of relayers if the cost associated with doing so is low and it is in their interest to guarantee the stability of the protocol. Vaults, for example, are in such a position: they need to run full nodes of both chains, and the financial damage they may incur from an attack on the relay system as discussed in Section [IV-B] is far greater than the cost of submitting headers.

3) Exchange rate oracle: The exchange rate oracle $O_{xr}$ provides an exchange rate that reflects the prevailing market value of 1 ZEC in $i$. The design of the exchange rate oracle falls outside the scope of this work, but a brief discussion on exchange rate sourcing and security concerns can be found in Section [IV-C].

4) Protocol logic: The logic and state pertaining to the issue and redeem protocols may but need not be contained in a set of smart contracts. Alternative approaches to user-defined on-chain logic may allow these to be stored e.g. in the runtime [28] or as precompiled modules [29].

C. Transfers and transactions

Along with Sapling’s Spend and Output transfers, the issuing chain supports Mint and Burn transfers. A Mint transfer is a transfer creating value of the issued currency, i.e. increasing the circulating supply. A Burn transfer takes the burnt amount out of circulation. Transactions in the issuing chain may consist of any of the same components as a Sapling transaction, and either a Mint or a Burn transfer. A transaction containing a Mint transfer is a mint transaction, and one containing a Burn transfer a burn transaction. Mint transfers contain a zk-SNARK proving that a note has been sent to a vault on Zcash and that the minted value corresponds to the locked value. In Burn transfers, redeemers create a note they wish to receive on Zcash and encrypt it to the vault, while publishing its note commitment. The zk-SNARK in Burn transfers allows redeemers to show that the value of said note matches the burnt value. The transaction is only confirmed once the vault provides an inclusion proof for this note. We refer the reader to the original specification of this protocol [4] Section 5) for concrete definitions of the aforementioned transfers and of zk-SNARKs mentioned in this work.

D. Issuing and Redeeming

We define two sub-protocols, Issue and Redeem, adapted from XCLAIM to address the challenges arising from integrating Zcash’s anonymity features.

The Issue sub-protocol allows issuers to lock ZEC with vaults and mint wZEC on the issuing chain. In order to conceal the transferred amount from the vaults, the issuer splits the total into separate amounts beforehand and sends them to $n$ vaults such that no vault is able to deduce the total. We present and analyse a possible splitting strategy to this end in Section [V-B]. For each of these amounts, the issuer carries out an Issue procedure, i.e. an instance of the Issue sub-protocol. In short, the issuer proves that they have created a note encrypted to a vault’s address and mints an equivalent amount of wZEC in a mint transaction. The existence of this note does not guarantee that it can be spent by the vault, hence there is a challenge period during which vaults can void the transaction by proving that the necessary values have not been properly encrypted to them.

The Redeem sub-protocol allows a redeemer to receive ZEC from vaults in exchange for burning wZEC on the issuing chain. Redeemers shall employ the same splitting strategy as issuers. For each individual amount, a redeemer submits a burn transaction on the issuing chain which contains a commitment to a note of equivalent value spendable by an address under their control on Zcash. A vault then creates this note. Since the vault must also learn the values from which the note is derived in order to create it, there is a challenge period during which it can challenge the request by showing that these were not properly encrypted. If the values are correct, the vault must create the note specified by the redeemer. Lastly, the vault submits a proof showing that the note exists and the burn transaction is finalised.

We present an overview of both sub-protocols. Diagrams depicting these steps are shown in Fig. 1.

**Issuing:** Alice (issuer) locks funds with vault V on Zcash to create units of wZEC on I.

0) **Setup.** V registers with the vault registry on I and locks $i_{col}$ units of collateral, where it must hold that

$$i_{col} \geq v_{max} \cdot (1 - f) \cdot \sigma_{std} \cdot xT_{cap}$$

(III.1)

where $v_{max}$ is the maximum amount of funds that can be locked or burned per request, $f$ is the ZCLAIM transaction fee, and $\sigma_{std}$ is the standard collateralisation rate. These values are implementation-defined constants. $xT_{cap}$ is the exchange rate at the time the vault provides a proof of capacity as explained next. Further, V must provide a shielded payment address on Zcash to which issuers will send their funds and submit a proof of capacity to the vault registry, which is a zk-SNARK proving that Eq. (III.1) holds. V must periodically resubmit proofs of capacity in order to remain available for requests.

1) **Commit.** Alice makes a request to the issuing chain to lock her funds with vault V with shielded payment address $(d, p_k)_V$. As part of this request, Alice locks
a small amount of $i$, $i_w$, her warranty collateral. This is a fixed amount large enough to compensate V for the opportunity cost in case Alice does not follow through with her request. Furthermore, it serves to prevent gifting attacks in which the system is spammed with lock requests, becoming unavailable to legitimate users.

2) Lock permit. Subsequently, a lock permit is created on Issuing I, granting permission to Alice to lock her funds with V. This permit contains a cryptographic nonce $n_{lock}$ that Alice must include in the transaction locking the funds. If she fails to execute step 4 within some $\Delta_{mint}$, her warranty collateral $i_w$ is transferred to V. The constant $\Delta_{mint}$ will largely depend on how fast the relay system considers blocks to have reached consensus. As a point of reference, popular cryptocurrency exchanges require a depth of 24 blocks or 30 minutes \cite{30, 31}.

3) Lock. Alice creates a shielded transaction on Zcash, sending $ZEC_{lock}$ to V. Alice uses $n_{lock}$ to derive the randomness $rcm$, the so-called commitment trapdoor, used to generate the commitment for the output note $n$ addressed to V in this transaction.

4) Create. Alice makes a request to issue $wZEC_{create}$ to

---

**Figure 1. Simplified diagrams of Zclaim protocols.**
fast the relay system accepts blocks.

3) Release. V releases \(ZEC_{\text{release}}\) to Dave by creating a note \(n\) with note commitment \(cm_n\).

4) Confirm/Challenge. V waits until the relay system signals that consensus has been reached on the block in which \(n\) was created and then submits an inclusion proof for this note. \(T_{\text{burn}}\) is then confirmed.

However, if upon decryption of \(CN\) V finds that the resulting plaintext does not correspond to a note with note commitment \(cm_n\), it may challenge the transaction as in step 5 of the Issue protocol, in which case \(T_{\text{burn}}\) is voided and Dave’s warranty collateral is transferred to V. In this case, V does not execute step 3.

E. Operations

We now define abstract operations for the two protocols introduced in the previous section.

An operation always results in a transaction. On \(I\), this may either be a monetary transfer or a change in state. Each operation leads to a specific state of the protocol, and to each state there is an implicitly associated set of legal operations for each party.

We denote by \(T^A_{op}\) the transaction on blockchain \(A\) resulting from the successful execution of operation \(op\). A may be either Zcash, denoted by \(Z\), or the issuing chain, denoted by \(I\). Certain operations on \(I\) require confirmation from the other party involved in the Issue or Redeem procedure and may be voided if this confirmation is not provided within a certain delay. We denote a transaction that is pending confirmation as \((T^I_{\text{op}})\), and one that is voided as \((T^I_{\text{voided}})\).

An operation that results in a transaction \(T_{op}\), can be performed in state \(\text{StartingState}\) and leads to state \(\text{OutputState}\) is denoted by \(op \rightarrow T^A_{op}\) [\(\text{StartingState} \rightarrow \text{OutputState}\)]. For simplicity, we omit non-monetary and warranty collateral transactions as well as slashing, all of which take place only on \(I\). All operations can only be performed by a specific actor.

Operations performed by issuers:

- \(\text{requestLock}\) [\(\text{IssueStart} \rightarrow \text{AwaitingMint}\)] requests permission to lock funds with a vault. The issuer locks \(i_w\) as collateral.
- \(\text{lock} \rightarrow T^I_{\text{lock}}\) [\(\text{AwaitingMint} \rightarrow \text{AwaitingMint}\)] locks ZEC with a vault.
- \(\text{mint} \rightarrow (T^I_{\text{mint}})\) [\(\text{AwaitingMint} \rightarrow \text{AwaitingMint}\)] locks the issuer to mint a hidden amount of wZEC on \(I\) upon confirmation.

If the vault fails to perform \(\text{confirmIssue}\) within \(\Delta_{\text{confirmIssue}}\), \(T^I_{\text{mint}}\) is automatically confirmed and \(i_w\) is deducted from the vault’s collateral.

Operations performed by redeemers:

- \(\text{burn} \rightarrow (T^I_{\text{burn}})\) [\(\text{RedeemStart} \rightarrow \text{AwaitRedeemConfirm}\)] requests a specific vault to release ZEC and burns an equivalent amount of wZEC upon confirmation. The redeemer locks \(i_w\) as collateral.

If the vault fails to perform \(\text{confirmRedeem}\) within \(\Delta_{\text{confirmRedeem}}\), \(T^I_{\text{burn}}\) is voided and \(i_w\) is deducted from the vault’s collateral.

Operations performed by vaults:

- \(\text{challengeIssue}\) [\(\text{AwaitIssueConfirm} \rightarrow \text{IssueChallenged}\)] allows a vault to prove that \(T^Z_{\text{lock}}\) has not been correctly encrypted to it in \((T^I_{\text{mint}})\).
- \(\text{challengeRedeem}\) [\(\text{AwaitRedeemConfirm} \rightarrow \text{RedeemChallenged}\)] allows a vault to prove that \(T^Z_{\text{release}}\) has not been correctly encrypted to it in \((T^I_{\text{burn}})\).
- \(\text{release} \rightarrow T^Z_{\text{release}}\) [\(\text{AwaitRedeemConfirm} \rightarrow \text{AwaitRedeemConfirm}\)] releases funds to a redeemer.
- \(\text{confirmIssue}\) [\(\text{AwaitIssueConfirm} \rightarrow \text{IssueSuccess}\)] allows a vault to confirm that it has received \(T^Z_{\text{lock}}\), confirming the pending \((T^I_{\text{mint}})\) transaction.
- \(\text{confirmRedeem}\) [\(\text{AwaitRedeemConfirm} \rightarrow \text{RedeemSuccess}\)] proves that the vault has released funds in \(T^Z_{\text{release}}\), confirming the pending \((T^I_{\text{burn}})\) transaction.
- \(\text{submitPOB}\) [\(\text{VaultRegistered} \mid \text{IssueStart} \mid \text{NotIssuing} \rightarrow \text{NotIssuing}\)] submits a proof of balance. Vaults may perform this operation in order to prevent liquidation instead of \(\text{submitPOC}\) if they don’t wish to become available for new lock requests.
- \(\text{submitPOC}\) [\(\text{VaultRegistered} \mid \text{IssueStart} \mid \text{NotIssuing} \rightarrow \text{IssueStart}\)] submits a proof of capacity.
- \(\text{submitPOI}\) [\(\text{NotRedeeming} \mid \text{RedeemStart} \rightarrow \text{NotRedeeming}\)] submits a proof of insolvency.

Based on these operations, the Issue and Redeem protocols are summarised in pseudocode in Algorithms 1 and 2 respectively.

**Algorithm 1 Issue**

**Require:** VAULT has enough collateral
1: VAULT executes \(\text{submitPOC}\)
2: if ISSUER executes \(\text{requestLock}\) and receives a lock permit then
3: \(\text{ISSUER executes lock} \rightarrow T^Z_{\text{lock}}\) within \(\Delta_{\text{mint}}\) then
4: \(\text{if ISSUER executes mint} \rightarrow (T^I_{\text{mint}})\) within \(\Delta_{\text{mint}}\) then
5: \(\text{if VAULT executes} \text{challengeIssue within} \Delta_{\text{confirmIssue}}\) then
6: \(\rightarrow T^I_{\text{mint}}\)
7: else
8: \(\text{VAULT may execute} \text{confirmIssue within} \Delta_{\text{confirmIssue}}\)
9: \(\rightarrow T^I_{\text{mint}}\)
10: end if
11: end if
12: end if

**Algorithm 2 Redeem**

**Require:** VAULT has not called \(\text{submitPOI}\) since last issuing
1: REDEEMER executes \(\text{burn} \rightarrow (T^I_{\text{burn}})\)
2: if VAULT executes \(\text{challengeRedeem within} \Delta_{\text{confirmRedeem}}\) then
3: \(\rightarrow T^I_{\text{burn}}\)
4: else
5: \(\text{VAULT executes release} \rightarrow T^Z_{\text{release}}\)
6: if VAULT executes \(\text{confirmRedeem within} \Delta_{\text{confirmRedeem}}\) then
7: \(\rightarrow T^I_{\text{burn}}\)
8: else
9: \(\rightarrow T^I_{\text{burn}}\)
10: end if
11: end if
IV. ATTACK VECTORS AND POINTS OF FAILURE

We discuss here a range of attacks and points of failure in ZCLAIM and offer mitigation strategies. Where not specified otherwise, the discussion on vulnerabilities presented in the security analysis of XCLAIM [5, Section VII] also holds here.

A. Inference attacks

Without a robust splitting strategy, vaults may guess the users’ identity through the amounts in lock and release transactions in which they are involved.

In the simplest scenario, if a user locks an amount with a vault which matches a recent transparent-to-shielded transaction, the vault may deduce the origin of the funds [33] and infer the user’s identity from activity associated with the transparent address.

The same attack is possible if a vault is able to deduce or estimate the total from one or a small subset of the amounts sent to it. The splitting strategy defined in Section [V-B] aims to prevent this sort of attack. The privacy provided by this strategy is analysed in the remainder of said section.

B. Chain relay poisoning

Chain relay poisoning involves an adversary triggering a chain reorganisation such that a previously accepted transaction is invalidated; in other words, bypassing the relay system’s consensus validation mechanism.

Since Zcash has probabilistic finality, this is in theory always possible. However, a common practice consists in deeming only blocks at depth $h \geq k$ to have reached consensus, where $k$ is a security parameter denoting the block depth at which the likelihood of an adversary with computational power bounded by $\alpha \leq 33\%$ [33] triggering a chain reorganisation becomes negligible. This threshold is usually a low number due to the probability of a successful attack decreasing exponentially with increasing depth. Nevertheless, it must be noted that the dangerous assumption here is not the threshold $k$ but $\alpha$. The costs required to reach this threshold vary wildly for different cryptocurrencies and a more in-depth exploration of the feasibility of such an attack on Zcash is recommended in order to find sensible values for these parameters.

Furthermore, a poisoning attack may be successful well below this threshold $\alpha$ if the relay system is deprived of recent block header data [5, Section VII-A]. This is a common vulnerability to interoperability schemes and may involve intricate attacks in which relayers are isolated from the rest of their peers in the network and misled to accept the attacker’s chain as the longest, in what is commonly known as an eclipse attack [34]. Note that as long as there is one honest relayer connected to the rest of the network, the cost of attacking the relay system is the same as that of running a 51% attack, since block headers are verified based on proof of work and not on the number of relayers submitting them.

Such attacks along with mitigation strategies have been discussed previously in the literature [34], [35], [36], [37], and we refer the reader in particular to analyses on Bitcoin and Bitcoin-based blockchains (such as Zcash is) for mitigation strategies [34], [37].

C. Exchange rate poisoning

If the exchange rate oracle is manipulated to provide an erroneous price feed, the protocol may fail to maintain proper collateralisation of the issued assets. An artificially high exchange rate would allow vaults to issue ZEC or unlock collateral such that they become undercollateralised after the attack. On the other hand, an artificially low exchange rate may trigger mass liquidation and allow users to buy vaults’ collateral at an unfair price.

It is thus important to guarantee the reliability of the exchange rate oracle. Blockchain oracles aim to solve this exact problem [38], [39], aggregating exchange rates from different sources, leveraging economic incentives to reinforce their veracity and providing dispute mechanisms in case of discrepancies. These systems are, without question, safer than relying on a single source to provide an exchange rate, though they may still fail under certain circumstances [40].

D. Replay attacks on inclusion proofs

ZCLAIM prevents replay attacks on lock and release transactions in which a user reuses a past lock transaction to mint wZEC or a vault reuses a release transaction to decrease their ZEC obligations, as follows.

The nonce $n_{\text{permit}}$ generated in lock permits must be used to generate the note commitment trapdoor in lock transactions, which is enforced in the zero knowledge proof in Mint transfers. This ensures that every lock transaction is uniquely associated with the corresponding Issue procedure. As for release transactions, protection from replay attacks is implicit since the note commitment is generated in advance by the redeemer. A vault can only replay a release inclusion proof if the redeemer purposefully chooses the same note values, most notably the same note commitment trapdoor as in a previous Burn transfer.

E. Counterfeiting

We define counterfeiting as the issuing of wZEC which is not backed by an equivalent amount of collateral. As previously outlined, vaults must periodically provide proofs of balance showing that their ZEC obligations are collateralised above a certain ratio. If a vault fails to do so and the exchange rate changes by a certain margin since their last statement, partial liquidation of their collateral is triggered. This ensures the collateralisation ratio never falls below a certain minimum. Furthermore, proofs of capacity ensure that such a statement will hold after a mint. See [4, Section 5.12] for more details on balance statements.

Note that wZEC does not need to be fully backed by ZEC, which is impossible to guarantee while maintaining the vaults’ transaction history private. A vault may very well reuse ZEC it has received to issue more wZEC; but it will remain unable to unlock its collateral until it has released ZEC to redeemers or acquired and burnt wZEC itself.
F. Sudden devaluation

Given the historically high volatility in cryptocurrency markets [41, 42], the risk of sudden, extreme devaluation of either one of Zcash or the issuing currency w.r.t. the other is non-negligible. In case of a drop in the valuation of Zcash, ZCLAIM would continue to operate normally. In the opposite case, the consequences would be similar to those discussed in Section [IV-C] and ZCLAIM would eventually no longer function. The strategy proposed in XCLAIM [5, p. 3] can be employed to mitigate the risk.

V. Splitting strategy and analysis of inference attacks

In this section, we demonstrate that vaults cannot infer the total value prior to splitting. We consider a simple threat model that describes what a single vault can infer from each quantity received. We assume the user has an amount \( v_{\text{tot}} \) to transfer which is split among \( k \) vaults, where \( k \) is a low power of two. If any vault receives an amount \( v \), the vault knows that \( v_{\text{tot}} \geq v \). If the user transfers an amount \( v_{\text{tot}} \), then at least one vault will receive \( v_{\text{tot}}/k \) and so they can infer that the total amount must be at least \( v_{\text{tot}}/k \). This means that at the very high values of \( v_{\text{tot}} \), anonymity suffers.

We remark here that transaction fees on Zcash are generally very low [3], hence requiring a total of up to e.g. \( k = 16 \) transactions per transfer is a realistic solution. Nevertheless, this also needs to be the case on the issuing chain.

A. A scale-independent prior

The amount received by each vault is used to assign a probability to the total amount using Bayesian inference. This relies on a prior distribution on the total amount a user might wish to transfer. This amount may span many orders of magnitude, but the scale must be kept private. We assume that the total amount is an integer in the range \([1, 2^h - 1]\). The prior distribution is then sampled as \( T = 2^N + A \), where \( N \) is chosen uniformly from the integers in \([0, h]\), and \( A \) is chosen uniformly from the integers in \([0, 2^N - 1]\).

B. Proposed splitting protocol

In our splitting protocol, each user splits their total amount \( v_{\text{tot}} \) into \( k \) pieces. We restrict the size of each piece to 0 or powers of two. To attribute piece sizes, an obvious protocol is to use the powers of two that correspond to the highest 1 bits in the binary representation of the total amount \( v_{\text{tot}} \). However, this would give away information about the total, since each piece would eliminate half the possible values. We get around this only using pieces of sizes from 0 to \( 2^m \), where \( m = h + 1 - \log_2 k \). If \( v_{\text{tot}} \) is large, many pieces must be of size \( 2^m \), which unfortunately means there are less pieces to use on bits.

If the total amount \( t \) to split is in \([1, 2^m - 1]\) then the splitting procedure is as follows:

- Let \( c = \max\{1, 2^{\log_2 v_{\text{tot}} + 1 - k/2}\} \).
- Choose an integer \( i \) uniformly at random from \([0, c|v_{\text{tot}}/e|]\).
- When \( e > 1 \), do not transfer \( v_{\text{tot}} - e|v_{\text{tot}}/e| \) tokens.
- Split the remaining \( e|v_{\text{tot}}/e| \) tokens into \( ei \) and \( e\left(\lfloor v_{\text{tot}}/e\rfloor - i\right) \), then split each of those into powers of 2.
- If this gives less than \( k \) pieces, then pad with 0s.

If the amount \( v_{\text{tot}} \) is in \([2^{m+1}, 2^h - 1]\), then the splitting procedure is as follows:

- Let \( d = |v_{\text{tot}}/2^m| - 1 \), \( c = \lfloor(k - d)/2\rfloor \) and \( e = 2^m-c \).
- Split the total amount into \( d \) pieces of size \( 2^m \).
- Do not transfer \( v_{\text{tot}} - e|v_{\text{tot}}/e| \) tokens.
- Choose an integer \( i \) uniformly at random from \([0, |v_{\text{tot}}/e| - d2^m/e] \) and split the remaining \( e|v_{\text{tot}}/e| - d2^m - ie \) tokens firstly into \( ie \) and \( e|v_{\text{tot}}/e| - d2^m - ie \).
- Split these into powers of two and pad with 0s to form \( k \) pieces.

Note that this never gives the user more than \( k \) pieces.

C. Forward probabilities

Assuming the user has a total of \( v_{\text{tot}} \) tokens, we now consider the probability that a vault chosen at random from the \( k \) vaults has a piece size of \( 2^c \), for some \( 0 \leq j \leq m \). We write \( X_0, X_1, \ldots, X_{m+1} \) to denote random variables indicating the number of pieces of size \( 0, 1, \ldots, 2^m \) respectively. We write \( T \) for the random variable of the total amount. The probability that a randomly-chosen vault has a piece size of \( 2^{c-1} \) for some \( 1 \leq j \leq m + 1 \), given that the user had \( v_{\text{tot}} \) in total, is then \( E[X_j|T = v_{\text{tot}}]/k \).

Lemma V.1 If \( i \) is selected uniformly at random from the integers in \([0, 2^c + a]\) for some integer \( 0 \leq a < 2^c \), and \( Y_j \) denotes the \( j \)th bit of \( i \), then:

(i) For \( 0 \leq j \leq c \), \( 1/4 \leq Pr[Y_j = 1] \leq 3/4 \).
(ii) \( Pr[Y_{c+1} = 1] \leq 1/2 \).
(iii) The expected number of 1s in the binary expansion of \( i \), \( E[\sum_j Y_j] \), is between \( c/4 \) and \((3c + 2)/4 \).

The lemma follows from the fact that selecting \( i \) from \([0, 2^c - 1]\) means that each bit would be 1 with probability \( 1/2 \), and selecting \( i \) from \([0, 2^c + a]\) means that \( i \) is in \([0, 2^c - 1]\) with probability \( 1/2 \).

It follows easily from the definition of the protocol and Lemma [V.1] that:

Lemma V.2

(i) For \( 1 \leq j \leq m - k/2 \), \( E[X_j|T = v_{\text{tot}}] \leq 3/2 \)
(ii) \( E[X_m|T = v_{\text{tot}}] \leq \lceil 1/2m \rceil \)
(iii) \( E[X_0|T = v_{\text{tot}}] \leq k \)

The following lemma requires analysing a great many cases, for which there is no space here.

Lemma V.3

(i) For \( 1 \leq j \leq m - k/2 \), \( E[X_j] \geq k/4h \)
(ii) \( m-k/2 < j < m + 1 \), \( E[X_j] \geq \max\{m+1-j,\log_2 k\}/2m \)
(iii) \( E[X_{m+1}] \geq 3(k - 2\log_2 k)/4h \)
(iv) \( E[X_0] \geq k/8 \)
D. Inference step

We now assume that a vault has received an amount $v$, an instance of a random variable $V$, and consider what information we gain about $T$. It is evident that $t \geq v$, so many values of $t$ can be ruled out. Nonetheless, here we show that the probability of any particular value of $t$ greater than $v$ is not substantially larger than the probability given by the prior.

Theorem V.4 For any $j, t$ with $Pr[T = t] = 2^{j+1} > 0$ and either $1 \leq j < m + 1$ or $t < 2^{m+1}$, we have:

$$Pr[T = v_{tot} | V = 2^{j+1}] \leq \frac{3h}{\min\{k/2, \max\{m + 1 - j, \log_2 k\}\}}$$

For $V = 0$, we have:

$$Pr[T = v_{tot} | V = 0] \leq 8 Pr[T = t]$$

For $V = 2^m$, $t \geq 2^{m+1}$,

$$Pr[T = v_{tot} | V = 2^m] \leq Pr[T = v_{tot}] \cdot \frac{4h}{3(k - 2 \log_2 k)}$$

Proof By Bayes rule, for $v \in 0, 1 \ldots 2^m$:

$$Pr[T = t | V = v] = \frac{Pr[V = v | T = v_{tot}] \cdot Pr[T = v_{tot}]}{Pr[V = v]}$$

We are interested in upper bounding the ratio $\frac{Pr[V = v | T = v_{tot}]}{Pr[V = v]}$. This ratio is $\frac{E[X_j | T = v_{tot}]}{E[X_j]}$ for respective $j$, with $Pr[V = v] = E[X_j]/k$. We may now simply substitute the upper bounds on $E[X_j | T = v_{tot}]$ given by Lemma V.3, and the lower bounds on $E[X_j]$ given by Lemma V.3 to obtain the upper bound on the ratio on each case.

E. Analysis

Substantial anonymity is achieved if $v_{tot}$ is not close to its maximum value. Conditioning on $v_{tot} > 2^{j+1}$ rules out $n \leq j$, and thus gives $Pr[T = v_{tot} | T > 2^{j+1}] = Pr[T = v_{tot} | h_j]$.

Because of the choice of splitting procedure, receiving a piece of size $2^{j+1}$ gives $k/2$ possibilities for $n$, where $j + 1 \leq n \leq j + k/2$. This is why a factor of $\frac{k}{k/2}$ appears in the inequality for this range. However for $j + k/2 \geq n > m + 1$, pieces of size $2^m$ would be required, leaving fewer pairs to use for splitting and fewer possible $n$ which satisfy $j > m - k/2$.

Hence we note that for larger values of $v_{tot}$, the anonymity is worse. However, crucially, the number of possible values for $n$ never falls below $\log_2 k$.

VI. LIMITATIONS AND FUTURE WORK

We have argued that 

ZCLAIM provides privacy in cross-chain transfers, but many of the benefits of interoperability remain unattainable if privacy is to be maintained. Once on the issuing chain, it is likely that interacting with the chain in any way other than through plain transactions would require the user to first convert the wrapped shielded assets to transparent assets. Private exchanges have been proposed in the literature [44], but to the authors’ knowledge none currently exists in the blockchain landscape.

There exist also a number of limitations inherent to the current design of the protocol, such as the number of transactions required for one cross-chain transfer following the splitting strategy. As pointed out in Section V.B, this in not a problem on the Zcash side. However, it imposes a limitation on which blockchains can realistically function as an issuing chain, as transaction fees on some blockchains can be orders of magnitudes higher than Zcash’s.

Furthermore, the protocol presents a bootstrapping problem, in that it depends on a sufficiently large number of vaults with enough liquidity in order to function properly, which in turn depend on serving enough requests to be profitable.

The way issue and redeem availability is currently awarded, i.e., via the vault proving that it has at least the equivalent of $v_{max}$ in free collateral or by it revealing that it holds no $ZEC$ obligations, respectively, is non-optimal and may reveal information about the transacted amount. Other approaches should be explored, such as issue and redeem requests being assigned to vaults based on on-chain randomness, wherein the vault chooses whether to accept it or not. Additionally, although the number of concurrent Issue or Redeem requests being served by a vault is currently limited to one, we think concurrent requests should be feasible with minor modifications. It may also prove beneficial to allow vaults to set transaction fees themselves, allowing them to fend off network congestion and at the same time incentivising competitiveness.

Furthermore, although the protocol as presented in this paper assumes that the currency being wrapped is Zcash, it can be adapted to any implementation of Sapling on another chain. Such implementations currently exist e.g. on Tezos [45, 46] and there are a number of adaptations of the Zerocash protocol deployed in smart contracts, for instance on Ethereum [47] and Quorum [48]. The changes required for compatibility would mostly limit themselves to the relay system and note commitment verification, whereas the protocol logic is independent of any specific implementation.

ZCLAIM is currently being adapted to the more recent Orchard version of Zcash and is to be extended for usage with multi-asset shielded pool extensions of the Zcash protocol.

VII. CONCLUSION

We have shown that it is possible to maintain the privacy-preserving qualities of the Sapling specification of Zcash in cross-chain transfers. More generally speaking, we provide a scheme for a decentralised cross-chain transfer protocol that integrates with a privacy-oriented cryptocurrency. We show that no single intermediary can infer the total amount transferred through the bridge.
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