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Abstract: This paper presents a programming framework for simulation of the mobile robot. Model of Khepera III robot with IR proximity sensors was considered as a base model for tests of proposed system. Architecture of designed software was presented with the use of UML class diagram.
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1. Introduction

Simulation of the mobile robot trajectory can be performed with the use of several specialized and dedicated robot simulation platforms. Among a vast of possibilities, one of the most known is Visual Robot Experimentation Platform (V-REP) [13]. It includes significant number of useful modules, as well as its own simulation framework. Process of modelling and further simulation with the use of V-REP environment was presented in [8]. Same software bundle, but used to propose conditioned anxiety mechanism in mobile robotics, can be found in [7]. Overview of path planning using V-REP was presented in [10].

Another example is ARGoS environment, which allows user to perform robot simulation, however it lacks several features which can be found in V-REP package. It was designed to cover the area of large-scale heterogeneous robot swarms simulation which was not provided by already existed simulators [2]. ARGoS simulation of 10 marXbot robots performing a dispersion behavior can be found in [12].

Gazebo is yet another simulation framework used e.g. in mobile robotics. It is still actively developed since 2002. Among large set of features, Gazebo introduces components such as Dynamics Simulation, Advanced 3D Graphics and Cloud Simulation – which allows user to run simulation on Amazon AWS and GzWeb. Example of simulation system based on ROS and Gazebo for RoboCup Middle Size League is described in [3]. More insight on differences between V-REP and Gazebo, can be found in [6].

To contrast an approach of great and powerful simulations packages (and its variety of possible usage), this paper is intended to propose minimalistic version of simulation framework. Author took an effort to create a proposal of the software framework architecture, which can be easily implemented.

Main motivation of this paper is to present flexible structure inde-
pendently with the use of open source components, by anyone interested in such an area of study.

Architecture of proposed solution was introduced with the use of UML notation, which has numerous examples of usage across several fields of study. Proposal of robot behavior modelling with the use of UML notation was presented in [1]. Use of UML in modelling of multi-agent system (MAS) was presented in [9]. Additionally to the UML usage, proposed solution is based on agent, state-space model of mobile robot. Agent approach presented in [11], which incorporated elements from systematic way of designing control systems for fields robot [4] was used. Simulations presented in this paper employed Braitenberg algorithm to control the robot during movement to the target. Additionally, discrete model of kinematics presented in [11] was used.

2. Preliminaries

2.1. State-space agent model

Adjusted agent model for Khepera III robot proposed in [11] is presented below:

\[ A = \{p, e, c, f\}, \]

where \( p \) and \( e \) are sets of virtual receptors and effectors, \( c \) is a control system and \( f \) is a nonlinear transition function.

In a simulation of robot movement, virtual receptors and virtual effectors can be treated as equal to its real equivalents. In real, physical systems it is needed to make clear distinction between real and virtual pairs of effectors and receptors. It is essential to organize data transfer and responsibilities between abstraction layers: real and virtual one. More insight on this approach can be found in universal model of robotic system [4]. During software simulation this case is not valid. Lack of additional system physical layer of the system concludes no distinction between virtual and real receptors and effectors (issue of e.g. data transfer and its pre and post-processing is not applicable).

Accordingly, three basic transition functions needs to be defined. For the considered model of the robot, goal of the simulation is to reach final destination (defined as two-dimensional restricted area). In each step on its way to the target, one of the three function is executed: transition function \((f)\), arrival to target function \((f')\) or error function \((f''\)). Possible transitions between those functions are presented in figure 1.
3. Framework structure

Internal structure of an embodied agent presented in [4] can be taken as an aggregation of control subsystem, virtual/real receptors and effectors. Selection of current behavior of the agent, implies data exchange between each of the internal modules.

Simulation of a mobile robot based on such an approach required architecture based on object oriented programming (OOP) [5]. Beside relations inside of an agent, simulations object needs to be defined in order to constraint all elements and actions required during single trial.

3.1. Components of the simulation

UML class diagram is presented in figure 2. Class Model provides a concept of the robot representation. Class Robot extends base class with robot dependent variables declarations.

Definitions of Receptor and Effector were separated from Model in order to provide atomization of each component. This approach allows the user to enhance code with the new solutions, e.g. definition of a class extends Receptor or Effector. Model is composed with the use of Effector and Receptor instances. Key functions aforementioned in 2.1 were defined as methods of Model class and can be extended with the use of Robot methods definition.

Object of class Simulation itself is setting up preliminary values for desired simulation, such as: start position of the mobile robot, position of the target, maximum number of iterations (steps) to be performed. It is composed with the use of Robot class instance and Obstacle class instance. According to figure 2, Obstacle object instance is not mandatory to perform the simulation.

Fig. 1. Transitions between simulation functions
Rys. 1. Diagram tranzycji pomiędzy funkcjami symulacji

Fig. 2. UML class diagram of proposed framework
Rys. 2. Diagram klas proponowanego szkieletu w notacji UML
3.2. Simulation algorithm

In order to perform a single simulation, there is a need to create an instance of class `Simulation` with desired parameters. Starting and target points coordinates as well as maximum number of iterations (allowed number of steps) must be defined. Schema of the simulation algorithm is presented in figure 3.

4. Simulations

Implementation of the simulation framework, beside the source code which incorporate hierarchy from figure 2, requires additional components. What can be observe in figure 3, application executes framework logic and stores all of the results values such as current state or placement of the obstacles presented across the simulation environment.

Graphical User Interface (GUI) should be in place as it takes part in evaluation of the results correctness. Example of components types and relations is shown in figure 4.
Fig. 5. Trajectory simulation with obstacle as oblong shape
Rys. 5. Symulacja trajektorii z przeszkodą o podłużnym kształcie

Fig. 6. Trajectory simulation with obstacle as circle
Rys. 6. Symulacja trajektorii z przeszkodą o okrągłym kształcie

Fig. 7. Trajectory simulation with obstacle as oblong shape with defect of right-side sensors
Rys. 7. Symulacja trajektorii z przeszkodą o podłużnym kształcie oraz defektem prawostronnych sensorów

Fig. 8. Trajectory simulation with obstacle as oblong shape with defect of frontal sensors
Rys. 8. Symulacja trajektorii z przeszkodą o podłużnym kształcie oraz defektem przednich sensorów

Fig. 9. Trajectory simulation with obstacle as circle with defect of right-side sensors
Rys. 9. Symulacja trajektorii z przeszkodą o okrągłym kształcie oraz defektem prawostronnych sensorów

Fig. 10. Trajectory simulation with obstacle as circle with defect of frontal sensors
Rys. 10. Symulacja trajektorii z przeszkodą o okrągłym kształcie oraz defektem przednich sensorów
To verify correctness of the proposed solution, several tests (related to those presented in [11]) has been performed. Khepera mobile robot model was used. In figure 5 simulation with single obstacle defined as oblong shape has been presented. In figure 6 simulation with single obstacle defined as circle has been presented. For the test purposes, number of receptors and its weights were defined same way as in [11]. Additionally, two more test scenarios for each of those two types of obstacle shapes (oblong and circle) were defined: first one with the defect of left-side sensors, second one with the defect of frontal set of sensors.

What can be observed in each of the proposed test schemas, robot behaved as it was expected, especially in scenarios, when particular group of sensors were not used by the simulations. While right-side sensors were deactivated, left side sensors provided data, which was enough to conduct robot trajectory in the right side of the obstacle. Figure 10 presents the vulnerability of simulation algorithm. Error function (f′′) implementation and enhancement of the mechanism responsible for the recovery from the error state needs an improvement in order to avoid such cases in the future simulations.

The goal of described simulations was to verify correctness of simple behaviors of framework as a whole. Feasibility of applying changes inside of its definition was crucial to achieve. Framework can be easily modified across all of the modules defined in entire solution. Separation of receptors and effectors modules from control module, allows user to introduce specific changes only in the scope of particular single responsibility of each module.

5. Final conclusions

In this paper, simulation framework for mobile robot based on agent approach was presented. Simulation tests with Khepera III model applied were successfully conducted with the use of Braitenberg algorithm. Architecture of proposed solution can be generalized onto several classes of mobile robots - availability to specify core modules of described framework is required. It can be enhanced with custom, specialized elements (objects) of simulation in order to provide more detailed scenarios of use.

Modules separation is the very first step on the way to customize simulation in order to fulfill all of the users’ requirements. Built solution will help the author in research of several mobile robots movements in bounded environment. It can also help in investigation of e.g. conditioned anxiety of mobile robots.

Further improvements of proposed system can be performed by implementing all of the steps of systematic method of designing control systems presented in [4]. For example extraction of behavior selection automaton into separate class can be performed in order to provide more flexibility inside framework architecture.
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Szkielet oprogramowania do symulacji robota mobilnego

Streszczenie: W artykule zaprezentowano szkielet oprogramowania do symulacji kołowego robota mobilnego. Jako przykład rzeczywistego robota przedstawiono robot Khepera III z czujnikami IR do wykrywania i omijania przeszkód. Zaprezentowany szkielet jest niezależny od fizycznej reprezentacji robota mobilnego.

Słowa kluczowe: robotyka mobilna, symulacja, szkielet oprogramowania
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