GRAPHERY: interactive tutorials for biological network algorithms
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Abstract

Networks have been an excellent framework for modeling complex biological information, but the methodological details of network-based tools are often described for a technical audience. We have developed GRAPHERY, an interactive tutorial webserver that illustrates foundational graph concepts frequently used in network-based methods. Each tutorial describes a graph concept along with executable Python code that can be interactively run on a graph. Users navigate each tutorial using their choice of real-world biological networks that highlight the diverse applications of network algorithms. GRAPHERY also allows users to modify the code within each tutorial or write new programs, which all can be executed without requiring an account. GRAPHERY accepts ideas for new tutorials and datasets that will be shaped by both computational and biological researchers, growing into a community-contributed learning platform. GRAPHERY is available at https://graphery.reedcompbio.org/.

1 Introduction

Computational biologists have long used networks, or graphs, to model complex relationships that range in scale from molecular interactions to population and community dynamics. The popularity of graphs for bioinformatics and computational biology is marked by a wealth of review articles dedicated to the topic. For example, graphs have been extensively used to model molecular interactions such as protein interactions, metabolic signaling, and gene regulatory relationships [1, 7, 30, 32]. Network algorithms have also been developed to study the molecular systems biology of complex diseases, including identifying disease genes and pathways and predicting potential drug targets [6, 8]. Beyond molecular systems, graphs have been used to model neuron connections in the brain [2], social dynamics in animals [4, 41] and energy flux in populations (e.g., food webs) [11, 16].

Alongside this development of network-based methods, the amount of available network data (e.g., constructed from experiments or by carefully curating existing literature) has exploded. Graph databases and repositories have been developed to store, query, and visualize biological networks [12, 19, 31, 38, 42–44], and biological network visualization is a subfield in its own right [15, 20]. Web-based network visualization has enabled a lightweight and interactive means for users to explore graphs without downloading a stand-alone application [3, 13, 27]. Many graph algorithms that were designed for biological networks offer their own
web-based tools, for example GeneMANIA [14] and SteinerNet [45], or have plugins for existing platforms such as Cytoscape [28].

Recent growth in biological network data has inspired novel graph algorithms that, for example, uncover important components of or identify higher-order organization within complex networks. Many of these methods are extensions of classic and well-studied graph algorithms, such as clustering and community detection, random walks and belief propagation, and finding paths and trees. With the wealth of online datasets, web-based tools, and network graph visualization platforms, researchers can run these graph algorithms on their own data. However, when it comes to interpreting the outputs of these algorithms, biological researchers often face a major obstacle: How can you interpret the outputs of an algorithm if you do not know how the algorithm works?

There has been growing recognition that it is important for biological researchers to understand the concepts that underpin current computational methodologies [5, 34, 48]. While review articles offer a broad view of an application or methodology, they tend to cite original work that may be dense for a non-computational audience. Primers and workshops have been developed to give biologists a deeper understanding of mathematical concepts, including machine learning [33], Bayesian network modeling [35], and deep learning [46]. There are also a few network-based primers and textbook chapters dedicated to giving biologists more insight into graph statistics and algorithms [10, 22, 24, 37]. While these are rich with examples and principles of graph algorithms, they do not tend to be interactive or designed for researchers who want a high-level understanding of graphs.

We present GRAPHERY, a web-based platform that offers graph tutorials, example code, and interactive graphs, all in one place. GRAPHERY is aimed at helping biological researchers understand the core concepts upon which many state-of-the-art graph algorithms are built. The central idea behind GRAPHERY is that users can read tutorials and run the associated Python code on real-world biological networks that may be relevant to their field (Supplementary Section A). GRAPHERY’s power is in the user’s ability to select a specific graph to use when working through the tutorials and run that tutorial’s Python code on the graph using a step-through debugger-style interface.

2 Audience

The majority of GRAPHERY users will be visitors who navigate the tutorials. Visitors can interact with graphs, read through the tutorials, run code, and even edit the code without logging in. We expect most visitors to be trainees and researchers from the biological sciences that commonly use bioinformatic tools to analyze their data. GRAPHERY tutorials provide written descriptions of the fundamental concepts behind common graph algorithms and enable visitors to interact with real-world networks. There is also a click-through interface that steps through Python code line-by-line, highlighting important variables.

We hope that visitors will gain an intuition about the general control flow of a piece of code by stepping through it line-by-line. A smaller number of visitors may be more familiar with programming, and GRAPHERY provides features for modifying or writing code alongside the existing tutorials and networks. However, teaching Python programming is outside the scope of our webserver.

In this paper, we describe GRAPHERY from a visitor perspective. We first present tutorials and graphs as a visitor would interact with them. We then provide details about other user roles (such as authors, translators, and administrators), GRAPHERY’s implementation, and the potential of GRAPHERY for education...
and training.

Fig 1. Tutorial view. This page includes (A) a dropdown to visualize different graphs, (B) an interactive graph visualization, (C) tutorial content (which can be switched to Spanish or Chinese translations), (D) a debugger-style editor, and (E) a list of traced variables.

3 GRAPHERY TUTORIALS

Tutorials are the heart of GRAPHERY, as they are the view where all features come together (Figure 1). The right-hand pane of the tutorial view contains the tutorial’s content, including text, images, and hyperlinks (Figure 1C). Tutorials are ordered in increasing complexity, beginning with tutorials that orient users, moving on to simple definitions and characteristics of graphs, and then delving into the main concepts behind graph algorithms (Table 1). We intentionally made these tutorials short and brief, with the goal that they build upon each other. In some cases, later tutorials use code that is described in earlier tutorials. Many of our tutorials are written in English, Chinese, and Spanish (Table 1 and inset of Figure 1C), with a goal to add more languages that reach a broader audience of network biology researchers.

GRAPHERY currently supports undirected, unweighted graphs. The tutorials cover a number of fundamental concepts about undirected graphs, including graph definitions (such as nodes, edges, node degree, paths, and trees), graph statistics and properties (such as degree distribution, clustering coefficient, and acyclicity), simple graph algorithms (such as shortest paths and spanning trees), and more advanced graph concepts (such as random walks and community detection). These tutorials serve as a foundation for describing more complicated concepts, such as label propagation (e.g. used in GeneMania [14]), Steiner trees (e.g. used in SteinerNet [45]), and k-shortest paths (e.g., used in PathLinker [40]). We are actively developing new GRAPHERY tutorials, and we welcome suggestions and contributions.

GRAPHERY contains an interactive graph visualization panel (Figure 1B) that is built upon Cytoscape.js [13]. Visitors can manually rearrange nodes in the graph and use the pan and zoom features. The drop-down in Figure 1A allows a visitor to select among a list of available biological networks for this tutorial; the networks themselves are described in more detail in the next section.
| Number | Name                        | Description                                                        | EN-US | ES | ZH-CN |
|--------|-----------------------------|--------------------------------------------------------------------|-------|----|-------|
| 001-1  | Get Started                 | Website structure and how to navigate tutorials                   | ✓     | ✓  | ✓     |
| 001-2  | Graph Primer                | Introduction to graphs in Graphery                                 | ✓     | ✓  | ✓     |
| 001-3  | Python Primer               | Introduction to Python programming                                 | ✓     | ✓  | ✓     |
| 001-4  | Programming in Graphery     | Overview of the advanced program editor features                   | ✓     | ✓  | ✓     |
| 101-1  | Counting Elements           | Introduction to graphs, nodes, and edges                           | ✓     | ✓  | ✓     |
| 101-2  | Depth First Search          | Introduction to depth first search traversal                        | ✓     | ✓  | ✓     |
| 102-1  | Degree Distribution         | Degree distribution and network global structure                   | ✓     | ✓  | ✓     |
| 102-2  | Degree Distribution 2       | Calculating the degree distribution, faster                         | ✓     | ✓  | ✓     |
| 103-1  | Shortest Paths              | Computing the shortest path between two nodes                       | ✓     | ✓  | ✓     |
| 103-2  | Shortest Paths 2            | Calculating the average shortest path length of a graph             | ✓     | ✓  | ✓     |
| 103-3  | Betweenness Centrality      | Calculating the betweenness centrality for all nodes                | ✓     | ✓  | ✓     |
| 104-1  | Trees & Acyclic Graphs      | Introduction to trees and checking for graph acyclicity             | ✓     | ✓  | ✓     |
| 104-2  | Spanning Trees              | Spanning trees on unweighted graphs                                 | ✓     | ✓  | ✓     |
| 105-1  | Clustering Coefficient      | Calculating a network’s global clustering coefficient               | ✓     | ✓  | ✓     |
| 105-2  | Clustering Coefficient 2    | Calculating the local clustering coefficient of nodes               | ✓     | ✓  | ✓     |
| 201-1  | Modularity                  | Community structure and network modularity                         | ✓     | ✓  | ✓     |
| 201-2  | Modularity 2                | Greedy community detection by maximizing modularity                | ✓     | ✓  | ✓     |
| 202-1  | Random Walks                | Introduction to random walks                                       | ✓     | ✓  | ✓     |
| 202-2  | Random Walks 2              | Random walks with restarts                                         | ✓     | ✓  | ✓     |
| 203-1  | Label Propagation           | Introduction to label propagation                                   | ✓     |    |       |

Table 1. Tutorials available in Graphery, along with their available Spanish and Chinese translations (last updated April 18, 2021).

Visitors can click through each tutorial’s Python code in the code editor, which employs a debugger-style format (Figure 1D and Supplementary Figure A2) [39]. The tool bar allows visitors to slide the step-counter or take one- or five-step jumps with the next/reverse buttons. Importantly, the code contains traced variables, which appear in a variable list (Figure 1E) and are also highlighted in the graph itself. Figure 2 shows the result after running the code in the Get Started tutorial, which selects a random node and a random edge in the graph.

Some visitors may be interested in learning more about how the Python code carries out the specified tasks. The code editor offers additional features for visitors to gain familiarity with programming in the context of the displayed tutorial. After unlocking the editor (by clicking the lock button on the toolbar or changing Graphery’s settings), visitors can change the variables being traced, change hard-coded parameters to observe their effects, or write completely new functions within the editor. Whenever the code is changed, visitors just need to execute the code with a one-button

Fig 2. Example of the code after execution (Panels D and E from Figure 1). The list of traced variables is now populated and graph variables are highlighted in the interactive panel.
click and the new modifications will be applied. **GRAPHERY** provides remote execution capabilities (the cloud button with an up arrow), or local execution capabilities on the user’s machine if a back-end server is running (the cloud button with a down arrow). Through these features, **GRAPHERY** visitors with different programming experience levels can learn from each tutorial.

### 4 Graphery Graphs

If tutorials are the heart of **GRAPHERY**, biological networks are the cardiovascular system. The tutorials would not be useful on their own without the ability for visitors to walk through the code using graphs. Further, these graphs are not only examples, but come from real-world datasets and applications. Each graph contains a description of the underlying dataset (Supplementary Figures A1 and A2). The drop-down allows users to specify other graphs on which the Python code can be executed (Figure 1A). **GRAPHERY** also offers a playground feature where users can open a biological network with a code editor and interact with the graph independent of any specific tutorial (Supplementary Figure A3).

The biological networks in **GRAPHERY** span different scales of biology, from molecular interactions to population dynamics (Table 2). Further, they also capture networks relevant to different diseases (such as tuberculosis spread in a badger population, tumor cell evolution, and dysregulated protein networks). There is a current focus on protein-protein interactions and signaling pathways due to the authors’ research areas, and we are continuing to expand the selection of biological networks to other domains and network topologies. Just like tutorials, we are actively posting new **GRAPHERY** graphs, and we welcome both suggestions and contributions.

### 5 Other Roles in Graphery

While visitors are the most common type of users, **GRAPHERY** provides other roles that support the development and maintenance of the webserver. **Authors** are users who contribute new tutorials and/or graphs. Authors have control over which graphs are utilized in their tutorial, tutorial/network graph categories, and whether their content is published (viewable by visitors). **Translators** are users who write translations of the existing tutorials. Translators have flexibility in their translated content, for example by including references to additional or alternate sources that are more readily accessible in some countries. **Administrators** have control over all content published on **GRAPHERY**, including those published by other authors and translators. These user roles require an account, which is maintained by an administrator.

Authors, translators, and administrators add content to **GRAPHERY** through a user-friendly control panel (Supplementary Section B and Supplementary Figure B4). The control panel supports image upload, image upload, and image upload.

| Name                                   | Network Type                  | Refs   | EN-US | ES | ZH-CN |
|----------------------------------------|-------------------------------|--------|-------|----|-------|
| Badger Social Network                  | disease; social network      | [47]   | ✓     | ✓  | ✓     |
| Colorectal Cancer Evolution Tree       | disease; evolution           | [9]    | ✓     | ✓  | ✓     |
| Competition Graph of Yellowstone Food Web | ecology; food web          | [25]   | ✓     | ✓  | ✓     |
| Fog Signaling Pathway (fly)            | protein interactions; pathway| [29, 36] | ✓     | ✓  | ✓     |
| Food Web of Intertidal Species in WA   | ecology; food web            | [21]   | ✓     | ✓  | ✓     |
| Interleukin-9 Signaling Pathway (human)| protein interactions; pathway| [23]   | ✓     | ✓  | ✓     |
| Pan-Cancer Network                     | disease; protein interactions| [26]   | ✓     | ✓  | ✓     |
| Protein Transport Complex (fly)        | protein interactions         | [17]   | ✓     | ✓  | ✓     |
| Tutorial Network                       | base network for tutorials   |        | ✓     | ✓  | ✓     |

**Table 2.** Biological networks available as **GRAPHERY** graphs (last updated April 18, 2021).
6 Graphery for Education and Training

Graphery has potential to be adapted for computational biology education and training at multiple levels, from high school students to bioinformaticians new to systems biology. In its current state, we believe that the majority of Graphery visitors will be (a) trainees in the biological sciences who may commonly use tools with graph algorithms (b) undergraduate science majors without substantial programming experience. With these groups of trainees in mind, we considered core competencies described by two overlapping but distinct societies: the Curriculum Task Force of the International Society for Computational Biology (ISCB) Education Committee [34] and The Network for Integrating Bioinformatics into Life Sciences Education (NIBLSE) [49]. ISCB’s competencies were focus on bioinformatics training, whereas NIBLSE focus on computational competencies designed for trainees in the life sciences. We mapped common Graphery tasks (reading tutorials, interacting with graphs and code, modifying code, and writing code) with core competencies laid out by ISMB and NIBLSE (Supplementary Figure D5). All visitors will be able to evaluate graph algorithms in the context of systems biology and use bioinformatics tools to explore biological interactions and networks. As visitors engage more with the tutorials by learning about the code, they will begin to understand the algorithms and try adapting them with minor changes to the code. More experienced visitors who write new programs will learn about computing requirements needed to solve a problem. We note that there is no assessment in place for Graphery tutorials, so carefully designed user studies are needed to fully determine Graphery’s potential in education and training.

7 DISCUSSION

Graphery provides an interactive environment to learn about concepts in graph algorithms that form the foundation of many state-of-the-art methods. The combination of tutorials, code, and real-world graphs encourages learning in a more engaging way than the tutorials alone. We believe that Graphery has the potential to become a mainstay learning tool for biological researchers at any career stage, from students to principal investigators.

We have come across some limitations in implementing our first tutorials and graphs. First, Graphery visualizes undirected, unweighted graphs, which we acknowledge is only a subset of the type of graphs used in biological applications. We plan to extend Graphery to support directed graphs, weighted graphs, and multigraphs (all of which Cytoscape.js supports). Second, we have found that even classic graph algorithms require a fair amount of background knowledge. While the tutorial content can describe this knowledge, the associated code must not incur an unreasonable number of steps for the code editor. For example, while graph clustering is intuitive to describe at a high level, the code to cluster graphs (and trace the relevant variables) may end up taking hundreds of thousands of steps, even for the smallest graphs. Our approach to this challenge is to ensure that the tutorials describe small, modular components of algorithms that can be combined for later tutorials. We also plan to implement additional step jumping tools to the execution set to help navigate code with many steps. Finally, we believe that the real-world biological networks in Graphery are a fantastic way for biologists to better understand graph algorithms, but finding small and
relevant graphs that describe real biological systems has been more difficult than we initially expected. Some of our networks have been suggested by biological experts, which has proved to be a successful way to add graphs to GRAPHERY.

In addition to adding new graphs and tutorials, our team has plans for larger updates to help users better understand the provided code. The current graph API was originally developed for GRAPHERY tutorials, and users who wish to modify or write code must have a basic understanding of object oriented programming and some knowledge of the underlying graph objects. While this information is described in the Programming in GRAPHERY tutorial and on our documentation webpage (Supplementary Section C), we plan to swap our custom API with a graph package such as networkx [18]. This will help users already familiar with networkx to be able to modify code easily, and there will be a large amount of existing resources for programming support. While GRAPHERY is not explicitly designed to teach users how to program in Python, this modification will help users understand the programs provided in the tutorials.

Lastly, GRAPHERY will become a better webserver with more involvement from the network biology community. In addition to suggesting new tutorials and graphs, future versions will provide citations for current papers that use the concepts in each tutorial. We welcome anyone who wishes to contribute new content for the website; they will be acknowledged as an author on the networks and tutorials. GRAPHERY has potential to reach a broad audience through the translated pages, and we are actively seeking more translators to help us with this task (especially for languages that are not yet in place). With these goals in mind, GRAPHERY will help bridge the computational and biological worlds of systems biology.

8 Acknowledgements

This work was supported by the National Science Foundation (BIO-ABI #1750981 to AR and BIO-MCB #1716964 to AR as co-PI). GAP was supported by a National Institutes of Health supplement PA-20-222 to (NIH-NIGMS #R15-DK116224-01 to SCP Renn).

References

[1] Aittokallio, T. and Schwikowski, B. (2006). Graph-based methods for analysing networks in cell biology. *Briefings in bioinformatics*, 7(3), 243–255. [PubMed:16880171] [doi:10.1093/bib/bbl022].

[2] Bassett, D. S., Zurn, P., and Gold, J. I. (2018). On the nature and use of models in network neuroscience. *Nature Reviews Neuroscience*, 19(9), 566–578. [PubMed:30002509] [PubMed Central:PMC6466618] [doi:10.1038/s41583-018-0038-8].

[3] Bharadwaj, A., Singh, D. P., Ritz, A., Tegge, A. N., Poirel, C. L., Kraikivski, P., Adames, N., Luther, K., Kale, S. D., Peccoud, J., et al. (2017). Graphspace: stimulating interdisciplinary collaborations in network biology. *Bioinformatics*, 33(19), 3134–3136. [PubMed:28957495] [PubMed Central:PMC5860550] [doi:10.1093/bioinformatics/btx382].

[4] Brugere, I., Gallagher, B., and Berger-Wolf, T. Y. (2018). Network structure inference, a survey: Motivations, methods, and applications. *ACM Computing Surveys (CSUR)*, 51(2), 1–39. [doi:10.1145/3154524].

[5] Carey, M. A. and Papin, J. A. (2018). Ten simple rules for biologists learning to program. [PubMed:29300745] [PubMed Central:PMC5754048] [doi:10.1371/journal.pcbi.1005871].

[6] Cho, D.-Y., Kim, Y.-A., and Przytycka, T. M. (2012). Network biology approach to complex diseases. *PLoS Comput Biol*, 8(12), e1002820. [PubMed:23300411] [PubMed Central:PMC3531284] [doi:10.1371/journal.pcbi.1002820].
[7] Cowen, L., Ideker, T., Raphael, B. J., and Sharan, R. (2017). Network propagation: a universal amplifier of genetic associations. *Nature Reviews Genetics*, **18**(9), 551. [PubMed:28607512] [doi:10.1038/nrg.2017.38].

[8] Creixell, P., Reimand, J., Haider, S., Wu, G., Shibata, T., Vazquez, M., Mustonen, V., Gonzalez-Perez, A., Pearson, J., Sander, C., *et al.* (2015). Pathway and network analysis of cancer genomes. *Nature methods*, **12**(7), 615. [PubMed:26125594] [PubMed Central:PMC4717906] [doi:10.1038/nmeth.3440].

[9] Dang, H. X., Krasnick, B. A., White, B. S., Grossman, J. G., Strand, M. S., Zhang, J., Cabanski, C. R., Miller, C. A., Fulton, R. S., Goedegebuure, S. P., *et al.* (2020). The clonal evolution of metastatic colorectal cancer. *Science Advances*, **6**(24), eaay9691. [doi:10.1126/sciadv.aay9691].

[10] Dong, X., Yambartsev, A., Ramsey, S. A., Thomas, L. D., Shulzhenko, N., and Morgun, A. (2015). Reverse engineering of regulatory networks from big data: a roadmap for biologists. *Bioinformatics and biology insights*, **9**, BBI–S12467. [PubMed:25983554] [PubMed Central:PMC4415676] [doi:10.4137/BBI.S12467].

[11] Dunne, J. A., Williams, R. J., and Martinez, N. D. (2002). Food-web structure and network theory: the role of connectance and size. *Proceedings of the National Academy of Sciences*, **99**(20), 12917–12922. [PubMed:12235364] [PubMed Central:PMC130560] [doi:10.1073/pnas.192407699].

[12] Fabregat, A., Korninger, F., Viteri, G., Sidiropoulos, K., Marin-Garcia, P., Ping, P., Wu, G., Stein, L., D'Eustachio, P., and Hermjakob, H. (2018). Reactome graph database: Efficient access to complex pathway data. *PLoS computational biology*, **14**(1), e1005968. [PubMed:29377902] [PubMed Central:PMC5805351] [doi:10.1371/journal.pcbi.1005968].

[13] Franz, M., Lopes, C. T., Huck, G., Dong, Y., Sumer, O., and Bader, G. D. (2016). Cytoscape.js: a graph theory library for visualisation and analysis. *Bioinformatics*, **32**(2), 309–311. [PubMed:26415722] [PubMed Central:PMC4708103] [doi:10.1093/bioinformatics/btv557].

[14] Franz, M., Rodriguez, H., Lopes, C., Zuberi, K., Montojo, J., Bader, G. D., and Morris, Q. (2018). Genemania update 2018. *Nucleic acids research*, **46**(W1), W60–W64. [PubMed:29912392] [PubMed Central:PMC6030815] [doi:10.1093/nar/gky311].

[15] Gehlenborg, N., O’donoghue, S. I., Baliga, N. S., Goesmann, A., Hibbs, M. A., Kitano, H., Kohlbacher, O., Neuweger, H., Schneider, R., Tenenbaum, D., *et al.* (2010). Visualization of omics data for systems biology. *Nature methods*, **7**(3), S56–S68. [PubMed:20195258] [doi:10.1038/nmeth.1436].

[16] Girvan, M. and Newman, M. E. (2002). Community structure in social and biological networks. *Proceedings of the national academy of sciences*, **99**(12), 7821–7826. [PubMed:12060727] [PubMed Central:PMC122977] [doi:10.1073/pnas.122653799].

[17] Guruharsha, K., Rual, J.-F., Zhai, B., Mintseris, J., Vaidya, P., Vaidya, N., Beekman, C., Wong, C., Rhee, D. Y., Cenaj, O., *et al.* (2011). A protein complex network of drosophila melanogaster. *Cell*, **147**(3), 690–703. [PubMed:22036573] [PubMed Central:PMC3319048] [doi:10.1016/j.cell.2011.08.047].

[18] Hagberg, A., Swart, P., and S Chult, D. (2008). Exploring network structure, dynamics, and function using networkx. Technical report, Los Alamos National Lab.(LANL), Los Alamos, NM (United States). [OSTI:960616].

[19] Have, C. T. and Jensen, L. J. (2013). Are graph databases ready for bioinformatics? *Bioinformatics*, **29**(24), 3107. [PubMed:24135261] [PubMed Central:PMC3842757] [doi:10.1093/bioinformatics/btt549].
[20] Hu, Z., Mellor, J., Wu, J., Kanehisa, M., Stuart, J. M., and DeLisi, C. (2007). Towards zoomable multidimensional maps of the cell. *Nature biotechnology*, 25(5), 547–554. [PubMed:17483841] [doi:10.1038/nbt1304].

[21] Hui, D. (2012). Food web: concept and applications. *Nature Education Knowledge*, 3(12), 6. [url:84077181].

[22] Junker, B. H. and Schreiber, F. (2011). *Analysis of biological networks*, volume 2. John Wiley & Sons. [ISBN:9780470253465].

[23] Kandasamy, K., Mohan, S. S., Raju, R., Keerthikumar, S., Kumar, G. S. S., Venugopal, A. K., Telikicherla, D., Navarro, J. D., Mathivanan, S., Pecquet, C., *et al.* (2010). Netpath: a public resource of curated signal transduction pathways. *Genome biology*, 11(1), 1–9. [PubMed:20067622] [PubMed Central:PMC2847715] [doi:10.1186/gb-2010-11-1-r3].

[24] Klipp, E., Liebermeister, W., Wierling, C., and Kowald, A. (2016). *Systems biology: a textbook*. John Wiley & Sons. [ISBN: 9783527675661].

[25] Koirala, P. *et al.* (2018). Food webs, competition graphs, and a 60-year old unsolved problem. In *Teaching and Learning Discrete Mathematics Worldwide: Curriculum and Research*, pages 165–181. Springer. [ISBN:9783319703084].

[26] Leiserson, M. D., Vandin, F., Wu, H.-T., Dobson, J. R., Eldridge, J. V., Thomas, J. L., Papoutsaki, A., Kim, Y., Niu, B., McLellan, M., *et al.* (2015). Pan-cancer network analysis identifies combinations of rare somatic mutations across pathways and protein complexes. *Nature genetics*, 47(2), 106–114. [PubMed:25501392] [PubMed Central:PMC4444046] [doi:10.1038/ng.3168].

[27] Lopes, C. T., Franz, M., Kazi, F., Donaldson, S. L., Morris, Q., and Bader, G. D. (2010). Cytoscape web: an interactive web-based network browser. *Bioinformatics*, 26(18), 2347–2348. [PubMed:20656902] [PubMed Central:PMC2935447] [doi:10.1093/bioinformatics/btq430].

[28] Lotia, S., Montojo, J., Dong, Y., Bader, G. D., and Pico, A. R. (2013). Cytoscape app store. *Bioinformatics*, 29(10), 1350–1351. [doi:10.1093/bioinformatics/btt138].

[29] Manning, A. J. and Rogers, S. L. (2014). The fog signaling pathway: insights into signaling in morphogenesis. *Developmental biology*, 394(1), 6–14. [PubMed:25127992] [PubMed Central:PMC4182926] [doi:10.1016/j.ydbio.2014.08.003].

[30] McGillivray, P., Clarke, D., Meyerson, W., Zhang, J., Lee, D., Gu, M., Kumar, S., Zhou, H., and Gerstein, M. (2018). Network analysis as a grand unifier in biomedical data science. *Annual Review of Biomedical Data Science*, 1, 153–180. [doi:10.1000/annurev-biodatasci-080917-013444].

[31] Mering, C. v., Huynen, M., Jaeggi, D., Schmidt, S., Bork, P., and Snel, B. (2003). String: a database of predicted functional associations between proteins. *Nucleic acids research*, 31(1), 258–261. [PubMed:12519996] [PubMed Central:PMC165481] [doi:10.1093/nar/gkg034].

[32] Mitra, K., Carvunis, A.-R., Ramesh, S. K., and Ideker, T. (2013). Integrative approaches for finding modular structure in biological networks. *Nature Reviews Genetics*, 14(10), 719–732. [PubMed:24045689] [PubMed Central:PMC3940161] [doi:10.1038/nrg3552].

[33] Mu, F., Magnano, C., Treu, D., , and Gitter, A. (2019). The ml4bio workshop: Machine learning literacy for biologists. *GLBIO2019 Special Session on Bioinformatics Education*. [doi:10.25334/Q44Q97].
Mulder, N., Schwartz, R., Brazas, M. D., Brooksbank, C., Gaeta, B., Morgan, S. L., Pauley, M. A., Rosenwald, A., Rustici, G., Sierk, M., et al. (2018). The development and application of bioinformatics core competencies to improve bioinformatics training and education. *PLoS computational biology, 14*(2), e1005772. [PubMed:29390004] [PubMed Central:PMC5794068] [doi:10.1371/journal.pcbi.1005772].

Needham, C. J., Bradford, J. R., Bulpitt, A. J., and Westhead, D. R. (2007). A primer on learning in bayesian networks for computational biology. *PLoS Comput Biol, 3*(8), e129. [PubMed:17784779] [PubMed Central:PMC1963499] [doi:10.1371/journal.pcbi.0030129].

Peters, K. A., Detmar, E., Sepulveda, L., Del Valle, C., Valsquier, R., Ritz, A., Rogers, S. L., and Applewhite, D. A. (2018). A cell-based assay to investigate non-muscle myosin ii contractility via the folded-gastrulation signaling pathway in drosophila s2r+ cells. *JoVE (Journal of Visualized Experiments), 138*, e58325. [PubMed:30176023] [PubMed Central:PMC6128210] [doi:10.3791/58325].

Pevzner, P. and Shamir, R. (2011). *Bioinformatics for biologists*. Cambridge University Press. [ISBN: 9781107011465].

Pratt, D., Chen, J., Welker, D., Rivas, R., Pillich, R., Rynkov, V., Ono, K., Miello, C., Hicks, L., Szalma, S., *et al.* (2015). Ndex, the network data exchange. *Cell systems, 1*(4), 302–305. [PubMed:26594663] [PubMed Central:PMC4649937] [doi:10.1016/j.cels.2015.10.001].

Rachum, R., Hall, A., and Yanokura, I. (2019). Pysnooper: Never use print for debugging again.

Ritz, A., Poirier, C. L., Tagge, A. N., Sharp, N., Simmons, K., Powell, A., Kale, S. D., and Murali, T. (2016). Pathways on demand: automated reconstruction of human signaling networks. *NPJ systems biology and applications, 2*(1), 1–9. [PubMed:28725467] [PubMed Central:PMC5516854] [doi:10.1038/npjssba.2016.2].

Sah, P., Leu, S. T., Cross, P. C., Hudson, P. J., and Bansal, S. (2017). Unraveling the disease consequences and mechanisms of modular structure in animal social networks. *Proceedings of the National Academy of Sciences, 114*(16), 4165–4170. [PubMed:28373567] [PubMed Central:PMC5402400] [doi:10.1073/pnas.1613616114].

Sah, P., Méndez, J. D., and Bansal, S. (2019). A multi-species repository of social networks. *Scientific data, 6*(1), 1–6. [PubMed:31036810] [PubMed Central:PMC6488576] [doi:10.1038/s41597-019-0056-z].

Slenter, D. N., Kutmon, M., Hanspers, K., Riutta, A., Windsor, J., Nunes, N., Mélius, J., Cirillo, E., Coort, S. L., Digles, D., *et al.* (2018). Wikipathways: a multifaceted pathway database bridging metabolomics to other omics research. *Nucleic acids research, 46*(D1), D661–D667. [PubMed:29136241] [PubMed Central:PMC5753270] [doi:10.1093/nar/gkx1064].

Struck, A., Walsh, B., Buchanan, A., Lee, J. A., Spangler, R., Stuart, J. M., and Ellrott, K. (2020). Exploring integrative analysis using the biomedical evidence graph. *JCO Clinical Cancer Informatics, 4*, 147–159. [PubMed:32097025] [PubMed Central:PMC7049249] [doi:10.1200/CCI.19.00110].

Tuncbag, N., McCallum, S., Huang, S.-s. C., and Fraenkel, E. (2012). Steinernet: a web server for integrating ‘omic’ data to discover hidden components of response pathways. *Nucleic acids research, 40*(W1), W505–W509. [PubMed:22638579] [PubMed Central:PMC3394335] [doi:10.1093/nar/gks445].

Webb, S. (2018). Deep learning for biology. *Nature, 554*(7693).
A Supplementary Information: Graphery Overview

Figure A1 provides a comprehensive view of Graphery organization. There are two main pieces: tutorials and graphs. Tutorials are Markdown-style documents, which may contain hyperlinks, figures, and references. Each tutorial has an associated piece of Python code, which the user can run using a step-through, debugger-style interface. Graphs are real-world networks that are visualized using Cytoscape.js, and contain information about that graph (typically some details about the type of graph and relevant references). Graph descriptions are also Markdown-style documents. Tutorial authors determine which graphs are appropriate for the Python code; typically, all graphs in the database are linked to each tutorial, represented by the multi-way connections in the middle of the figure.
Fig A1. Overview of GRAPHERY. Tutorials and code (top) are connected to graphs and descriptions (bottom), where most graphs can be used for most tutorials. Refer to the Section A for more details.
Fig A2. Example of the debugger-like code interface for the Counting Nodes and Edges tutorial on the Cancer Tumor Evolution network. (Left) The code before execution (denoted by the slider in the cyan box). (Middle) The code partway through execution after counting all nodes. The highlighted node is assigned to the ‘node’ variable. Arrows indicate updated traced variables. (Right) The code after execution, after counting all nodes and edges.

Graph Playground

Fig A3. Overview of the Graph Playground. Each network has an associated graph description, or abstract, that contains a brief description, images, and clickable references for the network. Clicking the “Play with It” button in the Graphs tab brings the user to the graph playground, which contains the graph and a drop-down with all existing code available for that graph.
B Supplementary Information: Authors, Translators, & Administrators

While visitors are the most common type of users, GRAPHERY offers other roles that support the development and maintenance of the webserver. **Authors** are users who contribute new tutorials and/or graphs. Tutorial authors submit Markdown-style tutorial content and Python code that links to the tutorial. Authors of graphs submit JSON-formatted graphs and a Markdown-style description of the graph. Authors have control over which graphs are displayed for their tutorial, tutorial/network graph categories, and whether their content is published (viewable by visitors). **Translators** are users who write translations of the existing tutorials, again in Markdown-style content. Translators have flexibility in their translated content, for example by including references to additional or alternate sources that are more readily accessible in some countries.

Authors, translators, and administrators add content to GRAPHERY through a user-friendly control panel. Within the control panel, users develop tutorials by first creating an anchor, then adding Markdown content, and finally linking Python code to the tutorial (Figure B4). Translators can add Markdown content to a tutorial once it exists in English. Users also contribute graphs through the control panel, first by uploading the graph itself as a JSON file and then adding a description for the graph in Markdown. The control panel also indicates which tutorials and graphs have been published, and are viewable by visitors (for example, there is one tutorial in Figure B4A that is not yet published).

![Control panel for adding and modifying tutorial and graph content. Panels A–E show the components used for developing a tutorial. (A) Each tutorial requires an anchor, which specifies its unique hyperlink, its ranking, and whether it is published (viewable to visitors). (B) The editor for a single tutorial includes a Markdown editor with an automatic preview. (C,D) Contributors can upload images and create new categories for the tutorial. (E) Finally, code is linked to the tutorial.](https://docs.graphery.reedcompbio.org)

We have provided documentation different user roles on https://docs.graphery.reedcompbio.org. For writers (e.g., authors and translators), we have a Getting Started page. There is also a detailed User Manual for the data structures and objects available for programmers and the JSON file format specification for uploaded networks.
C Supplementary Information: Implementation

GRAPHERY’s front end is primarily written in Javascript using Quasar, which is built upon Vue.js. The tutorial page is powered by additional libraries such as Cytoscape.js [13] for network visualization, the Monaco Editor for code display, and Markdown It for Markdown text display. The back end is written in Django and uses a PostgreSQL database for data storage, following a GraphQL API specification. These libraries are provided in Table C1 and others are listed on GRAPHERY’s About page.

GRAPHERY’s code tracing features are based on a modified version of PySnooper [39]. After each line in the Python editor is executed, a custom trace function receives the stack frame of the current line. Our modified PySnooper records the changes made to traced variables and passes this information on to the front end to highlight the appropriate nodes and edges in the graph. These changes are also displayed in the list of traced variables (Figure A2).

Users may want to run their Python code locally instead of in the cloud. Running the code locally will give users more control over the execution process, for example working with local files and using external packages. To locally start an execution server, you must download and run a simple Python script from the most recent release or the GitHub repository:

https://github.com/Reed-CompBio/Graphery/releases.

We will briefly describe how to run the local server from the most recent release (Python 3.7 or above is required to run the server). Go the release page (https://github.com/Reed-CompBio/Graphery/releases) and download the latest user_server.zip file. Extract everything in the zip file to a folder. Move to the folder you extracted and execute python user_server.py. More details about the local Python execution can be found on the Documentation website:

https://docs.graphery.reedcombio.org/user-manual/local-server/

Table C1. Libraries and software used in GRAPHERY’s implementation.
Fig D5. Core competencies related to GRAPHERY, according to the Curriculum Task Force of the International Society for Computational Biology (ISCB) Education Committee [34] and The Network for Integrating Bioinformatics into Life Sciences Education (NIBLSE) [49]. Graphery activities requiring increasing engagement with graphs and graph algorithms are shown on the left, with Bloom’s Taxonomy terms in italics. Relevant core competencies from ISCB are shown in red/yellow and from NIBLES are shown in blue/green. We anticipate that most Graphery visitors will read tutorials and interact with graphs and code. However, many Graphery visitors stop short of modifying existing code or writing new programs.