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Abstract: Business process modeling is a standard activity in the new technology of many organizations, because in order to model the process, the results are reflected in the execution, so any information system has to exchange data between activities by passing inputs and outputs. Workflow-net with data (WFD-net) has been used to verify data anomalies in a process such as missing, lost and redundant data and so on. Focusing on the approaches controls to read, write and destroy the operations of data and verifying the data at modeling. This verification begins until the system has completed the modeling. The correction starts after the end of a passive check. In this sense, the system using these approaches follow a certain malfunction, produce a significant flow over time during the modeling. In addition, after each end of correction, the modeler has to come back and start making further corrections for each detection of other errors in the process, which causes an infinite loop problem. The objective of this article is to reduce this infinite loop issue by identifying data flow anomalies and then correcting the failure of each data state in an activity, thus the proactive method that makes the modeler react in time in an ad hoc network that facilitates the application of proactive to intervene in time of data flow modeling anomalies in the workflow-net. In addition, the verification is done by applying the combination of active help checks and CTL temporal logic in a model check with a data operation guard for each process fragment. In this verification in a workflow-net with data operation, the Data-State concept is used to record the state of each last data operation with its activity as read, write and destroy.
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I. INTRODUCTION

The business process management provides an overview of the organization business process. To achieve a specific business goal, tasks need to be performed in the process by well-established means of a business process model [1]. Thus, it is needed to analyze the functionality of each activity of the company. Over the past fifteen years, many techniques have been developed to analyze workflow models [2]. In business process management, to model business process, workflow concept has become the standard reference of modeling [3].

In a previous, methodologies and tools in business process modeling were used to detect control flow errors (finding deadlocks and livelocks) [4]. Also, certain anomalies in data flow modeling such as missing data, contradictory data and redundant data [5,6,7]. However, these approaches raise many challenges during modeling and verification: 1) High complexity of the algorithm, 2) The verification time is extended until the system completes the processing, resulting in a passive method. 3) Not all anomalies are detected. 4) Some methods validate certain types of modeling cases but are unable to use loop modeling in conjunction with an xor-split. 5) When checking, the system could not stop this infinite verification that is causes the infinite loop. The significance of data flow modelling in overall workflows specification and verification has been found to be justified [20]. Thus, data flow modeling with specification and validation is an important issue the criteria of workflow as in [23].

In the stage of data exchange in a system, every activity has an input data and an output data. For each state of data, the operation can be read, write or destroy in the activity [10]. Also, for each task are considered as state that is also used as matrix[5]. In addition, we also divided the model into five steps, considering each of these phases as a routing state by a model distinct from the other. The intersecting points are a logical connector or a place. Then, each state also has four connectors, for each state there are modeling and operating tasks. Eventually, each of the states is considered as a logical matrix. The data is checked at each fragment of the process, hence the verification of the data.

In this article, it is proposed to detect data flow modeling anomalies in business process modeling. Indeed, the fusion of two methodologies complements each other in the framework; the first has an active-help for control uses an ad hoc mesh network methodology when the second verifies the state for each fragment of a process where the activity must be considered as an element in a logical matrix. Data flows are protected by a Boolean predicate, (true or false), to workflow estimates with data operation, this protection is applied by mathematical formula.

We implemented the approach in a linear model using a split-xor connector with loop modeling. The model is validated in a network of workflows with data operations that required carefulness in each activity with logical predicates (true, false). Finally, in this case, the anomaly detection also suggested at this stage that the system should be locked until the anomalies have been corrected.
While this correction is being made, the processing state is monitored in the meantime to ensure that the new processing state of the data operations and its activities is recorded in a data state matrix concept that is available between times. The remainder of the paper is structured as follows. Section 2 reviews related work. Section 3 presents the proposed approach and the verification tools in the workflow system using a workflow-net with the data operation. Section 4 presents an implementation of a motivated example. In section 5, presents the interpretation of verification approach and rules validation. and in the last section we conclude our work and pave the way for future work.

II. RELATED WORK

In recent years, several papers have investigated business process modeling and detection of data flow modeling anomalies[9]. Many approaches are used to resolve this issue. Most of current approaches’ use a passive help to detect the data flow anomalies in business process modeling or in workflow modeling. Therefore, the detection of anomalies in data flow modelling in business process modelling has spawned formal methodologies for formulating the modelling and verification of these data flows after the modeling. As a result, net workflows are extended types of Petri-net which uses data element with a data input and output [5]. Indeed, to formulate data perspective in business process management, data flow matrix which is an extension of a UML concept is used; this method has a high complexity algorithm to resolve the problems [6]. Moreover, for each workflow instance of a given workflow, there is an algorithm GiforDF for data flow verification to detect anomalies, such as lost data, missing data and redundant data [10]. The GiforDF makes use of the concept of corresponding pairs as in [12]. To execute tasks, the cases are manipulated in a specific order of the workflow management system to support the definition, execution, recording and control of the process. Since processes are a major component part of workflow management, there is a requirement to revitalize an already well-established modeling and analytical framework for workflow processes [14]. Thus, for modeling and analyzing workflow process, it’s required to have a proven framework based on Petri-Nets that are reliable process modeling techniques [15]. Some authors use workflow-net with data constraint to resolve the problem of the anomalies in data, but they don’t specify whether the problems have corrected it or not [16]. Moreover, basic Petri-nets models have been used and proposed in many process representations by many researchers, and some use the workflan tool (Workflow Analyze) to analyses the workflow process but without verifications [17]. Some of these approaches are based on workflow-net with data (WFD-Net) and apply in designing a model in parallel branches as a xor-parallel, xor-joint or xor-split connector, for example [7]. The various formalisms of data flow can be used in process modeling [18]. The natural candidate for the modeling and analysis of workflow has been formalized by the Petri net in Flow-oriented nature of workflows [19]. Few methods and tools exist to capture errors in the control-flow (finding, e.g., deadlocks and livelocks) [4], also data flow anomalies [9] (e.g., reading from an uninitialized element type of errors), and resource productivity type of problems in the information. Process modeling entangles methodologies for the conception of business process models. Some paper is intended principally to further extend existing efforts and provide a more general context for documenting and describing to understand the situations considered in them [21]. Thus, before the business process is implemented as workflows, it must be correctly modeled as in [22]. The Petri Nets have been used with Data Operations (PN-DO), which extend contextual nets with write arcs and some other components to model the data operations of concurrent read and coverable write. Errors in data flow are concerned with inconsistent data and missing data. Thus, to check these errors an extended reachability graph (ERG) is constructed for a PN-DO, and a new detection method is put forward based on ERG [24]. Indeed, there is a method that can model both concurrent read and coverable write by a kind of Petri nets called Petri nets with data operation (PN-DO). A reachability graph with data operation for each PN-DO is reconstructed, and a detection algorithm which detects data-flow errors that can be identified rapidly is presented [25]. Using a temporal logic CTL* with a subset LTL. Thus, to find the data flow anomalies in a workflow system, that is choosing a workflow net with data and to verify the model checking using a Kripke structure, also, using the well-known stable, adaptable, and effective model-checking approach [19]. The objective of this documentation is to establish a formal unifying framework for finding data flow modeling errors in business process modeling and to develop a highly adaptive approach.work

III. PROBLEMATIC AND APPROACH OVERVIEW

A. Problematic and Approach Overview

Most of the company’s business people and organizations have used the tax dematerialization system to produce and pay their taxes at any time. In a professional context, invoicing is the creation of a commercial and financial document on which a detailed and precise note of the products to be sold or the services rendered is issued. The adaptation of invoicing software in small and large companies saves time in processing their invoices. Thus, to minimize errors and automate processes and improve customer service. On the other hand, there are some problems when the process starts at the step to finish the invoicing and have a download of the receipt from the customer, so when paying these taxes via system, some problems are integrated into the modeling process performing verification and correction, this is caused by endless loop errors that prevent to finish the rest of the procedure and pass to the execution. Consequently, when a citizen begins to record this data in the system, there are some data that aren’t learned in writing from the beginning of the operation. These problems caused by a letter in Arabic that the system does not know learn it, but the data is read, it is a first case. In the second case, the system has written the data into the task, but when pursuing the payment processing, the system couldn’t been read the data. Indeed, which may mean that there is a power interruption, or while the problem connected to the network the time be out is use up. Thus, this procedure should not continue until the end because the waiting time is over.
In the third case, the data is written in several activities without being read, the problem frequently persists at the Asynchronous Transfer Mode (ATM) and we suggest that it be solved by our new approach.

B. Active help Method (Proactive)

Active help is a method that comes from several usable domains, in fact, this methodology facilitates verification in process models within the modeling process itself. It also provides a useful method to save time when checking and correcting according to an ad hoc approach, as described in this document. In this case, active help is a method applied in a business process model for each task or process activity. This method is suitable for use in a process instance [8].

C. Definition of Data Operation (DO)

The data operation is a data element state in each transition to the activity, this data operation can be read, written or destroyed. The status of this data operation is recorded in a status database concept. This recording of the last status of the data in the status database is normally done to protect this current status so as not to lose them as long as the system is locked to correct anomalies detected during the modelling process.

IV. THE APPROACH

As the system must be integrated data and other factors from outside, the flow from unprotected sources can also cause data anomalies during routing. Also, to manage them and prevent the system from falling into the infinite loop issue when the process is modeling. We propose an approach have been used two methods that are linked in each other. Consequently, an active help method in the ad hoc network and Guard with Boolean predicate (true, false) to control the state of data at every moment of a task in an activity. At the same time to ensure the integrity of data flows in the business process at each detection of anomalies when locking the system at the time of error correction in the task to be addressed, a database is used to save these data. As well as, our objective is to analyze workflow-net system with data operations, which requires data operations to be stored in a Data-State with their last activity of each last operation, their benefit comes from the use Matrix. This approach is carried out in a CTL* temporal logic in a control model as in Figure 1.

For this reason, we provide a predicate check for each data operation state using data guard (i.e. blocking)[2]. Workflow system uses data in the process model, but this data must be routed through between transitions. For this reason, the workflow needs a network for data routing. That is why we suggest using Petri-net’s wide-area workflow network[30] and having an enhanced read-write and destroy data operations. System uses Guard with Boolean predicate (true, false) for data in any activity of the process during the modeling process. Furthermore, both methods apply verification and control in parallel since the system locks once in each process fragmentation during modeling in case the error is detected. Meanwhile, data Operations and their latest state are record in Data-State with their last activity with their last operation, their benefit comes from the use Matrix. This approach is carried out in a CTL* temporal logic in a control model as in Figure 1.

B. Definition of Workflow-net with data operation (WFDO-Net).

1) A tuple \<P,T,F,DO,GD,DSt,f >

2) \<T,P,F > is a WFDO-Net, with places P transitions T and arcs F;

3) DO is a set of data operations;

4) DSt is a Data-State of data with operations W, R, D.

5) GD is a set of guards over DO;

6) \( f:D \rightarrow T \) \( \{R_{e1},W_{e2},D_{e3}\} \)

7) \( f = f_2 \circ f_1 \) when \( f_1:D \rightarrow T \) and \( f_2:T \rightarrow \{R_{e1},W_{e2},D_{e3}\} \)

\( \{R_{e1}\} \) is a Read state of data operation in Data-State DSt.

8) \( \{W_{e2}\} \) is a Write state of data operation in Data-State DSt

9) \( \{D_{e3}\} \) is a Destroy state of data operation in Data-State DSt.

However, active help method has been used in a linear and a parallel model with a xor-split as in [9], but in loop modeling in this method isn’t enough for missing data anomaly as in [10,11]. The proposed approach this paper aims to verify all types of process model condition used.

V. THE IMPLEMENTATION OF A MOTIVATED EXAMPLE

To construct that model, there is a linear model in which four xor-splits are used. One xor-split has a Decision Node including input data as in [11], while others are Connectors (Yes=true or No=false) for choosing the following routing. Next, activities are used through a set data in model during the processing as shown in figure 2.

A. The Workflow-Net with Data-Operation WFDO-Net

Our approach aims to verify the linear model with loop modeling using Xor-Split. Nevertheless, in some cases, active help cannot detect anomalies in the loop modeling[11].

Fig. 1. Diagram of the proposed approach
Fig. 2. A linear model with three XOR-split.

The tasks ti in figure 2 are described in table 1 as activities.

Table I: Description of Task Used.

| Task | Description |
|------|-------------|
| t1   | Open page to paid Taxe & identification |
| t2   | Choose the nature of tax and year & Send a message of payment |
| t3   | Payment of the tax selected (not clear) |
| t4   | Choose the bank card nature (CMI, VISA, and MASTERCARD) to payment online |
| t5   | Test whether the amount in the account is insufficient for the payment. |
| t6   | Validation of payment |
| t7   | Send an error message |
| t8   | Send acknowledgement of receipt |
| t9   | Send the payment receipt |

Table I: Description of data elements

| Data  | Description |
|-------|-------------|
| d1    | Identification |
| d2    | Business name |
| d3    | Business code |
| d4    | Taxes-code (nature TVA, IS, VIGNETTE) |
| d5    | The anterior years |
| d6    | Nature and Account of Bank cards. |
| d7    | security code of card. |
| d8    | Record the sum of taxes selected |
| d9    | Accept(yes/no) |
| d10   | Bank card |
| d11   | not valid (amount insufficient) |
| d12   | Message error |
| d13   | validation message |
| d14   | Confirmation taxes receipt |

Table III: Description of data elements

| Operation | Description |
|-----------|-------------|
| R         | Read        |
| W         | Write       |
| D         | Destroy     |

In the workflow system, various data flow anomalies may arise within processing, including missing data, conflicting data, and redundant data. Throughout, this paper proposes applying the approach to every workflow case. Furthermore, the guard manipulation in an activity controls a data operation which has read, written, and destroyed by using Boolean logic predicates either pred (True) or pred (False). Thereby approach consists on two methods, for any fragment from the model the first method applies in active help as in [9,10]. Nevertheless, this is insufficient if a loop modeling is being used. Accordingly, for every fragment in model we apply both verifications looking for anomalies. Such confirmation is confirmed by a CTL* temporal logic and a model check [13,14] as illustrated in Figure 3.

Fig. 3. WFDO-Net and the Boolean Predicate.

A. The Validation and verification of Data Flow Anomalies

The following anomalies are detected, among them Missing data, Conflicting data and Redundant data. There are other anomalies, but in the present paper we are dealing with these three anomalies. The validation and verification of data in relation to these anomalies are inferred by means of verification rules.

- **Missing Data Rule**

For certain data operations in this case example, if a data item is to be accessed, i.e. read or destroyed, but either it was never initialized, or it was deleted and not restarted, or it was destroyed without having been initialized again; this is called missing data. So if

\[ f(d_{ti}) = \{R_{ti}\} \text{ ou } f(d_{ti}) = \{D_{ti}\} \Rightarrow \text{Missing Data.} \]

- **Conflicting data Rule**

The given data is created, and then rewritten again without being read before or in between, or even overwritten without being read first. These operations are in conflicting data situation: if \( f(d_{ti}) = \{W_{ti}\} \) & \( f(d_{ti}) \neq \{R_{ti}\} \) or if \( f(d_{ti}) = \{W_{ti}\} \) & \( f(d_{ti}) = \{D_{ti}\} \Rightarrow f(d_{ti}) \neq \{R_{ti}\}. \)

- **Redundant data Rule**

For each instance of the process, when data di is written to a task, and the data is never read at any time; \( St(t_i) = \{W_i\} \), this implies that redundant data is implicated.

B. The Confirmation of Result of Rules

The active help in an ad-hoc method as in [9] is used as in figure 3. The gives results are: we showed the concept database "data-state" has recorded five phases of state 1, state 2, state 3, state 4, state 5. For each phase, the state is described the data operation in the current activity as shown in table 4 below.

Table IV: Description of data elements

| State | Task |
|-------|------|
| State 1 | t1, t2, t3, t4, t5 |
| State2 | t5 |
| State3 | t6 |
| State4 | t7 |
| State5 | t8, t9 |
Below we show the analysis of data operation and the routing from a task (activity) to task (activity) in each record in data-state as shown in table 5, table 6 and table 7.

### Table V: Description of data elements

| Data | Task1 | Task2 | Task3 | Task4 |
|------|-------|-------|-------|-------|
| d1   | (Rt1,0,0) |       |       |       |
| d2   | (0, Wt1,0) | (Rt2, Wt1,0) |       |       |
| d3   | (0, Wt1,0) | (Rt2, Wt1,0) |       |       |
| d4   | (0, Wt2,0) | (Rt3, Wt2,0) |       |       |
| d5   | (0, Wt2,0) | (Rt3, Wt2,0) |       |       |
| d6   | (0, Wt3,0) |       | (Rt4, Wt3,0) |       |
| d7   | (0, Wt3,0) |       | (Rt4, Wt3,0) |       |
| d8   | (0, Wt4,0) |       |       |       |
| d12  |       |       |       | (0, Wt4,0) |

### Table VI: Verification Data Operation in the State 2, State3 and State 4.

| Data | State 2 | State3 | State4 |
|------|---------|--------|--------|
|      | Task5   | Task6  | Task7  |
| d9   | (Rt5, 0,0) | (0, Wt6,0) | (Rt7,0,0) |
| d10  | (0, Wt5,0) |       |       |
| d11  | (0, Wt5,0) |       | (0, 0, Dt9) |
| d12  | (0, Wt6,0) |       |       |

### Table VII: Verification data operation in the State 5.

| Data | State 5 |
|------|---------|
|      | Task8   | Task9 |
| d9   | (0, 0, Dt9) |       |
| d12  | (Rt8, 0,0) |       |
| d13  | (0, Wt8,0) | (Rt9, Wt8,0) |
| D14  | (0, Wt8,0) | (Rt9, Wt8,0) |

Applying rule 1 of missing data, we notice that d1 has been detected in State 1 and d9 is detected in State 2, State 4, State 5 and d12 is detected in State 5. Similarly, when we applied the rule of conflicting data, we found that the data operation d10 is detected in state 2 and state 4 and also d11 is detected in State 2. Finally, when we apply the rule of redundant data, the data d8 is detected in State 1.

During the design phase, it is better to check for the correctness of design in every state. When designing the system, the modeler locks the system to correct these anomalies, as in the table7. We choose to correct the data d1 by write and read in task1, the data d9 is written in the task5, and the data d8 is destroyed because it didn't read never for state. However, d10 and d11 are updated to be read in the same task. We always ensure that the model meets the specifications/requirements. Consequently, checking the correctness of specifications is a logical step. We may use some logical formalism to represent the specification and use the underlying theory of that coherent framework to reason it.

### Table VIII: Verification and correction of anomalies.

| Data | State 1 | State2 | State5 |
|------|---------|--------|--------|
|      | Task1   | Task4  | Task5  |
| d1   | (Rt1, Wt1,0) |       |       |
| d8   | (0, Wt4, Dt4) |       |       |
| d9   |       |       | (Rt5, Wt5,0) |
| d10  |       |       | (Rt5, Wt5,0) |
| d11  |       |       | (Rt5, Wt5,0) |

### VI. INTERPRETATION: THE VALIDATION AND VERIFICATION OF THE APPROACH

During the first stage of processing, input and output data of the activity are subject to such operations as reading, writing/updating, and destruction. The ability to assign data states in each instance of the process can be monitored and managed autonomously using the influence of the ad hoc method applied with active help. Consequently, the Workflow instance of workflow-Net providing a temporal modeling framework which is responsible for the interpreting a process instance and for controlling its transition from the base-state of a process instance initiated [29]. Hence, before running each process instance, it needs a modeling of the data flow. At this stage of the modeling, the system verifies process for detecting data anomalies. Accordingly, the activity can be considered as a state related with operation of the recorded data in Data state, that’s why the state of each activity can easily be analysed and without deviating from data analysis to checking through an active help technique. We have divided tasks (activities) in the matrix of Data Statement in five states. For each state, anomalies in data transactions are corrected. Nevertheless, there are certain anomalies which are not detected, as in the loop modeling as in [10]. The temporal logical CTL* is thereby a formal check, like the one used for the last check, i.e. every state instance is controlled by CTL*, based on the function of the Activity-State Data operation. The formal checking uses a logical computation tree-method that allows to combine the quantifiers and the temporal operators. Additionally, this may be a useful feature in situations where the Active Help Method could not find errors while modeling for the loop, as CTL* verification is an option to complete in process verification. The modeler has the possibility to use methods for any process fragment that cannot apply any of them for correction. Both methods are complimentary to each other methods for resolving data anomalies issues. For instance, the Formal verification by CTL* in Workflow-net is quite good, though it is not possible to record state operations in the database called data-state. The Garde of data is a means of formal verification in the model is used as an evaluation of Pred (True) or Pred (False) predicates for each data operation.
We suggest applying the CTL* compute tree logic verification rules for each anomaly, missing data, conflicting data and redundant data, this rules verification in the system as shown in Figure 3 and Table 9.

A. The Formalization of the Model

- Definition: Validity of CTL* formulas in [17].

On the other hand, we define when a CTL*, ϕ status formula is valid in an s (notation: s ⊨ ¬ϕ). Moreover, when a CTL* path formula ψ is valid on a path π (notation: π ⊨ ψ) by simultaneous induction as follows:

1) \( s \models T \)
2) \( s \not\models \perp \)
3) \( s \models \psi \) if \( s \models \psi \) and \( s \models \psi \)
4) \( s \models \phi \psi \) if \( s \models \phi \) and \( s \models \psi \)
5) \( s \models \phi \psi \) if \( s \models \phi \) or \( s \models \psi \)
6) \( s \models \phi \psi \) if \( s \models \phi \) implies \( s \models \psi \)

The state \( s = t \); L is a label as in Definition St, grt.

- Symbols and Signification

1) Each temporal connect is a pair of a path quantifier: A - for all paths
2) E - There exists a path.
3) An LTL-like temporal operator X, F, U. Precedence(high-to-low): \( (AX; EF; \neg) \); \( (A\forall) \)
4) \( AX \phi \): For every next state, \( \phi \) holds
5) \( EF \phi \): There exists a path with a future state where \( \phi \) holds.
6) \( E[\phi U \psi] \): There exists a path where eventually holds, and \( \phi \) holds at all earlier states

We apply the Formalization of the three Rules in the following.

Table- IX: Rules Formalization.

| Rules                | Formalization Rules |
|----------------------|---------------------|
| Missing data Rule    | \( E[\neg St(WT) U (St(Rt) V St(Dt))] \) |
| Conflicting data Rule| \( EF[St(WT) A AX[\neg St(Rt) V St(Dt)] U (St(WT) A \neg St(Rt))] \) |
| Redundant data Rule  | \( EF[St(WT) A AX[\neg St(Rt) U \{ term V (St(Dt) A St(Rt))] \) |

B. Experimentation Phase by Upaal tool.

The following describes detailed results from the experimentation with the Upaal tool to validate and verify the proposed approach. The Upaal tool is employed for both validation through graphical simulations. It is also used to verify through automatic model verification. The verification is a theoretical framework that is based on timed automata [26].

In Upaal, system implementation of the approach is done through two models. First, Taxes() model with two instantiations “TaxesOne” and “TaxesTwo”. The second template is the Receipt() Template that has both “ReceiptOne” and “ReceiptTwo” instantiations. These new templates instantiation of these new models has the same automaton structure as well as the local variables as being defined in them. The declarations in the template are global or local and may be clocks, bounded integers, channels. The templates are construct from a channel of localization’s as well as transitions that are declared per channel (Chan) mentioned in: Open, choose_taxes, Identification_user, selected_taxes_nature, insufficient_account, payment_taxes, Send_message_error, choose_other_card, p_Identification, p_Bank_card_nature, p_receipt, p_payment, send_receipt_payment, Bank_card_nature, choos es, correct_error, p_message_error. In the case of an open. In this way, the transitions are linked together by their locations and their task-to-task synchronization, as well as by their number. In this manner Firstly, we built our Taxes model and declared them in java by another instantiation TaxesOne and TaxesTwo. In a dialing system, our model consists of two instances of the Receipt model called TaxesOne and TaxesTwo and the second Receipt model has the same two instances called ReceiptOne and ReceiptTwo. Consequently, our logic model has two instantaneous automata, operating in parallel. Thus, the global state of our model is entirely determined by the places with the states of each synchronization by the global transition as in figure 4.

Fig. 4. Template instantiations.

The list of composed processes into a system TaxesOne = Taxes ();
Taxestwo = Taxes ();
ReceiptOne = Receipt ();
ReceiptTwo = Receipt ();

system TaxesOne, Taxestow, ReceiptOne, ReceiptTwo;
After the simulation triggered the platform, the tool has two boxes. One for active transitions, which the deadlock rules employed. For the extended model simulation, the other model is in deadlock until the first simulation is finished. In this way, in the bellow box "Trace simulation", the chosen instances of receipt and payment for simulations tried to execute the rules of transition through until the deadlock happens.
As we will see, when the template drew, we start the next step of simulation for validation. At the same time, we check if there are any mistakes of the declaration. If the system is correct and the simulation is valid, we pass to drawing the second template payment and simulate it as in figure 3. For each transition (arc), the synchronization between the location and used the guard for Boolean predicate of data operation when the system detects anomalies as in figure 4.

- **The clock in Uppaal.**

During the design and analysis of real operating structures, the time issues may also contribute. They may sometimes deviate from such quantitative timing and only consider the sequencing of the events, but frequently it is also necessary to incorporate timing information into the model in order to allow us to answer some of these questions. For This reason, for example, they may have to determine both that a certain location can be accessed and at what speed. In their workshop, the same question may be asked. The Uppaal was more or less designed to answer such questions. [28].

- **Validation by Simulation**

The simulation function supported by Uppaal tool is an interactive functionality for animating models [28]. Therefore, that simulation step can be placed in a workflow system that is designed upon running. Uppaal is a shake synchronization system: the two processes assume a simultaneously transition, one is a ! while the other is a ?, one of them being the synchronization channel. During a transition, two actions are possible: the allocation of variables or resetting time to zero [27].

\[ a! = \text{Emission} \]
\[ a? = \text{Reception} \]

Nevertheless, the simulation performance for time controlled automata changes whenever the variable declaration modification is made. Validation steps with Model in Uppaal conditions: After simulation triggered Platform, Uppaal tool contains two boxes. One for active transitions, which are used for blocking rules. For the extended model simulation, the other model is locked until the end of the first simulation. This way, in the box "Draw simulation", it is possible for the transition rules to be carried out until the deadlock occurs. At the top of this box, there are two: the "next" and "reset" buttons as shown in figure 5.

### C. The Results of simulation

#### Rules implemented

The Workflow-net with data operation with an active help is our approach that should be verified by Uppaal verifier. In the timed automata in Uppaal, this approach is able to verify it. This component is used by so-called Query property. This property may be allowed or not for a given model. For reachability states and for each global state in the two templates, the verifier is able to establish that the query is satisfied. Some symbols are used in Query as in logic temporal model CTL* of model checking, so it used the A [], E< >.

- **A []**: means "In all reachable states it is the case that".
- **E< >**: taken from temporal logic, means "There exists a reachable state such that".

We examine our implementation of deadlock:

E< > not deadlock

We start to verify our approach using the following rules:

---

**Fig. 5.** Screen dump of Concrete Simulator.
D. The interpretation Results

The verification is approved by a check button in the right of platform of verifier. When the system verifies the query, it writes a message of satisfaction. Therefore, the verification used satisfies our approach in active help and WFDO-Net for checking our rules in the cases of missing data and conflicting data and redundant data. However, this checking didn’t get to all data-state issues and the data operation is recorded when the system is locked and the operations of ” “ is a set of \{Rti, Wti, Dti\} operation data and St is a labelling function” the operation data could not be handled. Consequently, for the future work, we attend to use a database synthesised with the tool to check the system in the business process modeling using data flow modeling for detection of anomalies.

VII. CONCLUSION

In this paper, we used two verifications in order to detect the data flow modeling anomalies in a certain precise and reduced time using the WFDO-Net and active help. The used example has been geared toward a dematerialization of taxation in the Ministry of Finance which validated our method. As the verification by a proactive couldn’t detect some anomalies in different models with a loop. That’s why ,it’s proposed to add a guard for each data according the confirmation with active help, in an Ad Hoc mesh networking. Indeed , the (WFDO-net) with verification in a temporal logic CTL* and model checking and a guard for data in each activity when modeling. Furthermore, this approach is applied in an instance of process the workflow of WFDO-Net, in order to correct all anomalies to be detected . Consequently, we used a Tool for validation of the model checking to detect the data flow modeling anomalies, missing data, conflicting data and redundant data in the workflow-Net with the data operation. Consequently, for each instance in time the system is verified, and the timed automata is applied the CTL*. Nevertheless, this tool is not able to check all our issue that way. For future work, we intend to associate a database with a tool to verify each data operation.
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