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Abstract—This paper proposes safe motion primitives-based teleoperation of a multirotor by developing a hierarchical collision avoidance method that modulates maximum speed based on environment complexity and perceptual constraints. Safe speed modulation is challenging in environments that exhibit varying clutter. Existing methods fix maximum speed and map resolution, which prevents vehicles from accessing tight spaces and places the cognitive load on the operator. We address these gaps by proposing a high-rate (10 Hz) teleoperation approach that modulates the maximum vehicle speed through hierarchical collision checking. The hierarchical collision checker simultaneously adapts the local map’s voxel size and maximum vehicle speed to ensure motion planning safety. The proposed methodology is evaluated in simulation and real-world experiments and compared to a non-adaptive motion primitives-based teleoperation approach. The results demonstrate the advantages of the proposed teleoperation approach both in time taken and the ability to complete the task without requiring the user to specify a maximum vehicle speed.

I. INTRODUCTION

During cave search and rescue (CSAR), the Initial Response Team (IRT) executes a “hasty” search of the cave to provide rapid situational awareness (e.g., determining the probability of a victim’s location in various passages in the cave) [1]. This team may not have access to a prior map of the cave (e.g., there are 4378 documented caves in Virginia and only 1348 have been mapped) which makes searching for victims underground challenging [2]. Inaccessible areas (e.g., vertical ascents or tight passages) further complicate the situational awareness task. We envision teleoperated multirotor vehicles integrated into the IRT to rapidly search for victims, enhance the accessibility of the cave, and reduce the time taken to gain situational awareness. For example, a member of the IRT should be able to rapidly and safely teleoperate a multirotor through narrow passages. A key challenge for rapid CSAR is to reduce the cognitive load on the operator. To address this challenge, we develop a teleoperation methodology that adjusts the robot speed automatically based on environment complexity and perceptual constraints. Speed modulation in cave domains can be challenging due to varying clutter – open spaces can allow for high speeds but narrow passages require slow speeds to maintain safety. Allowing safety through narrow passages requires maintaining a local environment map and onboard collision checking assistance [3]. Depending on the resolution of the local environment map, narrow passages may or may not be visible to the collision checker. Thus, for teleoperation through narrow passages, variable-resolution local environment maps are required. Towards meeting the speed modulation and variable-resolution mapping requirements, the contributions of this paper are: (1) A hierarchical collision avoidance method that enables maximum speed modulation in a motion primitives-based teleoperation framework through updates to the map resolution and (2) evaluation of the method through simulated and real world experiments using a quadrotor, including one experiment in a wild cave (Fig. 1).

II. RELATED WORK

Motion primitives-based teleoperation of a multirotor has been demonstrated to reduce operator cognitive load [4]. Spitzer et al. [3] propose a teleoperation approach that leverages a KD-Tree to locally represent the environment for fast collision checking. A motion primitive pruning approach leverages low-latency collision avoidance and the closest distance to the operator’s joystick input to allow for adaptive-speed teleoperation in the presence of obstacles. The local environment representation assumes the resolution of the map is fixed before the vehicle is teleoperated and does
not encode unknown or free space information. However, in practice, the unknown space information may be necessary to ensure safety when the environment is incrementally revealed through a limited range depth sensor [5, 6]. Free space information is necessary to simultaneously support applications such as robotic exploration [7]. Thus, in this work, we use probabilistic occupancy maps for local environment representation. A fixed resolution during operation imposes restrictions on the configuration space for the planner because the motion primitive pruning approach depends on the granularity of discretization. If the resolution is too low, the robot might not be able to enter narrow entrances due to the coarseness of the map. If the resolution is too high, the high perceptual latency of a fine map limits the maximum speed of the robot [8]. In this work, we address this research gap by proposing a multirotor teleoperation approach, which uses variable-resolution local probabilistic occupancy maps hierarchically to enable fast teleoperation in open spaces while ensuring safe, low-speed teleoperation through narrow passages.

Prior work in adaptive motion planning has been proposed to modulate robot speed based on application-specific heuristics. Zhang et al. [9] present a likelihood-based collision avoidance strategy for fast teleoperation of a multirotor by prioritizing open spaces for navigation to maintain high speed. The objective assumes that taking an alternate path (i.e., a path through open space) will lead to the same location as taking another (i.e., a path through a narrow passage); however, this assumption is flawed in the context of certain domains like caves. In contrast, our work adapts the maximum vehicle speed according to environment complexity. Quan et al. [10] propose an adaptive optimization-based motion planning approach for the multirotor navigation task, which is most similar to our approach. The heuristic used for speed modulation relies on the angle between the velocity direction and the gradient of the local signed distance field. This heuristic is coupled with a multi-layer model predictive control approach to allow for fast flight in sparsely cluttered environments and slow flight through dense clutter. However, while the motion planner allows adaptation in speed, the resolution of the environment representation is fixed. Selecting the resolution of an a priori unknown environment is difficult, which makes the approach of Quan et al. [10] unsuitable for our application. An alternative strategy is to operate with a range of voxel sizes for the local environment representation and modulate speeds according to the change in the map. The proposed approach builds on this strategy and introduces a motion primitive selection approach that modulates the maximum speed along the motion primitives according to the voxel size of the local occupancy map.

Several methods exist for hierarchical volumetric occupancy mapping. OctoMap by Hornung et al. [11] provides a multi-level representation of occupancy via an OcTree data structure. However, to the best of our knowledge, no motion planner exists that can leverage multiple levels of a local OctoMap-based representation to allow for adaptive-speed teleoperation through environments with varying clutter. Nelson et al. [12] present an occupancy grid adaptation methodology for two-dimensional environment exploration using ground robots. This approach is specific to the exploration scenario and the voxel sizes are adapted via the information-bottleneck method to minimize the cost of computing the exploration objective. It is unclear how this approach may be applied in the context of multirotor teleoperation since the objective highly depends on the intent of the human operator and may vary over time. Closest to our work, Funk et al. [13] create a multi-resolution OcTree-based representation for accurate 3D reconstruction and online planning. The resolution is selected by minimizing the error in occupancy representation. A path planning result is presented in this work that utilizes a “coarse-to-fine” approach for collision checking. The time to compute the motion plan varies from 0.01 s to 0.4 s depending on the desired start and end-points and the maximum resolution set by the user. However, the results are generated with post-processed datasets and a parallelized implementation so it is unclear how the performance would translate to compute constrained robotic systems and real-world results. A key consideration in the teleoperation context is to minimize the lag in the multirotor response felt by the operator by having a high motion planning rate. Thus, it is important to design a planning approach that maintains a steady planning rate in environments with varying clutter. The proposed approach addresses this gap by adapting a pre-specified number of map levels per planning round to achieve a planning rate of at least 10 Hz.

III. TECHNICAL APPROACH

This section details the adaptive teleoperation approach. Figure 2 illustrates the components of the approach and how information flows between components. A local occupancy map is generated using depth observations, robot pose and voxel size (Sect. III-A). Note that due to the myopic nature of the teleoperation task, only a few recent observations are required to be included in the local occupancy representation. A path planning result is presented in this work that utilizes a “coarse-to-fine” approach for collision checking. The time to compute the motion plan varies from 0.01 s to 0.4 s depending on the desired start and end-points and the maximum resolution set by the user. However, the results are generated with post-processed datasets and a parallelized implementation so it is unclear how the performance would translate to compute constrained robotic systems and real-world results. A key consideration in the teleoperation context is to minimize the lag in the multirotor response felt by the operator by having a high motion planning rate. Thus, it is important to design a planning approach that maintains a steady planning rate in environments with varying clutter. The proposed approach addresses this gap by adapting a pre-specified number of map levels per planning round to achieve a planning rate of at least 10 Hz.

Fig. 2: Information flow diagram for the technical approach.
map. The motion primitive design block takes input from the operator's joystick and the voxel size of the local occupancy map. This information is used to compute a candidate motion primitive close to the operator's input and a fallback stopping motion primitive to use in case the next planning round fails (Sect. III-B). The hierarchical collision avoidance block takes as input these two motion primitives and the local map to perform collision checking (Sect. III-C). If both selected and stopping motion primitives are found to be feasible, they are sent to the controller for execution and the voxel size is increased for the next planning round. In case either of these primitives is infeasible, then the voxel size is decreased (and therefore the occupancy grid extents, see Fig. 3) and the process is repeated for the same planning round. If a suitable plan is not found, the stopping action from the previous planning round is executed.

A. Variable Resolution Local Occupancy Mapping

A three-dimensional local occupancy grid map \(\mathbf{m}\) is generated in the body frame \(\mathcal{B} = \{x_B, y_B, z_B\}\) of the robot using the latest control state \(x^c\) as the origin, voxel size \(\alpha\), and number of voxels \(|\mathbf{m}| = N_x \times N_y \times N_z\). The number of voxels along each dimension, \(\{N_x, N_y, N_z\}\), are fixed throughout teleoperation but the voxel size \(\alpha\) may vary during or across planning rounds. The local occupancy grid bounding box \(\mathbf{B} = \{\mathbf{b}_{\text{min}}, \mathbf{b}_{\text{max}}\}\) extents are adjusted as a function of the voxel size, \(\alpha\). \(\mathbf{b}_{\text{min}} = \{x_{\text{min}}, y_{\text{min}}, z_{\text{min}}\}\) is the minimum \(x_B - y_B - z_B\) coordinate of the bounding box and \(\mathbf{b}_{\text{max}} = \{x_{\text{max}}, y_{\text{max}}, z_{\text{max}}\}\) is the maximum \(x_B - y_B - z_B\) coordinate of \(\mathbf{B}\). Each voxel \(m_i \in \mathbf{m}\) is a Bernoulli random variable whose value is 0 if it is free and 1 if it is occupied. Initially, the map is set to have a uniform occupancy probability in all voxels, \(p(m_i) = 0.5, \forall i \in \{1, \ldots, |\mathbf{m}|\}\).

It is assumed that the multirotor is equipped with a limited field-of-view (FoV) forward-facing depth camera that provides a dense depth measurement \(\mathcal{Z}\) at a user-specified sensing rate \(1/\Delta t_s\). In addition to the latest state-measurement pair (“keyframe”), \(\mathcal{K}_l = \{x_l^l, \mathcal{Z}_l\}\), one past keyframe is maintained \(\mathcal{K}_p = \{x_p^l, \mathcal{Z}_p\}\). The past keyframe is selected based on a Euclidean distance threshold \(\beta\) between the latest state \(x_l^l\) and the previous keyframe state \(x_p^l\). Measurement \(\mathcal{Z}_p\) is transformed into the frame of reference of the keyframe \(\mathcal{K}_l\). The occupancy map is updated using both \(\mathcal{Z}_l\) and the transformed \(\mathcal{Z}_p\) through the standard logodds update [14]. If the voxel size \(\alpha\) changes during the planning round, the occupancy grid map is regenerated using \(\mathcal{Z}_l\) and \(\mathcal{Z}_p\) using the new \(\alpha\). The time complexity of this regeneration step depends on the total number of voxels. In practice, we decide the number of voxels based on the available compute and keep them fixed throughout teleoperation.

The local occupancy map \(\mathbf{m}\) partitions the space \(\mathbb{R}^3\) into three subspaces: (1) free space \(\mathcal{X}_{\text{free}}\), (2) occupied space \(\mathcal{X}_{\text{occ}}\), and (3) unknown space \(\mathcal{X}_{\text{unk}}\). To ensure safety, the motion plans sent to the robot must lie in free space, \(x_t \in \mathcal{X}_{\text{free}}\), for all time \(t\). To check the motion plans against \(\mathcal{X}_{\text{unsafe}} = \{\mathcal{X}_{\text{occ}} \cup \mathcal{X}_{\text{unk}}\}\), a common strategy is to compute a discrete distance field \(d\) where each point in the field stores the shortest distance to \(\mathcal{X}_{\text{unsafe}}\). We use the variant of the fast-marching method by Sethian [15] over occupancy grids to compute the distance map \(d\) from the local map \(\mathbf{m}\). It is assumed that the robot can fit a cube of side-length \(2 \cdot r_{\text{robot}}\) and a \(r_{\text{coll}}\) amount of tolerance from \(\mathcal{X}_{\text{unsafe}}\) is required for safety.

B. Motion Primitive Design

We use the control input parameterization by Yang et al. [4] that maps the space of joystick inputs to a finite set of

---

Fig. 3: Bounding box extents for a scenario where the robot traverses a window. The teleoperator gives maximum joystick input in the forward direction for these three figures. (a) When the robot is far from the window, the bounding box extents and local occupancy map are large because the voxel size is also large. (b) As the multirotor gets closer to the window, the voxel size decreases and so does the bounding box extent because the number of voxels in the map stays the same. (c) After exiting the window, the bounding box expands to the original size. Note that the change in bounding box extents is achieved by varying the voxel size and keeping the number of voxels constant.
forward-arc motion primitives. The joystick input is represented as $a_t = \{v_{x,t}, v_{z,t}, \omega_t\}$, where $v_{x,t}$ is the velocity command in the $x_B$ direction, $v_{z,t}$ is the velocity command in the $z_B$ direction, and $\omega_t$ is the angular velocity command around the $z_B$ direction. All velocity commands are uniformly dense sets clamped with user-specified bounds: $v_{x,t} \in [-V_x, V_x]$, $v_{z,t} \in [-V_z, V_z]$, and $\omega_t \in [-\Omega, \Omega]$. Assuming a user-specified duration of the motion primitive, $T$, a forward-arc motion primitive $\gamma_t = \{a_t, T\}$ can be generated by propagating the unicycle model \cite{7}. The motion primitive $\gamma_t$ is checked for feasibility and sent to the controller for execution.

Prior motion primitives-based teleoperation frameworks that utilize forward-arc motion primitives assume velocity command bounds to be constant and user-specified \cite{3, 4}. These bounds can influence the design of the motion primitives when they are used for navigation in unknown environments. Such design decisions are made to ensure that the robot never enters an infeasible collision state \cite{5}. For example, setting the $x_B$-velocity bound, $V_x$, depends on many factors: (1) mapping time ($\Delta t_m$), (2) planning time ($\Delta t_p$), (3) sensing time ($\Delta t_s$), (3) sensing range ($z_{max}$), (4) collision tolerance distance ($r_{coll}$), (5) robot radius ($r_{robot}$), and (6) maximum $x_B$-deceleration ($A_x$) \cite{17}. For the teleoperation task, we also need to account for the bounding box $B$ of the local occupancy map $m$. In terms of the voxel size and the number of voxels, the corners of the local map bounding box $B$ are given by $b_{min} = \{-a/2\cdot\{N_x, N_y, N_z\}$ and $b_{max} = \{a/2\cdot\{N_x, N_y, N_z\}$. Since the robot is at the center of $B$, the map information available in front of the robot is up to a distance $z_{eq} = \min(z_{max}, (a/2)N_x)$ from the robot. Thus, an ideal upper bound for the maximum $x_B$-velocity is derived using Euler motion equations as:

$$V_x = A_x \left( \sqrt{\frac{\Delta t_s^2 + 2z_{eq} - (r_{robot} + r_{coll})}{A_x}} - \Delta t_t \right),$$

where, $\Delta t_t = \Delta t_s + \Delta t_m + 2\Delta t_p$. This equation represents an ideal upper bound because it assumes the deceleration $A_x$ is attained instantly and does not consider the motor dynamics. Therefore, in practice, we reduce $V_x$ with a constant $\delta v$ to account for these unmodeled factors.

Note that Eq. (1) represents the velocity bound in terms of the voxel size $a$ of the local occupancy map $m$. Thus, the velocity bound should scale according to the resolution of the map. Consequently, the motion primitive design is dependent on the voxel size. We use this fact to adapt voxel size and the motion primitive design across and within planning rounds through hierarchical collision avoidance (Sect. III-C).

C. Hierarchical Collision Avoidance

Algorithm 1 shows the pseudocode for the Hierarchical Collision Avoidance (HCA) algorithm. Instead of using a fixed voxel size $a$ for the local occupancy map $m$ throughout teleoperation, it is adapted hierarchically based on the output of the collision checker. At the start of the planning round, the voxel size $a$ is set $\Delta a$ above the one used in the previous planning round, $a_{prev}$, but clamped by a pre-specified $a_{max}$ and $a_{min}$ (Line 2). The motion primitive design is updated for this voxel size (Sect. III-B, Line 5). The joystick input is mapped to the closest motion primitive, $\gamma_{sel}$, via grid search \cite{4} (Line 6). A stopping motion primitive, $\gamma_{stop}$, is generated as a fallback action in case the next planning round fails (Line 7). The distance field (Sect. III-A, Line 9) generated via the local map at the voxel size $a$ (Sect. III-A, Line 8) is used for collision checking. If either $\gamma_{sel}$ or $\gamma_{stop}$ are in collision (Line 10), we reduce the voxel size by $\Delta a$ (Line 11), and try planning again. The map generation step contributes the most to the time complexity of this algorithm. If a feasible plan is found within a maximum of three map level changes (Line 18), it is returned (Line 21) and the next plan is executed. We choose to limit the checks to three map levels at a time to keep a consistent time complexity across planning rounds. If a feasible plan is still not possible, the current voxel size is returned as $a_{prev}$ (Line 19) to use in the next planning round, and the previously planned stopping action is executed.

D. Implementation Detail

The proposed framework is deployed to the aerial system of dimensions $0.6m \times 0.3m \times 0.3m$ and mass $2.5kg$ (Fig. 4). This design is an improved version of the robot from \cite{7} with a higher motor constant, longer...
Fig. 4: The robot used in the field experiments is equipped with a forward-facing Intel Realsense D455, downward-facing mvBluefox global shutter color camera, and Pixracer flight controller.

The adaptive teleoperation framework with hierarchical collision avoidance is implemented with a single thread on a CPU in C++ with the Robot Operating System (ROS) middleware. A 3.7 GHz Intel Core i9-10900K CPU with 32 GB RAM is used for the simulation experiments. A 1.8 GHz Intel Core i7-8550U CPU with 32 GB RAM is used for the hardware experiments. We evaluate the approach with four teleoperation scenarios, two for simulation experiments (Window Scenario, Varying-Clutter Cave Scenario) and two for hardware experiments (Door Scenario, Cave Scenario). Experimentation for the Cave Scenario occurred at a cave on the Barbara Schomer Cave Preserve in Clarion County, PA.

A. Simulation Experiments

Window Scenario: A multirotor is placed 10 m away from a simulated window of dimensions 0.9 m × 0.9 m (Fig. 5a). The operator intends to fly the multirotor in the forward direction, through the window, at the maximum possible speed (Fig. 5b). The teleoperation task is successful if the multirotor passes through the window without collisions and without the operator having to lower the raw joystick input. Three teleoperation methodologies are compared: (1) the proposed adaptive approach with $\alpha_{\text{max}} = 0.5$ m and $\alpha_{\text{min}} = 0.1$ m; (2) a non-adaptive approach with a fixed voxel size, $\alpha_1 = 0.2$ m; and (3) a non-adaptive approach with a fixed voxel size, $\alpha_2 = 0.5$ m. These parameters are chosen such that for $\alpha_1 = 0.2$ m the local map is fine enough for the window to be visible while $\alpha_2 = 0.5$ m leads to a local map that is too coarse for it.

The results for the Window Scenario are shown in Fig. 5. We plot the speed and the local map voxel size over the X coordinate with respect to the window ($X = 0$) in Figs. 5c and 5d respectively. For the non-adaptive case with $\alpha_1 = 0.2$ m voxel size, the operator teleoperates the multirotor through the window without collision at a constant speed of 1.17 m/s. For the non-adaptive case with $\alpha_2 = 0.5$ m, the operator is not able to teleoperate the multirotor through the window while achieving a top speed of 3.03 m/s in open space. For the adaptive case, the operator can teleoperate through the window while being able to achieve a top speed of 3.03 m/s in open space, automatically slowing down to move through the window, and attaining the same top speed after passing through the window. The automatic slow down is expected due to the adaptation in the local map voxel size from $\alpha_{\text{max}} = 0.5$ m down to 0.25 m. Thus, the proposed approach allows speed modulation without requiring the operator to adjust the joystick input. Note that the speed attained close to the window in the adaptive case is lower than the constant speed of 1.17 m/s achieved in the non-adaptive 0.2 m voxel size case. This is because the length of the motion primitive when the robot is decelerating is longer than the case when the robot is moving at a constant speed. The collision checker marks the longer motion primitive infeasible, which results in a speed modulation that decelerates the robot to lower than 1.17 m/s. This behavior may be changed through a collision checker that utilizes the higher derivatives of position, but this is left as future work.

Varying-Clutter Cave Scenario: A multirotor is placed in a simulated cave environment containing varying amounts of clutter (Fig. 6a). Region 1 is an open space, so the expected operation is high-speed multirotor teleoperation. Region 2 is a cluttered space where speeds must be reduced to ensure safety. Region 3 contains a narrow entrance to a larger passage that must be visible in the local occupancy map to enable robot access. The teleoperation task is to fly from Region 1 to Regions 2 and 3 and return to Region 1 (Fig. 6b). The operator supplies the directional inputs from the joystick but the forward speed input is always the maximum value. The three teleoperation methods from the Window Scenario are used here without modification in parameters. The methods are compared based on: (1) whether they allow access to all three regions and (2) the total time taken for the teleoperation task. Figures 6c to 6e show the variation of the speed over time for each of the methods. Without adaptation, the method with a high voxel size can traverse Region 1 at high speeds and can enter Region 2 partially. However, it is unable to access the other regions.

| Parameter | Value | Parameter | Value |
|-----------|-------|-----------|-------|
| $\Delta t_p$ | 0.1 s | $N_y$ | 20 |
| $\Delta t_m$ | 0.08 s | $N_z$ | 20 |
| $\Delta t_s$ | 0.07 s | $z_{\text{max}}$ | 10.0 m |
| $\Delta \alpha$ | 0.01 m | $v_{\text{robot}}$ | 0.3 m |
| $N_x$ | 40 | $r_{\text{coll}}$ | 0.1 m |

TABLE I: Parameters common to all experiments.
Fig. 5: Performance comparison for the simulated window teleoperation task. (a) depicts the initial conditions for the task. A multirotor hovers at a distance of 10 m from a window of dimensions 0.9 m × 0.9 m. The operator controls the multirotor via the joystick shown in (b). The operator intends to go forward at the highest speed possible. (c) and (d) show the variation of the forward speed and the local map voxel size as a function of the distance from the window for the three teleoperation approaches.

Fig. 6: Performance comparison for the (a) varying-clutter cave scenario with three different spaces: Region 1 is an open space, Region 2 is cluttered, and Region 3 is a narrow passage. The speeds achieved by the robot for each method are plotted over time in (c), (d), and (e). The graphs and the table in (f) demonstrate that the (c) No Adaptation 0.5 m variant cannot complete the circuit, while both the (d) No Adaptation 0.2 m and (e) Adaptation variants successfully traverse all regions. Our method completes the circuit in the least time while modulating speeds, as illustrated in the heatmap in (b). A video of this experiment can be found at https://youtu.be/VjyoPVXT8WY.
When the voxel size is lower or adaptive, the operator can teleoperate through all regions and return to Region 1. However, without adaptation, the speeds are lower compared to the adaptive-speed case. Consequently, the total time taken for the non-adaptive 0.2 m case is 137 s versus 103 s for the adaptive-speed case. Figure 6f shows the distribution of the time taken with the different phases of the teleoperation task. The adaptive-speed method achieves lower times and higher average speeds in most phases. These results demonstrate the efficacy of the proposed method in environments with varying amounts of clutter.

B. Real-World Experiments

Door Scenario: A multirotor is hovering outside a building, about 12 m away from a door, which has a frame with a 0.9 m width (Fig. 7a). The operator’s intent and the measures of success are the same as in the Window Scenario, this time flying through the door to enter the building. The same teleoperation methodologies are compared as in the Window Scenario, with $\alpha_{\text{max}} = 0.6 \text{ m}$, $\alpha_{\text{min}} = 0.3 \text{ m}$, $\alpha_1 = 0.3 \text{ m}$, and $\alpha_2 = 0.6 \text{ m}$. The choice of these parameters is motivated by the same reasons as in the Window Scenario.

The results for the Door Scenario are shown in Fig. 7. Just like the Window Scenario, the speed and local map voxel sizes are plotted against the distance from the door ($X = 0$) in Figs. 7b and 7c, respectively. We observe similar results as in the Window Scenario. For the non-adaptive case with $\alpha_1 = 0.3 \text{ m}$, the operator can teleoperate through the door at a constant speed of 1.88 m/s. For the non-adaptive case with $\alpha_1 = 0.6 \text{ m}$, the operator is not able to teleoperate through the door while achieving high speeds outside the building. For the adaptive case, the operator can teleoperate through the door while being able to achieve a maximum speed of 2.50 m/s outside the building, automatically slowing down at the door and achieving the same maximum speed again after entering the building. Thus, the Door Scenario experiment demonstrates the efficacy of the proposed teleoperation method on the computationally-constrained multirotor system shown in Fig. 4.

Cave Scenario: A multirotor hovers in a narrow passage inside of the wild cave shown in Fig. 1c. The operator intends to fly through the narrow passage without substantially altering the raw joystick input. Two teleoperation methodologies are compared in this case: (1) the adaptive approach with $\alpha_{\text{max}} = 0.5 \text{ m}$, $\alpha_{\text{min}} = 0.1 \text{ m}$ and (2) the non-adaptive approach with $\alpha = 0.5 \text{ m}$.

The results for the Cave Scenario are shown in Fig. 8. In the no-adaptation case with $\alpha = 0.5 \text{ m}$, the operator is not able to teleoperate the multirotor through the narrow passage of the cave due to the coarse local map. However, for the adaptation case, the voxel size is reduced automatically to allow for a finer local map for flight through the narrow passage. Thus, the proposed approach allows teleoperation through a narrow passage where it is difficult to guess the required voxel size of the local map before starting teleoperation.

Table II illustrates the means and standard deviation for
| Method                  | Door Scenario | Cave Scenario |
|------------------------|---------------|---------------|
| No adapt. low vox. size | 0.06 s ± 0.01 s | –             |
| No adapt. high vox. size | 0.03 s ± 0.01 s | 0.04 s ± 0.01 s |
| Adaptation             | 0.06 s ± 0.03 s | 0.06 s ± 0.03 s |

TABLE II: Planning times for the real-world experiments.

total planning times for the real-world experiments. As noted in Sect. III-C, most of the time complexity of the proposed approach is due to local map generation. Imposing an upper bound on the number of local map generation steps per planning round enables us to contain that time complexity and achieve a consistent planning rate (i.e., the low standard deviation in planning time).

V. LIMITATIONS

The framework assumes that the operator is aiming for the center line a narrow passage when teleoperating through it. While the forward speed input is not required, additional gains in performance can be achieved through a pruning approach to assist with directional inputs [3]. Further, the maximum speed bound calculation applies to holonomic teleoperation only if a depth sensor is pointed in the sideways direction. When multiple depth cameras are available on the platform, the maximum velocity in the sideways direction can be calculated according to Eq. (1) but for the $y_B$ and $-y_B$ directions.

VI. CONCLUSION

A human operator teleoperating an aerial system in a CSAR scenario may experience a high cognitive load while modulating the robot’s speed to safely navigate through varying environment clutter. This paper detailed an approach for automatic maximum speed modulation for teleoperation of a multirotor in environments consisting of open, cluttered, and narrow spaces. We couple the motion primitive design and variable-resolution mapping to create a hierarchical collision avoidance method that modulates the maximum speed and voxel size of the local occupancy map simultaneously depending on the environment complexity. The framework is experimentally evaluated both in simulation and real-world complex environments, including caves, demonstrating that the speed and map resolution adaptation yields advantages both in terms of time taken and ability to complete a task. For future work, we plan to extend this work to combine with directional input assistance.
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