Abstract—Industries from very diverse domains are realising that security should not be treated in a reactive way (e.g., once the cyberattack has happened). This way, security-related requirements and risks need to be continuously managed, and the need of integrating technical measures should be continuously assessed. In some cases, some decisions led, intentionally or unintentionally, to debt related to security aspects. This security debt is thus incurred when limited approaches or solutions are applied to reach the expected security levels of the system in operation. Identifying and making explicit security debt items is a challenge for companies. In this work, we analyse the literature on security debt to provide initial insights on the topic. Concretely, we discuss its definition, identify its most salient characteristics, present approaches for integrating its management in the product life-cycle, and to present categories and examples of security debt items.

I. INTRODUCTION

Cyber-security is an increasingly important concern given the proliferation of highly and continuously connected networks and systems. From personal devices to cyber-physical systems and critical infrastructures, security measures are required to keep security risks under acceptable thresholds. Security is the combination of three criteria: confidentiality, the prevention of the unauthorized disclosure of information; integrity, the prevention of the unauthorized amendment or deletion of information; and availability, the prevention of the unauthorized withholding of information [23]. In addition, security is usually needed to ensure safety (security-informed safety) [24] so in some cases it is also relevant to prevent harms to humans or the environment.

In this work we provide insights on the intersection of security aspects with technical debt. During the life-cycle of a system (including maintenance) several decisions need to be made by the different disciplines involved in the development. Some of these decisions might incur intentionally or unintentionally in technical debt. “In software-intensive systems, technical debt is a collection of design or implementation constructs that are expedient in the short term, but set up a technical context that can make future changes more costly or impossible. Technical debt presents an actual or contingent liability whose impact is limited to internal system qualities, primarily maintainability and evolvability” [25].

Researchers and practitioners have started to be interested by the term security debt, now that technical debt management starts to be more mature as a conceptual framework [20] or even as a new engineering discipline in its own right, at a similar level than risk or assurance management. By analysing the literature on the subject, we aim to respond to the following research questions:

• RQ1: How can we define security debt and which are its main characteristics?
• RQ2: How is security debt management introduced in the product life-cycle?
• RQ3: Which security debt items are described in the current literature?

This paper is structured as follows, Section II presents the methodology for the literature and data analysis on the selected studies. Then Section III presents the results regarding the definition and characteristics (RQ1), Section IV on product life-cycle integration (RQ2), and Section V on the items (RQ3). Finally, Section VI concludes this work.

II. METHODOLOGY

Figure 1 illustrates the two phases of the methodology.

Phase 1: Data extraction: We designed a focused query based on searching in the title, abstract, and keywords for security and cybersecurity works related with technical debt. Concretely, the following query was used without any time window in the Scopus digital library1:

```
TITLE-ABS-KEY("security debt") OR (security AND "technical debt")
```

This resulted in 67 entries. The inclusion criteria (inclusive filter) was that the work must be written in English which discarded 4 entries, and conference reviews (summaries of 1The first search was conducted in March 2020, and then updated November 2020, with a last check for new entries the 15th December 2020.

Phase 1: Data extraction | Phase 2: Data analysis
---|---
Database Search | 67
Inclusive Filter | 43
Manual Filter | 28
Reading | -15
Snowballing | +9
Consolidation | 22
Coding | 
Global analysis | 

Fig. 1: Methodology including the number of publications which were available in each step.
topics from conferences) were also discarded with 20 entries. The next step was a manual examination by the first author of titles and abstracts (manual filter) which discarded 15 entries as completely unrelated to information systems security (e.g., social security and finance). This way 28 entries were selected for being read and analysed in more detail. This set was used for a snowballing approach [26] where potentially related references found in the papers were recursively added to the literature to analyse. Two authors carried out independent complete reading of each paper (all involved). During the reading of both primary and snowballing entries, 15 instances, that seemed valid in the preliminary manual filter, were confirmed by at least two authors as unrelated to security debt because they were about technical debt but without links to security aspects. We tried to be conservative and kept publications related to security and technical debt but in those 15 cases no insights were provided. At the end, the total number of relevant publications from which data was extracted were 22. Those originated from the database search after the filters and not excluded after reading were [1]–[17], and the not excluded ones originated from the snowballing were [18]–[22].

Phase 2: Data analysis: The data was analysed to obtain the results. First, a consolidation of the data extracted for each paper was conducted through discussions between the two authors assigned to the paper. This complemented both views and helped to avoid misunderstandings on the content. Once this was finished, workshops among the six authors were conducted to analyse the data and to provide conclusions. The findings were systematically categorized using ids, i.e., the available data was used to perform a coding step (assigning ids). Emergent ids for the three RQs were based on the reading and consolidation steps and then harmonized (e.g., merging similar ids) and refined (e.g., formulated in a more concise way). Finally, a global analysis was performed during the reporting in this paper.

Literature overview: Figure 2 shows the distribution per year of the 22 publications. It suggests an increasing interest on the intersection of security and technical debt. Table I shows the publication fora, i.e., how they are distributed in different journal or venues. Security debt is present in both technical debt and security venues with higher frequency in specialized technical debt venues.

![Fig. 2: Distribution of the 22 publications per year](image)

| Name                                      | Type     | Num  |
|-------------------------------------------|----------|------|
| MTD - IEEE Int. Workshop on Managing Technical Debt | Workshop | 4    |
| TechDebt - IEEE/ACM Int. Conf. on Technical Debt | Conference | 2    |
| JSS, IST, IEEE Software, Journal of Software: Evolution and Process, Enterprise Information Systems | Journal  | 1 each |
| ARES, Cyber Sec. and Protection of Digital Services, PRO- FES, ICSA, ICSE (Doctoral Symposium), SCI, IECON, SEDA, Perf. & Capacity by CMG, EASE, SBSI | Conference | 1 each |

TABLE I: Publication fora

III. A CLOSER LOOK AT SECURITY DEBT

We identified certain consensus on the security debt definition even in those that did not explicitly use the term. We present a consolidated definition in Section III-A together with its main characteristics in Section III-B to respond to RQ1.

A. Definition

Security debt refers to the completeness and correctness of the solution that a development team is creating, in terms of the needed security characteristics and requirements for the future operation of the system, in the expected operational context. In other words, security debt is incurred when limited approaches or solutions are applied (intentionally or unintentionally) to reach the needed security levels for the system in operation. The concept is derived from the technical debt metaphor, however, the interest of the debt is not additional work to maintain the system as in traditional technical debt, but additional security risks that are accumulated throughout the system lifecycle.

The solution being created by the development team can be convenient in the short term to meet deadlines or advance in the project with the current knowledge and skills of the team. This can create a state in which the system might not meet the necessary security characteristics and requirements, compromising the overall quality of the system and the customer expectations on security. Security debt does not only appear during the design activities, it can be incurred since earlier phases such as requirements engineering or risks analyses. The security debt identification and further management allow development teams to know and to record these kinds of situations which appear as a result of business or technical decisions. Also, for business purposes the companies may want to gain visibility and to manage them throughout the whole system lifecycle.

B. Characteristics

We extracted salient characteristics of security debt and its management. We categorized them in Technological, Organizational, and aspects related to its Consequences. Table II summarizes the characteristics with a quick reference to the works mentioning or dealing with it.

Technological: It is acknowledged that different artefact types can be the source to incur technical debt [20], and security debt is not an exception [5]–[7], [12], [13]. Different categories can be found in the literature such as requirements [7], code [7], [12], [13], design and architecture [7], [12], [13], configuration [13], environment [12], hardware and physical parts [6], cloud computing infrastructure [13], knowledge distribution [12], documentation [12], [13], and testing [7], [12], [13]. Section V will later present concrete categories and examples of security debt items.

One characteristic that we can highlight from security debt is that it is highly related to security risks. Some authors refer security debt as technical debt containing a security risk [7] or potential security implications [8]. Security engineering techniques (e.g., risk analysis) are used to identify the security debt [6], [8] and security risk in software can be described...
TABLE II: Security debt characteristics (RQ1)

| Characteristic                                                                 | References |
|-------------------------------------------------------------------------------|------------|
| **Technological**                                                             |            |
| Security debt can be incurred through different artefact types                 | [5]-[7], [12], [13] |
| Security debt and security risks are closely tied                             | [5]-[8]    |
| Security eng. (V&V) helps to identify unintentional security debt              | [8]        |
| Continuous security eng. helps to avoid unintentional security debt            | [7], [11]  |
| Technical debt can be a source of security debt                               | [1], [3], [8] |
| Tradeoffs of security and other quality attributes (e.g., performance)         | [5], [14]  |
| **Organizational**                                                            |            |
| Organization policies should prioritize security debt                         | [12], [19] |
| Security awareness and skills are needed to avoid security debt               | [8], [13]  |
| Security debt involves different stakeholders requiring discussions and decision making among them | [5], [14] |

| **Consequences**                                                             | References |
|-------------------------------------------------------------------------------|------------|
| Business damage: High interest of the debt                                   | [8], [9], [12], [14], [16], [21] |
| Interest will be paid mainly when someone exploit the vulnerability          | [8], [9], [16], [21] |
| Paying the principal of the security debt might require to change processes\ | [16], [19] |

in terms of technical debt [8], e.g., including the probability attribute to the security debt item to measure the chances that the security-related defect can be actually exploited [5].

Unintentional security debt should be identifiable thanks to security engineering through validation and verification (V&V) activities [8]. Also, this security engineering should be continuous [7], i.e., not a single-shot effort (e.g., thread modelling only at the beginning of the project) as this may create a quickly obsolete view on the security of the system [11] creating new security issues.

Another characteristic of security debt is that traditional technical debt can be the source of security debt, e.g., suboptimal internal quality in a security critical software component [8]. Under this hypothesis, the correlation between technical debt indicators and software vulnerabilities can identify security debt [1], [3].

The last technological characteristic that we identified is related to tradeoffs among security and other quality attributes that might force the engineers to assume security debt. An example is checking if the optimal system security can be met at the expense of performance [14], or if security and safety decisions are being considered at the same time creating tradeoffs between them [5].

Organizational: It is considered that addressing security debt should be prioritized as the potential damage to the business is high [12], and the usually limited budget should be used for that first [19]. There are also non-technical aspects in technical debt such as personnel capabilities and participation aspects. For security debt, security awareness and skills is relevant to avoid security debt [13]. However, a professional specialized in technical debt management, security engineering and risk management might be hard to find [8].

Security debt might instigate discussions and it might continuously trigger decision making among different stakeholders. A study on open source systems suggests that the case with the highest number of comments when source code wants to be officially integrated is when security-debt-related topics are being discussed [14]. Also, key decision points or check points are defined respectively by NASA and NIST where stakeholders need to take decisions on security and safety, and this was extended with technical debt decisions on these critical considerations [5] making security debt a first-class citizen in the organizational procedures for discussion and decision making.

Consequences: Regarding the consequences of security debt, the first characteristic is that the interest of the debt may get unacceptably high [8] causing important business damages [12], [14], [16], [21]. Security debt is usually measured in terms of loss of business if a vulnerability is successfully exploited rather than, for example, source code maintenance effort in traditional technical debt [9]. Interest will be only paid when someone (intentionally for malicious purposes or unintentionally) exploit the vulnerability [8]. Security debt makes the system more penetrable by malicious actors [21] both in open systems (through externals) and closed systems (through insider threats). In both cases the interest will not be paid if the exposure was not discovered or activated [16]. Paying the principal of the security debt will be usually related to fixing the defect of the vulnerability, however, in other cases, it might imply also to change processes and perform administrative changes [16]. In some cases, changes in processes to perform a proactive security debt management is desired [16], [19].

IV. SECURITY DEBT MANAGEMENT IN THE LIFE-CYCLE

Table III presents the approaches that were identified related to the product life-cycle and the management of security debt.

Across the product life-cycle: Security is a cross-cutting concern affecting all the product life-cycle and the product assets produced in each stage as presented in Section III-B. Thus, all engineering disciplines are subject to generate security debt starting in very early stages such as the concept and requirements phases [10]. The debt management process should then consider all those stages [7] and adjust the techniques aiming to reveal security debt items [8], [13], [14] (e.g., reviews of policies, design, code etc.). Also, ideally security debt cannot be incurred when secure-by-design best practices are followed across the product life-cycle [6]. As this is not yet feasible in several cases, security “touchpoints” during the product life-cycle to avoid security debt are proposed [6].

TABLE III: Security debt in the product life-cycle (RQ2)

| Characteristic                                                                 | References |
|-------------------------------------------------------------------------------|------------|
| **Across the product life-cycle**                                            |            |
| All the stages/disciplines are subject to generate security debt              | [6]-[8], [10], [13], [14] |
| Identification of security debt is a continuous process                       | [7], [11]  |
| **Risk management**                                                          |            |
| Extending security risk management to manage security debt                     |             |
| Risk assessment can be used to quantify and prioritize the items              | [7]-[9], [12] |
| **Identification techniques**                                                 |            |
| Security V&V can help to identify security debt                               | [8]        |
| Assurance can help to identify security debt                                  | [5], [7]   |
| Technical debt indicators can help to identify security debt                  | [1], [3], [8] |
| **Instances**                                                                |            |
| SecDevOps                                                                     | [9]        |
| Cybersecurity framework extended with Security debt                           | [5]        |
As mentioned in Section III-B, the identification of security debt should be a continuous process across the product life-cycle [7]. It is not appropriate to think of security as a component that can be added after the product is built, or that it is a quality attribute that can be checked just once. Continuous risk analysis and threats modelling [11] or continuous security testing is thus relevant to identify and monitor security debt.

Risk management: Given the tied relation between security risks and security debt discussed in previous Section III-B, it can be observed how extensions of security risk management to manage security debt were proposed. In [7], they suggest three main processes aligned with ISO/IEC 21827 [27]: security risk identification and assessment, a security engineering process to create risk controls, and a software assurance process. The software development takes as initial input functional, operational, and security requirements based on risks and regulations. In their product life-cycle approach, software development creates debt in all the stages which is taken by a technical debt management process. Apart from this one, a risk-based extension to help in the prioritization of existing debt has been proposed [8] as well as a threat modelling approach extended for security debt analysis [11].

Risk assessment can be used to quantify and prioritize the security debt items [7]. In the previously mentioned prioritization approach [8], quantitative risk assessment measures are suggested. For instance, a combined value of risk probability and impact as proposed in the ISO/IEC 27005 risk management standard [28]. In [9], for security debt prioritization they suggest to take advantage of the Common Weakness Enumeration (CWE) [29] by analysing the technical impacts and the tactics that are used to exploit the weaknesses of the system. In [12], they propose the use of the Common Weakness Scoring System (CWSS) mapping a CWE hierarchy to the Quamoco product quality modelling and assessment approach [30] to help prioritizing items.

Identification techniques: Three product life-cycle processes are identified as the main activities for security debt identification. One is security V&V ranging from reviews and professional observations of the product assets to security testing and simulated attacks [8]. The other one is the assurance process [5], [7] where it must be justified that the implemented solution meets the expected security with appropriate evidences and argumentation (e.g., arguing regulatory compliance through V&V results). An extension of the assurance cases formalism is proposed to explicitly represent the security debt [5]. This way, security debt is integrated at the core of the assurance process which is refined across the product life-cycle. The third one is the technical debt management process. As presented in Section III-B, recent works try to correlate technical debt indicators to security risks [1], [3], [8].

Instances: Finally, we present two concrete instances of how to manage security debt within existing processes. In [9], the authors position their work in the SecDevOps context [31]. DevOps enables to integrate secure development processes into development and deployment processes so security debt can be identified and addressed dynamically. For instance, CWE items detected through static analysis can be mapped to attack tactics [14]. The other instance is cybersecurity frameworks extended with security debt management where each activity in the framework is enhanced with debt considerations [5].

V. SECURITY DEBT ITEMS

A security debt item is a concrete work product created during the system evolution where its state makes more difficult the objective to incorporate the needed security characteristics and requirements. Table IV shows the identified item categories and we present concrete examples in the text.

In the product life-cycle, one of the first security debt items that might have cascading effects are deficiencies in the requirements, notably, security requirements might be missing or incomplete [2], [4], [6], [10]. Another item can have as origin requirements which are unrealistic [2] or inadequate [4], e.g., specifying mitigation mechanisms as if they were requirements preventing the engineers of the next product life-cycle stages to take potentially better security-related decisions based on the real requirement [7].

Improper risk management can also be an item [6], for instance uncovered abuse cases (use cases that might create harm to the system) [6], improper penetration testing [6] or improper risk analysis of the physical security [6].

Deficiencies in the design stage might have consequences in security. The architecture should be a means for communication between the requirements and the developers and it should not fail to communicate the security aspects [7]. However, we might have missing security measures in the architecture [6] or improper system analyses creating weaknesses in the architecture [6]. The Common Architectural Weakness Enumeration (CAWE) [32] has been referred in technical debt studies [12] as a relevant catalogue.

Structural deficiencies in the source code have also potential implications on security [7], e.g., potential compromise in code access (private, protected and public access in source code methods) [14], or security flaws in the source code that can be identified with tools [20]. Similarly to architecture deficiencies, the Common Weakness Enumeration (CWE) [29] present an extensive list of violations of good coding practices in the area of security such as SQL injection, cross-site scripting, buffer overflows etc. [21].

Other security debt items are related to compromised lower-level components from suppliers/third-parties [7], e.g.,

| TABLE IV: Security debt items (RQ3) |
|--------------------------------------|
| Items | References |
| Deficiencies in security requirements | [2], [4], [6], [7], [10] |
| Deficiencies in security abuse cases identified during risk identification | [6] |
| Defective architecture and its implications on security | [6], [7], [12] |
| Structural deficiencies in source code and its implications on security | [7], [14], [20], [21] |
| Compromised lower-level components from suppliers/third-parties | [7] |
| Defects in data integrity (database) and its implications on security | [17] |
| Defects in physical parts (e.g., CPS) and its implications on security | [6] |
| Deficiencies in security validation and verification activities | [6] |
| Limitations in the conformity to standards, guidelines etc. | [5] |
dependency debt with security risks that can be exploited through supply chain attacks. How the database is implemented can also create security debt items such as defects in data integrity [17]. Defects in physical parts (e.g., of a Cyber Physical System or IoT device) can also present security vulnerabilities [6] (e.g., glitches in electrical attacks). Incorrect access control of an intruder or unauthorised personnel through the physical parts of the system [6] is also a debt item where hardware plays an important role.

Finally, we have items related to deficiencies in security V&V activities such as missing code reviews [6], or limitations in the conformity to standards and guidelines, e.g., in the health domain a specific device communication standard and a safety standard are mentioned regarding this aspect [5].

VI. DISCUSSION AND CONCLUSIONS

We have shown that security debt is a trend with several ongoing research and new approaches. It deals with a real-life problem posing fundamental challenges to industry and with potential direct consequences for the final users and society. We provided an initial overview of the security debt topic through a review of the literature focused on this specialized intersection between technical debt and security management. We discussed its definition and more importantly, we summarized its main characteristics, how it was introduced in the product life-cycle, and which types of security debt items have been reported. Direct references to each of these individual aspects were provided. We consider that those insights and clarifications are needed for the community for an aligned vision in next research works of this incipient field.

As identified gaps in the workshops among the authors of this paper, we can mention the lack of 1) detailed industrial experience reports and datasets, 2) tool-supported approaches for early product life-cycle stages, and 3) analyses of security-by-design on security debt. As further work, an approach to quantitatively manage security debt starting at the requirements engineering and risk management disciplines will be designed based on the aspects identified in this work. This will include extensions of risk management and assurance tools.
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