Fault detection and diagnosis in building energy systems: A tool chain for the automated generation of training data
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Abstract. The application of fault detection and diagnosis (FDD) algorithms in building energy management systems (BEMS) has great potential to increase the efficiency of building energy systems (BES). The usage of supervised learning algorithms requires time series depicting both nominal and component faulty behaviour for their training. In this paper, we introduce a method that automates Modelica code extension of BES models in Python with fault models to approximate real component faults. The application shows two orders of magnitude faster implementation compared to manual modelling, while no errors occur in the connections between fault and component models.

1. Introduction
With 36% of the final energy consumption worldwide in 2017 [1], the building sector shows potential for reduction of greenhouse gas emissions. Building energy systems (BES) are one domain for improvement. To ensure a preferably optimal and energy-efficient operation, computer-aided systems are used. Building energy management systems (BEMS) monitor and control the energy-related technical equipment of buildings. The increasing complexity of these systems and their devices makes them susceptible to faults [2]. Studies show that faults in BES can increase the respective energy consumption by up to 50% [2, 3, 4] depending on the type of building and energy system, the way they are maintained and the fault types considered. Early detection of faults can reduce these rising consumptions and further prevent total system failure.

Performed manually, the detection of errors is very time-consuming. Algorithms based on artificial intelligence could help here.

To achieve good results, training data is required that includes time series of both nominal and component faulty behaviour [5]. However, historical data does not always exist, is incomplete or contains uncertainties. Especially a distinct allocation of time series to particular faults is difficult since several faults may cause similar variations in the data and one fault may result in several symptoms [6]. To overcome this problem and to generate faulty data in a targeted manner that is clearly assignable to activated faults, models and simulations can be used. Further, the generation of variable data sets is less time-consuming and less expensive compared to experiments.
In this paper, we present an automated process of generating training data for BES, since editing of models manually is time-consuming and can be error-prone. The implementation addresses models written in Modelica and uses component-based fault models within an existing fault model library. Unlike [7], we do not integrate faults directly into a complete library. Instead, we extend existing model code with references to or adjustments of connections to fault models within a fault model library. This is advantageous because changes within a library do not necessarily require modifications of the already extended model as long as they do not affect the interfaces. In addition to the adaptation of Modelica models, we explain how fault activation and simulations can be automated.

2. Model analysis and model extension

In this section, we first introduce the applied fault models. In the second part, an overview on the analysing method for the models’ syntax is given. Lastly, we explain the model extension.

2.1. Applied fault models

The applied fault models are part of a fault model library that has been developed for simulations with the Modelica model library AixLib [8]. In this paper, we consider fault models for the following components: sensors, dampers, valves, pumps and fans. Instead of replacing a component model, the fault models change the components’ input or output values. Thus, the integration of fault models into existing BES models requires the generation or adjustment of connections. For visualisation, two component models before and after a fault model integration are shown in figures 1 and 2. Some component models require additional type conversion blocks (cf. pump component model in figure 2) for connections with the corresponding fault model. The fault models will be published as part of a pending PhD thesis.

![Figure 1: Component models before integration of fault models.](image)

![Figure 2: Component models after integration of fault models. This pump component model requires additional type conversion blocks from Boolean to Real and Real to Boolean.](image)

2.2. Syntax analysis of Modelica code

To adjust existing Modelica models in a way that elements, e.g. fault models, can be subsequently integrated, the models’ code needs to be modified. We implemented this modification in Python. To be able to access particular parts within the Modelica code, we use a language recognition tool, named ANTLR [9]. ANTLR generates language specific parsers that are able to parse structured text (like Modelica models). The code of the models is thereby transformed into parse trees (i.e. a data structure) that enable access to specific parts within the models’ code. While visiting these parse trees, we adjust the code of the models.

2.3. Automated fault model integration and code extension

In figure 3, a schematic overview of the Modelica code extension process is shown. Each visitor is a class that implements an interface of ANTLR and performs various operations on the generated parse trees. Whereas initialVisitor and modelVisitor traverse the BES models, faultVisitor...
traverses the fault model library. Besides the generated parse trees (i.e. the Modelica models’ code), all visitors need additional information on component models of AixLib and Modelica standard library to perform their assigned tasks. This information is stored in a manually generated text file (config file) and contains allocations of suitable fault models, suitable ports that the fault models should be connected to and equation-templates and type-conversion-templates. The config file can be accessed by each visitor.

After generating the parse trees, \textit{initialVisitor} compares the component models of the BES model with the component models of the config file. For each matching component model, \textit{faultVisitor} selects a corresponding fault model from the fault model library. Adapting the fault model names by adding a number makes them uniquely identifiable, even if a fault model of the same type is integrated several times. In addition, \textit{faultVisitor} saves parameters of each selected fault model that are required for activating the faults before starting simulations (see chapter 3). The \textit{modelVisitor} receives information from \textit{initialVisitor} and \textit{faultVisitor}. It combines the passed information with the BES model. This comprises placing the adjusted fault models correctly within the model’s code, placing conversion blocks if necessary and adding or adjusting the model’s code in order to establish valid connections to the placed fault models and conversion blocks. The output is a valid BES model with all possible fault models integrated.

3. Fault activation, simulation and data generation

In order to generate training data, simulations need to be performed with the newly extended BES models. As the integrated faults are inactive by default, single or multiple faults must be activated by two fault model parameters (i.e. Boolean and time for activation) before starting a simulation. Once a fault is triggered, it remains active throughout the remaining simulation.

The simulation of the extended BES models is intended to be performed automatically. We use a DymolaPython interface [10] to control the execution of simulations in the simulation environment Dymola via Python. Our fault activation setting activates one fault per simulation run (model by model). In addition, a fixed number of multiple faults are activated simultaneously once per model.

The automated fault activation and simulation process works for a high share of Modelica models. Nevertheless, there are two exceptions in which manual adaption is still required. First, when fault models are automatically integrated into a sub-model, the automated simulation start
requires the allocation to its corresponding compilable model. Second, integrated fan faults still require nominal values for mass flow rate and pressure difference. Since both the superordinate model and the fan values cannot be read out in the models’ code, this information needs to be passed to the simulation script (applies for superordinate models) or can be integrated directly into the extended models (applies for fan values).

4. Application and evaluation
We apply the automated fault model integration and simulation tool to ten parametrised models of the AixLib. Different degrees of complexity regarding the total number of elements, the number of potential fault models and the type of component elements are considered. Five of these models are listed in table 1 and considered in this paper. The model GenericAHU is a sub-model and not directly compilable.

Table 1: Test models with number of elements and elements with corresponding fault model.

| Test model name       | Element count: total (connected) | Elements with corresponding fault model and number, if element exists several times |
|-----------------------|----------------------------------|----------------------------------------------------------------------------------|
| Pump                  | 8 (7)                            | pump                                                                             |
| HeatPump              | 21 (20)                          | pump, sensor                                                                     |
| OneRoomRadiator       | 36 (26)                          | pump (2), sensor (3)                                                             |
| SimpleHouse           | 39 (27)                          | pump (w/ type conversion), damper, fan, sensor                                   |
| GenericAHU            | 53 (39)                          | sensor (7), damper (4), fan (2)                                                  |

4.1. Assessment of functionality
The functionality of the automated fault model integration and simulation is assessed simultaneously. For each test model, a manual version with integrated fault models is built that serves as comparison version. Since Modelica code does not need to be identical and different positions do not necessarily lead to different functionalities, we use the simulation results of the augmented models to compare and analyse the functionality of both the fault integration and fault simulation. Manually and automatically extended test models are simulated with the same parameter settings and the same simulation time.

4.2. Assessment of advantages
To evaluate the automated fault model integration in terms of time and accuracy compared to manual fault model integration, we conduct an experiment. Participants are asked to perform the fault integration on the selected test models manually and to measure their required time. They can use the graphic interface of Dymola or code-based editing. Before the start of the task, participants are introduced to the fault model library and connection examples.

The measured times include deciding for which components a fault model exists, which fault model corresponds to which component model, and implementing the connections, i.e. extending or changing the model’s code. For the evaluation of time, the times measured by the participants are compared with the measured times of the automated fault model integration. To evaluate the accuracy, the models processed by the participants are compared with the corresponding manual comparison versions (cf. chapter 4.1). Deviations are categorised into four error categories:

- **E1** - False component model (e.g. sensor faults model connected to temperature model)
- **E2** - False fault model (e.g. valve faults model connected to damper model)
- **E3** - Incorrect connection (e.g. old connection not removed or faulty drawn new connection)
- **E4** - Missing fault model (e.g. no sensor faults model integrated for sensor model)
5. Results
In the following, we present the results obtained for assessing the developed automated fault model integration and simulation tool with methods described in chapter 4.

5.1. Functionality of automated fault model integration and simulation
For each test model, the integration and simulation process is performed both manually and using the automated tools. Each calculated variable of the manually edited and simulated models is compared with the equivalent variable of the automatically edited and simulated models. In total, we run 30 simulations each manually and with the automated tools. All simulation results of the automated augmented and simulated test models match with those calculated for the manual augmented test models.

5.2. Advantages of automated fault model integration
The experiment described in chapter 4.2 is conducted with seven participants. Their working experience with Modelica ranges from 0.5 to 1.5 years for six participants to 4 years for one participant. The comprehensibility of the experiment’s task is rated with an average of 5.29/6 by the participants.

The results of the measured fault model integration times is shown in figure 4. For each test model (listed on the x-axis) the corresponding measured times are allocated on the logarithmic scaled y-axis. The mean values of the operating times per model measured by the participants range between 124 and 910 seconds (i.e. 2.06 and 15.17 minutes). The times measured for the automated fault model integration range between 0.8 and 2.4 seconds. Hence, a time advantage for the automated fault model integration of two orders of magnitude can be derived for these test models. In addition to the time measurements, the analysis of the participants’ augmented models shows deviations from the desired comparison version in 20 of the 35 analysed test models. A classification of all detected deviations into four error categories (cf. chapter 4.2) can be found in figure 5.

6. Discussion
The automated fault model integration is the first sub-step of the training data generation tool. It shows its advantages through the significantly reduced time required for fault model integration and the absence of errors compared to manual fault model integration. The second
sub-step of the training data generation tool is the automated fault activation and simulation. This sub-step is inherently automated for the activation of single and a fixed number of multiple faults. While the fault model integration is implemented independently of a Modelica simulation environment, the automated conducting of simulations uses the DymolaPython interface and is tied to executions of simulations with the simulation environment Dymola. However, it is possible to replace this interface and to adjust it to a simulation environment of choice. In order to perform sub-step 1 together with sub-step 2, additional information is required for particular models. This refers to models that are not directly compilable and models containing fan faults (cf. chapter 3).

7. Conclusion
In this paper, we present a framework for generating training data for FDD algorithms in BEMS in an automated way using BES models. The sub-steps comprise the integration of fault models, the activation of selected faults and the execution of simulations that have been successfully implemented. For this purpose, syntax analyses of the models’ code are carried out, models’ code is extended after comparison with stored data and a simulation interface is used. The automated integration of fault models as first sub-step shows large time savings and is two orders of magnitude faster than the manual fault model integration. Furthermore, no errors occurred in the connections of component models to integrated fault models. The implementation considers component models of the AixLib for sensors, dampers, valves, pumps and fans. Overall, the fault model integration and simulation process is extendable for additional fault models and adaptable to other libraries. Future research is required to investigate the relationship between fault activation and training of algorithms to find out which data sets need to be generated to achieve the best possible results in FDD. Furthermore, it is planned to make the project code available as open source.
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