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Abstract—Modern java programs consist of large number of classes as well as vast amount of objects instantiated during program execution. Software developers are always keen to know the number of objects created for each class. This information is helpful for a developer in understanding the packages/classes of a program and optimizing their code. However, understanding such a vast amount of information is not a trivial task. Visualization helps to depict this information on a single screen and comprehend it efficiently. This paper presents a visualization approach that depicts information about all the objects instantiated during the program execution. The proposed technique is more space efficient and scalable to handle vast datasets, at the same time helpful to identify the key program components. This easy to use interface provides user an environment to glimpse the entire objects on a single screen. The proposed approach allows sorting objects at class, thread and method levels. Effectiveness and usability of the proposed approach is shown through case studies.
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I. INTRODUCTION

Most of the modern age computer software solutions are very complex in their structure and functionalities. These software solutions consist of tens and hundreds of packages and classes having large numbers of methods or functions. With such a large number of classes and complex functions, vast amount of objects are instantiated by these programs during execution. Software developers are always enthusiastic to know about the most important classes or methods of their programs. Understanding object creation by a particular class and categorizing on the basis of package, class or method is not a trivial task for the software developers.

On the other hand, software visualization is used as an effective technique to comprehend software at various levels as well as to cope with the software complexity. Some tools and techniques are used to visualize software static aspects [1-3] others are related with dynamic analysis of a software such as tracing data [22] or component interaction at runtime of the program [6, 7]. The basic drawback of the most of software visualization tools is the task oriented aspect of these tools; that is why developers need a sophisticated tool to meet their requirements. Usually programs generate a large amount of data at runtime i.e. thousands of events for object creation; hence, analysis of this data is not an easy task. Visualization facilitates developer in program comprehension in a more efficient manner [22]. Visualization technique is more effective to convey information as compare to other techniques e.g. sonification[34][35].

This paper presents a software visualization methodology in shape of a tool that provides developers an environment to understands their program components i.e. packages, classes, methods and threads without knowing its source code. The proposed visualization is based on dynamic data extracted from a program during execution time. The tool depicts all the objects of a program created by various classes during its execution. The technique used by the tool is scalable to handle large amount of events on a single screen. The developer will be able to sort the available information on various levels. The system can be used with legacy software where source code is not available to understand its components as well as for pedagogical purpose.

The rest of this paper is organized as follows: Section 2, briefly review the related work. Section 3 introduces the new visualization techniques. Section 4 lists case studies and Section 6 concludes the paper.

II. RELATED WORK

Software visualization is used as a technique to visualize various aspects of software at different granulate levels. The software visualization tool in contemporary research work is domain and task specific. There are many techniques and tools for task effective program comprehension and identification of various components [19, 31]. The software visualization tools presented in this work mainly covers two software aspects, static analysis [21] and dynamic analysis [22]. The visualization tools presented in [4, 6, 7, 15] are based upon the use of dynamic analysis to understand program’s runtime behavior effectively. Other tools use software visualization for pedagogical purpose to understand program [17]. Research on grid based visualization is also presented in previous works [27]. The current techniques in component identification area mostly do not consider visualization techniques and method. The proposed visualization tool is different from all of the existing ones; our approach shows the component and objects on a single screen. The work presented by Zaidman in [19] identifies the key classes in software using dynamic coupling and webmining techniques. A novel method has been proposed by Kawrykow and Robillard in [24] that automatically detect API imitation in software code using static analysis techniques. The technique helps software developer to identify API usage and its patterns. Another approach for API usage has been adopted in [25] by Souza and
The work presented in [33] used clusters to identify key components in software system. Their work has two facets; initially to find usability of API using complexity metrics and then utilized visualization to present this information to the developer effectively. The previous work discussed in this section has two main limitations, first; most of the techniques are not based on dynamic analysis and mostly concern with static aspect of software. Secondly no suitable visualization is provided in the literature to visually analyze data. We address these two limitations and our work aims to visualize dynamic data of program and provides visualization tool to assist programmer more effectively.

III. PROPOSED VISUALIZATION

This section explains the proposed visualization system. Below is an overview of the whole system and how it works.

A. System Overview

The proposed visualization system’s design and working can be divided in three main steps: 1) instrumentation packages preparation, 2) data collection and 3) visualization. The first step is to prepare instrumentation packages class used to insert probe into program code at runtime. These classes are important and build with care, since one wrong statement can damage the target program. Second step is to run the target program under the control of instrumentation code to collect data generated from program. The data generated from the program are stored in log file as CSV format. The information we collect from a target program includes, object name, type, package name, class and method name, data/time and line number. Visualization module is the last step where we take the log file as input and create the visualization. The visualization module is used to map data to visual elements and portray it on the screen. The proposed visualization consists of small squares depicted on screen, where each square represents an object of a particular class in the program. The color of a square shows different categories of depicted information. The user can sort these squares based on various components of a program such as package, type, method etc. The sorting options are available to user through menu. Through this software developer is able to identify key program components that are responsible for objects creation. Fig. 1 gives the system overview. The whole system is implemented in java using Eclipse IDE, while the instrumentation class is build using BCEL [32]. The following subsections explains the system components in more detail.

B. Instrumentation Packages

In the first phase instrumentation classes are prepared. These are used to generate and collect runtime data from a target program. We used dynamic instrumentation, where class bytecode is instrumented at load time of a particular class. Bytecode Engineering Library (BCEL) [32] which is an open source library from Apache software is used to build instrumentation classes. BCEL provide Java Virtual Machine (JVM) independent environment for instrumentation with flexible control. The instrumentation code, consists of two packages, first package contains those classes responsible for adding probe to specific position in the target program bytecode and the actual code to be inserted. The second package is just like utility code that monitors the interesting events of the program and records them in a log file. The dynamic instrumentation process is tedious task as the volume of data generated is massive. We have used selective instrumentation to cope with log file size and only those methods are instrumented where objects are instantiated, deleted or method entry events occurs.

C. Data Collection

As the instrumentation packages are built, next step is to take a target program and run it under the control of instrumentation code. As mentioned previously, interesting events have been recorded to log file. For this purpose we collect specific information from the program during execution time without knowing its source code. The data extracted in this case includes: 1) object unique identifier, 2) object owner thread, 3) object type, 4) time of event and 5) object status. It may be noted that some of these information can be collected at static level, in the case where source code is available. Rest of the data e.g. source code line number, package and class name, are static features. These are also gathered at execution time. Fig. 2 shows a snapshot of log file created during our experiment. The data collected is for short time durations. The events may be recorded to log file as long as the program runs, this is constraint to space available for storing log file. We can also
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record various scenario based information, so the developer will identify the key elements during the processing of these scenarios.

D. Visualization and User Interaction

The last step in this process is visualization and providing an effective user interface facility. Given an input file from the previous step, visualization module maps the data elements of input file to visual elements and creates grid-based visualization. As described previously, input file consists of individual record for each object created. Visualization module maps each object to square cell on the grid. The number of cells and dominion of each cell depends on the size of presented input file. The main objective of visualization is to provide the developer, a view to identify main class and how many objects are created by them. Developer then would be able to sort the information on various program components i.e. packages, methods and threads. The visualization will help the developer in better understanding of the program, without seeing source code. The visualization module may extend for other usage situations as well. The algorithm for visualization is listed in Fig 3.

1) Visual Encoding and Layout:

As described earlier, the input file contains all the information about each object; we build visualization on the basis of this information and relationship. Since we have large number of events in the log file, for the visualization we need a space efficient and scalable technique that is able to show all the information on a single screen. Proposed layout algorithm first determines the number of objects to be shown and then distributes the screen area among all the objects. The dimension of each cell in the grid can vary with the number of records in input file. As the number of objects grows in input file the square size gets smaller. The layout algorithm first takes the collection of square and displays each square row wise on the screen. Each time the user sorts the screen information on some other attribute, the layout algorithm is executed and it repaints the entire visualization in respective order.

The color of each square is computed from each object’s properties using hash function, which gives a unique color for each value. We have used a simple RGB color scheme. The objects under same property are assigned same color, which allow developer to recognize patterns in a single glance. As shown in Fig. 4 squares are depicting objects of different types shown with various colors. If developer changes the sorting order, the squares are sorted accordingly and the color for each square is recomputed using hash function taking respective attribute as input. The larger the numbers of squares with a particular color means that there are more objects of same class/type.

2) Interaction:

The proposed visualization supports user interaction through the interface of the tool. The interaction enables developer to find as well as sort the available information in different ways. Initially developer sees the visualization based on class level information, further this can be changed to view accordingly, through the menu interaction provided. User is also provided with optional menu to load different files to the visualization scenario. Menu options are available to user for sorting the information on the basis of package, type, thread or method. If user sorts the information on the bases of type; the square representing objects of same type are assigned same color. Similarly if user sorts the same information on thread, the tool gets the number of threads in the program as well the number of objects handled by each thread. User can view information about a particular object by clicking the respective square; a tooltip appears displaying information. We may further extend our prototype model to add search based facility, through which user would find more specific information.

IV. CASE STUDIES AND DISCUSSIONS

This section presents case studies to evaluate tool usability and effectiveness from developer’s perspective. We illustrate that the tool helps in program comprehension and in identifying program package/classes/method with more effectiveness. We take jEdit [20] as a target program and extract runtime information with our instrumentation code. jEdit is java based editor for programmer consisting a large number of classes and packages and simple short time run of program produces a vast amount of data. We run jEdit on a 2.93GHz Intel corei3 system for few minutes, where our instrumentation package comes to work and instrument jEdit classes, before the actual execution. The events monitoring and recording can be carried out for long duration provided large storage space is available. The interesting events are monitored and all information is logged to a CSV file. Visualization main view available to the developer is shown is Fig. 5. Here the objects of each type are shown in the order they are recorded to input file. Each distinct color shows different type of object creation during program execution. The various classes found in this data are shown in the table, where the class with name org.gjt.sp.jedit.GUIUtilities creates
large number of objects. The visualization view may be sorted according to thread attribute of the object, and we have a view as shown in Fig. 6.

It is found from the depicted information that there are three threads responsible for handling program objects i.e. main, Thread-0 and AWT-EventQueue-0, but still most of the program objects are created under main thread and AWT-EventQueue-0, while the Thread-0 is responsible for destroying objects. One reason for this may be that it has happened due to the beginning of the program; later on some other threads were created. Similarly, the visualization can be sorted according to various levels and perspectives available from the menu. All this information through visualization reveals all the knowledge about the program components like, threads, classes, packages, methods without knowing the actual program code. The developer starts from here to understand program and its building blocks.

V. CONCLUSION AND FUTURE WORK

This paper presents a grid-based visualization tool to support java program understanding through identifying key classes/packages. The visualization is build from data extracted at runtime through the instrumentation process. The tool provides a simple interactive environment to assist developers in evaluating java program without witnessing the source code and can be used for pedagogical purposes as well. The tool provides a space efficient and scalable approach that handles large amount of data displayed on a single screen. Proposed tool would be further improved to show class functionality and interaction with other classes, at the same time the visualization techniques may be used in other domains for information clustering.

ACKNOWLEDGMENT

This research has been supported by the Higher Education Commission (HEC) of Pakistan under the Indigenous Fellowship Program. The authors would like to thank GIK Institute of Engineering Sciences and Technology, for providing research facilities.

REFERENCES

[1] S. Eick, J. Steffen, and E. Sumner, Jr., “Seesoft—A Tool for Visualizing Line Oriented Software Statistics,” IEEE Trans. Software Eng., vol. 18, no. 11, pp. 957-968, Nov. 1992.
[2] Wettel, Richard, and Michele Lanza. “Visual exploration of large-scale system evolution,” In Reverse Engineering, 2008. WCRE’08 15th Working Conference on, pp. 219-228. IEEE, 2008.
[3] Telea and D. Auber, “Code Flows: Visualizing Structural Evolution of Source Code,” Computer Graphics Forum, vol. 27, pp. 831-838, 2008.
[4] Ji Wu, Xiao-xiaJia, Yong-po Liu, Guo-huan Li. “Java Object Behavior Modeling and Visualization,”. International Conference on Software
De Pauw, Wim, John Vlissides, and Wim De Pauw. "Visualizing object-oriented programs with jinsight," In Object-Oriented Technology: ECOOP’98 Workshop Reader, pp. 595-595. Springer Berlin/Heidelberg, 1998.

De Pauw, Wim, Erik Jensen, Nick Mitchell, Gary Sevitsky, John Vlissides, and Jeha Yang. "Visualizing the execution of Java programs," Software Visualization p. 647-650. 2002.

Aftandilian, Edward E., Sean Kelley, Connor Gramazio, Nathan Ricci, Sara L. Su, and Samuel Z. Guyer. "Heapviz: interactive heap visualization for program understanding and debugging," In Proceedings of the 5th international symposium on Software visualization, pp. 53-62. ACM, 2010.

W De Pauw, D Kimelman, J Vlissides. Modeling object-oriented program execution. In: Lecture Notes in Computer Science, Springer, 1994.

Dallmeier, Valentin, Christian Lindig, Andrezej Wasylkowski, and Andreas Zeller. "Mining object behavior with ADABU," In Proceedings of the 2006 international workshop on Dynamic systems analysis, pp. 17-24. ACM, 2006.

http://commons.apache.org/bcel, accessed on 1-4-2012

Heer, Jeffrey, Stuart K. Card, and James A. Landay. "Prefuse: a toolkit for interactive information visualization," In Proceedings of the SIGCHI conference on Human factors in computing systems, pp. 421-430. ACM, 2005.

http://prefuse.org/, accessed on 2-4-2012

Plaisant, C. “The Challenge of Information Visualization Evaluation,” In Proceedings of the working conference on Advanced Visual Interfaces AVI04. ACM, New York, NY, pp. 109-116.2004.

S Diehl. Software Visualization: Visualizing the Structure, Behaviour and Evolution of Software: Springer, 2007

Johnson, Brian, and Ben Sheiderman. "Tree-maps: A space-filling approach to the visualization of hierarchical information structures," In Visualization, 1991. Visualization’91, Proceedings., IEEE Conference on, pp. 284-291. IEEE, 1991.

Ali, Jauhar. "Object visualization support for learning data structures," Information Technology Journal 10, no. 3 pp. 485-498. 2011.

Cross II, James H., T. Dean Hendrix, Jihmil Jain, and Larry A. Barowski. "Dynamic object viewers for data structures." In ACM SIGCSE Bulletin, vol. 39, no. 1, pp. 4-8. ACM, 2007.

A. Orso, Alessandro, James A. Jones, Mary Jean Harrold, and John Stasko. "Gammatella: Visualization of program-Execution data for deployed software." In Proceedings of the 26th International Conference on Software Engineering, pp. 699-700. IEEE Computer Society, 2004.

A. Zaidman, S. Demeyer. “Automatic identification of key classes in a software system using webmining techniques,” Journal of Software Maintenance, vol. 20, pp.387-417, 2008.

http://www.jedit.org, accessed on 2-2-2012

P. Caserta and O. Zendra, “Visualization of the Static aspects of Software: a survey,” IEEE Trans. on Visualization and Computer Graphics, vol. 17 no.7, 2011.

B Cornelissen, A Zaidman, A van Deursen, L Moonen, R Koschke, “A systematic survey of program comprehension through dynamic analysis,” IEEE Transaction on Software Engineering, vol. 35, no.5, pp. 684–702, 2009.

M Balzer, O Deussen, “Exploring relations within software systems using treemap enhanced hierarchical graphs,” In Proceedings of Visualizing Software for Understanding and Analysis. pp. 1-6, 2005.

D Kawrykow, M P Robillard, “Improving API usage through automatic detection of redundant code,” In Proceedings of twenty-fourth IEEE/ACM International Conference on Automated Software Engineering, pp.111-122, 2009.

C R de Souza, D L Bentolila, “Automatic evaluation of API usability using complexity metrics and visualizations,” In Proceedings of the Thirty-first International Conference on Software Engineering, 2009.

Sun Microsystems. 2003. Java 2 platform, standard edition, v 1.4.2, API specification. http://java.sun.com/ j2se/1.4.2/docs/api.

Vinz, Bradley L, Letha H Etzkorn, “Improving program comprehension by combining code understanding with comment understanding. Knowledge-Based Systems,” , vol.21, no.8 pp. 813-825, 2008.

Camero, G Orrico, A M Mendonça, “Empirically Evaluating the Usefulness of Software Visualization Techniques in Program Comprehension Activities,” In Proceeding of Second ACM-IEEE SEM. pp.276-278, 2008.

D Kawrykow, M P Robillard, “Detecting inefficient API usage,” In Proceedings of the Thirty-first International Conference on Software Engineering, 2009.

http://www.cs.umd.edu/hcil/treemap/, accessed on 23-3-2012

T Panas, R Berrigan, J Grundy, “A 3D Metaphor for Software Production Visualization,” In Proceedings of Seventh International Conference on Information Visualization, pp.314-319, 2003.

http://commons.apache.org/bcel/, accessed on 20-6-2012

Shahmohammadi, Gholamreza, Saeed Jalili, Seyed Mohammad Hossein Hasheminejad, “Identification of System Software Components Using Clustering Approach,” Journal of Object Technology, 2010, vol. 9, no. 6, pp.77-98, 2010.

Z. Halim, R. Baig, S. Bashir “Temporal Patterns Analysis in EEG Data using Sonification”, First IEEE International Conference on Information and Emerging Technologies, Karachi, Pakistan, 6-7 July, 2007.

Z. Halim, R. Baig, S. Bashir “Sonification: A Novel Approach towards Data Mining”, Second IEEE International Conference on Emerging Technologies, Peshawar, Pakistan, 13th -14th November, 2006.