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Abstract. In this work we propose a new approach for semantic web matching to improve the performance of Web Service replacement. Because in automatic systems we should ensure the self-healing, self-configuration, self-optimization and self-management, all services should be always available and if one of them crashes, it should be replaced with the most similar one. Candidate services are advertised in Universal Description, Discovery and Integration (UDDI) all in Web Ontology Language (OWL). By the help of bipartite graph, we did the matching between the crashed service and a Candidate one. Then we chose the best service, which had the maximum rate of matching. In fact we compare two services’ functionalities and capabilities to see how much they match. We found that the best way for matching two web services, is comparing the functionalities of them.
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1 Introduction

Semantic web is a well defined form of the web in which computer agents are able to use information on the web in the same way as human beings do [7]. In other words, semantic of information is well defined in the semantic web to make automatic knowledge extraction possible. However, semantic web suffers from distributed and heterogeneous information.

We use OWL¹ to drive the semantic and syntactic aspects of a service. In systems which availability is one of the most important factors of quality, when a service crashes, it should be replaced by the most similar service. So a repository of web services by the name of UDDI² should be available for choosing a service among the candidate services.

In general, to find a similar service we can measure different features and capabilities of two services. The main features are:

---

¹ Web Ontology Language.
² Universal Description, Discovery and Integration.
- Comparison of two services' functionality (capability)
- Comparison of quality of services (QOS)
- Comparison of two services' policies

Capability of a service refers to its functions, but policy focuses on non-functional aspects like availability, response time, reusability... which are considered at design time. One Service may have the same policy or quality as crashed service, but will not be a good choice for substitution. But if the capabilities of two services are similar, with high probability we can say that the two services can be substitute with each other. That's why we compare the functionality of crashed web service with other candidate services.

A web service provider can advertise its web through UDDI. A provider must do its work in two steps: first, he should publish his services which mean that the service should be advertised in a registry. Second, a user's required service must be available in UDDI, by comparing the service's capability with advertised one.

Our proposed Semantic Web matching has been done in two phases. In the first phase we compute the matching rate of two web services using by making two individual bipartite graphs. One for input matching and another for output matching. We select the most similar web service in the second phase we choose the service which has the most similarity with the crashed service. The architecture of our work is shown in “fig. 1”.

In the remainder of this paper, first in Section 2, we talk about related works, in brief. Then in section 3 we define the main idea of matching semantic Web services, which is computing the matching rate by the help of bipartite graph, and after that we choose the best one. In last part of this section we analyze the time complexity of our algorithm. For better explanation of our algorithm, section 4 describes a simple scenario of matching web services. The discussion about power and weakness of our work in comparison with other works, have become in Section 5. Finally in section 6 the conclusion of our work is given.

![Fig.1. Shows the architecture of our matching model](image)
2 Related Work

Web services are software building blocks that are in hand through the internet in a standard way using SOAP messaging. The most important properties of web services are reusability and the ability of composition. They allow clients to access data from remote providers without extracting it from HTML web pages or using proprietary protocols. Web services are used in several and different areas such as address validation, trading applications, product search and ordering, automatic systems, and so on. Clients can select from over 100 services listed on providers. Choosing the best service among them which satisfies our need, is as important as difficult. The first choice that comes into mind is Web Service Description Language (WSDL). In theory, semantic information in WSDL files was supposed to solve this problem, because WSDL is a way to know what a service does and how. But in practice, is not enough, because currently WSDL files don’t have enough semantic information to decide substitutability or ability of compose. There is a need for automatic techniques to obtain more semantic information.

Many works have addressed ontology matching in the context of ontology design [5],[6],[7]. These works do not deal with explicit notions of similarity. However, many of them [3] have powerful features that allow for smart user interaction, or expressive rule languages for specifying mappings.

In [10] they use ws-policy for matching web services. We know that comparing functionalities will give a better result for semantic web matching.

In [9] semantic Web Service Description Ontology which is called SWSD and QOS, are used to do matching, which are not as good as functionality matching. In this work also, comparing service functionalities are considered in brief.

The similarity measured in [12], is based on statistics, but our work is precise, not on probability.

References [2],[11] have discussed about functional matching of semantic web services, but because the main idea of these works is about composition of web services, matching had not discussed very well.

3 Finding Most Similar Service

We have a repository of services that are all described in the same ontology language, OWL. So we can easily compare the capability and functionality of them. Each service does a special work by the means of some functions. These functions have inputs and outputs. Therefore, in order to compare two web services' functionalities, we must compare inputs and outputs. Now we describe the two phases of matching.

3.1 Computing the Matching Rate

The first phase is computing the similarity rate of two services. If the crashed service is C and the advertised service is ADV the inputs of each one is shown by $C_{in}$ and
ADV\textsubscript{in} and the outputs are shown by C\textsubscript{out} and ADV\textsubscript{out}. So we compare C\textsubscript{in} with ADV\textsubscript{in} and C\textsubscript{out} with ADV\textsubscript{out}. Four results will be achieved that the algorithm is as follows:

Case (C\textsubscript{out}, ADV\textsubscript{out}):

- If C\textsubscript{out} = ADV\textsubscript{out} then
  return exact
- If C\textsubscript{out}, subclass of ADV\textsubscript{out} then
  return exact
- If ADV\textsubscript{out} subsumes C\textsubscript{out} then
  return plugin
- If C\textsubscript{out} subsumes ADV\textsubscript{out} then
  return subsumes
- Otherwise
  return fail

Between all services in the repository and crashed service, this comparison should be done. An Equivalent algorithm also used for inputs.

3.1.1 Using Bipartite Graph

We do the matching by the help of bipartite graph. A Bipartite Graph is a graph \( G = (V, E) \) in which the vertex set can be partitioned into two disjoint sets \( V = V_0 + V_1 \), such that every edge \( e \) in \( E \) has one vertex in \( V_0 \) and another in \( V_1 \). The matching is complete if and only if, all vertices in \( V_0 \) are matched. It means that all vertices in \( V_0 \), as well as \( V_1 \), should have an edge.

Let C\textsubscript{out} and ADV\textsubscript{out} be the set of output concepts in C and ADV respectively. These constitute the two vertex sets of our bipartite graph. Construct graph \( G=(V_0 + V_1, E) \), where, \( V_0 = C\textsubscript{out} \) and \( V_1 = ADV\textsubscript{out} \). Consider two concepts \( a \) in \( V_0 \) and \( b \) in \( V_1 \). It means that \( a \) is one of the output parameters of C and \( b \) is one of the output parameters of ADV. Let \( R \) be the result of CASE (in our algorithm, which can be Exact=E, Plugin=P, Subsume=S, Fail) between concepts \( a \) and \( b \). It is obvious that \( E > P > S > F \). We define an edge \((a, b)\) in the graph and label this edge as \( R \). Therefore if matching is complete (all vertices have at least one edge), now we compute the whole matching rate for these two services. In “fig. 2” we have an example of a bipartite graph which has the complete matching.

![Fig. 2. Shows an example of bipartite graph of output concepts](image-url)
Now we should choose the best sub graph. So for each vertex in $V_0$ we should choose the edge which is labeled maximum, in a way that each vertex has only one edge. Two subgraphs of “fig. 2” are shown in “fig. 3” and “fig. 4”. To compute the weight of the graph, we select the less degree of edges.

For example the weight of graph $G_1$ in “fig. 3”, is $S$ and the weight of graph $G_2$ in “fig. 4” is $P$. The result of matching two services is the graph which has the higher weight (in our example graph $G_2$ that has the weight $P$). We do all these works for inputs, too.

3.2 Our Matching Algorithm

If the result of matching two services’ outputs is OUTSIM and the result of matching two services inputs is INSIM, the whole result of matching two services is “result”
that obtains by the following algorithm. The input of our algorithm is C which is the crashed service. The outputs of our algorithm are “bestsrv” and “best result” which are the best service and the matching rate, respectively.

```plaintext
FIND MATCH (C , bestsrv, best result );
bestsrv = first service;
best result = F;

for all services in repository (ADV) do
    for all output parameters of C do
        Case ( Cout , ADV_out );
        make a bipartite graph for outputs ;
        OUTSIM = minimum edge in bipartite graph;
    for all input parameters of C do
        Case ( Cin , ADV_in );
        make a bipartite graph for inputs ;
        INSIM= minimum edge in bipartite graph ;

    result = E ;
    if (OUTSIM=F or INSIM=F ) then
        result = F
    else if (OUTSIM=S or INSIM=S ) then
        result = S
    else if (OUTSIM=P or INSIM=P )
        then
            result = P ;

    if result > best result then
        best result = result ;
        bestsrv = ADV ;
    if best result =E then quit ;
```

### 3.3 Complexity Analysis

In computing the complexity of semantic web service matching, a lot of factors have interference such as number of services in the repository, number of input parameters and number of output parameters. In equal situation with other algorithms, we don’t consider the number of input and output parameters. So for computing time complexity of an algorithm, just the number of advertised services is important. Now if N is the number of advertised services in the repository, we choose the first service as the best one. After computing each advertised service’s similarity, If this one’s similarity rate is higher than the best one, then this service is chosen as the best and so on.

Whenever it finds the service by the similarity rate E, the work is finishing. Therefore the complexity of our algorithm is of O (N).
4 An Example

For better explanation of our algorithm, this section describes a simple scenario of matching web services.

If service C with these inputs and outputs crashes:
Inputs: (officer ID, company name)
Outputs: (name, address, phone number)

This service takes the name of a company and one of its officer’s ID. Now we want to find a service for substituting it. For example, one of the services in UDDI is ADV that has these inputs and outputs:
Inputs: (customer name, member ID)
Output: (name, mobile number, add)

Fig. 5. Shows a bipartite graph for inputs

Fig. 6. Shows a bipartite graph for outputs
The bipartite graph for inputs is shown in “fig. 5”. According to our ontology, the INSIM will be P.

The bipartite graph for outputs is shown in “fig. 6”. According to our ontology, the OUTSIM will be E.

According to these two graphs, the result is P.

5 Discussion

For comparing two services, many languages are used such as : WSDL, OWL, OIL\(^3\), DAML\(^4\), and etc. We used the service repository (UDDI) to do the semantic matching of web services. The complexity of our algorithm is at most O(N). It means in most cases with less than N computation we can get the similar service and among the other algorithms, it is one of the most precise algorithms. Always it considers the minimum similarity between two services. Therefore if it concludes the EXACT similarity, really has found the best one. Some of other works compute the average similarity or some others say two services are exact similar if one of the input or output has the result of exact. It is obvious that sometimes our algorithm may not find a match for the crashed web service, because we don’t sacrifice the accuracy. Some other algorithms have a lot of computation to find a numeric degree of matching. Although they compute the similarity exactly, but we think that our algorithm does the same work without need to do a lot of computation.

Some services have preconditions and effects. In this work we didn’t mention these two factors for simplicity, but in future work we surely consider them.

6 Conclusion and Future Work

In this paper we have identified the problem of semantic web matching and proposed a new algorithm to solve the problem. By the help of UDDI registry, which advertises services that all are described in OWL language, we could compare the functionality of a crashed service with others. We conclude that functionality matching gives better result than QOS or policy matching. We also proposed a new architecture for our work that shows the simplicity and accuracy of our work.

The bipartite graph played the main role of matching two semantic web services in our work. At the end We had computed the time complexity of our proposed algorithm ( O(N) ) which is minimum among other algorithms.

Some of web services have preconditions to do a work and then have some effects. By considering these two factors, we can obtain a better result, certainly.

Our future work is focused on improving the efficiency and accuracy of this algorithm by considering preconditions and effects of a service.

---

\(^3\) Ontology Inference Layer.

\(^4\) DARPA Agent Markup Language.
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