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Abstract: Social networking platforms connect people from all around the world. Because of their user-friendliness and easy accessibility, their traffic is increasing drastically. Such active participation has caught the attention of many research groups that are focusing on understanding human behavior to study the dynamics of these social networks. Oftentimes, perceiving these networks is hard, mainly due to either the large size of the data involved or the ineffective use of visualization strategies. This work introduces VizTract to ease the visual perception of complex social networks. VizTract is a two-level graph abstraction visualization tool that is designed to visualize both hierarchical and adjacency information in a tree structure. We use the Facebook dataset from the Social Network Analysis Project from Stanford University. On this data, social groups are referred as circles, social network users as nodes, and interactions as edges between the nodes. Our approach is to present a visual overview that represents the interactions between circles, then let the user navigate this overview and select the nodes in the circles to obtain more information on demand. VizTract aim to reduce visual clutter without any loss of information during visualization. VizTract enhances the visual perception of complex social networks to help better understand the dynamics of the network structure. VizTract within a single frame not only reduces the complexity but also avoids redundancy of the nodes and the rendering time. The visualization techniques used in VizTract are the force-directed layout, circle packing, cluster dendrogram, and hierarchical edge bundling. Furthermore, to enhance the visual information perception, VizTract provides interaction techniques such as selection, path highlight, mouse-hover, and bundling strength. This method helps social network researchers to display large networks in a visually effective way that is conducive to ease interpretation and analysis. We conduct a study to evaluate the user experience of the system and then collect information about their perception via a survey. The goal of the study is to know how humans can interpret the network when visualized using different visualization methods. Our results indicate that users heavily prefer those visualization techniques that aggregate the information and the connectivity within a given space, such as hierarchical edge bundling.
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1. Introduction

Social Networks are platforms for people to meet others from different backgrounds from every corner of the world. Earlier, chat rooms were the only way for people to connect using the internet. Introduction of “Profiles” in Social networking sites made the users’ lives much more comfortable, where one can find more information about the any other person. Over the past few decades, the traffic for social network sites increased drastically. This drastic change is due to benefits such as similar interest group connection, idea sharing, and e-commerce businesses finding their potential customers,
to name a few. Fast growing social networking sites are mostly user-friendly and it is another reason for the increase in network traffic. Interestingly, most of these social networks are free to use, as they profit through advertisements, number of visits per page and by providing paid features such as games, applications, tutorials, discussion forums and so on. Specialized social networks such as LinkedIn and Xing are widely considered during the recruitment process because of applicants’ information on qualification, skills, experience, and interests. Today, the era of social networks not only widens the doors for communication but also initiates interests for research groups to study human behavior on social networks. To that end, the first step is to visualize the real data in order to understand the network dynamics and structure—thus our interest in developing “VizTract”: a graph abstraction visualization tool (Code for VizTract) that helps the user to interpret the network base efficiently. In this work, we use the Facebook dataset from the Social Network Analysis Project (SNAP) from Stanford University [1] to discern the user participation in social circles. The social circles here are analogous to interest groups in the real world and nodes are the social network users. In this dataset, the terms network and graph are interchangeably used to represent the Facebook network, and addresses social groups as circles, social network users as nodes and the edges between the nodes as interactions.

VizTract aims to present the relationships among the circles in the network built from 4039 nodes and 88,234 edges, in a nutshell. Using our visualization tool, we can find the most significant person in a circle based on the number of interactions he has within a circle. Any visualization technique should honor certain norms, and, in most cases, these norms are from either predefined or trial and error methods [2]. Creation of such visualization should give the user the global view of the concept without missing the details, and the interactions when employed should help the user to navigate through every node and get the required information about that node. When we attempt to visualize the Facebook data respecting the norms, we encounter the following challenges:

- The time needed to visualize a graph with thousands of nodes and edges being considerably large. Visualizing such networks using state-of-art graph drawing methods results in visual clutter.
- Display of interactions and node information are equally important in network visualization. Presenting this information as a label to a node or as a tool-tip using standard graph drawing methods will occlude and obscure the nodes and the edges.
- Sometimes, visualizing such networks has also resulted in the loss of details especially during interactions.
- Displaying any information can be more effective when we avoid hyperlinks to other pages and scrolling the pages up and down.

In VizTract, the Facebook network is divided into the main graph and subgraph to show the hierarchical structure of the network. The main graph is an overview that represents the interactions between circles, whereas the subgraph represents the interactions between the nodes in a specified circle. To make the visualization of the whole network more convenient to the user, we provide both the main graph and subgraph on the same frame, along with a box to describe both the graphs’ information. The visualization techniques used in this work are the force-directed layout, circle packing, cluster dendrogram, and hierarchical edge bundling. Selection, path highlight, mouse-hover, and bundling strength are the interaction techniques used in this work. Pie chart representation helps when a user actively participates in more than one circle.

The organization of this paper is as follows: in Section 2, we provide the results from the user evaluation study for the VizTract; next, we present the implementation details of all the combinations of the main graph and the subgraph visualizations of the Facebook network; and we discuss the user-study, evaluation, and participants’ background. In Section 3, we explain how we handle the challenges mentioned above through brief implementation details of various visualization methods and interactions. In Sections 4 and 5, we discuss different visualization techniques including their characteristics, advantages, and disadvantages that have been implemented to represent the data. In Section 6, we briefly mention the related work, followed by the conclusions and future work.
2. Results

VizTract is a Data-Driven Documents (D3) based interactive tool that aids with the visual complexity of the Facebook network. Using two graph visualizations with four different layout combinations, VizTract tool is also user-friendly. The main graph represents the interactions between the circles, and the subgraph represents the interactions between the nodes within the same circle. To evaluate this VizTract tool, we create a survey using a web-based form. The intention behind the user study is to find out which of the combinatorial visualizations is more intuitive for the given hierarchical edge bundling layout in the main graph. For this user study, we select a group of 10 participants who are bachelor’s degree students in different fields in the university. We believe that subjects from diverse backgrounds will aid us with different users’ perspectives and the difference in opinions. We also create a user profile questionnaire to know about the user background. This survey is provided to the users after every visualization and the form consists of two sections: the first section is composed of eight questions on visualization techniques and the second section is composed of seven questions on the user profile. The responses are aggregated for each of the questions in the user evaluation form as shown in Figure A2. These responses are used to evaluate the perceived effectiveness of the visualizations and interactions. The stacked bar charts shown in Figures 1–4 depict the results of the user evaluation study concerning the visualization methods. Figure 1 represents the overall ratings provided by the users for all the visualizations methods—the effectiveness of the visualization as shown in Figure 2. Similarly, the response of the second question is used to evaluate the effectiveness of all interactions provided. The positive and negative responses for this question are shown in Figure 3. The user response to the sixth question is used to evaluate the aptness of the colors used in the visualization. Figure 4 represents the positive and negative responses provided by the users for the effectiveness of the choice of colors used for this visualization.

![User Rating](image)

**Figure 1.** Stacked bar chart representing the distribution of User Rating for all the visualizations.

The most liked combination is the one in which both the main and subgraph constitute hierarchical edge bundling. This visualization combination has received the highest user rating mainly because the users are provided with the tension bar through which the bundling strength of the edges can be adjusted. As the same visualization technique is employed in both the main graph and subgraph, the interaction between circles and interaction between nodes within a circle are effective. The second most liked combination is the one in which hierarchical edge bundling is used in the main graph, and cluster dendrogram is used in the subgraph. In this visualization, the nodes in the subgraph are
visualized using a tree structure. Each node in the subgraph is represented as a leaf node, and they are connected to a root node which represents the circle. The third most liked combination is the one in which hierarchical edge bundling is used in the main graph, and circle packing is used in the subgraph.

In the subgraph, the circle is represented as a parent circle of the circle packing layout, and each node is also represented as a circle within this parent circle. The least rated visualization combination is the one in which hierarchical edge bundling is used in the main graph, and force-directed layout is used in the subgraph. As there is a lot of visual clutter when there are many nodes and edges within a circle, this visualization has received the lowest ranking for the effectiveness of the visualization. As there are no interaction techniques provided in the subgraph, this combination has received less user preference. Our results indicate that users heavily prefer those visualization techniques that aggregate the information and the connectivity within a given space.

**Effectiveness of Visualization**

![Effectiveness of Visualization](image1)

*Figure 2.* Stacked bar chart representing the distribution of effectiveness for all the visualizations.

**Effectiveness of Interactions**

![Effectiveness of Interactions](image2)

*Figure 3.* Stacked bar chart representing the distribution of effectiveness for all the interactions provided.
2.1. VizTract User Interface

In this section, we discuss the implementation details of the Facebook data visualization. VizTract provides both the abstract and detailed view of interactions between nodes and circles in the Facebook network. The user interface of the VizTract consists of a single page that is divided into three frames, namely the main graph, the subgraph, and the data description. The main graph shows the interactions between circles, the subgraph shows the interaction between the nodes within the same circle, and data description shows the details of the nodes. To use “D3” for visualization, we include the D3 [3] script in the HTML user interface Figure A1. The steps involved in the implementation of this huge network visualizations are explained in the later sections.

2.1.1. VizTract Main Graph

This visualization is that of the interactions between the circles. The first step in this implementation of this graph is the initialization of variables required for hierarchical edge bundling visualization, which are the diameter (size of the layout), layout type (cluster and bundle), and SVG(Scalable Vector Graphic) component [4]. The next step is to load the JSON(JavaScript Object Notation) data about the interactions between circles and create variables for each node and link. Then, generate the bundled splines [5] between the nodes using the D3.js bundle layout. Note that, for D3 to generate the splines, the JSON data in the input file should be a specific format as described in Section 4. For each link, an SVG radial line element is created and added to the parent SVG graph. Similarly, nodes are also added to the parent SVG graph. The following code shown in Listing 1 does this functionality:

Listing 1: Adding nodes and edges to the graph.

```javascript
var link = svg.append("g").selectAll(".link"),
var node = svg.append("g").selectAll(".node");

link = link
.data(bundle(links))
.enter().append("path")
.each(function(d) { d.source = d[0], d.target = d[d.length - 1]; })
.attr("class", "link")
.attr("d", line);
```
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**Figure 4.** Stacked bar chart representing the distribution of effectiveness for choice of colors used.
node = node
  .data(nodes.filter(function(n) { return (!n.children && n.imports.length > 0); })),
  .enter().append("text")
  .attr("class", "node")
  .attr("dy", "+.31em")
  .attr("transform", function(d) { return "rotate(" + (d.x - 90) + ")
    translate(" + (d.y + 8) + ",0") + (d.x < 180 ? "rotate(180)" : ");
  })
  .style("text-anchor", function(d) { return d.x < 180 ? "start" : "end";
  })
  .text(function(d) { return d.key; })
  .on("mouseover", mouseovered)
  .on("mouseout", mouseouted)
  .on("click", mouseclicked);

Here, we observe that, for each node, the event listeners for mouseover, mouseout, and click events
are registered. These mouseover and mouseout listeners help in highlighting the edges connected to a
node, when a user hovers over it. Listing 2 is the code snippet of both the listeners:

Listing 2: Mouse action listeners for the nodes.

```javascript
function mouseovered(d) {
  node
  .each(function(n) { n.target = n.source = false; });
  link
  .classed("link--target", function(l) { if (l.target === d)
    return l.source.source = true; });
  .classed("link--source", function(l) { if (l.source === d)
    return l.target.target = true; });
  .filter(function(l) { return l.target === d || l.source === d; })
  .each(function() { this.parentNode.appendChild(this); });
}

function mouseouted(d) {
  link
    .classed("link--target", false)
    .classed("link--source", false);
  node
    .classed("node--target", false)
    .classed("node--source", false);
}
```

As shown in the code of the listener, we filter all the edges in the graph which has the hovered
node either as its source or target and then the style (color) of these edges are changed to highlight
them. When the user selects a circle, the click listener is activated and is used to generate the subgraph
which shows the connections between nodes of the selected circle. Apart from that, the listener is
also used to update the data description view with the details about the selected node. The code for
generation of the subgraph and the event handlers used in that graph is explained below Section 2.1.2.
Here is the code snippet that updates the data description view with information about the selected
circle. This code is part of the event handler for "click" event on the nodes in the main graph as shown
in Listing 3:

Listing 3: Code to update the information section.

```javascript
d3.select("#textual")
  .append("text")
  .text("Number of nodes in the circle : " + innernode[0].length)
  .attr("style","display: block");
```

As shown in the code of the listener, we filter all the edges in the graph which has the hovered
node either as its source or target and then the style (color) of these edges are changed to highlight
them. When the user selects a circle, the click listener is activated and is used to generate the subgraph
which shows the connections between nodes of the selected circle. Apart from that, the listener is
also used to update the data description view with the details about the selected node. The code for
generation of the subgraph and the event handlers used in that graph is explained below Section 2.1.2.
Here is the code snippet that updates the data description view with information about the selected
circle. This code is part of the event handler for "click" event on the nodes in the main graph as shown
in Listing 3:
We provide interaction to enable the user to select the tension in the bundled splines between nodes. The input element used here is a scroller. The code snippet which adjusted the tension is in Listing 4 as follows:

### Listing 4: Code for the tension bar.

```javascript
d3.select("input[id=innerscroll]").on("change", function() {
  line.tension(this.value / 100);
  innerlink.attr("d", function(d, i) { return line(innersplines[i]); });
});
```

#### 2.1.2. VizTract Subgraph

The implementation steps involved in developing the subgraph are similar to that of the main graph. The first step is the initialization of variables like the height and width of the graph, the layout, and SVG graph element. The only difference here is that the layout changes depend on the visualization used in the subgraph. The different visualizations used in the subgraph are force-directed, circle packing, cluster dendrogram, and hierarchical edge bundling. The implementation details of each of these layouts are shown in Sections 2.2.1, 2.2.2, 2.2.3, and 2.2.4, respectively.

#### 2.2. Graph Layout Techniques

Now, the next step is to load the JSON file/s containing information of all the links and nodes in the network. Then, we filter out nodes and edges which belong only to the selected circle. This implementation logic to filter the nodes and edges depends on the visualization layout used in the subgraph, as the input data format is different for each of the visualization layouts.

#### 2.2.1. Force Directed Diagram

To visualize the nodes and edges within the specified circle using force-directed diagram [6], we filter out all the links whose source and target both belong to the selected circle. Then, from these links, we count the distinct nodes that belong to that circle. We use the circle Id of the selected circle in the main graph visualization to filter out the edges. The code snippet for the same is shown in Listing 5 as follows:

### Listing 5: Node filtering based on the selected circle in force directed layout.

```javascript
var links = data.links;
var selected = [];
links.forEach(function(link)
  var id = parseInt(d.key);
  if ((link.sourcegroup.indexOf(id) > -1 && link.targetgroup.indexOf(id) > -1)
    selected.push(link);
  });

links = selected;
var nodes = [];
links.forEach(function(link) {
  link.source = nodes[link.source] || (nodes[link.source] = {name: link.source, group: link.sourcegroup});
  link.target = nodes[link.target] || (nodes[link.target] = {name: link.target, group: link.targetgroup});
});
```
2.2.2. Circle Packing

In the circle packing [7], we first load the data from the JSON file that contains information of each circle with all its internal nodes. From this data, we select the information of a specific circle which the user selected in the main graph. Then, we load another JSON file that contains the information of the edges between all the nodes in the network. From all the edges, we then filter out only those edges that have their source and target in the selected circle. The code snippet for the same is shown in Listing 6 as follows:

Listing 6: Edge filtering based on circleId of selected circle in circle packing layout.

```javascript
var children = root.children[d.key];
var links = data.links;
var selected = [];
links.forEach(function(link) {
  var id = parseInt(d.key);
  if (link.sourcegroup.indexOf(id) > -1 && link.targetgroup.indexOf(id) > -1)
    selected.push(link);
});
```

2.2.3. Cluster Dendrogram

In this visualization, we filter all the nodes which belong to the selected circle first, using its circle Id. As we use the cluster dendrogram visualization [8], we do not filter the links between the nodes of the selected circle. Here, we create a node to represent the circle and connect all the nodes in that circle to this node. The code snippet for the same is shown in Listing 7 as follows:

Listing 7: Visualization of a circle as a cluster dendrogram.

```javascript
var nodes = cluster.nodes(root.children[d.key]),
var links = cluster.links(nodes);
var node = popup.selectAll("cd-node")
  .data(nodes)
  .enter().append("g")
  .attr("class", "cd-node")
  .attr("transform", function(d) { return "translate(" + d.y + " , " + d.x + ")"; })
node.append("circle").attr("r", 4.5);
node.append("text")
  .attr("dx", function(d) { return d.children ? -8 : 8; })
  .attr("dy", 3)
  .style("text-anchor", function(d) { return d.children ? "end" : "start"; })
  .text(function(d) { return d.name; });
```

2.2.4. Hierarchical Edge Bundling

To visualize hierarchical edge bundling [4], only the nodes and edges with in the specified circle filter out the nodes which belong to this circle. Then, we iterate through all the edges of these nodes and select only those edges which connect this node to the other nodes in the selected circle. To perform both the tasks, we use the circle Id of the selected circle in the main graph visualization. The code snippet for the same is shown in Listing 8 as follows:

Listing 8: Filtering of nodes based on circleId of the selected circle in hierarchical edge bundling.

```javascript
var nodes = innercluster.nodes(innerpackageHierarchy(classes,d.key));
var max_imports = 0;
var nodeId = 0;
for(var i=2; i < nodes.length; i++)
```
var imports = 0;
for (var j = 0; j < nodes[i].imports.length; j++) {
    if (parseInt(nodes[i].imports[j].substring(0, d.name.lastIndexOf(".")))
        .replace("Circle","")) == d.key) {
        imports = imports + 1;
    }
    if (imports == 0 && nodes[i].length > 3) {
        if (i < nodes.length - 1) {
            nodes[i].imports.push('Circle' + d.key + '...' + nodes[i + 1].key);
            nodes[i + 1].imports.push('Circle' + d.key + '...' + nodes[i].key);
        } else {
            nodes[i].imports.push('Circle' + d.key + '...' + nodes[2].key);
            nodes[2].imports.push('Circle' + d.key + '...' + nodes[i].key);
        }
    }
}
if (imports > max_imports) {
    max_imports = nodes[i].imports.length;
    nodeID = nodes[i].key;
}
var links = innerpackageImports(nodes, d.key);

The next steps are to generate bundled splines from links and add the nodes and edges to the initialized SVG graph element. The code for this is similar to what we have in the main graph, described in Section 2.1.1. Even here, we definemouseover and mouseout event handlers for each node that are used to highlight all the edges of a particular node. If the visualization layout used in the subgraph is of hierarchical edge bundling, then we provide a scroller to adjust the tension in the bundled spline curves, which is similar to what we have in the main graph. It allows the users to improve the tension and reduce the clutter in a case when there is a huge number of edges in the circle.

2.3. Data Description Frame

There is no specific code implemented for the functionality of this frame. The event listeners for the nodes in the main graph update this frame with the information about the selected nodes on user interaction. The implementation details of the event listeners of the main graph can be found in Section 2.1.1. The aim of the visualization is to provide both an overview and details of the interactions between nodes and circles in the Facebook network.

3. Discussion

VizTract provides both the abstract and detailed view of interactions between nodes and circles in the Facebook network. To accomplish this, we use two different displays: the former visualization is the representation of the interactions between circles, while the latter represents the interactions between nodes within a circle. For any visualization project, user study plays a crucial role in the implementation of the visualization techniques. We built this visualization tool to visualize this Facebook data addressing the challenges below:

- **How to reduce the complexity of a continuously growing social network?**

  It is one of the most prominent questions answered through this work. One way is to represent the data hierarchically in a single frame. It not only reduces the complexity but also avoids redundancy of the nodes. This also helps the user to save his time by avoiding scrolling up, down, sideways to see the whole network. This visualization should reduce the time rendering, clutter created due to overlapping of nodes and edges.
Among all the visualization techniques used such as force-directed layout, circle packing, cluster dendrogram and, hierarchical edge bundling, which technique should be more effective and why?

All the visualization techniques have their pros and cons. For example, force-directed layout helps to understand how big the network is, but it is tedious. Circle packing helps us to know how many inner circles that each circle consist of, but it is complex. Cluster dendrogram helps us to get the tree-like structure of every circle, but it is very space consuming. Hierarchical edge bundling helps us to bundle the edges and reduce visual clutter. We provide the characteristics of each of these visualization techniques in detail in the later sections.

For visualization of sub circles, which visualization technique should be more helpful?

For visualization of nodes within a circle, we use force-directed layout and circle packing though they are highly time-consuming and not very informative. Cluster dendrogram and hierarchical edge bundling fetched out better results.

Which interaction technique is used for the existing visualization?

The four techniques that we use are selection, path highlight, mouse-hover and, bundling strength adjustment. Selection is used to choose any node as per users’ choice. Path highlight is used to show all the connections that a node has to the remaining nodes. Mouse-hover technique helps us to navigate through that particular node, while a clear view of the remaining network is still present. In hierarchical edge, bundling layout has a special interaction called “bundling”, which is used to regulate the connectivity strength in a network. Therefore, these interactions are apt for the Facebook network.

How can we visualize the main and subgraph on the same frame?

To make the visualization of the whole network more convenient to the user, we provide both the main and subgraph on the same frame along with a small box that includes the data description. It is implemented based on the idea of CluE [9], which is used to get the extended view.

How to evaluate this visualization tool?

We conduct a user evaluation study by inviting students from various backgrounds to participate in the survey. Each participant experiences VizTract tool, along with instructions and evaluation forms. The survey aims to know how humans can interpret these networks concerning visualizations and interactions, after providing the required background knowledge and guidelines to experience the tool. The chauffeuring process [10] is the motivation for the user evaluation study in this work. The chauffeuring process ensures that the small set of participants had to think-aloud, articulating what they wanted to find out and why. The variation to the chauffeuring process in our setup is that we supply the background knowledge of social circles and visualization techniques to all the participants. Our user evaluation study focuses on convenience and aesthetics standpoint of the VizTract. Similar to [11], an online survey is conducted on a large group to test the effect of aesthetic on the usability of data visualization.

Visual Clutter: Visualizing the networks with several nodes using any standard graph drawing methods such as force-directed layout mostly results in visual clutter. To address this issue, we use a visualization where not all nodes are not displayed; instead, the nodes belonging to a circle are represented as a single node. It decreases the number of nodes to visualize drastically and reduces the clutter.

Rendering Time: The amount of time consumed to render a graph with thousands of nodes and edges is considerably large with the state-of-art techniques. We use D3 methods to encapsulate multiple nodes belonging to a circle as a single node.

Data Description: Display of information about a node such as node Id, circle Id and number of its neighbors in a circle are also important for the network visualization. Presenting this
information as a label to a node or as a tool-tip using a standard graph drawing methods such as force-directed layout will occlude the nodes and obscure the edges. To overcome this problem, we provide a separate view to show the details of a node to the user.

- **Loss of Detail:** An important thing to be noticed is that to overcome the visualization challenges mentioned above, we abstract the nodes belonging to the same circle as a single node. It results in loss of details about the interaction between nodes within that circle. To solve this issue, we facilitate the interaction using which a user can select an abstracted circle and view the connections between the nodes in that circle. Thus, VizTract ensures that a user always has access to both the overview and the detailed view of the network.

### 4. Materials and Methods

In this section, we provide background knowledge on social circles and then summarize the data preparation efforts to develop VizTract, followed by a brief introduction on D3 and the visualization techniques used in this work. To this end, we briefly discuss the previous works that are closely related to this work.

#### 4.1. Background

##### 4.1.1. Discovery of Social Circles

The social circles are akin to groups or communities in real world social network and they follow specific characteristics, for instance people within a particular circle possess similar properties such as interests, hobbies, likes/dislikes and so on. Each circle depicts its features that are different from other circles. These circles can overlap or form a bigger circle that consists of few smaller circles. An ego-network is considered as an input in [12] to obtain social circles. An ego-network of a node consists of all the nodes to that are connected directly along with the edges between them [13]. For the study conducted in [12], the goal is to discover the set of circles for each of these ego networks and parameters behind each circle formation. Pairwise feature extraction is performed to get shared properties between two nodes. During this process, to get the information about hierarchy as well as overlapping information of circles, the nodes that have common circles has given an option to form a connection among them [12]. For the given ego-network, the affiliations of the nodes are modeled as “latent variables”, and the similarities among the alters as “a function of common profile information”. In [12], an unsupervised learning method is proposed to know how profile similarity properties tend to form circles that are strongly connected. This unsupervised algorithm is also used to optimize these variables as well as to identify the similarity among nodes. In machine learning, finding the solution to the unknown structure with an unlabeled data is often referred to as “unsupervised learning” [14]. In the case of unsupervised learning, the training data given to the learner is not labeled. Therefore, there is no fault or reward for the evaluation of the obtained solution. In [12], as the unsupervised learning is used, an assumption is made on individual ego networks. These ego-centric networks usually are small in size, and user profiles are tree structured. The feature comparison is performed by comparing the paths in these trees, and a significant performance is achieved by a substantial allocation of a node to multiple circles in [12]. The ideal number of circles are chosen, by introducing a particular function that can reduce similarity to the Bayesian Information Criterion (BIC) [12]. In statistics, BIC is used as a criterion to select a model from the given set of finite models [15] and the model with the lowest BIC is chosen usually.

##### 4.1.2. Facebook—The First Social Network

A social network is a complex structure that is formed based on the number of connections among users or groups. A wide range of social network analysis [14] is being accomplished to understand the dynamics, patterns and the critical characteristics of these structures and one of such social structures is “Facebook”. Facebook is an online social networking site that has been in operation
since 4 February 2004 [16]. This kick-start intends to connect the students of Harvard University online, but gradually the membership to this website is extended to other universities and then to slowly to other colleges and high schools around the world [16]. Since 2006, anyone who is older than 13 years are allowed to register to this site based on the local laws. Once a person becomes a member of this social network, he can connect to his friends; he can also customize his profile including the privacy settings. People with similar interests can group, play games (single and multiplayer) and many such free of cost fancy features attract people to be a part of this website [16]. By the end of 2018, Facebook had over 2.2 billion active users throughout the world and reached a market capitalization of 431.8 billion dollars. Many institutions conduct surveys for numerous research purposes, collecting this massive social network data. Similarly, Stanford University is actively working on SNAP since 2004 [1]. This SNAP library consists of significant data for various web and blog data-sets as well as sizeable social network data-set collection from the sites like Facebook, Google+, Twitter and so on. These enormous data-sets are available as open source in 2009 [1].

4.1.3. D3: Data Driven Documents

D3 is a JavaScript library for visualization of the data effectively and customizes the visualization as per the developer needs [3]. D3 makes the visualization more appealing with the help of Hyper Text Mark-Up Language (HTML), Cascading Style Sheet (CSS), and Scalable Vector Graphics (SVG). Along with these frameworks, D3 makes a powerful visualization tool for modern browsers, yet adhering to web standards. Especially when it comes to animation and interactions such as zooming and panning, D3 along with these frameworks form an effective tool [3]. The following are some of the reasons for choosing D3 for this work:

- Built-in functionalities,
- Code customization,
- Dynamic Visualization,
- Effective creation,
- Graphical flexibility,
- Low processing time.

In this work, the raw data is in Comma Separated Values (CSV) format. We use python scripting to convert the data in CSV format to JSON format. We read this data using D3.js and used D3.js API (Application Programming Interface) to visualize the Facebook data.

4.2. Data Preparation for VizTract

Data has been obtained from the participants of the survey conducted using the Facebook app by [1]. This data-set includes circles, nodes, and ego-nets. Due to the user privacy protection policy, the internal ids of the users are anonymized by giving a new value to each id, and these interpretations are obscured. For example, A has a feature “political = Democratic party”, the modified date will show “political = anonymized feature 1” [1]. Hence, we can know if two users have the same political affiliations but not what their actual affiliations represent. Facebook data is made freely available on the SNAP website as a downloadable zipped folder of size 5 MB. As the data is completely in CSV format, the size of the folder is huge. This folder includes five different kinds of files which are used to describe the entities of the network. They are nodeId.edges, nodeId.circles, nodeId.feat, nodeId.egofeat, and nodeId.featnames. These files are provided for a selected number of nodes [12]. The statistics of the Facebook dataset are shown in Table 1. In this section, we describe the structure and data contained in each of these files in detail:

- **NodeId.edges**: The edges in the ego network for the node “NodeId”. Edges are undirected in this Facebook data. The “ego” node does not appear, but it is assumed that they follow every node Id that appears in this file.
• **NodeId.circles**: The set of circles for the ego node. Each line contains one circle, consisting of a series of node IDs. The first entry in each line is the name of the circle.

• **NodeId.feat**: The features for each of the nodes that appear in the edge file.

• **NodeId.egofeat**: The features for the ego user.

• **NodeId.featurenames**: The name of each of the feature dimensions. Feature value is '1' if the user has this property in their profile and '0' otherwise. This file has been anonymized for Facebook users since the names of the features will reveal private data.

Table 1. Information of dataset used in VizTract with Strongly Connected Components (SCC) and Weakly Connected Components (WCC).

| Facebook Dataset Statistics [1] |
|-------------------------------|
| Nodes                        | 4039 |
| Edges                        | 88,234 |
| Nodes in largest WCC         | 4039 (1.000) |
| Edges in largest WCC         | 88,234 (1.000) |
| Nodes in largest SCC         | 4039 (1.000) |
| Edges in largest SCC         | 88,234 (1.000) |
| Average clustering coefficient | 0.6055 |
| Number of triangles         | 1,612,010 |
| Fraction of closed triangles | 0.2647 |
| Diameter(longest shortest path) | 8 |
| 90-percentile effective diameter | 4.7 |

To visualize this social network, we use the information from the files nodeId.edges and nodeId.circles in this work. The first attempt to visualize this Facebook data is to implement Force-directed layout. The first step to visualize this data is to merge the information from all the nodeId.edge files and all the nodeId.circle files. The data from all these files are read and written to a single file in JSON format, where each edge in the graph is represented as a JSON object. The structure of the JSON object to represent an edge is shown in Listing 9:

```json
{
    "source": sourceNodeId,
    "target": targetNodeId,
    "sourcegroup": [circleId_one, circleId_two, ...],
    "targetgroup": [circleId_one, circleId_two, ...]
}
```

As the names suggest, the source and target attributes represent the nodeId of the source and the target, respectively. The source group and the target group attributes are lists which contain the names of the circles to which the source and target belong, respectively. The generated data file containing this JSON information for every edge in the graph is of size 12.8 MB. The total number of edges in this data file is 170,174, and the number of nodes is 3959. When this enormous data set is represented as a graph using a Force-directed layout. This visualization has a lot of clutter and also takes a lot of time to load the whole graph. To overcome these problems, we implemented other visualization techniques in this work.

4.2.1. Data Conversion for Visualization of Interaction between Circles

We process the data to visualize the interaction between circles. The information from both nodeId.circles and nodeId.edges has to be merged to get information about the interaction between circles. The initial step in this process is to assign every node to a specific circle. A node 'n' is assigned to a circle 'c' if the number of neighbors of this node 'n' in 'c' is highest when compared to any other circle. In the next step, we count the number of edges between each of the circles and write this
information in a JSON format to a file which is used by D3.js for visualization. The Listing 10 shows an example JSON structure written to the file:

```
Listing 10: JSON data format used by D3.js.

```

```json
{
   "imports": [
   "Circle0.0", "Circle13.13", "Circle21.21", "Circle34.34",
   "Circle35.35", "Circle41.41"
   ],
   "name": "Circle34.34"
}
```

The process involved in generating the JSON file is described in the flowcharts in Figures 5 and 6. To assign each node to a specific circle, first we read each of the nodeId.circle files and map a circle with all the nodes listed in the nodeId.circle files. Note that here a single node can be mapped to multiple circles. The participation of a node in a circle is considered to finalize the assignment of a node to a circle. The node’s participation in a circle is calculated by counting its neighbors in that circle shown in Listing 11.

```
Listing 11: Assignment of a node to a circle.

```

```python
for f in os.listdir("Datasets"):
    if f.endswith(".circles"):
        f = open("Datasets/"+f,'r')
        for line in f:
            words = line.split("\t")
            circleID = int(words[0].replace("circle",""))
            for word in words[1:len(words)]:
                value = str(word.replace("\n",""))
                if int(value) > maxNodeID:
                    maxNodeID = int(value)
                if circleID in circles.keys():
                    circles[circleID].append(value)
                else:
                    circles[circleID] = [value]
```

4.2.2. Data Conversion for Visualization of Interaction between Nodes in a Circle

To visualize the interactions between nodes within a circle, we need to process both nodeId.circle and nodeId.edge files similar to the data conversion for interaction between circles. The first step is to read each of the nodeId.circle files and map each node to a specific circle. In the next step, we read each of nodeId.edge files and enumerate all its neighbors. This information is written in JSON format to a file. Listing 12 is an example JSON structure written to the file:

```
Listing 12: JSON structure describing the node and its neighbors.

```

```json
{
   "name": "Circle35.1961",
   "size":5,
   "imports": [
   "Circle41.2317", "Circle34.2535", "Circle21.2301",
   "Circle36.2128", "Circle34.2487"
   ]
}
```
Figure 5. A flow chart to show the steps involved in the generation of the JSON (JavaScript Object Notation) file containing the interactions between circles.

Note that this file contains information of all the links of a node irrespective of circle to which its neighbors belong. The following code snippet shown in Listing 13 illustrates the generation of edges.

Listing 13: Generation of edges

```python
for f in os.listdir("Datasets"):
    if f.endswith(".edges"):  
        f = open("Datasets/"+f, 'r')  
        count = 0;  
        for line in f:  
            nodeId = line.split(" ")  
            source = nodeId[0].replace("\n","")  
            target = nodeId[1].replace("\n","")  
            scid = getCircleID(source)  
            tcid = getCircleID(target)  
            if scid != -1 and tcid != -1 :  
                countlinks(int(scid.replace("Circle ","")), int(tcid.replace("Circle ","")))  
                source = str(scid + "." + source)  
                target = str(tcid + "." + target)  
                if source in links.keys(): links[source].append(target)  
                else: links[source] = [target]
```

Figure 6. A flow chart to show the steps involved in the generation of the JSON file containing the interactions between nodes.

4.2.3. Data Parsing

In any computer language or a natural language, the process of analyzing and chunking of data without losing the rules of grammar is known as parsing. This parsed data is more easy to use than the original data. As mentioned in Sections 4.2.1 and 4.2.2, the CSV data is converted to JSON format, and now it can be easily parsed by D3.js. To read the JSON (JavaScript Object Notation) data from a file, we use the following API in D3.js.

- **D3.json(url[callback])** This API reads a JSON file with the mime type “application/json” at the specified URL. If the callback function is specified, it is invoked asynchronously, and the parsed JSON data is passed to that function. If any error occurs when reading the JSON data from the URL, the callback function is invoked with two arguments: the error and the JSON data is undefined. If the callback function is not specified, the request that is returned can be issued by “xhr.get” as well as handled by “xhr.on.”

- **xhr.get([callback])** This API is used to issue a get request. The specified callback will be invoked asynchronously when the request is made or when it returns an error. On error, the callback is invoked with two arguments: the error and the response value as undefined. If no callback is specified, the “load” and “error” listeners should be registered using “xhr.on.”

- **xhr.on(type[,listener])** This API is used to add or remove an event listener of a specific type to a request. The type must be one of beforehand, progress, load, and error. If an event listener of the same type is already registered, the existing listener is removed and the new one is added. To remove a listener, null has to be passed as a listener. If no listener is specified, current listener of the specified type is returned.
4.2.4. Data Filtering

As shown in the JSON structure mentioned in Section 4.2.1, each node is represented as a JSON object containing attributes name, size, and imports. The “name” attribute of the node is of form circleId.nodeId where circleId is the name of the circle to which the node belongs and the nodeId is the name of the node. The “size” attribute gives the degree of the node. The “imports” attribute is a list containing names of all the nodes to which a node is connected. The names of the nodes in this list are also of the form circleId.nodeId. To visualize the interaction between nodes within the same circle, the data read from the JSON file mentioned in Section 4.2.2 has to be filtered to get only the nodes of a specific circle and the links that connect a node to its neighbors belonging to that same circle. To achieve this, the filtering of the nodes is performed based on its circle Id and similarly to filter edges of this node to the neighbors in the same circle, the circle Id of each of its neighbors is used. This functionality of the node and edge filtering based on circle Id is implemented as a JavaScript function which is invoked on user interaction. The dataset that we prepared for this work is used later in [17], PerSoN-Vis (Personal Social Network Visualizer), which helps visualize the ego-networks of person and helps them explore the interactions with their social contacts.

4.3. Visualization Techniques

Visualization is a way to represent the information in a pictorial form. The idea behind this visual perception is that it is easy to understand, and it also stays longer in one’s memory than other techniques. In this section, we discuss the characteristics of multiple visualization techniques employed in this work along with their pros, and cons. To show the hierarchical structure for the whole network, we divide the entire graph into two divisions, namely the main graph and subgraph. The visualization techniques we select for the Facebook network are the force-directed layout as shown in Figure 7, circle packing as shown in Figure 8, cluster dendrogram as shown in Figure 9, and hierarchical edge bundling as shown in Figure 10. To understand the frequency of increased participation by the user, we introduce pie-chart representation. Although these visualization techniques are useful in their way, we also describe the advantages and disadvantages of each of these methods concerning the data-set. While visualizing the main graph and subgraph, we try combinations of hierarchical edge bundling to the remaining three visualization techniques, and we explain these combinations in the following sections along with pros and cons of each combination.

![Figure 7. User interface for visualization using hierarchical edge bundling for the main graph and force directed layout for the sub graph.](image-url)
Figure 8. User interface for visualization using hierarchical edge bundling for the main graph and circle packing for the sub graph.

Figure 9. User interface for visualization using hierarchical edge bundling for the main graph and cluster dendrogram for the sub graph.
4.4. Visualization of Main Graph

This main graph is a part of the whole network that is designed to represent the interactions between the circles.

4.4.1. Force-Directed Layout

The force-directed layout is a widely used graph drawing algorithm [6]. With the self-explained name, the peculiarity of this layout is its special feature called “force”. In two- and three-dimensional spaces, this layout places the nodes of the graph in such a way that all the edges are more or less equal in length [6]. By initializing the forces to the set of edges and set of nodes, the number of edges that cross each other is also reduced, depending on their location relatively. These forces can then be used either to motion simulations of nodes and edges or to minimize their energy [6]. The concept of this force between the nodes depends on Hooke’s law and Coulomb’s law to attract and repel the nodes in the graph with each other, respectively [18]. Due to these spring like forces, the edges are likely to have the same length in an equilibrium state, whereas the nodes with zero degree are most likely to be drawn further apart due to their repulsive nature [18]. Sometimes, these forces can also be predefined based on the requirement of the project. Interestingly, gravity is used to pull different disconnected graphs to a fixed point in a drawing space as well as to draw those nodes which have higher centrality to more central positions [18]. Otherwise, these nodes fly apart because of the repulsive forces. On the other hand, for the connected graphs, similar magnetic fields can be used by placing the repulsive forces on both nodes and edges for avoiding any overlap in the final graph drawing. To show the increased participation of the user in more than one circle, we use pie-chart representation for that node as shown in Figures 11, A3, A4 and A10.
Pie Chart: A diagram to illustrate the proportions is numeric based on the number and size of portions in a circular graph is known as “Pie Chart”. It is also popular as “Circular Chart”. In our data, many users are actively participating in more than one circle. Thus, in order to show the amount of their participation in various circles, we use a pie-chart. The pie-chart mainly relies on the colors as it helps the user to interpret a user’s participation easily. The number of partitions in the pie chart represents the number of circles in which a user participates. The reason for selecting a pie chart along with force directed layout is its effectiveness in the visualization of multiple participation. During the research, we analyze the following pros and cons of using a force-directed layout for the Facebook network.

Advantages:

• This layout is quite flexible to adapt to the extensive data.
• It is versatile to extend with the pie-chart.
• Because of the spring-like physical properties and repulsive forces, the output of the algorithm is intuitive to predict.
• It stands for its simplicity when it comes to the implementation part.
• This layout can be used for online and dynamic graph drawings because of its interactions flexibility.

Disadvantages:

• Because of our large dataset, the quality is not as good as we expected it to be.
• For a given ‘n’ number of nodes in the graph, the running time of this layout is $O(n^3)$, and the estimated number of iterations is $O(n)$. It takes a lot of time to visit all the pairs of nodes and to compute their repulsive forces.

4.4.2. Circle Packing Layout

In this layout, to visualize the hierarchy, all the leaf nodes are packed into the parent node. This way it also helps us to get the size of the parent node, while the leaf node can be any arbitrary value [7]. Circle packing is a useful visualization technique as it represents the groups and the structural relationships among them [7], especially when large data-sets like Facebook is used. In this layout, the other tangent circles are used to represent the brother nodes that are at the same level. Hence, it serves data as a spatial extension. As the number of brother nodes increases in the circle, this layout can increase the density and the convex shape relatively. Because of this distinctive characteristic, a pair of brother nodes always packed into its parent node such that no overlapping of circles takes place while they touch each other [7]. This arrangement of nodes based on the surface area covered by the circles and is given by packing density $\eta$ [7]. Theoretically, this layout can effectively visualize the hierarchical structure at one shot without occupying much space [7]. If any provided interactions, it is simple to zoom in to get the details of the leaf node. Because of these small properties,
it can also be generalized for higher dimensions’ sphere packing, cylindrical packing and so on [7].

The circle packing to visualize the hierarchical structure for one circle in the whole network as shown in Figure A5. While using this circle packing for our big data, we observe the following advantages and disadvantages:

**Advantages:**

- It is efficient to display big files on a single screen,
- User-friendly interface while zooming in and out,
- High efficiency and robustness,
- Explicit bird view of the whole network,
- When compared to traditional file management systems it requires less operation.

**Disadvantages:**

- A lot of clutter when all the nodes and edges of the Facebook data-set are visualized,
- No scope to reduce to overlapping of edges.

4.4.3. Cluster Dendrogram Layout

A dendrogram is a tree-like structure used in a hierarchical environment, in order to show the arrangement of clusters in the hierarchy, generated during the clustering process [8]. It is the most helpful tool while performing cluster analysis. Typically, a dendrogram consists of a starting point called ‘Root’. The point where the edges either originate or end is called ‘Node’. A terminal node is called ‘Leaf’. With the help of these three entities, we get the hierarchical structure with multiple levels starting from root node (level 0) to the leaf node(level (n − 1)), where the depth of the graph is ‘n’ [8]. Using the clustering dendrogram layout, we also get the ultra-metric distance in addition to the hierarchical representation of the network. That is, every edge in the dendrogram correlates to a cluster, while every node along with its position recognizes the distance to which different clusters can merge [8]. Cluster dendrogram visualization of Facebook dataset is shown in Figure A6. We observe the following advantages and disadvantages when applied to the data-set.

**Advantages:**

- As all the nodes are spaced evenly in a tree structure, the overlapping problem of nodes and edges is solved;
- Shows that the hierarchical structure is much more efficient because the clustering is obeyed based on the similarity of the nodes;

**Disadvantages:**

- The leaf nodes from distinct cluster seemed closer than the ones in the same cluster,
- Occupies a lot of space.

4.4.4. Hierarchical Edge Bundling Layout

The visualization as mentioned earlier techniques are helpful to show the adjacency relationships on a tree structure; however, when we visualize the additional adjacency links on a tree structure by addition of links directly, it always leads to visual clutter. Thus, the study conducted in [4] proposed a space-efficient layout named hierarchical edge bundling for tree structures. It is a generic layout to combine the existing tree visualization methods as per the developer’s choice as well as to integrate into the existing tools [4]. The two nodes having the adjacency relation along with their hierarchical structure as well as the path along with their hierarchy have a ‘control polygon’ of a spline curve. That curve is later used to visualize the relation. We use this layout for bundling of the adjacency edges. A spline curve is a mathematical representation of a curve formed by joining certain points.
It is beneficial for user interface design that involves smooth curves, complex shapes, and surfaces [5]. The concept of “control polygon of a spline curve” is pictorially described in [4]. Here, points P0 and P4 are connected by a straight line, which is replaced by a spline curve along the hierarchical directed path between P0 and P4. The specialty of this layout is the ‘bundling’ feature, which is used to regulate the connectivity strength in a network, explained in Section 2. A low-level data such as data regarding node to node connectivity is obtained from low bundling strength, while high-level data such as implicit information among parent nodes, while the high bundling strength derives the explicit information among the child nodes. The visual clutter in bundled visualization reduced with hierarchical edge bundling that interprets actual connections easily. Here, the display ultimately shows the systems that are strongly or weakly connected. The sparsely connected nodes of our dataset are visible with an encircled region as shown in Figure A9.

4.5. Visualization of Sub Graphs

To represent the interactions between the nodes that are within the same circle, we visualize a subgraph. We obtain the concept of the subgraph from “CluE—An Algorithm for expanding Clustered Graphs” [9]. However, it is a challenge to represent large data in abstract and to visualize it on a limited display. The abstract representation of hierarchically structured data has much public application in various domains as mentioned in the related work section. Abstract representations are used when there is a scope of grouping or clustering based on the similarity of the entities. The prominent characteristic of these kinds of abstract representation is to show adjacency relations and structural relations of the graph nodes simultaneously. For compound graphs, this phenomenon is known as hierarchy crossing edges [9]. These clustered graphs along with specific interactive techniques are helpful to understand and get more insight about every level in the complex diagrams. It aids users to create an intuitive mental map of certain compound graphs. Depending upon the number of child nodes, the algorithm will generate an area-aware layout for the cluster that needs expansion. Due to this, one can get more insights into the graphs as required. We integrate this algorithm while we visualize the main graph, such that it leads to a subgraph. A subgraph is a detailed view of an individual circle that represent the interactions between the nodes within a specified circle. Here, we visualize four combinations of subgraphs for a specific hierarchical edge bundling in the main graph, i.e.,

• Main Graph–Hierarchical Edge Bundling; Sub Graph–Force-Directed Layout,
• Main Graph–Hierarchical Edge Bundling; Sub Graph–Circle Packing,
• Main graph–hierarchical edge bundling; Sub Graph–Cluster Dendrogram,
• Main graph–Hierarchical Edge Bundling; Sub Graph–Hierarchical Edge Bundling.

4.6. Visualization of Interactions

Interactions play a significant role to display large data, and these interactions are as equally important as the visualization techniques. The importance of interactions is to amplify user perception and cognition. In this section, we discuss the reasons for selecting these interaction methods as they expand the usability and accessibility horizons. Using these interactions, we successfully display this huge Facebook network on small display:

• By interactive visualization of sources, the working memory of the user broadens,
• It reduces the search space, as it displays large chunks of data on a small display,
• The data organized in space along with its time relationships, and this helps in understanding the patterns,
• Inference of perceptual information easy.

Any interaction technique should contain two main aspects that are usability and accessibility. Usability is the scope of a point until the user can use which a product or an application to achieve
determined goals efficiently, effectively and satisfactorily. Accessibility of the system is to describe the ease of usage, understand-ability, and reach-ability. In this section, we explain the interactions applied for visualization of the Facebook data-set, navigation through the network and the advantages of the interaction techniques used. The interaction techniques used in this work are mouse-hover as shown in Figure A11, selection of the node as shown in Figures A12 and A13, highlighting the path to its neighbors as shown in Figure A14 and bundling strength adjustment as shown in Figures A15 and A16.

4.6.1. Mouse-Hover

Mouse-hover is an interaction technique; a graphical regulating entity that is activated when the user “hovers” or moves the pointer over a triggered area. This technique is also famous as Mouse-hover or a hover-box (Mouse Hover Interaction). Generally, these graphical regulating entities are common in internet browsers. The uppermost layers trigger these mouse-hovers if any multiple layers exist as shown in Figure 12. Sometimes, the user may not know its existence as the events might call any function that can affect the program internally. It is an easy task for designers to define these mouse-over events in their projects using JavaScript and CSS when compared to other state-of-art techniques.

Figure 12. Represents the Mouse-hover interaction in hierarchical edge bundling visualization

In this visualization, we use the mouse-hover technique as shown in Figure 12 for the following tasks:

- In force-directed layout, in order to show the interaction of participation of a node in more than one circle as shown in Figures 11, A3, A10, and A4.
- In hierarchical edge bundling, to show the number of connections a circle has to the other circles.

4.6.2. Selection

The selection interaction (Selection Interaction using D3) derives from the menu of the node that enables the convenience for selecting a node depending on the number of possible similarities. During this process, the arbitrary combination of various selection operations and conditions are possible. In D3.js, CSS is used to select the items in which an array of items taken from the
specified document. For instance, we select select by tag ("lib"), class(".university"), attribute(...) , unique identifier(...) or containment(...). We can also unite or intersect using selectors as logical OR—".this.that" and logical and—".this.that", respectively. Once items are selected, certain operations are applied, obtained from text, style, attributes, and properties content. Apart from attribute values remaining, all needs evaluation for an individual item, whereas attributes declared are either functions or constants. In addition, we also apprehend the data that is made available for data-driven modifications. This additional feature provides an opportunity to enter/exit the sub-selections to add/remove items depending upon the response due to alterations in data. As we operate on a whole selection in a single go instead of an individual piece, we do not use any recursive functions or for loops for document modifications in D3.js. Hover—if we access the items directly, this interaction provides flexibility to the user to loop over the elements manually with the help of an "each" operator in D3.js, with which invokes an arbitrary function. A selection can also be sent to a chain of operators.

Some of the visual properties for a selection interaction techniques are to get the color, shape, border color and style, x- and y-coordinates, height, and width of the shape. Two high-level methods used in D3.js for selecting an item while accepting the strings. They are 'select' and 'select all'. When select() is called, it retrieves only the first similar item, but when selectall() is called, it retrieves all the similar items in the order of document traversal. When jQuery lib or some other developer tools are integrated, these methods can also accept nodes.

- **d3.select(selector)** When this method is called, it retrieves the first match for the given selector string in the order of document traversal. When no items match the given selector string in the document, it returns empty selection.

- **d3.select(node)** This method will not traverse through DOM, but it is used to select a particular node when reference to a node is provided with the help of d3.select(this). D3.select(this) can be either made available locally within an event listener or globally such as ‘document.body’.

- **d3.selectAll(selector)** When this method is called, it retrieves all the relevant matches for the given selector string in the order of document traversal in a top-down fashion. When no items match the given selector string in the document, it returns empty selection.

- **d3.selectAll(nodes)** This method will not traverse through DOM, but it is used to select a particular array of items when reference to these nodes are provided with the help of d3.selectAll(this.childNodes).

- **d3.selectAll(this.childNodes)** This method can be either made available locally within an event listener or globally such as ‘document.links. The argument passed to this function doesn’t have to be an array all the time; it can also be any pseudo array persuaded into an array such as NodeList.

In this visualization, we use this node selection technique as shown in Figure 13 for the following reasons:

- In the main graph, selecting a circle not only shows all the connections to the other circles, but it also generates a subgraph of that circle to show the interactions in that circle.

- In the subgraph, we show all the connections a node has to the remaining nodes in that circle.

- The selection also results in the display of information regarding the selected node/circle in the description frame.
4.6.3. Path Highlight

Since the Facebook data-set is so huge with adjacency, we integrate path highlighting interaction technique in this work. The intention behind this interaction technique is to provide coherent visibility of the path such that the user can distinguish various path for the same node. When a node/circle hovers upon, the color of the paths from that node/circle to the other nodes/circles, which are connected to it directly are changed, to differentiate these paths from the different paths as shown in Figures 14 and A14. We use the path highlight interaction for both visualizations that is in the main graph to show the interactions between circles and in the subgraph to show interactions within a circle.

4.6.4. Bundling Strength

The hierarchical edge bundling layout has a unique interaction called ‘bundling’, which is used to regulate the connectivity strength in a network [4]. A low-level data such as data regarding node to node connectivity can be obtained from low bundling strength as shown in Figures 15 and A7, while high-level data such as implicit information among parent nodes and explicit information among the child nodes is obtained from the high bundling strength as shown in Figures 16 and A8. The Listing 14 represents JavaScript code for tension bar.

Listing 14: JavaScript code for tension bar.

```javascript
d3.select("input[id=scroll]"), on("change", function() {
    line.tension(this.value / 100);
});
```
Advantages of these interaction techniques are as follows:

- It improves the visual perception of the user.
- When hovered on a node, it provides intuitiveness to the user to click the node.
- Easy to navigate even with the great number of nodes,
- Quick to get node details when required,
- Efficient and effective,
- Instantaneous response.

**Figure 15.** Represents hierarchical edge bundling visualization with low bundling strength.

**Figure 16.** Represents hierarchical edge bundling visualization with high bundling strength.

5. Related Work

An extensive empirical survey conducted in [19,20] demonstrates the taxonomy of visualization techniques structuring the field into four main categories: (1) visual node attributes vary properties of the node representation to encode the grouping; (2) juxtaposed approaches use two separate visualizations; (3) superimposed techniques work with two aligned visual layers; and (4) embedded visualizations tightly integrate group and graph representation. In [9], CluE (The Cluster Expander of Compound Graphs) is introduced, which expands cluster nodes in compound graphs and is modeled to multiple layout algorithms. This study helps users to maintain their mental map of underlying graph, by keeping the unexpanded nodes in their relative layers with a minute change in their original coordination. This algorithm is tested on LayMan [21], a layout managing tool that provides a
natural focus+context visualization view of the underlying common fault tree model and leads to produce compact abstract representation of the failure scenario, which helps in navigating over the critical parts of the underlying failure scenario. Later, 2D plus 3D visual interactive environment called ESSAVis++ introduced in [22] also adopt this kind of graph extraction technique to help users navigate through the graph representation of the failure mechanism. A visualization tools comparison study conducted in [23] show that visual-based tools really help in analyzing the common fault tree models more accurately and efficiently. The method of compound graphs is also employed in [24] for the bio-molecular interaction networks along with force-directed layout, where the networks are placed into cellular components to quickly identify the location of the network elements, especially for the densely populated locations. In [25,26], the stereoscopic depth is utilized to encode the different levels-of-details in compound graphs and the interaction operations provided by the ExpanD technique for expanding or contracting the nodes in order to align graph nodes in the 3D space with minimum occlusion.

6. Conclusions

Social networks are technological platforms that connect people from all around the world. Because of their user-friendliness and easy accessibility, the traffic on social networks is increasing drastically. Such active participation has opened doors for many research groups to study the dynamics of the social networks. Often in these kinds of studies, it is difficult to visualize such complex social network data mainly due to either large data or the visual clutter. Thus, we develop VizTract to ease the visual perception of complex social networks. VizTract is a two-level graph abstraction visualization technique that consists of the main graph and subgraph to visualize both hierarchical and adjacency information in a tree structure.

VizTract is designed for networks with hierarchical information. We use the Facebook dataset from SNAP. We define “Social groups” as “Circles”, “Social network users” as “Nodes” and “Interactions” as edges between the nodes. To make the visualization of the whole network more convenient to the user through VizTract, we establish both the main graph and subgraph on the same framework along with a data description box. VizTract aims to reduce visual clutter without any loss of information during visualization. VizTract enhances the visual perception of complex social networks to understand the dynamics of the network structure better. VizTract within a single frame not only reduces the complexity but also avoids redundancy of the nodes and the rendering time. The visualization techniques used in VizTract are the force-directed layout, circle packing, cluster dendrogram, and hierarchical edge bundling. All of these visualization techniques have pros and cons such as the following: force-directed layout helps to understand how big the network is, yet it is tedious; circle packing helps to know how many inner circles each circle consists of, yet is complex; cluster dendrogram helps to get the tree-like structure of every circle yet is space-consuming, hierarchical edge bundling helps us understand the child-parent circles, significant circles amongst all.

Furthermore, interactions play a significant role to display large data, and these interactions are as equally important as the visualization techniques. The interaction techniques afforded for VizTract are selection, path highlight, mouse-hover, and bundling strength. Selection is to choose any node as per user’s choice. Path highlight is used to show the connections a node has to the all the remaining nodes. The mouse-hover technique helps us to navigate through that particular node, while a clear view of the remaining network is still present. Bundling strength is used to regulate the connectivity strength in a network. These interaction methods expand the usability and accessibility horizons. Using these interactions, we successfully display this huge Facebook network on a small display on VizTract. Then, a user evaluation study is conducted by inviting students from various backgrounds to participate in a survey. Each participant experiences all the combinations of visualizations on VizTract, specific instructions to follow and answer the questionnaire. The purpose of the study is to better understand how humans perceive the interpretability of the network when visualized using different visualization
methods. In the end, based on the responses gathered from all the users, aggregated results indicate that hierarchical edge bundling is the method considered better for interpretability by the users.

VizTract addresses the visual clutter issues by decreasing the number of nodes to visualize drastically. The amount of time consumed to visualize a graph with thousands of nodes and edges is considerably large with the state-of-art techniques. VizTract reduces rendering time because we encapsulate multiple nodes belonging to a circle as a single node. Display of information about a node such as node Id, circle Id and number of its neighbors in a circle is also important in network visualization. Presenting this information as a label to a node or as a tool-tip using a standard graph drawing methods such as force-directed layout will occlude the nodes and obscure the edges. To overcome this problem, we provide a separate view to show the details of a node to the user in VizTract. Another important thing to notice is that, in order to overcome the visualization challenges mentioned above, we abstract the nodes belonging to the same circle as a single node. It results in loss of details about the interaction between nodes within that circle. To solve this issue, we facilitate the interaction using which a user can select an abstracted circle and view the connections between the nodes in that circle. Thus, VizTract ensures that a user always has access to both the overview and the detailed view of the network. However, in the VizTract tool, we do not visualize the interactions between nodes belonging to different circles. These interactions are abstracted and shown as interactions between circles. The future work include addressing this issue by extending the work and appending new visualizations to show the interactions between nodes of different circles. In an era of enormous social network datasets that are continuously studied for new insights on human social behavior, we expect that a tool like VizTract will help researchers on this new field of Computational Social Sciences.
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**Appendix A**

![Figure A1](image.png)

**Figure A1.** An HTML skeleton layout to visualize the main and sub graphs.
**Figure A2.** Evaluation form for the user study.

**Figure A3.** Representation of multiple participation of a node in more than one circle.

**Figure A4.** Representation of a node participating in more than one circle.
Figure A5. Representation of the Facebook data-set using circle packing visualization.

Figure A6. Representation of the Facebook data-set using cluster dendogram Visualization.
Figure A7. Representation of the Facebook data-set using Hierarchical Edge Bundling Visualization with low tension.

Figure A8. Representation hierarchical edge bundling visualization with high tension.

Figure A9. Representation of the whole Facebook data-set using hierarchical edge bundling visualization.
Figure A10. Demonstration of a mouse-hover interaction in force directed layout when a node participates in more than one circle.

Figure A11. Demonstration of a mouse-hover interaction in hierarchical edge bundling visualization technique, in order to show the number of connections a circle has to the other circles.

Figure A12. Demonstration of a graph when no selection interaction is selected.
Figure A13. Demonstration of a graph when selection interaction is selected.

Figure A14. Demonstration of highlighting the path for the selected node.

Figure A15. Representation of a graph using hierarchical edge bundling visualization with low bundling strength.
Figure A16. Representation of a graph using hierarchical edge bundling visualization with high bundling strength.
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