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ABSTRACT
Self-admitted technical debt (SATD) refers to technical debt that is intentionally introduced by developers and explicitly documented in code comments or other software artifacts (e.g., issue reports) to annotate sub-optimal decisions made by developers in the software development process.

In this work, we take the first look at the existence and characteristics of duplicate and near-duplicate SATD comments in five popular Apache OSS projects, i.e., JSPWiki, Helix, Jackrabbit, Archiva, and SystemML. We design a method to automatically identify groups of duplicate and near-duplicate SATD comments in the commit history of a software project. Leveraging the proposed method, we identified 3,520 duplicate and near-duplicate SATD comments from the target projects, which belong to 1,141 groups. We manually analyze the content and context of a sample of 1,505 SATD comments (by sampling 100 groups for each project) and identify if they annotate the same root cause. We also investigate whether duplicate SATD comments exist in code clones, whether they co-exist in the same file, and whether they are introduced and removed simultaneously. Our preliminary study reveals several surprising findings that would shed light on future studies aiming to improve the management of duplicate SATD comments. For instance, only 48.5% duplicate SATD comment groups with the same root cause exist in regular code clones, and only 33.9% of the duplicate SATD comment pairs are introduced in the same commit.
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1 INTRODUCTION
Technical debt (TD) is a concept used to describe the trade-off between the “quick and dirty” design and implementation choices in modern software development and the long-term quality and maintainability of a software system [7]. Being aware of TD is crucial because it would introduce extra cost as TD accumulates over time due to sub-optimal implementation. Moreover, it would also increase the risk of performance issues and functionality bugs.

In recent years, researchers have intensively studied self-admitted technical debt (SATD), a concept proposed by Potdar and Shihab [14], referring to the sub-optimal design and implementation decisions that developers explicitly acknowledge. SATD instances mainly appear as code comments ¹, which we refer to as SATD comments. Like general code comments, duplicate SATD comments may exist in a software system due to copy-pasting code snippets or annotating the same technical debt. Figure 1 shows an example pair of duplicate SATD comments in which the developer reports that the hard-coded assignment of a specific variable must be modified in the future to prevent bugs. However, most existing studies on SATD focus on identifying and tracking SATD instances. None of them have discussed the appearance of duplicate SATD comments.

![Figure 1: Example of duplicate SATD comments](https://doi.org/10.1145/3524610.3528387)

This paper conducts the first empirical study on the duplicate and near-duplicate SATD comments in open-source software projects. We define a group of duplicate and near-duplicate SATD comments as a set of SATD comments with identical textual content or highly similar and semantically identical textual content. Each comment in the group is a duplicate or near-duplicate SATD comment, which we refer to as a duplicate SATD comment in the rest of this paper. We aim to explore why duplicate SATD comments appear, where they appear and how they evolve in software systems. Answers to the above questions would help developers and researchers understand whether duplicate SATD comments would bring risks to the maintenance of projects and pose challenges in managing

¹SATD instances may also appear in issue report [21].
SATD instances. For instance, duplicate SATD comments might annotate the same bug and should be fixed together. If only one SATD instance is fixed, the remaining one might introduce a bug in the future. To achieve our goal, we develop a method to identify SATD comments from SmartSHARK [18], a dataset contains rich evolution information of 77 Apache projects. Among all the 77 projects, we picked five projects containing the most number of SATD comments in their commit history, i.e., JSPWiki 2, Helix 3, Jackrabbit 4, Archiva 5, and SystemML 6. Next, we applied a state-of-the-art natural language processing (NLP) model to compute semantic similarity scores between pairs of identified SATD comments from each target project and use them to identify groups of duplicate SATD comments. We use the collected data to answer the following three research questions:

RQ1: Are duplicate SATD comments introduced by the same root cause? Do they exist in code clones? Intuitively, duplicate SATD comments would be introduced for the same root cause, e.g., indicating areas in the code that are affected by the same (specific) poor implementation choice or the same bug. Also, many of duplicate SATD comments might appear when developers copy and paste code that contains a SATD comment. In RQ1, we test the above two hypotheses by manually examining a sample set of duplicate SATD comment groups.

RQ2: Are duplicate SATD comments exist in the same or different files? For duplicate SATD comments in groups with the same root cause (identified in RQ1), we further check if they appear in the same file or different files. Intuitively, when developers resolve one SATD instance, they would be more likely to ignore the opportunities to change other code containing duplicate SATD comments if they appear in different files. Moreover, bugs could be introduced due to inconsistent changes on SATD instances annotated by duplicate SATD comments.

RQ3: Are duplicate SATD comments introduced and removed at the same time? In RQ3, we investigate the evolution of duplicate SATD comment pairs with the same root cause (identified in RQ1). Answering this question would shed light on developers’ current practice in introducing and evolving duplicate SATD comments.

Contribution. We introduce a new concept, i.e., duplicate SATD comment. We gain the first preliminary understanding of duplicate SATD comments by analyzing thousands of SATD comments automatically mined from commit history of five Apache OSS projects. Our work would shed light on future analysis on the practice and quality of duplicate/general SATD documentation.

Data availability. Our annotated duplicate and near-duplicate SATD comments are available at https://doi.org/10.6084/m9.figshare.19426766.v1.

2 METHODOLOGY

2.1 Data Collection and Target Projects

We extract the SATDs from SmartSHARK (version 2.1) [18], a dataset that contains detailed information about the evolution of 77 Apache projects that have Java as the main programming language. Given each project X in the dataset, we perform the following four steps to extract SATD comments by mining the whole commits in the master branch of project X:

- **Step 1**: Extract the sequence of commits that are in the master branch of the project X.
- **Step 2**: Extract the ancestor of each file in project X by tracking the file renames in file action collection, and make the sequence of files for each final file (i.e. the files that have not been renamed anymore).
- **Step 3**: According to commits’ order (step 1) and files’ order (step 2), extract the ordered hunks from the hunk collection for each final file.
- **Step 4**: Scan the hunks of each final file in X to extract SATD. Following Trautsch et al. [18], we use task tags, i.e., “TODO/FIXME/XXX” to identify SATD from Java code comments. For each found SATD, we store its file_id, file path, created_in_commit, created_in_line. Then, we track the changes in later hunks to find the final state of each found SATD. If a SATD comment gets deleted in later hunks, we also store the corresponding commit_id.

After extracting SATD comments from the 77 projects in SmartSHARK, we select the five projects that have the largest number of SATD comments (shown in Table 1). Our target projects contain 7,861 SATD comments mined from the commit history of all five projects. Note that there might be SATD comments ignored by our approach, as they might use less explicit text to admit TD. However, as the first preliminary study on duplicate SATD comments, our goal is to understand their existence and characteristics, rather than reporting the precise ratio of duplicate SATD comments among all SATD comments. Moreover, Guo et al. found that detecting SATD comments by searching the appearance of predefined task tags (“TODO”, “FIXME,” and “XXX”) in code comments can achieve competitive performance when compared to complex machine learning-based approaches [5].

2.2 Data Cleaning and Filtering

Since task tags such as “TODO” do not carry meaningful information, we further clean extracted SATD comments by removing task tags. Then, we filter out the SATD comments that have the following properties:

- Auto-generated SATD comments: They are not written by the developers (e.g., “auto-generated method stub”, “auto-generated catch block”).
- Single-word or numbers-only SATD comments: They are not informative to analyze the SATD they annotate.

2.3 Identifying Duplicate SATD comments

First, we leverage a pre-trained BERT (Bidirectional Encoder Representations from Transformers) model to generate a sentence embedding for each SATD comment. Specifically, we use the functions provided by SentenceTransformer7. Next, we calculate the pairwise cosine similarity between each pair of SATD comment’s embedding. We rank all pairs by their similarity scores and remove SATD comments that do not exist in any pair with a similarity score ≥ 0.8.

---

1. https://jspwiki.apache.org/
2. https://helix.apache.org/
3. https://jackrabbit.apache.org/jcr/index.html
4. https://archiva.apache.org/
5. https://archiva.apache.org/
6. https://systemds.apache.org/docs/1.2.0/
7. https://www.sbert.net/
3 PRELIMINARY RESULTS

3.1 RQ1: Are duplicate SATD comments introduced by the same root cause? Do they exist in clones?

**Approach:** To answer RQ1, we create a set that contains 500 duplicate SATD groups identified in Section 2. Specifically, we randomly sampled 100 groups from each identified group for each target project. We choose to set the same number per project because we want to compare statistics across projects, and we do not want to bias a specific project. In total, these 500 groups involve 1,505 SATD comments. For each sampled group, for each duplicate SATD comment in the group, we carefully read the commit that introduced the SATD comment and identified the root cause of the TD this comment annotates. We label a group as a *duplicate SATD comment group with identical root cause* (i.e., identical group) if all SATD comments in the group are introduced for the same reason and developers can potentially resolve them together.

To investigate the relationship between code clones and duplicate SATD comments, we first need to identify clones. We download the file associated with each target SATD comment and run NiCad [15] to identify block-level clones. Note that one SATD comment may exist in different versions of the same file, we consider the first version when the SATD was committed to code base. NiCad is a famous clone detection tool, as it has high precision and recall in identifying the code clones that are very similar but not an exact match, i.e., near-miss clones [16]. We set the similarity threshold of NiCad as 70% (i.e., the default value) and the minimum length of a block at five lines, the best-reported value for clone detection using NiCad in Java source code [19]. However, duplicate SATD comments might also exist in *micro-clones*, which refers to the code clones having a size (LOC-line of code) smaller than the minimum size of regular code clones [12]. The size of a micro-clone ranges from 1 to 4 LOC. As micro-clones are difficult to detect due to the small size [13], we manually read the code surrounding (five lines of code above and below the line containing the SATD) of the SATD comment and determine if all SATDs in each group exist in the one micro-clones.

Two authors participate in the manual study. They first independently annotated 50 duplicate SATD comment groups. This process reported 4 groups with different and uncertain labels. The two authors discussed and resolved the conflict and one author then labeled the remaining 450 groups.

**Results:** 484 out of 500 sampled duplicate SATD comment groups are with the identical root cause. Among the 500 manually examined groups, we only find 16 groups containing duplicate SATD pairs that do not refer to the same problem, i.e., irrelevant. One potential reason is that most of our identified duplicate SATD comments are very specific in describing the corresponding TD. We manually checked the 16 non-identical groups and observed that most SATD comments in these groups are less informative, e.g., ‘implement this’, ‘add more tests’. That means SATD comments with general textual description would likely generate duplicate SATD comments referring to different specific problems and potentially introduce challenges to track and maintain SATD instances that should be or better be resolved together.

48.5% and 42% of the duplicate SATD comment groups with the identical root cause belong to regular code clones and *micro-clones*. The ratio in project JSPWiki, Archiva, Jackrabbit, SystemML, and Helix is 35%, 53.6%, 49%, 60%, and 45.3% respectively. Our manual analysis finds that another 42% (204 out of 484 groups) groups are within micro-clones. The ratio is 58%, 35%, 27.7%, 38%, 51% for project JSPWiki, Archiva, Jackrabbit, SystemML, and Helix respectively. The results indicate the need in building micro-clone detection tool that can automatically detect and track the micro-clones containing duplicate SATD comments.

3.2 RQ2: Are duplicate SATD comments exist in the same or different files?

**Approach:** For each identical group of duplicate SATD comments \( c_k \) that contains \( n \) duplicate SATD comments, we first generate all unique duplicate SATD comment pairs \( <s_i, s_j>\), where \( s_i \) and \( s_j \) are SATD comments in group \( c_k \). A group with \( n \) SATD comments would have \( n(n-1)/2 \) duplicate pairs. Next, for each \( <s_i, s_j> \) pair, we identify if the two SATD comments exist in the same file or different files. If the group \( c_k \) has \( m \) duplicate pairs exist in the same file, we then calculate a ratio for group \( c_k \), \( \frac{m}{n(n-1)/2} \), denotes the prevalence of duplicate SATD comment pairs that exist in the same file in the group.
Table 2: Distribution of duplicate SATD comment pairs based on their introduction and removal status. Js/A/Ja/S/H refers to project JSPWiki/Archiva/Jackrabbit/SystemML/Helix.

| Introduction Status | #pairs | Removed in the same commits or both remain | Removed in different commits | One is removed and the other remains |
|---------------------|--------|-------------------------------------------|-------------------------------|-------------------------------------|
| Introduced in the same commit | 651 | 122 | 75 |
| Introduced in different commits | 1,657 | 276 | 930 |

Results: On average, 12.9% to 72.1% of the pairs in identical groups appear in the same file. The 484 identical groups contain a total of 1,437 duplicate SATD comments, forming 2,505 duplicate SATD comment pairs. We observe that the ratio of duplicate SATD comment pairs in the same file varies among groups and across projects. For instance, the number of groups that have all SATD comments in the same file is 62, 25, 27, 57, 9, for project JSPWiki, Archiva, Jackrabbit, SystemML, and Helix respectively. We further perform four Mann-Whitney test [20] comparing the group ratios between Helix and the other four projects. The test result shows that the groups from Helix project contain a significantly lower ratio of pairs in the same file ($p < 0.05$). We then perform a manual examination on groups in Helix that have a low ratio of pairs appearing in the same file. One potential explanation is that many such pairs (in different files) are introduced because developers frequently change the project’s file structure by removing one file and creating another file at a different location. This is understandable because Helix is a less mature project than the other four projects, with the latest version being v0.8.4 (in our dataset).

3.3 RQ3: Are duplicate SATD comments introduced and removed at the same time?

Approach: For each identical group of duplicate SATD comments (484 groups/1,437 SATD comments/2,505 pairs), we categorize the relationship of the two SATD comments in each pair of duplicate SATD comments by checking the commits that introduce the two comments and determine if both comments are introduced in the same commit. Next, we check if the two duplicate SATD comments have same removal status, i.e., removed in the same commit or both remain, remove in different commits, one is removed and the other remain in the system. The later two cases show inconsistent evolution of duplicate SATD comments. We perform the above analysis for pairs from each project and investigate if statistics vary across different projects.

Results: 848 (33.9%) of the 2,505 studied duplicate SATD comment pairs are introduced at the same time. 77% of the 848 pairs have a consistent removal status. Table 2 shows the distribution of different types of duplicate SATD comment pairs determined by their introduce and removal status. Surprisingly, across all 5 projects, less than 50% of the considered pairs are introduced at the same time. This number varies when we break the numbers down to each project. For instance, the ratio of pairs introduced in the same commit ranges from 17.5% to 43.4%, with the highest ratio in project SystemML and the lowest ratio in project JSPWiki. The ratio of pairs having consistent removal status are 27.8%, 80%, 80%, 84.5%, 80%, for project JSPWiki, Archiva, Jackrabbit, SystemML, and Helix respectively. For pairs that are introduced at the same commit but removed at different commit (122 pairs), we also measure the difference of their removal time and observe that the overall mean and median of the removal time difference is 8.3 days and 1.4 days respectively. This indicate potential time saving if we can improve the awareness of duplicate SATD comments.

4 RELATED WORK

SATD was coined only a few years ago by Potdar and Shihab [14], but many studies have been conducted, indicating the importance of this field of research. Sierra et al. [17] provided a survey of self-admitted technical debt and classified SATD research work into three categories: SATD detection [5, 6, 8, 9, 14], SATD comprehension [1, 3, 7, 21, 22], and SATD repayment [10, 11]. In this regard, our study took place in SATD comprehension category. One close related work is from Gao et al. [4]. They are concerned about the quality of SATD comments, focusing on obsolete SATD comments, and they proposed an approach that can automatically detect obsolete TODO comments.

5 CONCLUSION AND FUTURE WORK

This paper introduces a new concept, i.e., duplicate SATD comment, referring to a SATD comment that is identical or highly similar (semantically identical) to one or more other SATD comments. We conduct the first empirical study by automatically identifying general and duplicate SATD comments from five Apache projects. We find that 41.3%-65% of our identified SATD comments are duplicate SATD comments. We manually analyzed 500 groups of duplicate SATD comments and found that the majority of them are identical groups, i.e., all SATD comments are introduced by the same root cause. We also find that 12.9%-72.1% of the pairs in identical groups appear in the same file, but only 33.9% of the duplicate SATD comment pairs in identical groups are introduced in the same commit. In the future, we would like to expand the scope of our study and further investigate who introduced/removed/modified duplicate SATD comments, why they have different evolution in the project history, and what are the impacts of those duplicate SATD comments on the quality and evolution of software projects.
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