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SUMMARY Many scientific and technological resources (STR) cannot meet the needs of real demand-based industrial services. To address this issue, the characteristics of scientific and technological resource services (STRS) are analyzed, and a method of the optimal combination of demand-based STR based on multi-community collaborative search is then put forward. An optimal combined evaluative system that includes various indexes, namely response time, innovation, composability, and correlation, is developed for multi-services of STR, and a hybrid optimal combined model for STR is constructed. An evaluative algorithm of multi-community collaborative search is used to study the interactions between general communities and model communities, thereby improving the adaptive ability of the algorithm to random dynamic resource services. The average convergence value \( C_{MCSA} = 0.00274 \) is obtained by the convergence measurement function, which exceeds other comparison algorithms. The findings of this study indicate that the proposed methods can preferably reach the maximum efficiency of demand-based STR, and new ideas and methods for implementing demand-based real industrial services for STR are provided.
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1. Introduction

The General Office of the State Council on Accelerating Development of Scientific and Technological Services clarified an emphasis on the development of STRS including fundamental research, technological transmission, detection certification, entrepreneurship promotion, intellectual property, technology consulting, scientific finance, and technology popularization[1]. However, because of the various types and distributions of STR and service systems, the compositions and interactions in STRS systems and in real economic industries are complicated. Thus, optimal combined STRS must be searched, analyzed, and matched from huge technological resource libraries that are distributed in different locations and industries. The combination of STRS with business processes would form a kind of STRS system [2]. Therefore, the real-time dynamics of real industrial services and the random execution times for STRS are more complicated than expected. As the uncertainty arising from STRS makes them difficult to be solved by traditional optimal combination theory and other methods, it is necessary to deliberate the interactions among the response time of services, correlations, and innovations when integrating STRS.

Today, scholars worldwide find references for STRS from libraries [3] and intelligence agencies [4], and aim to expand these areas from the perspectives of literature novelty, literature retrieval, and knowledge services. However, most studies on the combination and optimization of resources focus on cloud computing resources [5], [6], internet resources [7], [8], and cloud manufacturing resources [9], [10]. Furthermore, cloud computing resource services are mainly associated with optimal combined algorithms, such as the particle swarm optimization algorithm [11], [12], fireworks algorithm [13], bee colony algorithm [14], and simulated annealing algorithm [15]. Such methods inadequately consider factors that may influence practical resource services, leading to low efficiency; thus, these methods cannot be used in the demand-based combination of heterogeneous STR. Tao et al. reviewed the methods for the combination of STRS, and pointed out the key issues in cloud manufacturing services. They then put forward relative modelling and evaluative methods [16]. Strunk et al. optimized relative services via semantic matching and genetic algorithms [17]. Ning et al. [18] solved the issues in flow direction and resource combination by a framework of cloud manufacturing. Zeng et al. [19] put forward a service combination based on quality optimization. Tao et al. [20] selected each service resource from cloud manufacturing service platforms to choose resource assemblies that satisfy the functionality of subtasks, and then combined these into resource services according to certain rules, thus allowing for the cooperative access to multi-service tasks. Although many scholars worldwide have conducted research on the combination and optimization of resources, most existing studies have not been technologically oriented and therefore cannot meet the needs for STRS in real industries, which include the sharing and utilization of STR under demand-based environments of distributed STRS.

The combination and optimization of STRS in the present study is an assessment of the performances and demands of services faced by real industries. An integrated model based on performance assessment is used to provide STR and services during developmental products, thereby creating a reflective transformation from the qualitative demands of STRS to a quantitative combination of resource services. First, a combined framework based on performance assessment for the combination and optimization of resource services is constructed. Then, an optimal combined
evaluative system with multi-service tasks is developed, and includes several indexes including response time, composable ability, correlation, and innovation. At last, a hybrid optimal combined model of STR is designed. The response ability and performances of resource services are improved by using the strategies of a multi-community bidirectional drive collaborative search algorithm and an asynchronous parallel method. This study provides new methods and techniques for solving the issues of the combination and optimization of multi-service tasks in STRS.

2. Combination Frameworks for the Demands of Real Industries in STRS

In the mode of cloud services, users from real industries submit service tasks to platforms associated with their demands. The platforms analyze the service tasks and then encapsulate different STRS into minimum service units according to the real-time information of STRS and the service abilities of platforms. These units allow for the transfer and combination of STRS for the platforms. The combination frameworks in the present study, which are illustrated in Fig. 1, include the demand side for resources, cloud platforms, and STR. During combination processes, real industrial users will input parameters, and the platforms will automatically produce combined tasks for STRS. The task information will be sent to a resource service composition executor (RSCE), which inquires whether users have registered corresponding combined services. If the inquiry is successful, the combined tasks will be transferred to users; if not, the combined tasks will be divided into subtasks and then sent to the RSCE for executive sequences, and the optimal solutions of STR will be calculated by an intelligent optimization algorithm and returned to the users.

In these frameworks, the resource services can be categorized into a single task, a single task with combinations, or multi-tasks with combinations according to the granularity of users’ demands. The single task can be further divided into several single-task units, which is achieved by modelling users’ demands under QOS restrictions. The present study focuses on the modelling and optimization of multi-service tasks in STRS.

3. Optimal Combined Models of STRS

3.1 The Evaluative Indexes for the Combination and Optimization of STRS

STRS are demand-based modes for the distributed aggregation and sharing of STR in the context of the deep integration of the service industry and real industries. STRS are driven by the demands of services form multi-task collaborative networks, and are unitedly run and controlled by cloud platforms. Therefore, the characteristics of STRS are
as follows.

(1) Rapid responses to services. STRS will search, analyze, match, and optimize different dynamic schemes according to different requests from real industrial users. The system will then choose the optimal scheme and return the results to users via optimal managerial techniques and qualitative evaluation.

(2) Flexible combination of services. STRS are distributed aggregative modes and demand-based sharing modes for the demands of STR. Because of the complicated interactions and compositions among STRS systems, and those between STRS systems and real economic industries, STRS will transfer several processes of resource services. Furthermore, the large scale of intercross, aggregation, and dynamic evolution of multi-language correlations will also be introduced in STRS. Therefore, demand-driven STRS activities have strong flexibility.

(3) Dynamics of service correlations. Real industrial users submit service tasks for their demands to platforms in the STRS environment, and cloud platforms will analyze the service tasks in time. When several tasks are executed interactively, correlative interactions occur between different tasks. To finish one specific task, more related resource services should be considered in multi-mode combinations (series and parallel connections, selection, circulation, etc.).

(4) Innovation of services. The providers, consumers, and operators of STRS are the main components of intelligent collaboration processes. Thus, determining how to satisfy their own demands and how to earn maximum profits from services are the main objectives for all collaborators. The innovation of STRS will have strong effects on the efficiency of resource services.

In summary, the optimization and combination of STRS must not only consider evaluative indexes such as service time, but also other factors such as innovation (In), composability (Cp), and correlation (Ca). Therefore, a combined evaluative system was built as follows.

(1) Service Time. The service time is the time length from receiving the requests to the output of the results, and includes executable service time (T_pro) and delay time of service (T_del):

\[ T = T_{pro} + T_{del} \]

where \( T_{pro} \) is the executable service time and \( T_{del} \) is the time gap between sending and receiving service requests.

(2) Innovation. Innovation means the originality of services and the novelty of combination. The more innovative a service is, the more value the service has. The function is:

\[ In = \frac{1}{\sum_{i=1}^{n} \sim(RS_i, RS_j)} \]

(3) Composability. Composability is the probability of STRS being composited during execution, and determines whether the services are transferred as a single function or as a service resource from combined services. The value of composability is the ratio of the specific executing time to total executing time. The function is:

\[ Cp = \frac{F_{Cp}}{f_c} \]

where \( f_c \) is the time of the specific service being executed, and \( F_{Cp} \) indicates the total executing time.

(4) Correlation. Correlation is the degree to which two logic technological resource are correlated. To ensure that two services can coordinate in combined forms, the outputs of former services should match the inputs of later services.

\[ E_{xi} = \{E_{x_{i1}}, E_{x_{i2}}, \ldots E_{x_{ik}}, \ldots, E_{x_{im}}\} \]

where \( \sim \) represents the degree of similarity of services. Therefore, demand-driven STRS activities have strong flexibility.

The real industrial demand of STR is \( RSC = \{RS_1, RS_2, \ldots, RS_m\} \). To satisfy users’ needs and maintain good feedback,
an optimal model was developed by the evaluative system discussed previously.

\[ Q(RS) = \{T(RS), In(RS), Cp(RS), Ca(RS)\} \] (7)

In this paper, the main principles are borrowed from web services composition, and the combination of STRS is divided into series connection, parallel connection, selection, and circulation. In real services, however, one technological resource service can have several combinations. Therefore, the hybrid combinations can be transferred into combinations of several series and parallel connections.

The mathematic model for calculating different combinations to arbitrate STRS \( RS^i \) is presented in Table 1.

In this table, \( m \) indicates that the service combination is combined by \( m \) numbers of resource services \( RS \), \( r \) is the number of cycles of the resource service candidate set \( RS^i \) corresponding to the \( i \)-th resource service, \( p^j \) indicates the probability of \( RS^j \) being selected in the candidate set \( RS^i \) of resource services, and \( \sum_{j=1}^{n} p^j = 1 \), where \( n \) is the number of candidate resources in \( RS^i \). Thus, the formula of \( T_{ask} = \{t_1, t_2, \ldots, t_k, \ldots, t_M\} \) for STRS is:

\[
\begin{align*}
T(RS) &= \sum_{i=1}^{M} T(RS^i) \\
In(RS) &= \sum_{i=1}^{M} \frac{In(RS^i)}{M} \\
Pp(RS) &= \sum_{i=1}^{M} \sum_{j=1}^{n} \frac{Pp(RS^j)}{M} \\
Ca(RS) &= \sum_{i=0}^{M-1} \sum_{j=i+1}^{M} Ca(RS^i, RS^j) \frac{M-i}{M}
\end{align*}
\] (8)

|               | \( T \)                | \( In \)               | \( Pp \)               | \( Ca \)              |
|---------------|-------------------------|-------------------------|-------------------------|-------------------------|
| Series connection | \( \sum_{i=1}^{m} T(RS^i) \) | \( \sum_{i=1}^{m} \frac{In(RS^i)}{m} \) | \( \prod_{i=1}^{m} Cp(RS^i) \) | \( \sum_{i=1}^{m} \frac{Ca(RS^i, RS^1)}{m} \) |
| Parallel connection | \( \max T(RS^i) \) | \( \sum_{i=1}^{m} \frac{In(RS^i)}{m} \) | \( \min Cp(RS^i) \) | \( \min \frac{Ca(RS^i, RS^1)}{m} \) |
| Selection      | \( \sum_{i=1}^{m} (T(RS^i) \times p^j) \) | \( \sum_{i=1}^{m} (In(RS^i) \times p^j) \) | \( \sum_{i=1}^{m} (Cp(RS^i) \times p^j) \) | \( \sum_{i=1}^{m} \frac{Ca(RS^i, RS^1) \times p^j}{m} \) |
| Circulation    | \( r \times \sum_{i=1}^{m} T(RS^i) \) | \( \sum_{i=1}^{m} \frac{In(RS^i)}{m} \) | \( \min Cp(RS^i) \) | \( \sum_{i=1}^{m} \frac{Ca(RS^i, RS^1)}{m} \) |

The dimensions of the evaluative indexes from the combinations of STRS are different and cannot be directly used for calculation; thus, the dimensions should be simply normalized. For those “the more the better” beneficial indexes \( In, Cp, \) and \( Ca \),

\[
y_i = \left\{ \begin{array}{ll}
\frac{u_i(\text{In}, \text{Cp}, \text{Ca}) - \min u_i(\text{In}, \text{Cp}, \text{Ca})}{\max u_i(\text{In}, \text{Cp}, \text{Ca}) - \min u_i(\text{In}, \text{Cp}, \text{Ca})}, & \max u_i \neq \min u_i \\
1, & \max u_i = \min u_i
\end{array} \right.
\] (9)

and for the “the smaller the better” index \( T \),

\[
y_i = \left\{ \begin{array}{ll}
\frac{\max v(T) - v(T)}{\max u_i(T) - v(T)}, & \max u_i \neq \min u_i \\
1, & \max u_i = \min u_i
\end{array} \right.
\] (10)

where \( u_i \) indicates the service evaluative indexes \( In \),
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$Cp$, and $Ca$, $vi$ is the service evaluative index $T$, and $yi$ is the normalized service value.

Therefore, the combinations that consist of $m$ resource services have $\prod_{i=1}^{m} n$ combinations, as each service has $n$ candidate resources. The evaluative index system of combined services, which is composed of the response time, innovation, composability, and correlations, can construct an optimal combined plan for STRS. Because users may have different requests for the same evaluative index under different service circumstances, the optimization of multi-tasks can be transformed into the optimization of a single task, and the function of general multi-tasks in STRS, the operating factors are denoted as $P_{id} = \sum_{i=1}^{n} \frac{G_{vid}}{G_{vid}}$, CC represents the particles in general communities, MC indicates the particles in model communities, $\forall (r1, (CCi, MCi)) \in R$, $q_{besti} = \max \{q_{best1}, q_{best2}, \ldots, q_{bestm}\}$, $G_{besti} = \min \{G_{best1}, G_{best2}, \ldots, G_{bestm}\}$, and $q_{besti} \geq G_{besti}$. If particles $CCi$ go into $CCi$, the last community $MCi$ is eliminated. Thus, the new iterative algorithm is:

$$\begin{align*}
& v_{id}^{t+1} = \omega \cdot v_{id} + c_1 \cdot r_1 \cdot (P_{id}^t - x_{id}^t) + \\
& c_2 \cdot r_2 \cdot (P_{gd}^t - x_{id}^t) + c_3 \cdot P_{nd}^t - x_{id}^t \\
& x_{id}^{t+1} = x_{id}^t + v_{id}^{t+1} \\
& i = 1, 2, \ldots, m \\
& d = 1, 2, \ldots, D
\end{align*}$$

where $c_1$ is the random function and satisfies the algorithm convergence $c_1r_1 + c_2r_2 + c_3 \in [0, 4]$.

Rule 2.2: $\forall (r2: \langle MCi, CCi \rangle) \in R$, where the collaborative intensity in a general community is $s_{MCi}$. To arbitrate $s_{MCi}, s_{MCi} \geq s_{MCi}$. The optimal value in a model community is $PG = G_{besti}$.

Rule 2.3: $\forall (r3: \langle CCi, CCi \rangle) \in R$, where the collaborative intensity in a general community is $s_{CCi}$. To arbitrate $s_{CCi}, s_{CCi} \geq s_{CCi}$. The optimal value in a general community is $PG = g_{besti}$.

(2) Strategies for discretions and iterations. To solve the issues of the combination of multi-services in discretions, the operators in the algorithms were re-defined. A matrix $X$ has $n$ rows and $n$ columns; $n \times n$ is the vector matrix of particle positions. $X_i = \langle x_{i1}, x_{i2}, \ldots, x_{in} \rangle$ indicates the position of the $i$-th particle with specific combined services. $x_{ij}$ ($j = 1, 2, \ldots, n$) is a positive integer, indicating the numbers of candidate services in $T_j$ selections. $V \times n$ is then defined as the vector matrix of particle speeds. $V_i = \langle v_{i1}, v_{i2}, \ldots, v_{in} \rangle$ is the speed of the $i$-th particle, and $v_{ij}$ ($j = 1, 2, \ldots, n$) is the integrative efficiency of a specific combined service. Based on the discretions and iterations of the particles speeds and positions, the algorithms (13) and (14) are updated to:

$$\begin{align*}
& v_{id}^{t+1} = \omega \cdot v_{id} + c_1 \cdot r_1 \cdot (P_{id}^t \Theta x_{id}^t) + \\
& c_2 \cdot r_2 \cdot (P_{gd}^t \Theta x_{id}^t) + c_3 \cdot \Theta x_{id}^t \\
& x_{id}^{t+1} = x_{id}^t + v_{id}^{t+1} \\
& i = 1, 2, \ldots, m \\
& d = 1, 2, \ldots, D
\end{align*}$$

where $t$ is the time of the iterations during the particle searching processes, $\omega$ is the inertia weight, $c_1 = c_2 = 2$ indicates the accelerating constants, and $r_1$ and $r_2$ are random functions in the interval of $[0, 1]$. 

Rule 2: Two-way co-evolution rules among communities

Rule 2.1: General communities are denoted as $g_{best}$, model communities are denoted as $G_{best}$, model learning factors are denoted as $P_{nd} = \frac{G_{vid}}{G_{vid}}$, CC represents the particles in general communities, MC indicates the particles in model communities, $\forall (r1, (CCi, MCi)) \in R$, $q_{besti} = \max \{q_{best1}, q_{best2}, \ldots, q_{bestm}\}$, $G_{besti} = \min \{G_{best1}, G_{best2}, \ldots, G_{bestm}\}$, and $q_{besti} \geq G_{besti}$. If particles $CCi$ go into $CCi$, the last community $MCi$ is eliminated. Thus, the new iterative algorithm is:
ficiency of two particles in their dimensions, and operator $\oplus$ is the selection of the new position of an arbitrary particle in different dimensions; $x_{ki} \oplus v_{ki} = \left\{ j \min_{j=1,2,..,m} \left[ f(Q_{j}(RS)) - (V_{k1} + f(Q_{j}(RS))) \right] \right\}$.

(3) Algorithm steps. Based on the two-way co-evolutionary rules and discrete iterative strategies, the steps of the optimal algorithms for combined multi-services are as follows.

Step 1: Initialize the particles. Set up the number of communities, the times of iterations, accelerating indexes, and inertia weight coefficient.

Step 2: Assign the initialized particles averagely into $l$ process, contributing to a community with a size of $\text{int}(n/l)$. Then calculate the adaptive values in $l$ communities according to Eq. (11).

Step 3: Put the communities into $l$ processes and conduct asynchronous parallel evolutive calculation.

Step 4: Calculate the adaptive values $Fi$ in different communities, and then divide the communities into model communities and general communities according to the thresholds.

Step 5: Update the speeds and positions of particles in the communities by Eq. (16) according to the mechanisms of discretion and iteration, and then save the optimal positions of the particles.

Step 6: The algorithms will finish and output optimal combinations if all the particles can satisfy the ending requirements; otherwise, return to step 5.

4. Simulation Experiments and Results

4.1 Experimental Conditions

The proposed model and algorithms of STRS were verified based on the analysis of the issues of one manufacturing enterprise. JDK 1.7 and Eclipse software were used as the integrated developmental environment, Tomacat 7.0 was used as the server, MySQL5.0 was used as the dataset, Hadoop was used as the big-data platform software, and VMware10 was used as the virtual instruments. The staple software mpiBLAS was introduced as service-transferring instructions to build up cloud platforms for STR. The simulated environments of the optimal algorithms were based on MATLAB (2016b) and a computer with a 4.00 GHz processor, 16 GB RAM, and the Windows 7 operating system. The input data for simulated experiments included the numbers of users’ requests per second, which were randomly selected from 10-100. The types of STRS were randomly selected from Rs1, Rs2, ………, Rs6, and included several services such as searching, analyzing, and matching of resources. The requests of each RSC were randomly selected from 1-20. The combined evaluative indexes were the response time, innovation, composability, and correlation.

Embedded rhombus thought particle swarm optimization (ERTPSO), the modified hybrid genetic algorithm (MHGA), discrete particle swarm optimization (DPSO), and
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MCCSA were used to solve the issues of the combination and optimization of STRS. The initialized parameters of the algorithms were set as follows: the number of populations was 100, the maximum evolutionary time was 200, the inertia weight was $w = 1.1$, the accelerating constant was $c_1 = c_2 = 2$, and the weighting factors of the four index properties were $\omega_T = 0.3$, $\omega_T = 0.3$, $\omega_{CP} = 0.2$, and $\omega_{CA} = 0.2$, respectively. All the simulated experiments were conducted 500 times each, and the results were averaged. All other parameters were set according to existing references.

4.2 Results and Discussion

To test the convergence performance of MCCSA, the four algorithms were used to study this problem simultaneously. During the experiments, the number of candidate services at each subtask was 120. Figure 3 presents results of algorithms on different numbers of subtasks, and shows the changes of MCCSA for different numbers of subtasks in the combination of STRS. The selection and reorganization of co-evolutionary rules enhanced the characteristics of superior searches in different communities, thereby leading to increases of adaptive ability and executive efficiency. With the increasing number of subtasks, MCCSA rapidly jump out local optimal points with a relatively fast convergence speed and consistent and effective regional optimal points.

The following convergence measurement function is used to test its convergence characteristics.

$$C = \frac{1}{E} \sum_{e=1}^{E} \left[ f(e + 1) - f(e) \right]$$

(17)

Let $E = 199$, the average convergence value of each algorithm is obtained as follows, $C_{MCCSA} = 0.00274$, $C_{ERTPSO} = 0.00214$, $C_{DPSO} = 0.00188$, $C_{MHGA} = 0.00188$. From the results of experiments, it can be concluded that the performance of MCCSA was significantly better than that of the other comparison algorithms.

A comparative analysis of the optimal functions of different population sizes by the four algorithms was conducted. All the vectors of algorithms were 30 and all the evolutive algebras were 120. The population sizes were 50, 100, and 400. MCCSA was selected for the asymmetric initialization of spaces. The results are presented Table 2, and demonstrate that MCCSA exhibited strongly adaptive abilities, a rapid convergence speed, and relatively high precision. Moreover, the zero values in the standard deviation (SD) and average deviation (AD) indicate that MCCSA had stable convergence ability. The data suggest that MCCSA can automatically adjust the searching ability of algorithms according to the cooperative rules in many populations. Thus, MCCSA can adapt to the changes in multi-service combinations. These results suggest that MCCSA presents significant advantages in terms of convergence precision, convergence stability, and convergence speed.

5. Conclusions

To address the issues of combination in technological series in the context of deeply aggregated real industries and service industries, a demand-based frame of STRS in real industries was developed, and the characteristics of STRS and their issues of combination were analyzed. In this way, an optimal evaluative system for multi-services was constructed, and a hybrid optimal combined model that includes several combinations of STRS was designed. A two-way collaborative searching algorithm for multi-populations was then used to solve this model. Finally, the results of the simulated experiments verified the effectiveness of model and algorithms, and suggest that the proposed methods can effectively solve the issues of the optimization and combination of multi-task STRS. Future studies should expand the proposed model and algorithms for combinations of STRS, thereby increasing their adaptivity for regional industrial clusters.
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