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Abstract—Triangular meshes are the most popular representations of 3D objects, but many mesh surfaces contain topological singularities that represent a challenge for displaying or further processing them properly. One such singularity is the self-intersections that may be present in mesh surfaces that have been created by a scanning procedure or by a deformation transformation, such as off-setting.

Mesh foldings comprise a special case of mesh surface self-intersections, where the faces of the 3D model intersect and become reversed, with respect to the unfolded part of the mesh surface. A novel method for the recognition and repair of mesh surface foldings is presented, which exploits the structural characteristics of the foldings in order to efficiently detect the folded regions. Following detection, the foldings are removed and any gaps so created are filled based on the geometry of the 3D model. The proposed method is directly applicable to simple mesh surface representations while it does not perform any embedding of the 3D mesh (i.e. voxelization, projection). Target of the proposed method is to facilitate mesh degradation procedures in a fashion that retains the original structure, given the operator, in the most efficient manner.

Index Terms—three-dimensional modelling, mesh deformations, mesh folding, triangle intersections, triangle splitting, hole filling, connected components computation

1 INTRODUCTION

The existence of various topological singularities on the mesh surface of 3D models is a frequent phenomenon. Such singularities represent a challenge for displaying or further processing the 3D models properly.

The causes of such defects vary significantly, from data acquisition to data processing procedures, e.g. overlapped range scans, range scan fusion, manually created CAD models, joined NURBS patches, tessellation of CAD models, contoured meshes and deformed meshes.

One type of topological singularity is the self-intersections which mesh surfaces can exhibit when created by a digitization process or by a deformation transformation, such as an off-setting operator. Mesh surface folding is a special case of self-intersections and will be the focus of this paper.

In order to achieve consistency between the structure of the original object and that of the 3D model, surface foldings must: (a) be prevented from occuring on the mesh surface; or (b) be detected and repaired so that the mended mesh surface is as coherent as possible to the original object mesh surface.

The method proposed in this paper focuses on the latter goal: given a mesh surface that exhibits surface foldings, aim at identifying them and subsequently remove the defective areas and reconstruct any gaps that may have occurred.

The proposed method exploits the structural characteristics of the foldings in order to efficiently detect the folded regions. Following detection, the foldings are removed and any gaps created are filled based on the geometry of the 3D model. The proposed method is directly applicable to simple mesh surface representations and does not perform any embedding of the 3D mesh (e.g. voxelization, projection).

The contributions of this paper are novel algorithmic methods that efficiently:

1) identify mesh surface foldings. The proposed method detects intersecting faces on the 3D mesh surface as part of the foldings. These faces define one of the key regions of the foldings.

2) segment mesh surface into distinct regions for both normal and folding surface areas. The separation is achieved via the removal of the previously detected intersecting faces as well as the protruding faces. The latter define a set of faces that falsely connect different (i.e. normal and inward oriented faces) regions only by a limited number of edges. These are successfully identified and removed as well, by the proposed methodology.

3) remove surface foldings by identifying the inward oriented faces’ regions. These regions are robustly identified by the proposed methodology via measurement, on a per region basis, of the number of crossings between the corresponding face normals and the region’s surface.

4) mesh repair which is achieved by reconstructing the
Fig. 1. **Left**: Sample rendering of a 3D model that exhibits mesh foldings. **Right-Top**: Lengthwise detail of the 3D model's side. **Right-Bottom**: Section of a mesh folding (detail). Color-coding indicates the different parts of the folding: green for the intersecting faces and red for the inward oriented faces. Gray faces are part of the unfolded regions.

Gaps created during face removal steps. The mesh reconstruction is guided by the intersection line of the corresponding faces. The proposed methodology aims at reproducing the mesh structure as this is produced after the removal of the mesh singularities previously detected.

The choice of face removal against local remeshing is done to better simulate processes like erosion and degradation of 3D models. These would result in 'loss' of mesh structure rather than a differentiation of it. Hence a 'removal' process is considered a better fit. However, since the preservation of the original structure of the 3D model is critical, one of the aforementioned novelties of the proposed method is that the gap filling is guided by the intersection line of the corresponding faces removed.

To facilitate comparative studies, all 3 versions (original object, folded version after offsetting operator, repaired version) of the models used in the evaluation are provided for download. Unfortunately, since the majority of previously published methodologies are evaluated against proprietary 3D model sets that have not been made publicly available, a comparative study is not feasible. However, this should be possible for future works.

The remainder of this paper is organized as follows: Section 2 describes in detail the problem that this paper addresses and Section 3 discusses state-of-the-art works as these have been proposed for the specific problem of mesh foldings. Both reactive and proactive solutions are presented. Section 4 details the proposed method. Section 5 presents the experimental evaluation of the proposed method while an evaluation of its computational complexity is also given. Finally, Section 6 summarizes and concludes.
approaches is rather understudied (see the surveys [1] and
[2]).

Most model repair algorithms can roughly be classified as mesh-based or volume-based. Mesh-based algorithms operate directly on the input mesh trying to explicitly identify and resolve defects on the surface. Volume-based algorithms convert the input model into an intermediate volumetric representation which is used for processing and from which the output model is derived, using Marching Cubes [3], Dual Contouring [4], or other mesh extraction algorithms.

Mesh-based repair algorithms only minimally perturb the input model and are able to preserve the polygonal mesh structure, at least in areas that are not in the direct vicinity of the defects. In the case of intersections or large overlaps, these defects cannot be resolved robustly mainly due to numerical inaccuracies. Furthermore, these algorithms introduce a small number of additional triangles in some cases.

On the other hand, by their very nature, volume-based representations do not allow for defects like intersections, holes, gaps, overlaps or inconsistent normal orientations and thus such problems can be solved by appropriately converting a surface model into its volumetric representation. On the downside, the conversion to and from a voxelized model necessitates resampling, which introduces aliasing defects, destroys the structure and connectivity of the input model, introduces numerical approximation errors and is quite memory intensive.

Nooruddin and Turk [5] introduced one of the first volume-based techniques to repair arbitrary models that contain gaps, overlaps and intersections. Additionally, they employed morphological operators to resolve topological defects like holes and handles, resulting in manifold output models. Morphological operators, such as dilation and erosion, were first introduced in image processing by Haralick et al. [6].

Ju [7] presented a method for repairing arbitrary polygonal models by producing a closed surface, i.e., a surface that partitions space into disjoint internal and external volumes. Their approach takes a polygonal model, constructs an intermediate volume grid employing octrees and generates the output surface by utilizing the marching cubes or the dual contouring algorithm. Sharp features in the original model are preserved faithfully in the output.

Campen and Kobbelt [8] presented operators that modify the topology of polygonal meshes at intersections and self-intersections for mesh repair. The vertex-based input mesh is initially transformed into a plane-based representation. Using a triangle-triangle intersection test, self-intersection regions are detected. Each intersection region is then covered by a set of small volume cells using an adaptive refinement approach of the octree and processing is performed locally within each cell. The repaired object is the outcome of boolean operations between the extracted oriented components, applying an outer hull approach. Satisfactory visual results repairing self-intersections on 3D models were presented.

Guéziec et al. [9] described a technique that removes topological singularities from polygonal surfaces, converting a non-manifold surface to a manifold one. Their algorithm consists of two high level operations: cutting and stitching. During cutting, isolated vertices and edges shared by at least three different faces are marked and the surface is broken down to new surfaces. During stitching, boundary edges that were created during the cutting operation are pinched together and edges that are close to one another are snapped, yielding a manifold surface. Their method actually eliminates surface singularities such as isolated vertices and multi-shared edges, but cannot address the problem of surface self-folding.

Jung et al. [10] proposed an algorithm to remove self-intersections from the raw offset triangular mesh. The method’s pipeline consists of finding and deleting degenerate triangles, computing the self-intersection segments, and detecting valid triangles, utilizing a region growing procedure starting from a seed triangle. Finally, triangle splitting, triangle trimming and stitching the self-intersection segments concludes the procedure. The method was tested on outward offset meshes with good results. However, since the valid triangles detection process is based on seeding from a valid triangle, the automatic detection of such seeds cannot be guaranteed on surface models exhibiting mesh foldings, especially when the deformations are of big extent. Furthermore, since the method relies on local characteristics of the mesh structure (i.e. does not take into consideration the orientations of mesh surface regions), it could possibly produce wrong results, again especially in the case of large deformations, where the folded regions are (almost) equal to the unfolded regions.

We next present methods for mesh offsetting, aiming to avoid self-intersections by construction.

Kim et al. [11] introduced a method for offsetting triangular meshes by moving vertices along multiple normal vectors at each vertex. These vectors are computed by the normal vectors of the faces surrounding the vertex.Offsetting with the multiple normal vectors of a vertex does not create a gap or overlap at the smooth edges, making the mesh size uniform and the computation time short. However, this method can also create self-intersections that have to be removed.

Malosio et al. [12] described a geometric algorithm to offset triangular mesh surfaces, transforming the original geometry to a new smooth surface model. The method calculates a corrected direction and magnitude for the displacement vector that represents the offsetting of each vertex. Although the method gives smooth results to the sharp edge offset, it has some drawbacks since it exhibits distortions, such as self-intersections in some cases.

Liu and Wang [13] presented an intersection-free surface offset generation approach for free-form triangular meshes which preserves sharp features. Their method for offset surface generation can be classified as a volumetric approach. Firstly, the given model is sampled in a uniform volumetric grid to construct a signed distance field; next, the intersections between the grid edges and the offset surface are computed and finally, an intersection-free dual contouring algorithm is introduced to extract the offset surface mesh.

Chen et al. [14] proposed an approach for computing offsets of solids bounded by triangular meshes. Their approach is based on a hybrid data structure combining point samples, voxels and continuous surfaces. It samples the boundary, generates surfels in the vicinity of the model, uses
a spatial grid to eliminate candidate samples that are too close to the original surface and restores the offset boundary through interpolation. The method was tested on outward and inward offset meshes showing visually satisfactory results.

Although methods that avoid self-intersections by construction can generally produce good results, the aim of this paper is to detect and repair mesh foldings after they have occurred on a 3D mesh. As in the case of most applications, the original (unfolded) 3D model will not be available.

4 THE MESH FOLDING RECOGNITION AND REPAIR METHOD

In this section, the proposed method for the recognition and repair of foldings on the mesh surface of 3D models is described in detail. For the remainder of this paper the proposed method shall be referred to, as Folding Recognition and Repair Method, or FoR²M.

A simple mesh surface representation for both input and output 3D models, is assumed: each mesh surface is described by a set of vertices \( V \) (where \( V_i, i \in 1..n \), defines the \( i^{th} \) vertex) and a set of triangular faces \( F \) (where \( F_j, j \in 1..m \), defines the \( j^{th} \) face). Other structures, necessary in specific processing steps (e.g. vertex and face neighborhood connectivity, boundary edges, etc) are computed from the aforementioned input.

FoR²M is outlined as follows:

1) Detection of mesh intersecting faces. The intersecting faces of the mesh foldings (denoted as set \( I \)) are detected. Subsequent steps use \( I \) to effectively distinguish between folded and unfolded regions of the mesh surface. Intersection lines are also computed. See Fig. 3.

2) Removal of intersecting and protruding faces. The intersecting faces \( I \) are removed from the mesh surface. This procedure results in the separation of the mesh surface into folded and unfolded regions. Furthermore, any protruding faces, created by the removal procedure of this step, are also removed. These faces, at least 1/2 of whose adjacent faces are intersecting faces. See Fig. 4.

3) Mesh partitioning. In this step, connected components are formed by grouping together neighboring faces of the mesh surface. See Fig. 5.

4) Connected components labeling. The connected components of the previous step are labeled as folded or unfolded. Each folded connected component is defined by a set of inward oriented faces (set \( R \)). A simple intrinsic feature is used for the classification. See Fig. 5 and Fig. 6.

5) Removal of folded connected components. In this step the connected components of set \( R \) are removed. Furthermore, any connected components of insignificant size, that may have been created during the previous steps, are also removed. See Fig. 6.

6) Gap reconstruction. The intersecting faces \( I \) of step 1 are split along the intersection line. The resulting faces that are directly attached to the unfolded connected components are used to complete the gaps that (may) have been created by the removal procedures of steps 2 and 5. See Fig. 10.

7) Gap filling. Finally, any remaining gaps are filled with new triangular faces. These gaps are usually created in areas where more than one intersection lines existed (i.e. multiple intersected triangles). See Fig. 10.

Steps 1 and 2 constitute the Mesh Intersection Processing. Steps 3, 4 and 5 constitute the Connected Component Processing, while steps 6 and 7 comprise the Mesh Repair process.

In the following sections, the aforementioned steps are described in detail.

4.1 Mesh Intersection Processing

4.1.1 Detection of Mesh Intersecting Faces

A mesh folding is composed of two distinct sets of faces: the intersecting set \( I \), comprised of faces that intersect with each other and the inward oriented faces set \( R \), comprised of faces whose normal vectors are oriented towards the mesh surface (although not inverted).

The intersecting faces \( I \) are used to efficiently locate the mesh foldings (See Fig. 3). In previous works, many algorithms that solve the problem of detecting mesh surface intersections have been proposed, a well-known such algorithm being the triangle-triangle intersection test proposed by Möller [15]. During our experimentations we have discovered that although Möller’s algorithm is applicable to the specific problem, it lacks efficiency in meshes that are predominantly comprised of large near-planar surfaces.

Möller’s algorithm initially performs a triangle-triangle intersection assessment, where each reference triangle \( F_r \) (with vertices \( V_{r,0}, V_{r,1}, V_{r,2} \), where \( r \in 1..m \)) is tested against every other (test) triangle \( F_t \) (with vertices \( V_{t,0}, V_{t,1}, V_{t,2} \), where \( t \in 1..m, t \neq r \)). This step attempts to eliminate a large number of test triangles, by testing if all the vertices of a test triangle lie only on the same side of the plane of a reference triangle \( (\pi_r : N_r \cdot X + d_r = 0, \) where \( X \) is any point in the plane), where:

\[
N_r = (V_{r,1} - V_{r,0}) \times (V_{r,2} - V_{r,0})
\]

\[
d_r = -N_r \cdot V_{r,0}
\]

The signed distances from the vertices of \( F_t \) to \( \pi_r \) (multiplied by a constant \( N_r \cdot V_r \)) are computed by inserting the vertices into the plane equation:

\[
d_{V_{t,i}} = N_r \cdot V_{t,i} + d_r
\]

where

\[
i = 0, 1, 2
\]
If all \( d_{t_i} \neq 0, i = 0, 1, 2 \) (no point lies on the plane) and all have the same sign then \( F_i \) lies on one side of plane \( \pi_r \) and the overlap is rejected.

For planar or quasi-planar mesh surfaces, large numbers of candidate triangle triangle pairs will not be discarded by Möller’s algorithm. Subsequent and more time consuming pairwise triangle-triangle intersection tests will need to assess these pairs. See Sec. 5.2 for performance figures. To improve performance, an initial intersection assessment based on the axis-aligned bounding volume of each triangle is proposed.

The bounding volume of the test triangle \( F_i \) is examined for lying inside the bounding volume of the reference triangle \( F_r \). If it does not then the two triangles do not intersect and they can be safely excluded from further testing (see Fig. 2 bottom-left).

A large number of triangle pairs that share one or two vertices (neighbors) will pass the above test but should not be considered as intersecting. Such triangles will be discarded in the subsequent pairwise intersection test (see Fig. 2 bottom-right).

The intersections of remaining triangle pairs are then precisely computed using the basic line-triangle intersection test. The edges of each test triangle \( F_i \) (i.e. \( (V_{i,0}, V_{i,1}), (V_{i,0}, V_{i,2}) \) and \( (V_{i,1}, V_{i,2}) \)) are tested for intersection against reference triangle \( F_r \) and vice versa. In the case of intersection the line of intersection is also computed and stored.

The line-triangle intersection test is a modified version of the method proposed by Möller and Trumbore in [16], taking into consideration lines, rays and line segments as well.

A line \( p(t) \) specified by two points \( p_1, p_2 \) can be defined using its parametric equation:

\[
p(t) = p_1 + t(p_2 - p_1)
\]

A triangle \( F_j \) with vertices \( V_{j,0}, V_{j,1}, V_{j,2} \), can be defined by its parametric equation in terms of its barycentric coordinates:

\[
F_j(u_1, u_2) = (1 - u_1 - u_2)V_{j,0} + u_1V_{j,1} + u_2V_{j,2}
\]

To test for the intersection of the two objects, the above equations are combined:

\[
(1 - u_1 - u_2)V_{j,0} + u_1V_{j,1} + u_2V_{j,2} = p_1 + t(p_2 - p_1) \Leftrightarrow (p_1 - p_2)t + (V_{j,1} - V_{j,0})u_1 + (V_{j,2} - V_{j,0})u_2 = p_1 - V_{j,0}
\]

This constitutes a \( 3 \times 3 \) linear system in \( t, u_1 \) and \( u_2 \). The solution of this linear system gives the barycentric coordinates of the intersection point with respect to the triangle. The point lies inside the triangle if \( 0 \leq u_1, u_2 \leq 1 \) (which implies \( 0 \leq 1 - u_1 - u_2 \leq 1 \) as well). Furthermore, the parametric value \( t \) of the intersection point along the line is given. This is checked for inclusion in the appropriate interval if a ray \( (t > 0) \) or a line segment \( (t \geq 0 \land t \leq 1) \) is being considered.

### 4.1.2 Removal of intersecting and protruding faces

The set of intersecting faces \( I \) is next removed from the mesh surface (See Fig. 4), thus accomplishing a separation between the remaining folded and unfolded regions.

We have experimentally found that in order to elevate the quality of the final output model, protruding faces also need to be removed. The criteria that a face needs to meet in order to be characterized as protruding are the following (all required):

- A face must not have been identified as intersecting (i.e. \( \not \in I \)).
- no. of adjacent faces \( > 1 \)
- no. of intersecting adjacent faces \( \geq 1 \)
- (no. of adjacent faces) - (no. of intersecting adjacent faces) \( < 2 \)

Conceptually, the aforementioned criteria imply that a protruding face has two or more adjacent faces and at least half of them are intersecting (and have thus been removed). Note that a face that has exactly one adjacent face, and this
Fig. 4. Sample mesh surface exhibiting foldings. Intersecting faces are removed. Edges adjacent to the intersecting faces are indicated.

is intersecting, defines a single-face connected component which, due to its size, will be removed at a later step.

4.2 Connected Components Processing

4.2.1 Mesh Partitioning

Following the removal of the intersecting part of the foldings, the remaining faces need to be characterized as to whether they are part of the folded or unfolded mesh surface (See Fig. 5).

A first step toward this goal is to group all edge-connected faces together, forming connected components. The partitioning scheme employed is a methodology for finding strongly connected components, based on edge adjacency connectivity of the faces [17], [18].

It should be noted that, due to the mesh surface complexity of the 3D models, the classic recursive connected component partitioning methods fail to perform on most medium to large scale mesh surfaces. A non-recursive version has thus been employed.

4.2.2 Connected Components Labeling

The remaining surface of the foldings is comprised of the set of inward oriented faces (R), which have their normal vectors' orientation altered, so that they point towards the mesh surface. This feature will be exploited in order to determine which connected components should be recognized as parts of the foldings (set R) and should thus be removed (See Fig. 5 and Fig. 6).

In an unfolded connected component, the face normal vectors are oriented outwards and should thus intersect with the mesh surface an even number of times (including zero). An exception to this rule is the case of mesh surfaces that have holes.

Conversely, in a folded connected component, the face normal vectors, being oriented inwards, should intersect with the mesh surface an odd number of times.

Therefore, to label a connected component as unfolded or folded, a check on the number of intersections of its face normal vectors and the entire 3D model is performed. The modified line-triangle intersection test by Möller and Trumbore [16] is employed for this purpose. For each face, the normal vector emanating from its centroid is tested for intersection against the remaining faces of the same connected component. To compensate for possible holes and other minor mesh defects, the following rule is employed: If 20% or less of a connected component’s face normal vectors have odd number of intersections then this connected component is labeled as unfolded, otherwise is labeled as folded and should be removed. The aforementioned threshold has been experimentally determined.

It should be noted that computing the intersection test on a per connected component basis, instead of the complete 3D model mesh surface, significantly reduces the total computational time, since it is a quadratic time algorithm applied on partitioned input sizes.

4.2.3 Removal of Folded Connected Components

In this step, the folded connected components that contain inward oriented faces (R), as well as connected components of insignificant size, are removed (See Fig. 6). The latter are outlier mesh surface regions that (may) have been created during any of the previous removal steps. The insignificant size criterion is $l = 1\%$ of the total number of faces of the mesh surface. To this end, all connected components are sorted based on the number of faces that they are composed of; these numbers are then summed from the beginning of the list until percentage $100 - l$ is reached. Any connected components that remain, are discarded. Note that it is possible that no connected components are removed at all.

After this step, only the unfolded mesh surface remains.
4.3 Mesh Repair

4.3.1 Gap Reconstruction

The mesh repair step aims at stitching the gaps created by the face removal steps between the connected components. To do this efficiently, the set of intersecting faces $\mathcal{I}$ that were removed in Mesh Intersection Processing are utilized.

More specifically, for each triangle (referred to as intersected triangle) a list is created, containing every other triangle (referred to as intersector) that intersects with it. For the first of its intersectors, the intersected triangle is split along the corresponding intersection line. The splitting procedure results into three new triangles which replace the initial intersected triangle (see Fig. 7). One of the three resulting triangles lies on one side of the intersection line and the other two on the other side. To this effect, the edges of the intersected triangle, which are crossed by the intersection line are considered. The side that forms a triangle is retained as is and the side that forms a trapezoid is split so that two new triangles are formed.

Each of the 3 newly generated triangles is then iteratively considered for intersection with the next intersector in the list. In the end, the initial intersected triangle is split along every intersection line of its intersectors. The iterative intersected triangular face splitting strategy is outlined in Algorithm 1. Note that the algorithm presented is not optimized and intentionally outlined as iterative in order to require as little as possible memory space (something crucial in cases of large mesh surfaces that have many intersecting triangles).

To perform the reconstruction of the gaps, all intersected triangles are tested for adjacency with the retained connected components of the previous step. Here, two cases exist: (a) a single triangle lies on one side of the intersection line (Fig. 7, bottom-left) and (b) two triangles lie together on one side of the intersection line (Fig. 7, bottom-right). In case (a) this triangle is solely used for the reconstruction while in (b) both triangles are employed even if they are not both directly adjacent to a connected component.

The intersection line(s) defines the boundary between the retained mesh surface and the (folded) surface (see Fig. 8). If a triangle lies on the side of the retained surface, even if not adjacent to the surface, it is retained. The reconstruction faces retained are denoted as $\mathcal{I}_R$ and they are a subset of $\mathcal{I}$, where some of the faces may be split. The gap reconstruction algorithm is outlined in Algorithm 2.
4.3.2 Gap Filling

A gap filling strategy aims at completing the mesh repair procedure and it is necessary when multiple intersections exist and holes are created between them.

Gap filling is performed among the triangles used in reconstruction ($I_R$). More specifically, if two reconstruction triangles share a common vertex but not a common edge (i.e. each has at least a free edge) then a new face is created, which connects the common vertex of the faces and the two corresponding adjacent free edges (see Fig. 9). The new triangle is added to the $I_R$ set and the process is repeated until no free edges exist.

Intuitively, the gap filling process iteratively creates new faces that complete the free edges of the existing ones until no free edges exist anymore.

The gap filling algorithm is outlined in Algorithm 3.

The result of Mesh Repair combined with the unfolded connected components of Connected Component Processing is the final output of the proposed method (See Fig. 10).

5 EXPERIMENTAL EVALUATION

5.1 Qualitative Results

Since no quantitative benchmark exists for the specific type of problem, a qualitative evaluation will be performed based on the quality of the method’s output mesh surfaces in comparison to the input 3D models.

In order to make the results of the proposed method comparable against existing and future works on the problem of 3D mesh folding, the experiments have been performed on publicly available 3D models from well known repositories. The selection of the specific models was made based on the diversity of their shape and surface characteristics. The models used are the following:

- **Stanford 3D Scanning Repository**: bunny, dragon
- **Purdue Engineering Shape Benchmark**: m367, m826
- **Princeton Shape Benchmark**: m545
- **McGill 3D Shape Benchmark**: b20, b234, b103, b376
- **SHREC’13 Track: Large-Scale Partial Retrieval Using Simulated Range Images**: T169

A mesh deformation operator (offsetting) is first applied to each 3D model, to the extent that it introduces foldings on the mesh surface. The amount of offsetting applied varies across models, since they originate from various datasets and have different resolutions. For each model three stages are illustrated in the results figures: (a) the original 3D model, (b) the deformed 3D model (with foldings) and (c) the repaired 3D model, after its has been processed by the proposed method. In (b), the intersecting faces (I) of the sample 3D models are also indicated. To facilitate comparative future studies, the 3 versions of all models are provided for download in the following link: ***.

It should be noted that once a 3D model has been deformed by an offsetting operator, it is not possible to revert it to its original state [19]. The purpose of the proposed method is to repair the mesh surface at the deformed state.

Fig. 11 shows the results of the proposed method on the well-known bunny and dragon models of the Stanford 3D Scanning repository. The bunny model [20] exhibits intense foldings on its protruding regions (the ears) and on its base where the complexity of the surface is higher. The faces on the tips of the ears have their orientation reversed while the base faces are intersecting. The proposed method completely removed the problematic regions and reconstructed them using the retained structure. Most of the ear faces are cut off and the remaining (smaller) regions are stitched. In the base of the 3D model, the intersecting faces are removed and the reconstruction resulted in an approx-
Fig. 11. Illustration of the selected experimental models from the Stanford 3D Scanning Repository. **Top:** the bunny model and **bottom - left:** the dragon model. The leftmost model illustrates the original 3D mesh surface; the middle model illustrates the deformed mesh surface with red areas indicating intersecting faces; the right model illustrates the repaired mesh surface by the proposed method. **Bottom-Right:** detail of the dragon model before and after repair.

imation of the original structure. The dragon model [21] is of higher resolution and the foldings are less intense but spread throughout its surface. It is clear that foldings mainly occur in regions of high detail. Here, the folded regions are removed and the holes created are reconstructed using the corresponding reconstruction faces ($I_R$). Detail of the results compared with the deformed mesh surface is also given in the inset figure.

The Purdue Engineering Shape Benchmark (ESB) [22] contains 3D models of CAD objects originating mainly from engineering parts. Engineering parts typically have high genus, rounding features (fillets, chamfers), presence of internal structure. They are closed watertight volumes. The application of an offsetting operator on these models can abruptly alter their shape. Here, two selected ESB models are illustrated (Fig. 12). Model m367 of the dataset is a tubular object with rounding features. The offsetting operator has resulted in the thinning of the model’s shape, creating folded regions, especially at the endpoints. This behaviour can be explained by the difference of structure along the mesh surface. The proposed method was able to completely remove the intersecting part of the mesh surface, resulting in a 3D model that resembles, in terms of structure, its original surface. Model m826 contains regions of high curvature as well as abrupt edges. It is clear that the offsetting operator induced foldings in these regions. Various protruding faces have been created. The proposed method removed the faces of the foldings and reconstructed the surface. The protruding faces that were present have been removed (observe the top of the model). The base of the 3D model, where most of the abrupt edges are located, was severely deformed, resulting

Fig. 12. Illustration of the selected experimental models from the Purdue Engineering Shape Benchmark. **Top,** model m367 and **bottom,** model m826.
The popular Princeton Shape Benchmark (PSB) [23] contains 3D models of low resolution used extensively to benchmark 3D object retrieval methodologies. To demonstrate robustness of the proposed method with respect to the resolution of the 3D models, a characteristic 3D model from PSB has been selected. The thin structure of the 3D model resulted in creating intersections and reversing the orientation of its faces. The proposed method completely removed the folded areas and retained the unfolded region, Fig. 13.

Four 3D models have been selected from the McGill 3D Shape Benchmark [24], demonstrating various effects of the offsetting operator on the mesh surface, as well as how these are handled by the proposed method. Models b20 and b234 are of similar shape, having a core body and a number of articulations. On model b20, the offsetting operator resulted in several minor foldings on the mesh surface that are efficiently treated by the proposed method without any severe loss of structure. However, on model b234 the extent of the deformations was such, that the articulations were completely destroyed. The proposed method removed the problematic areas and retained the main body of the 3D model. The holes created by the removal were closed. Application of the offsetting operator on model b103 results in a thinning of its structure that in turn severely deforms the parts of the mesh surface which were already thin (hands and tips of feet). These regions have been successfully recognized by the proposed method and removed. The resulting holes were reconstructed and closed. The last model from the McGill dataset (b367) has undergone severe surface deformation due to the application of the offsetting operator, both on its protruding regions, as well as on its core body. The proposed method recognized the folded regions and successfully removed them. Any gaps created by the removals (both of the protruding regions and the folded faces of the core body) have been efficiently closed by reconstruction and filling, See Fig. 14.

The final experimental model has been selected from the SHREC’13 Track: Large-Scale Partial Retrieval Using Simulated Range Images [25], containing models mainly for the purposes of partial 3D object retrieval. Here, one of the complete target subset 3D models has been selected (t169). The abrupt edge regions of the 3D model exhibit the most foldings, resulting in high levels of surface destruction. The proposed method was able to remove the problematic areas completely and to reconstruct the unfolded mesh surface.

The loss of information by the removal of the folded regions rendered impossible the accurate reconstruction of the mesh surface. However the result retains most of its original structure. See Fig. 15.

In all the presented experiments, the mesh deformations resulted in moderate to severe alteration of the 3D models’ structure. In many cases, the loss of information was of such extent that it is impossible to comprehend the shape of the object. The proposed method was able to recognize and remove the folded regions. The gaps created by the removal process were repaired efficiently, using as structuring elements the intersecting faces of the 3D model. In all cases, the results are robust, regardless the diversity of the 3D models in terms of structure, resolution and characteristics.
5.2 Computational Complexity

In the following, \( n \) denotes the number of vertices and \( m \) denotes the number of faces of a given mesh surface.

The \textit{mesh intersection processing} step involves the detection and removal of mesh surface intersecting faces \( I \). For the intersection detection task, two consecutive strategies are employed, a global intersection detection step that involves a bounding volume test and a local intersection detection step that checks only candidate triangle pairs indicated from the global intersection detection step. The global intersection detection step has a complexity of \( O(m^2) \) and the local intersection detection step has a worst case cost of \( O(m^2) \).

The run-time of the complete mesh intersection processing step of the proposed method is similar, in terms of complexity, to the acclaimed method proposed by Möller [15], with one key difference: the cost of the operators employed. Möller’s method is quite expensive, as it performs three subtractions, one addition, one cross product and two dot product operations, per triangle comparison. The proposed method, stores the minimum and maximum vertex values of each dimension for every triangle. These values are then used in each axis-aligned bounding volume intersection test, resulting in six comparisons and five logical operations. Furthermore, as it has already been defined, in near planar surfaces, Möller’s global intersection detection step results in a large number of candidate triangle pairs which must be evaluated in the local intersection detection step, thus converging to its worst run-time more frequently than the proposed method. Once the intersection detection step is complete, the removal process can be completed in linear time \( O(m) \).

The \textit{connected components processing} step is bounded by the connected components partitioning method. Since every triangle is tested against every other triangle for adjacency, complexity is \( O(m^2) \). The algorithm is implemented in a non-recursive fashion, due to the large number of faces that a 3D model could potentially have and the restrictions imposed by stack size. In cases where recursive implementations are feasible, known algorithms of lower complexity (i.e. \( O(m+n) \)) could be employed [17], [18].

The last step of the proposed method, \textit{mesh repair}, is based on a (limited) number of intersecting faces. The complete mesh repair step (gap reconstruction and gap filling) has a worst case complexity of \( O(m^2) \). The triangle splitting algorithm, predominately used in this step, also has a complexity of \( O(m^2) \).

The actual run-time for the complete FoR\(^2\)M method on a typical small scale \(~1,000\) vertex/\(~2,000\) face 3D model is roughly \( \leq 500 \) ms. For a larger 3D model (\(~50,000\) vertices/\(~100,000\) faces) the run-time is approximately \(~150,000\) ms (\(~2.5\) min). Furthermore, to test the efficiency of the proposed triangle intersection test over Möller’s algorithm, the corresponding module was swapped for Möller’s. On the small scale 3D model, the execution time was \(~1,500\)ms, or an increase of 3 times, while on the larger 3D model the method was unable to complete, probably due to the inability of the implementation used to handle this amount of data.

All experiments were performed on an Intel (R) Core (TM) i7 @ 3.60GHz system, with 16GB of RAM. The proposed method was implemented in pure C++.

6 Conclusion

A novel method for the recognition and repair of foldings in 3D surface models, was presented. The method operates efficiently using a pipeline of operators on the mesh surface, requiring a simple mesh representation as input, while it does not perform any type of embedding of the input (i.e. voxelization), that could potentially alter its level of detail. Initially, intersecting faces of the foldings are detected and removed, thus resulting in a set of connected components. The proposed intersection detection algorithm is proven to be more efficient than current approaches in terms of speed and scalability. Next, the connected components are characterized as either \textit{folded} or \textit{unfolded}, based on the orientation of their faces. The components that have their faces \textit{inward oriented} are removed and the retained regions are stitched together by reconstructing the gaps among them. To facilitate the reconstruction process, intersecting faces of the original mesh surface are split and used as elements. The output of the proposed method preserves the structure of the input 3D model by retaining the entire \textit{unfolded} and by using the intersecting faces of the original 3D model in the gap reconstruction process. The proposed method is efficient in terms of speed both as a whole and in terms of its individual processes. Target of the proposed method is to facilitate mesh degradation procedures (i.e. erosion) so that the output 3D mesh maintains the corresponding structure. In this fashion mesh removal and reconstruction/filling procedures were employed.

Appendix

Pseudocode References
Algorithm 1 Triangular Faces Intersection Detection and Splitting

Input: \(F\) \(\triangleright\) input face triangles set
Output: \(F_{\text{split}}\) \(\triangleright\) output split face triangles set

1: \(\text{IsectList} = \{\}\); \(\triangleright\) intersection list for each triangle
2: for \(i = 0\) to length\((F)\) do
3: for \(j = 0\) to length\((F[i])\) do
4: if Intersects\((F[i], F[j])\) then
5: \(\text{IsectList}\[i]\).push\(j\);
6: end if
7: end for
8: end for
9: \(\text{SplitTriangleList} = F[i];\) \(\triangleright\) Initialise split triangle list to this triangle
10: for \(j = 0\) to length\((\text{IsectList}[i])\) do
11: for \(k = 0\) to length\((\text{SplitTriangleList})\) do
12: if TriangleSplitsTriangle\((\text{IsectList}\[i][j], \text{SplitTriangleList}[k], \text{SplitResultFaces})\) then
13: \(\triangleright\) if intersector splits intersected
14: \(\text{SplitTriangleList}\).pop\(k\);
15: \(\text{SplitTriangleList}\).push\(\text{SplitResultFaces}\);
16: \(k = k - 1;\) \(\triangleright\) repeat procedure for the remaining of the (updated) base
17: end if
18: end for
19: end for
20: \(F_{\text{split}}\).push\(\text{SplitTriangleList}\); \(\triangleright\) output is the split list of intersected triangles
21: end for

Algorithm 2 Gap Reconstruction

Input: \(F_{\text{split}}\) \(\triangleright\) input split face triangles set; triangles are arranged in triplets, so that the first triangle of each triplet is the triangle that lies single on one side of the intersection line. The remaining two triangles lie on the other side of the intersection line.
Output: \(F_{\text{recon}}\) \(\triangleright\) list of output faces used to reconstruct the gaps between the connected components

1: for \(i = 0\) to length\((F_{\text{split}})\), step 3 do
2: if IsAdjacent\((F_{\text{split}}[i], \text{ConnComp})\) then
3: \(F_{\text{recon}}\).push\(F_{\text{split}}[i]\);
4: else if IsAdjacent\((F_{\text{split}}[i + 1], \text{ConnComp})\) or IsAdjacent\((F_{\text{split}}[i + 2], \text{ConnComp})\) then
5: \(\triangleright\) if second or third triangle is adjacent to any of the connected components
6: \(F_{\text{recon}}\).push\(F_{\text{split}}[i + 1]\);
7: \(F_{\text{recon}}\).push\(F_{\text{split}}[i + 2]\);
8: end if
9: end for
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