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\begin{abstract}
\textbf{Context:} Technical Debt requirements are related to the distance between the ideal value of the specification and the system’s actual implementation, which are consequences of strategic decisions for immediate gains, or unintended changes in context. To ensure the evolution of the software, it is necessary to keep it managed. Identification and measurement are the first two stages of the management process; however, they are little explored in academic research in requirements engineering.

\textbf{Objective:} We aimed at investigating which evidence helps to strengthen the process of TD requirements management, including identification and measurement.

\textbf{Method:} We conducted a Systematic Literature Review through manual and automatic searches considering 7499 studies from 2010 to 2020, and including 61 primary studies.

\textbf{Results:} We identified some causes related to Technical Debt requirements, existing strategies to help in the identification and measurement, and metrics to support the measurement stage.

\textbf{Conclusion:} Studies on TD requirements are still preliminary, especially on management tools. Yet, not enough attention is given to interpersonal issues, which are difficulties encountered when performing such activities, and therefore also require research. Finally, the provision of metrics to help measure TD is part of this work’s contribution, providing insights into the application in the requirements context.

\end{abstract}

1. Introduction

In software development, even in well planned projects, some challenges can negatively influence their delivery and final quality, such as pressure from the customer to complete the software before the deadline, limited resources, or pressure from the market itself (Rios et al., 2018a). Challenged with this scenario, the development team needs to use alternative solutions to achieve the goals and tasks in the short term, often without considering the possibility of negatively impacting the software in the long term (da Silva MalDONado et al., 2017). In this context, quality problems can be observed in the project during or after its implementation. Thus, tasks that have been compromised need to be improved at some point throughout the project, and if not reached, can generate a phenomenon known as Technical Debt (TD) (Cunningham, 1992).

TD refers to problems caused when software development tasks are pending or inefficiently executed (Kruchten et al., 2012). While these actions can provide benefits in the short term, such as increased productivity, there are risks to the project, hindering its evolution (Guo et al., 2016; Rios et al., 2018b). With this, TD includes items usually controlled in a software project, such as unimplemented features. Also, it covers less visible aspects such as code smells and outdated documentation (Brown et al., 2010).

Initially, TD had the focus on coding activities (Cunningham, 1992), but in the advancement of investigations, the concept was expanded to cover the other phases of software development, for example, in requirements engineering (Li et al., 2015a). According to Ernst (2012), an inappropriate elicitation or analysis of requirements causes errors that increase the incidence of TD in software projects. In this context, the technical debt of requirements may occur intentionally, for example, in the case of consciously choosing not to execute the elicitation process strictly; or unintentionally, in cases where the requirements engineers are inexperienced and may not have the skills needed to perform technical and long-term procedures (Rios et al., 2019).

Regardless of how TD occurs, it is necessary to keep it managed to ensure the software’s evolution and quality, avoiding a late discovery of its amplitude and consequently cost, causing the incidence of interest for correction (Alves et al., 2018). Identification and measurement are the first two steps in the management process (Li et al., 2014). They are essential activities to know what type of TD exists, where it is located, and how to estimate its impact on the software (Alves et al., 2016). However, they are considered the phases in which there is greater difficulty in achieving (Besker et al., 2018). However, although professionals and researchers give much attention to the technical debt in recent years (Rios et al., 2018a; Gama et al., 2019), in the requirements engineering area, the process management, specifically in the identification and measurement of TD are still a gap to explore in academic research (Alves et al., 2018).

In this context, the current work presents a Systematic Literature Review (SLR) to identify and give an overview of state of the art related to technical debt management in software requirements, specifically about the stages of identification and measurement of this type of TD. In the end, as...
main contributions, it is presented evidence and studies that shows the leading causes attributed to the emergence of the technical debt of requirements; strategies used to assist in its identification, as well as support metrics in the measurement stage; finally, identify gaps and opportunities for the development of new research, encouraging other researchers to continue research in the area.

In addition to this section, the rest of this work is structured as follows: Section 2 presents the background; Section 3 contains the methodology used to perform the SLR; Sections 4 and 5 report and discuss the results obtained; Section 6 exposes the threats to the validity of this work; and finally, Section 7 contains the conclusions and future work.

2. Background

This section goal is to present the main concepts that underpin the accomplishment of this work, as well as the explanation of the related works.

2.1. Technical Debt

According to Seaman and Guo (2011), TD is defined as immature or incomplete artifacts present in the software development life cycle, causing higher costs and low quality. The creation of these artifacts can accelerate development in the short term. However, low quality tends to generate expenses in the long run due to maintenance efforts used for corrections. And according to McConnell (2008), technical debt can be categorized into two types:

- **Unintentional TD**, which is occurred in an involuntary and non-strategic way, many times caused when the activities are poorly planned, by the inexperience of the professionals or changes in the environment;

- **Intentional TD**, is motivated consciously and strategically, where professionals and teams make decisions to obtain short-term benefits, resulting from shortcuts, alternative solutions, tasks not performed or with the required level of detail.

Additionally, according to Rios et al. (2018a), TD may be present in different activities and phases of the software development life cycle. With this, these same authors present a set containing 15 different types of technical debts identified. The Table 1 presents each type and respective definition.

2.2. Technical Debt Requirements

Requirements engineering is one of the areas of software engineering that has as its objectives to include the use and analysis of techniques and activities to obtain, specify and document a set of requirements that meet the needs of stakeholders with a high-quality product (Vazquez and Simões, 2016). The requirements describe the software, its behaviour, its functionality, constraints and all other attributes. However, it is a tricky step, which often does not receive proper attention from stakeholders (customers, analysts, users, developers) (Wiegers and Beatty, 2013).

### Table 1

| Type       | Definition                                                                 |
|------------|-----------------------------------------------------------------------------|
| Design     | Refers to TD discovered by analyzing the source code and identifying violations of principles of good object-oriented design. |
| Code       | Refers to problems found in the source code (violating best practices or coding rules) that negatively affect its readability and make it difficult to maintain. |
| Architecture | Refers to problems found in the product architecture, which affect the architecture requirements. Generally, this TD is the result of initial solutions below the ideal, compromising internal aspects of quality. |
| Test       | Refers to problems found in testing activities that affect their quality. |
| Documentation | Refers to the problems found in software project documentation. |
| Defect     | Refers to known defects, usually identified by test activities or the user. The development team agrees to correct them, but due to competing priorities and limited resources, they will be delayed. |
| Infrastructure | Refers to infrastructure problems that, if present in the software organization, delay or hinder development activities. Such TD negatively affects the team’s ability to produce a quality product. |
| Requirements | Refers the distance between the optimal requirements specification and the actual system implementation. |
| People     | Refers to people issues that, if present in the software organization, can delay or hinder some development activities. |
| Build      | Refers to issues that make the build task harder, and unnecessarily time consuming. |
| Process    | Refers to inefficient processes, e.g. (the projected process may not be appropriate). |
| Automation | Refers to the work involved in the automation of functionality tests developed to support continuous integration and faster development cycles. |
| Usability  | Refers to inappropriate usability decisions that will need to be adjusted later. |
| Service    | Refers to inappropriate web services that lead to incompatibility between service features and application requirements. |
| Versioning | Refers to problems in source code versioning, such as unnecessary code forks. |

According to Van Vliet et al. (2008), stages and tasks of requirements engineering when performed inadequately, can cause problems that affect the development of the software, such as low quality elicitation, incomplete or outdated requirements together with other existing problems, are real examples of technical debt. For Ernst (2012) and Brown et al. (2010), the TD of requirements is related to the distance between the ideal value of the specification of require-
ments and the actual implementation of the system, which is a consequence of strategic decisions for immediate gains, or unintended changes in context, which lead to future costs.

This type of technical debt belongs to the exchanges made regarding which requirements the development team needs to implement or how to implement them, and according to Abad and Ruhe (2015), can be defined as trade-offs during the specification of requirements. In this context, the requirements that are partially implemented, not specified in a satisfactory manner, poorly prioritized or developed without considering their dependencies and relationships, represent errors that increase the incidence of TD, leading to increased interest and effort needed for the correction if this type of technical debt is not identified and managed at the correct time (Ernst, 2012; Abad and Ruhe, 2015).

Recently, the work of Lenarduzzi and Fucci (2019) defined the TD of requirements in three types:

- **Type 0: Incomplete Users’ needs**

Represents TD incurred by neglecting the needs of stakeholders or a specific group of stakeholders. For example, in the case of consumer-centric systems such as mobile applications, TD is incurred when users’ needs expressed in feedback channels are forgotten. The authors also present that this type of TD of requirements can be quantified as the proportion between the user needs that have already been elicited and all possible needs, including neglected ones. The principal one is the cost of obtaining all the user’s remaining needs, and the interest is the cost associated with the risk of missing an important need. In other words, a requirements engineer needs to decide whether it is worth spending time identifying additional user needs, taking into account, for example, the current development stage of the software associated with implementing a requirement detected later.

- **Type 1: Requirement smells**

Represents the TD incurred when linguistic constructions may indicate a violation of ISO/IEC/IEEE 29148:2018, which references the quality of requirements. These smells also exist for other requirements documentation approaches, e.g., UML. If these smells are not removed, the requirement may be implemented incorrectly, making it difficult to reuse and evaluate. In this sense, the authors state that requirement smells also need to be reimbursed similar to code smells. With this, the principal can be quantified as the cost to correct them and the interest as the negative impact on the stages of software development with which they are associated.

- **Type 2: Mismatch implementation**

Represents the TD incurred when developers implement a solution to a requirements problem. Thus, an incompatibility is identified between the stakeholders’ objective framed during the specification of requirements and the actual implementation of the system. According to the authors, a way to identify this type of requirements technical debt can be based on approaches to traceability between the requirements specification and source code, such as RE-KOMBINE (Ernst, 2012) (will be presented in Subsection 4.3). Finally, this third type of requirements technical debt is quantified as the cost of comparing the current software implementation with the set of possible changes (Principal), additionally the performance of the selected change (Interest).

### 2.3. Technical Debt Management

According to Li et al. (2015a), the management of TD is an important step to achieve good quality in the development and maintenance of the software, since most of the debts are often not managed. By Tom et al. (2013), it is necessary to define processes that can track these technical debts, so that later, decisions can be based on the problem identified. Also, recent research shows that knowing the existence of technical debt influences the behaviour of the team, i.e. applying the best techniques of identification and measurement, for example, can significantly improve software development practices (Tonin, 2018).

The management process includes activities used to control and reduce the technical debt in a software project. In this context, with the inclusion of different techniques, tools and evidence, companies aim to reduce and prevent shortcuts and solutions that do not achieve the expected success (Li et al., 2015a). However, most of the TD items are inadequately managed, thereby further increasing the risk of high maintenance costs (Tonin et al., 2017). Therefore, it is appropriate to find the best ways to ensure that the TD achieve proper management, facilitating decision-making on future activities (Alves et al., 2018).

In the work of Li et al. (2014), a technical debt management method was proposed, containing five steps: identification, measurement, prioritization, repayment and monitoring, which are described below.

1. **Identification**: the process of visualizing the technical debt, identifying its causes and other attributes present in software development that led to its existence. This activity is crucial for the proper management of TD.
2. **Measurement**: analyzes and quantifies the costs and efforts required to assist in decision making regarding technical debt reimbursement.
3. **Prioritization**: organize the payment of technical debts in relation to importance, analyzing factors such as technical issues and financial impacts.
4. **Repayment**: regarding the partial or total payment of the technical debt, avoiding postponing it if it could negatively affect the project.
5. **Monitoring**: validates whether the technical debt is being diluted, delayed, or continues to cause costs.

### 2.4. Related Works

This subsection presents the works related to the objectives proposed by this study. They are listed in chronological order and can be identified in Table 2. Next, the details of each study are presented, and a comparative analysis of the differences concerning this study.
times. Finally, they discovered that academia and industry are different in managing this TD and encouraging both sides to work collaboratively.

Finally, the paper of Lenarduzzi et al. (2021) investigated which approaches to prioritizing TD have been proposed in software engineering research and industry. To do this, they conducted an SLR, which in the end included 44 primary studies. Among the results, they observed that research on TD prioritization is preliminary and that there is no consensus on which factors are essential and how to measure them.

And in the end, they will propose a mind map that can help software professionals during TD prioritization.

The works cited in the present article are related because they seek ways to understand and manage TD. But in contrast with the works mentioned, this study conducted two types of search (manual and automatic). Also, we use snowballing method as a compliment. This generates more research sources to be considered. In the case of the work of Nascimento et al. (2018) and Wang and Huang (2020), the proposal resembles by investigating requirements smells and TD requirements. Although, they did not address specific contents on the causes for their emergence and metrics for measurement. The works of Alves et al. (2016) and Benl dris (2020) focused on TD in general, gathering evidence to help in its management. Finally, the paper of Lenarduzzi et al. (2021) analyzed a specific step (prioritization) of the TD management process but differed by not addressing evidence focused on its identification and measurement.

3. Systematic Literature Review

The SLR conducted in this work was based on the method proposed by Kitchenham and Charters (2007). According to the authors, a systematic approach is pre-defined using a protocol and procedures to identify, evaluate and interpret the relevant evidence available in Primary Studies (P), related to one or more research questions. The process of this SLR is presented in Figure 1.

Figure 1: Process of Conducting Systematic Literature Review.

3.1. Planning

3.1.1. Research Questions

This work's main objective is to provide evidence to assist in the identification and measurement of TD requirements in software development. To understand this objective, the following Research Question (RQ) was defined: “How to assist in the identification and measurement of the technical requirements debt in software development?”. To answer this question, we have derived it into sub-questions:

RQ1: What has caused the technical debt of requirements in software development?

Identifying a TD is not only about understanding how and where it occurred—but also analyzing the causes that led to its occurrence. The answers to this question will help you understand the causes of the emergence of TD requirements, aiding in their identification and prevention.
RQ2: What strategies are proposed to help identify and measure the technical debt requirements in software projects?

As important as managing TD items in a project is implementing efficient and effective management strategies for such activities. Answering this question may help practitioners in the selection of strategies and tools already available.

RQ3: What metrics are being used to assist in the process of measuring the technical requirements debt?

This question aims to identify a set of metrics that are considered valid and provide more accurate estimates during the measurement of a TD. In addition, it seeks to understand the main variables considered in this step, such as the principal and interest of the technical debt.

RQ4: What difficulties are pointed out during the management of technical debt requirements in software development?

The answer to this question will provide a list of difficulties encountered by software professionals when working with requirements TD in practice. Subsequently, this evidence will be used to develop future research, directing new efforts that will support the management of TD.

3.1.2. Sources and Search String

The research for primary studies was initially done through manual and automatic searches in specialized and renowned scientific-academics sources and digital libraries in Computer Science and the subjects related to the objective of this work. The Table 3 presents the search sources used.

| Table 3 | Sources and Digital Libraries Used. |
|---------|-------------------------------------|
| Manual Search | Information and Software Technology (IST) |
| | International Journal of Software Engineering and Knowledge Engineering (SEKE) |
| | International Requirements Engineering Conference (RE) |
| | International Workshop on Managing Technical Debt (MTD) |
| | International Conference on Technical Debt (TechDebt) |
| | Journal of Systems and Software (JSS) |
| Automatic Search | ACM Digital Library |
| | IEEE Digital Library (IEEEXplore) |
| | Science Direct |
| | SCOPUS |
| | SpringerLink |

Searching for relevant results among digital libraries in the automatic search, a search string was formed based on two criteria: (i) higher number of results recovered from digital libraries and (ii) studies strongly related to the search theme. We would like to highlight that our search string is based on the definitions of the secondary studies of: Behuie et al. (2017) related to TD; the study of Saha et al. (2012) on software requirements; finally, the study of Riaz et al. (2009) adapting the terms related to measurement and metrics. With this, the following search string was defined: (“technical debt” OR “technical debit” OR “design debt” OR “debt metaphor”) AND (“requirement” OR “requirements” OR “requirement engineering” OR “software requirements” OR “user story” OR “measurement” OR “metrics” OR “measure” OR “measurement metrics”)

3.1.3. Selection Criteria

Inclusion (I) and Exclusion (E) criteria were defined to assist the primary studies’ selection process. The criteria can be observed in the Tables 4 and 5.

| Table 4 | Inclusion Criteria. |
|---------|---------------------|
| I1: Studies published between 2010 and 2020 |
| I2: Studies wrote in English |
| I3: Studies related to the identification and measurement of technical debt requirements in software development |

| Table 5 | Exclusion Criteria. |
|---------|---------------------|
| E1: Studies that are not related to the research questions |
| E2: The study is not accessible |
| E3: Secondary and tertiary studies |
| E4: The study is a copy or an older version of another study already considered |
| E5: Studies published before 2010 |

3.1.4. Quality Assessment Criteria

The quality evaluation of the studies was performed to ensure that the final selection list included the most relevant to this work’s objective. For this purpose, the Quality Criteria (Q) proposed by Dyba et al. (2007) were used, which are evaluated in the following quality guidelines:

Reporting: the quality of the logic of the objectives and the context of the study;

Credibility: the rigor of the research methods used to establish the validity of the data collection tools and analysis;

Rigor: evaluates the credibility of study methods to ensure that they are valid and meaningful;

Relevance: address the relevance of the study to the software industry and the research community.

In this process, all studies were read entirely, and at the end, a score was assigned to each criterion presented in the Table 6. The possible scores were:

[0] The study does not meet the quality criteria;
[1] The study fully meets the quality criteria.

It was also defined following Dyba et al. (2007), that if the primary study did not meet Q1, it would be excluded. Similarly, if Q2, together with Q3, were not completed, the study would be removed. Also, following the recommendations of Lima et al. (2019), a minimum score of 6 points was
required for the study to be considered in the final list of this SLR, i.e. it had to achieve more than 50% of the criteria.

### 3.2. Conducting

In the second stage of this SLR, the manual search was initially performed by the primary studies through access to the annals of the search sources. In the automatic search, the studies were identified by applying the search string to the digital libraries. The primary search resulted in 6508 primary studies. The inclusion and exclusion criteria were used, resulting in 250 selected studies. These had their titles, abstracts, and keywords analyzed. During the quality assessment process, the resulting studies were fully read to identify which ones met the quality criteria and satisfactorily answered the research questions, resulting in 61 studies.

In the sequence, to complement the evidence already identified and to guarantee the integral inclusion of studies related to this work’s objective, the conduction of the snowballing method was included (Wohlin, 2014). At this point, a total of 991 references cited in the 61 primary studies included were analyzed. In the end, 25 studies were selected through the references and, after full reading and quality assessment, five studies were included, resulting in the final version of this SLR (66 studies), as detailed in Figure 2.

After data extraction phase, the data were extracted, aiming to obtain the information needed to answer the research questions, and a spreadsheet was used for this process. The Table 7 presents the data extracted from the 66 studies.

The process of interpretation of the results was initiated from the extracted data, elaborating tables, graphs, and networks to present the identified information to answer the research questions. We would like to emphasize that this procedure was performed with the qualitative analysis tool Atlas.ti\(^1\). The final list of analyzed studies is available in the Appendix A. Finally, to avoid research bias, the entire process and analysis of SLR was executed, discussed and reviewed by all the authors of this work.

### 3.3. Verifiability and Replicability

In order to allow replication and extension of our work by other researchers, we prepared a replication package\(^2\) for this study with the complete results obtained.

### 4. Results

This section reports the evidence and information found in the systematic literature review. Sub-questions between the following subsections present the quantitative and qualitative results and their analysis. But initially, an overview of the 66 primary studies analyzed in this systematic review is provided.

#### 4.1. Overview of Primary Studies

A total of 66 studies were published considering the period from 2010 to 2020. As shown in Figure 3, only 19 studies were published by 2014, while almost 71% of the studies were published from 2015. With this, it is possible to identify that the number of publications and research in the area has increased in recent years. Highlight to the year 2020 with 12 publications, in contrast to the year 2014 with two publications, confirming results of other secondary studies published recently, as the year with fewer publications on the subject of TD (Becker et al., 2018; Lenarduzzi et al., 2021).

When considering the distribution of studies based on location and type of search, a relatively high percentage was identified of studies (75% or 49 studies) published and attached on digital bases. While only 25% of studies (17 studies) have been published in journals and manual databases. This analysis can be better visualized previously in Figure 2.

Then, as one of the objectives of this work it was to analyze studies related to the TD of requirements, as well as studies that examined the process of measurement and the

---

1. https://atlasti.com/

2. http://bit.ly/StudiesPrimary
supply of metrics, so that it could verify the possibility of using, if necessary adapt, these proposed metrics in the context of requirements. It was identified that 48 studies (approximately 72%), were related and provided evidence focused on TD of requirements. At the same time, 18 studies (approximately 28%) were associated with analyzing the process of measuring a TD and offering metrics.

Soon after, it was identified that the 66 primary studies selected were written by 130 different authors, showing a broad interest in this subject. However, it was found that only 13 researchers were involved in at least three articles each. In the following sequence, the respective authors are presented in the Table 8 in order of representativeness.

Table 8
Authors with Greater Representation among Primary Studies.

| Number of Primary Studies | Author’s name                  |
|---------------------------|--------------------------------|
| 10                        | Carolyn Seaman                 |
|                           | Rodrigo O. Spinola             |
| 8                         | Manoel Mendonça                |
| 7                         | Antonio Martini                |
| 6                         | Yuepu Guo                      |
|                           | Terese Besker                  |
| 4                         | Forrest Shull                  |
|                           | Alexander Chatzigeorgiou       |
|                           | Nico Zazworka                  |
| 3                         | Valentina Lenarduzzi           |
|                           | Paris Avgeriou                 |

Finally, the analysis of primary studies was performed about the research method applied, which was based on the classification presented in the work of Molléri et al. (2019). Thus, as shown in the Figure 4, the case study stood out in a total of 26 publications, following archival research (10), which investigates the data through documental analysis and reports, for example. In the sequence, thematic analysis (9), survey (7), design science research and interview (each with
four publications), empirical study (3), experiment (2), and finally action research (1).

| Research Method | Number of Publications |
|-----------------|------------------------|
| Case Study      | 26                     |
| Archival Research| 10                     |
| Thematic Analysis| 9                      |
| Survey          | 7                      |
| Design Science Research | 4               |
| Interview       | 4                      |
| Empirical Study | 3                      |
| Experiment      | 2                      |
| Action Research | 1                      |

Figure 4: Applied Research Method in Primary Studies.

4.2. RQ1: What has caused the technical debt of requirements in software development?

Second Li et al. (2015b), one of the variables that helps in the identification of a TD, are the causes that caused its emergence. However, Rios et al. (2018a) reports that this is a topic (causes for TD insertion in projects) that remains little explored in academic research. In this sense, this question objective was to identify the main causes of the emergence of the TD of requirements, to facilitate its identification, presenting the main indicators for its occurrence.

After the analysis, 33 causes (codes) were identified and, in the sequence, the level of grounded (quantity of citations in studies) and density (amount of association with other codes) for each one was verified. For space reasons, the 15 causes of greater representativity considering these two variables are presented in the Table 9. The other causes are reported throughout this subsection and, all of which are detailed and defined online at the following link3.

In the sequence, as explained above, the analysis of the results was supported by the qualitative tool Atlas.ti. This tool was idealized by Muhr (1991), based on Grounded Theory for its development. Among its many features is the possibility to build states of the art, multimedia analysis of videos, statistical treatment of data, analysis of surveys and, database coding. Because of that, many researchers from different areas have used Atlas.ti in their research.

Among the analysis options that the tool offers, there is the possibility of creating networks, which would graphically represent the relationship between the codes identified, associating those that can cause or influence the existence of others. Thus, four networks were created for this issue, and the 33 causes are illustrated below.

As illustrated in the Figure 5, the first network presents 14 causes associated with the emergence of the TD of requirements. It becomes possible to notice, for example, that not properly planned interviews are part of an inadequate elicitation, as well as are associated with the lack of a script. This often causes clients not to reflect what they want, causing ambiguous requirements. Furthermore, it is observed that the absence of details in the documentation may lead to vague and incomplete requirements, resulting from their low definition and prioritization, as in the case of prioritizing requirements that do not offer greater value to the client.

Figure 5: Association of the Causes of the Emergence of the TD Requirements (Network 1).

The second network, presented in Figure 6, is related to the causes attributed to the emergence and identification of intentional requirements’ technical debt. With this, it is possible to see that it is caused when professionals and software teams consciously choose to take shortcuts and alternative solutions involving activities related to software requirements. This cause can be directly influenced by schedule pressure and pressure from the client itself, which is considered by Spinola et al. (2013) the root cause of most technical debts.

The causes associated with the emergence and identification of unintentional technical debt requirements were associated and presented in Figure 7. With this, it is possible to see that this TD can be caused by the lack of experience of the professionals and the insufficient amount of budget and human resources available in software projects.

Also, unintentional technical requirements debt may be caused by the difficulty predicting change impacts, i.e., predicting possible future updates or changes in requirements.

3http://bit.ly/DetailingRQ1
Table 9
Leading Causes Attributed to the Emergence of Technical Requirements Debt.

| Cause                                      | Grounded | Density | Amount | Primary Studies                        |
|--------------------------------------------|----------|---------|--------|----------------------------------------|
| Low level of detail in requirements documentation | 10       | 3       | 13     | P74, P91, P154, P183, P192, P209, P214, P229, P233, P275 |
| Ambiguous requirements                     | 7        | 3       | 10     | P101, P125, P134, P135, P247, P249, P263 |
| Non-definition of non-functional requirements | 9        | 1       | 10     | P74, P81, P91, P196, P209, P214, P216, P233, P273 |
| Vague and incomplete requirements          | 7        | 2       | 9      | P125, P133, P154, P165, P196, P209, P263 |
| Lack of communication with the customer     | 6        | 2       | 8      | P9, P91, P117, P154, P214, P229 |
| Shortcuts and alternative solutions         | 4        | 3       | 7      | P11, P13, P111, P117 |
| Schedule pressure                          | 5        | 1       | 6      | P81, P101, P154, P161, P183 |
| Clients do not reflect what they want       | 4        | 2       | 6      | P101, P132, P167, P247 |
| Lack of experience                         | 5        | 1       | 6      | P8, P167, P183, P229, P249 |
| Inadequate prioritization of requirements   | 4        | 1       | 5      | P25, P74, P91, P132 |
| Inadequate writing and grammar              | 3        | 1       | 4      | P133, P225, P263 |
| Poorly planned interviews                   | 1        | 3       | 4      | P167 |
| Lack of a script                           | 1        | 2       | 3      | P167 |
| Inaccurate or complex requirements          | 1        | 1       | 2      | P274 |
| Inadequate elicitation                     | 1        | 1       | 2      | P25 |

Finally, the latest causes associated with the emergence of the technical requirements debt are presented in Figure 8. For example, it is possible to see that the non-validation of requirements is related to the absence of a review of the client’s requirements. Sometimes, not enough attention is given to a detailed review of the requirements specification about their quality and domain-specific content.
Subsequently, the specifications are not updated with new requirements or changes to those already existing.

4.3. RQ2: What strategies are proposed to help identify and measure the technical debt requirements in software projects?

This question objective was to identify and present the strategies that already exist to assist in the identification and measurement of the technical requirements debt. In total, 18 strategies were identified and shown in the Table 10 considering representativeness among the primary studies. In the sequence, each strategy is detailed on its applicability.

**Manual management:** it refers to the process performed manually by software professionals. It would be to identify and measure the TD without the use of tools or software;

**Automated management:** in contrast to the management presented previously, the automated uses tools, software and automated resources to identify and measure the TD;

**Customer review:** the work’s success with quality requirements consists of involving stakeholders progressively, developing lists of sustainable requirements, and recording existing pending issues. Therefore, reviewing the requirements with the client, including the development team, should be considered essential for all management. Companies can adjust the product and specified requirements based on customer feedback to identify TDs more efficiently;

**Tools and softwares:** the use of tools and software is present during automated management. When selecting one of these resources, the main question is related to the number of false positives that returns: how many TDs are analyzed in more detail and are not necessarily true. When these automated resources produce many false positives, this only distracts the location from the actual technical debts;

**Merge manual and automatic management:** combining manual management with tool and software analysis is a practical and effective way to identify TDs in industrial projects;

**Face-to-face communication:** in general, communication about requirements is hierarchical and based on e-mails and documents. But it is recommended that software professionals communicate directly with their peers and stakeholders. Face-to-face communication is efficient in the exchange of information between different stakeholders, helping to identify TDs. Therefore, face-to-face communication should be considered as essential in requirements management;

**Peer review:** benefits in reviewing requirements are highlighted in the literature, especially on defect identification and TDs. Among the forms of review, there is peer review. It consists of the analyst conducting the interview with the client and recording the audio of the dialogue. The audio is reviewed by another analyst (reviewer), who writes down ambiguities and lists the questions he would have asked if he had been the analyst. The questions are used for clarification in future interactions with the client;

**Documentation template:** it refers to a model to be filled in to document TD, having different data that involve in particular its measurement. The TD documentation template proposed by Seaman and Guo (2011) is shown in Table 11. Simple cost-benefit analysis: a list is created with TD items, where each one represents a task that has been left undone but is at risk of causing future problems. It involves constructing a hierarchy of criteria (quantitative and qualitative criteria, objective and subjective, relevant for the decision),

### Table 10

| Strategy                                      | Grounded | Density | Amount | Primary Studies |
|-----------------------------------------------|----------|---------|--------|-----------------|
| Manual management                             | 5        | 4       | 9      | P72, P110, P125, P177, P196 |
| Automated management                          | 5        | 2       | 7      | P61, P125, P177, P196 |
| Customer review                               | 4        | 2       | 6      | P117, P125, P126, P178 |
| Tools and softwares                           | 3        | 2       | 5      | P61, P77, P177 |
| Merge manual and automatic management         | 2        | 2       | 4      | P76, P134 |
| Documentation template                        | 3        | 1       | 4      | P72, P79, P110 |
| Face-to-face communication                    | 2        | 1       | 3      | P132, P178 |
| Peer review                                   | 2        | 1       | 3      | P135, P178 |
| Simple cost-benefit analysis                  | 2        | 0       | 2      | P23, P49 |
| Analytical hierarchy process                  | 2        | 0       | 2      | P13, P49 |
| Quantification approach                       | 2        | 0       | 2      | P15, P192 |
| Approach of the nearest neighbor              | 2        | 0       | 2      | P4, P99 |
| Cause and effect diagram                      | 2        | 0       | 2      | P183, P229 |
| Preventive actions                            | 2        | 0       | 2      | P203, P275 |
| RE-KOMBINE                                    | 1        | 1       | 2      | P25 |
| Backlog                                       | 1        | 0       | 1      | P76 |
| Payment map                                   | 1        | 0       | 1      | P208 |
| Identification through ISO/IEC/IEEE 29148:2018| 1        | 0       | 1      | P263 |
assigning weights and scales, and finally, making a series of comparisons between the items, indicating which should be paid first. Part of these criteria would be the definition of principal, interest and probability of interest. In the end, for example, a company may decide to approach 75% of the high interest-bearing TDs, 25% of the medium interest-bearing TDs and defer those with low interest. This strategy is also used to prioritize TD (Lenarduzzi et al., 2021).

**Analytical hierarchy process**: this process assigns weights and scales to different criteria used to measure the TD. Then, a series of pairwise comparisons are made between the items to obtain a prioritized TD classification. Based on this process, the items at the top of the list must be treated first. In other words, this strategy focuses on those TD items that have a potentially severe impact on the project regarding the total amount of interest that the project needs to pay. This strategy is not necessarily ideal, but it can decrease the project’s risk level and keep the TD under control;

**Quantification approach**: used to quantify TD and technical interest, but for this, it would be necessary to answer questions about your investments, such as: 1) How big is my TD? 2) How much interest am I paying for the TD? 3) Is the debt growing? and how fast? 4) What will be the consequence of keeping this TD for future maintenance? Finally, the technical requirements debt can be quantified considering the ratio between the user’s needs that are already elicited and all possible user needs, including neglected ones;

**Approach of the nearest neighbor**: this approach takes advantage of the experience acquired in the previously resolved TDs, based on the effort needed to correct these currently identified debts. The intuition is that the average time it takes to convert a TD of requirements is similar to the correction of previous debts in the project;

**Cause and effect diagram**: used to organize the causes that led to a TDs incidence, helping to identify it quickly, taking into account that the data are previously described;

**Preventive actions**: This strategy is not necessarily related to identifying and measuring the TD requirements, but it was thought essential to present it. Primary studies report that preventing the occurrence of a TD can be cheaper than its payment. Preventive actions support professionals and software teams in applying acceptable practices that minimize their occurrence. The preventive actions related to TD requirements are: controlling and negotiating the software requirements; well-defined requirement; good communication between stakeholders; well-defined scope statement; requirements change tracking, and customer commitment.

**RE-KOMBINE**: it is a tool for the identification and management of TD requirements. This tool is based on the use of objective models used to and follow the software’s evolution, identifying changes in requirements and understanding how they impact the current implementation of the software;

**Backlog**: often, part of the requirements documentation needs to be updated. However, there are more urgent tasks that need attention. In this case, write down the pending task in a TD list (similar to a daily task list), so that you don’t lose sight of the correction that needs to be taken in the future.

**Payment map**: software professionals can consult this map to guide their decisions about eliminating TD in their projects. As a guide, the map can inform a set of practices and reasons in response to the need for TD payment. Furthermore, it can be used as a communication device to support teams to effectively communicate existing TDs to managers to better decide on the payment of the TD requirements, for example.

**Identification through ISO/IEC/IEEE 29148:2018**: this document references the quality of the requirements since specification to the other requirements engineering activities present in the software development life cycle. It provides details for the construction of consistent textual requirements, including characteristics and attributes and, language criteria of the requirements. From the moment that these quality standards are violated, requirements smells and technical debt may arise. Analyzing this document according to the project’s specified and documented requirements helps to identify inconsistencies, low level of quality and violations, and, consequently, identify TD.

Finally, among the 18 strategies, it was analyzed that 11 of them were related, as presented in Figure 9. It is possible to notice, for example, that the template of documentation of TD can be used during manual management. This type of management is associated with the review process with the client, which is strongly recommended to be performed in person. However, the manual management can also be related to the use of the payment map, the organization of the information and causes of a TD in the cause and effect diagram, and the analysis of the ISO/IEC/IEEE 29148:2018 standards. Automated management is associated with the use of tools and software, such as the RE-KOMBINE tool. Additionally, it is strongly recommended to use both man-

| Table 11  | Technical Debt Documentation Template. |
|----------|----------------------------------------|
| **ID**   | Technical debt identification number   |
| **Date** | Technical debt identification date     |
| **Responsible** | Person who identified the TD |
| **Location** | Description of where the debt item is located |
| **Description** | Justification of why that item needs to be considered |
| **Estimated Principal** | Work required to pay off the TD |
| **Estimated Interest Amount** | Extra effort needed in the future if the TD item is not paid |
| **Estimated Interest Probability** | Probability of extra work needed, if the TD is not paid off in the future |
4.4. RQ3: What metrics are being used to assist in the process of measuring the technical requirements debt?

This question aimed to identify metrics that could help software professionals measure data related to the repayment of technical debt requirements. Initially, to provide a better understanding of the measurement stage of a TD, part of the primary studies presented definitions regarding the variables associated with technical debt that need to be calculated and measured, which are defined in detail in the sequence.

Principal: refers to the effort required to complete a task that has been left unattended. A task is a representation of a technical debt that is at risk of causing future problems if it is not repaid. The principal is calculated according to the number of technical debts that need to be calculated and measured, which are defined in detail in the sequence.

Interest: it is the penalty (in terms of more significant effort and lower productivity) that will have to be paid in the future due to the non-correction of technical debts at the present moment of identification. It refers to an estimate of the amount of extra work required to maintain the quality of the software if there is an unpaid technical debt.

Interest Probability: it refers to the likelihood that if the technical debt is not repaid, it will make other works more expensive over some time. The probability of interest is time-sensitive.

In the sequence, were identified among the metric studies that help to measure: (i) the principal of TD; (ii) the interest on TD; (iii) the decision to reimburse TD at the time it was identified; (iv) the decision to reimburse TD at the time it was identified or at a specific point in the future; finally (v) the uncertainty about the measurement of TD. The purpose of this evidence is to assist in the decision on the reimbursement of TD requirements. Although it is not yet possible to present an accurate value in practice for each variable, these metrics are useful to reason and understand the factors involved during the measurement of technical debt, specifically about the possibility of adapting and using it in the context of software requirements.

4.4.1. Quantifying the Principal

Following the recommendations of Curtis et al. (2012a) (P258), the primary studies P33 and P177 presented a metric to calculate the Principal of the TD, being this a function of three main variables: (i) the number of TD items that should be reimbursed; (ii) the time needed to correct each item; and (iii) the cost to fix each TD item. The following metric is presented in sequence.

\[
\text{Principal} = \left( \sum \left( \text{high} - \text{severity TD} \right) \times \text{(percentage to be fixed)} \times \left( \text{average hours needed to fix} \right) \times \left( \$ \text{per hour} \right) \right) + \left( \sum \left( \text{medium} - \text{severity TD} \right) \times \text{(percentage to be fixed)} \times \left( \text{average hours needed to fix} \right) \times \left( \$ \text{per hour} \right) \right) + \left( \sum \left( \text{low} - \text{severity TD} \right) \times \text{(percentage to be fixed)} \times \left( \text{average hours needed to fix} \right) \times \left( \$ \text{per hour} \right) \right)
\]

Following in the context of requirements, the number of TD items can be measured through a detailed analysis and review of the requirements specification documentation, for example. However, considering certain factors, such as the limited budget, software companies are rarely able to correct all the project’s TDs. Therefore, each debt must be weighted by its severity, such as low, medium and high, to determine the percentage of TDs that will be reimbursed for each level.

Soon after, the time to correct a TD includes the time to analyze the debt, understand and determine its correction, assess the potential side effects, implement and test the correction, and the time to release the correction in operations (Curtis et al., 2012b). Finally, it is worth noting that this metric’s variables can be adjusted to reflect better the company’s experience and objectives, team or specific project.

4.4.2. Quantifying the Interest

As previously presented, TDs interest is the extra costs that will be spent on maintenance due to quality problems that will arise. In this sense, studies P15 and P43, state that the interest is the difference in maintenance effort between a certain level of quality and the ideal level. To estimate the Maintenance Effort (ME), the following metric is used:

\[
\text{ME} = \frac{MF \times RV}{QF}
\]
The metric above shows that the ME is a function of:

- **Maintenance Fraction (MF):** represents the amount of maintenance effort that will be spent on an annual basis, measured as a percentage of changes involving updating requirements (added, modified or deleted) annually due to maintenance;
- **Rebuild Value (RV):** is an estimate of the effort (person-months) that needs to be spent on rebuilding software, i.e. correct the existing TDs, determined by the metric:

\[
RV = SS \times TF
\]

System Size (SS) represents the total size of software measured in lines of code. Alternatively, SS can be measured using functional size (i.e. function points). Technology Factor (TF) represents the language’s productivity factor, providing conversion to the effort (i.e., person-month).

- **Quality Factor (QF):** is a factor used to explain the level of quality of the software. It is assumed that the higher the quality level, the less effort is spent on maintenance. This statement is justified by previous research, which illustrates that making changes in software with superior quality is more efficient (Chidamber et al., 1998). The QF is determined from the following metric:

\[
QF = 2^{(\text{Quality Level}-3)/2}
\]

According to primary studies, the above metric is a simplified model to consider the quality level (1 to 5 stars). For this purpose, the metric provides the following factors: 0.5, 0.7, 1.0, 1.4, 2.0, based on the work of Bijlsma (2010).

### 4.4.3. “If” Decision

In study P96, a metric was presented to calculate whether it was worth paying back the TD when it was identified by relating the principal to interest. This metric came from the concept of Seaman et al. (2012), which states that the TD should be paid if the principal is lower than the total interest.

\[
\frac{C_{\text{Principal}}}{T_{\text{Interest}}} = \text{result}
\]

CPrincipal is the current principal to be paid, and TInterest is the total interest in the software life cycle. The total interest usually cannot be calculated unless the software lifecycle is known, so TInterest is generally considered the interest calculated at a chosen point in the future. In other words, stakeholders need to understand if the repayment cost (principal) is lower than the total interest paid from now until the end of the software life cycle. From the analysis of the result, the following decisions can be considered:

- If the result is less than 1, it means that it is worth paying TD at present, i.e. the costs will be lower than those needed to refund in the future;
- If the result is equal to 1, it means that there is no great loss in postponing the payment of TD, postponing the reimbursement will not accumulate in great costs;
- If the result is greater than 1, it means that it does not recommend paying TD at the moment it was identified, that is, the costs of reimbursement in the future will be lower.

Finally, the authors point out that choosing a point in the future before the final life cycle of the software is a safe choice. In fact, in the worst case, it is taken into account that the principal will cover only part of the interest. Furthermore, they point out that CPrincipal and TInterest are not described in terms of total costs in dollars, but in a set of factors associated with the process of reimbursement of TD requirements, for example. It is assumed that each element may be related to a positive or negative value that may increase or decrease over time.

### 4.4.4. “When” Decision

In primary study P96, a metric was presented to calculate the best time to repay the technical debt, whether in the current period in which it was identified or at a specific point in the future. For example, “should we reimburse now, or can we wait six months?” According to the authors, to answer this question, stakeholders need to know whether repaying at a chosen point in the future (F) is more or less convenient than repaying now. The metric follow in the sequence:

\[
\frac{F_{\text{Principal}}}{(T_{\text{Interest}} - F_{\text{Interest}})} - \frac{C_{\text{Principal}}}{T_{\text{Interest}}} = \text{result}
\]

The metric calculates the ratio between the principal in F and the remaining interest calculated as the total interest (TInterest) minus the interest paid in F. Soon after, it subtracts the proportion calculated about the same balance on the repayment in the current situation. From the analysis of the result, one can consider the following decisions:

- If the first term is greater than the second, the result will be a negative number, which means that it will be less convenient to pay TD later since the gain from repaying the debt about the remaining interest will be smaller than now;
- If the result is low enough (close to 0), it means that repayment is not urgent, since it will not bring many benefits now concerning realizing it in the future.

### 4.4.5. Uncertainty of a Measurement

According to Curtis et al. (2012a), there is no exact measurement for the TD, since the calculations are based only on structural failures that the organization needs to fix. In this sense, not all organizations reimburse the TDs based on appropriate techniques and metrics. Moreover, small changes in the variables related to a TD can cause large changes in its measurement, thus revealing final estimates’ sensitivity.
Starting from this context, the primary study P43 states that calculations involving a TD can suffer systematic errors, caused, for example, by the low measurement that the tools present. With this, the authors define Uncertainty and Error, reporting that random errors or uncertainties in the measurement of a TD are frequent and refer to the delta that exists between the expected value of a measurement and its actual measurement. These errors can overestimate or underestimate the expected value of a measurement.

The primary study P43 used as a basis the operations and theories proposed by Taylor (1997), which states that the correct way to express the result of a measurement is to produce the best estimate of the greatness and the interval within which you are sure the greatness resides. In this sense, the authors of the primary study adapted to the context of TD, presenting the following metric:

\[
\text{measured value of } TD_{\text{principal}} = (TD_{\text{principal}})_{\text{best}} \pm \delta_{TD}
\]

This metric represents the best estimate of a TD, with a margin of error or uncertainty about the principal TD (\( \delta_{TD} \)). The estimate is between \((TD_{\text{principal}})_{\text{best}} - \delta_{TD}\) and \((TD_{\text{principal}})_{\text{best}} + \delta_{TD}\). Following the recommendations of Taylor (1997), for convenience, uncertainty is always defined as positive, so that \((TD_{\text{principal}})_{\text{best}} + \delta_{TD}\) is always the most likely value of the greatness measured and \((TD_{\text{principal}})_{\text{best}} - \delta_{TD}\) is the least likely.

Finally, the authors of the primary study conclude that these calculations become appropriate in the measurement process, but that they still need to be validated in the domain of TD, mainly involving the different types of TD, for example, requirements. Furthermore, they reinforce the importance of understanding that the propagation of uncertainty is a critical factor that needs to be investigated to improve the decision-making process about which TD items to refactor.

4.5. RQ4: What difficulties are pointed out during the management of technical debt requirements in software development?

This question’s objective was to identify the main difficulties pointed out by the studies in the process of managing the TD requirements. It is intended to present opportunities for new research, future work and development of new technologies, and assist software professionals in the difficulties reported, shown in the Table 12 in order of representativeness. Soon after, two networks were created for this issue in order to relate and associate the 18 difficulties identified.

The first network, illustrated in the Figure 10, presents nine difficulties reported during the management of TDs requirements. It becomes possible to notice, for example, that there is a difficulty in managing the TD efficiently, which causes an increase in maintenance costs at a rate that will eventually exceed the delivery value to the client. This difficulty is associated with the TDs measurement because according to some reports, predicting the debt correction effort is often a more challenging task than predicting the effort to develop the software (Hassouna and Tahvildari, 2010).

In the following, still, about managing the technical debt of requirements efficiently, primary studies report that unintentional TD is much more problematic to manage than intentional TD. Also, performing automated management along with the lack of tools in the context of requirements, become difficulties that compromise the quality of correction of the TD, because many projects do not have access to automated tools, besides the lack of sufficient infrastructure, which leaves teams hesitant to take on correction tasks.

Finally, there is the difficulty in adapting the team to the management process of TD, because during the adaptation time the productivity usually drops, since the project or company has to go through the period of learning and education. This difficulty is associated with engaging the team in the management process because instead of only a few people documenting the TD requirements in the backlog, the collaboration of the other members would be necessary. This may be associated with team morale because if the TD is not corrected, it may hurt professionals’ motivation.

In the second network created for this issue, which is presented in the Figure 11, it is possible to identify that the difficulty in managing the TD of requirements efficiently continues to relate to other codes, such as the urgency of the client’s correction. This is associated with a lack of collaboration and communication that are essential elements in requirements engineering.

Soon after, there is the difficulty in balancing the benefits of managing the TD with the costs associated with this process, as well as the efforts spent on replanning the requirements, along with other implementation demands that the development teams have. Furthermore, there is difficulty allocating more time and effort to be paid during the elicitation of the requirements, often caused by conflicting goals, i.e., different objectives to be achieved in that period.
Figure 11: Difficulties Reported in Requirements TD Management (Network 2).

In the sequence, there is the need to understand that the technical debt of requirements if not managed correctly, can become a critical problem to the software project and be the root cause of other issues that arise. This difficulty can be associated with dealing with the team’s culture or personal feelings, that is, people may prefer to always or never reduce a technical debt, this according to their senses and skills regardless of real interest. It may also be associated with organizational constraints, i.e., an action is only taken if the organization orders it.

Finally, there is the difficulty of tradition, that is, a particular practice is not changed or not included in the day to day of the project because it deviates from the standard way that the team performs the tasks.

5. Discussion

This systematic literature review aimed to investigate the current state of management research, specifically the identification and measurement of the TD requirements present in software development. To this end, 66 primary studies were analyzed to provide an overview of what has been discussed in the area by analyzing four research questions.

This section presents a summary of the main discussions of the results that indicate their implications for software development industry professionals and researchers.

5.1. Implications for Professionals

The results have essential discussions for software development professionals, particularly those seeking guidance, strategies, tools and information in the literature that can help in certain situations they face in their projects. The results of this SLR imply the following discussions for software development professionals:

1) When 33 causes that cause the TD of requirements (RQ1) are presented, professionals are invited to a self-analysis about which of these inadequate actions exist in their projects. The results of this SLR imply the following discussions for software development professionals:

Table 12

| Difficulty                                               | Ground  | Denst | Amount | Primary Studies              |
|----------------------------------------------------------|---------|-------|--------|-----------------------------|
| Manage TD efficiently                                    | 1       | 9     | 10     | P38                         |
| Lack of access to tools                                  | 6       | 1     | 7      | P76, P117, P154, P158, P178 |
| Understanding that TD is a problem                       | 1       | 4     | 5      | P117                        |
| Measure TD                                               | 3       | 1     | 4      | P4, P117, P146              |
| Allocate more time in eliciting requirements             | 2       | 2     | 4      | P25, P178                   |
| Engage the team in the TD management process             | 2       | 1     | 3      | P49, P117                   |
| Balance the benefits of repaying TD with the costs of this process | 2       | 1     | 3      | P8, P132                    |
| Manage unintentional TD                                  | 2       | 1     | 3      | P9, P38                     |
| Team morale                                              | 2       | 1     | 3      | P119, P228                  |
| Adapt the team to the TD management process              | 1       | 2     | 3      | P111                        |
| Automated management                                     | 1       | 2     | 3      | P61                         |
| Urgent management of TD                                  | 1       | 2     | 3      | P24                         |
| Customer collaboration in this process                   | 1       | 1     | 2      | P74                         |
| Culture or personal feelings                             | 1       | 1     | 2      | P50                         |
| Manage older TDs                                         | 1       | 1     | 2      | P38                         |
| Conflicting goals                                        | 1       | 1     | 2      | P50                         |
| Organizational restrictions                              | 1       | 1     | 2      | P50                         |
| Tradition                                               | 1       | 1     | 2      | P50                         |
2) Among the causes mapped, there is a highlight to the low level of detail in the documentation of requirements, which is the root cause for the emergence of vague, incomplete and ambiguous requirements, for example. Through this analysis, it is recommended that industry and professionals dedicate more attention and effort to the process of specification and documentation of requirements, a more significant follow-up during the realization of these activities, along with a detailed review;

3) It should be noted that part of the causes attributed to the emergence of the TD of requirements is associated with the client and stakeholders' collaboration. It is up to the industry professionals to tighten their communication during the life cycle of the requirement, ensuring its integrity according to what the client wants, avoiding incompatibilities and excessive updates throughout the software development;

4) Most of the strategies that already help identify and measure the TD requirements (RQ2) are related to manual management. These are strategies that use documentation template, face-to-face communication, and payment map of TD, which becomes a challenge to implement in the industry, taking into account that most processes are automated due to agility and implementation time. It is up to the professionals to analyze and adapt the strategies that best fit their needs, infrastructure and other related factors;

5) Among the strategies identified, it is noticeable that two of them (Simple cost-benefit analysis and Analytical hierarchy process) can help professionals continue managing the TD requirements. Such strategies, besides helping in the measurement, with the assignment of weights and scales to the different criteria used in the estimates, can help prioritize the payment order of the identified items. This happens when making comparisons between the TD items, concentrating the payment on those that have a profound potential impact on the project, for example;

6) Knowing the causes for the emergence of TD requirements can support software development teams in defining actions that could have been taken to prevent these items of technical debt. Evidence in this context is presented in the strategy of preventive actions reported in RQ2. This information will help professionals use best practices that help prevent the emergence of this type of TD, and consequently avoid future costs and maintenance efforts.

7) There is a lack of knowledge on the part of the industry on how to calculate the principal and mainly the interest on its measurement, adding the metrics identified to provide more accurate estimates;

8) It is possible to notice that there is a lack of practical information in TD requirements. To solve this problem and, the software industry can benefit from these contributions, evaluations, tools and strategies coming from academia, it is necessary that software professionals play an active role in empirical studies, authorize, participate and provide the required data for academic research;

9) Some of the difficulties reported (RQ4) are associated with measuring the TD of requirements, managing it efficiently and balancing the benefits with this process's costs. By analyzing this work, professionals will already find evidence to assist in solving these problems or provide support in conducting activities, through strategies and metrics.

5.2. Implications for Researchers

The results present an active investigation area, but it still requires a deeper analysis, especially to validate the evidence presented in real cases. To guide future research, the results of this SLR imply the following discussions for researchers:

1) There is an absence of tools and software that can be used in the context of TD requirements. Researchers are encouraged to develop such automated resources that support the process of managing this type of specific TD, especially on its measurement, adding the metrics identified to provide more accurate estimates;

2) Empirical studies become necessary to present evidence in practice on applying the proposed metrics in the software industry. Part of the metrics are only mentioned in primary studies but not investigated in real cases. This research is necessary to provide refinement and adaptation of the metrics in the context of requirements so that they can be integrated into the working environment companies;

3) Except RQ3, in the other questions networks were presented, which would be the relations between the codes (information) identified. According to the reports in studies, these networks aimed to associate principles that cause or influence others' existence. As a proposal for future research, it is recommended to confirm, in practice, whether these presented relationships are associated in real projects, or to what extent a cause for the emergence of the TD requirements can influence the existence of another cause, for example;

4) Most investigations focus on technical aspects of the technical debt management process, but little attention is given to social and interpersonal issues. This is proven in RQ4 when part of the difficulties is related to professionals' culture and personal feelings, team morale, tradition, and organizational constraints. Research on these aspects becomes necessary to help overcome these problems and strengthen the process of managing TD requirements, proposing solutions that go beyond technical aspects;

5) New research on identifying technical debt from the analysis of quality standards, norms and other information that an ISO provides becomes necessary, especially in the context of requirements. Analyze to what level software companies follow these quality standards, in which of them there is a more significant violation and, consequently, the appearance of TD, as well as the development of a strategy that facilitates the insertion and use of these ISO in the day to day of the companies. All these new researches will support the construction of consistent and quality requirements.

6) Resistance on the part of companies in managing TD, engagement of the team in this process, and understanding that requirements debt can become a critical problem if not managed are among the difficulties reported. This proves the
lack of research to strengthen collaboration between academia and industry. There is a need for training building so that professionals can understand the concept of TD, its consequences and differentiate it from other problems in their projects. From this understanding, facilitate the acceptance of companies in managing it, understanding the real benefits.

7) Among all the strategies presented in RQ2, only one of them provides a payment map. That is, there is an absence of manuals, guides and mainly evidence briefings that gather the main information, evidence, strategies and tools on technical debt, either in a general context, or in its specific types, such as requirements. The information presented in this standard would facilitate the acceptance and use of industry professionals. Considering the pressures of schedule and time to market, for example, providing information compiled, illustrated and quickly understood, would facilitate the insertion into the day-to-day of projects.

6. Threats to Validity

This section addresses the possible threats that affect this SLR results, and in the sequence, actions taken to minimize these biases are presented. To analyze these threats, the recommendations of Wohlin et al. (2012) were followed, which included threats of construct validity, internal, external and conclusion, which are presented in sequence.

Construct validity: this threat reflects what extent the operational measures that are studied represent what the researcher has in mind and what is investigated according to the research questions. In this study, threats to construct reliability are considered: the decision of which studies to include or exclude and how to categorize them may have been biased and therefore, a threat. To minimize it, the selection processes were performed by at least three researchers. Additionally, the search string may not include all terms related to the search topic. However, pilots were previously performed to adjust the presented string.

Internal validity: the threat to internal validity concerns the reliability of the methods used to analyze the data. The reliability of this work was high given the use of systematic and strict procedures and protocol, involvement and discussion with more than one researcher, and the use of a qualitative analysis tool for extraction and detailed analysis of data.

External validity: the threat to external validity refers to the generalization of results. In this context, this work focused on analyzing specific evidence to TD requirements, previously presenting conclusions only to this type of technical debt. Additionally, strategies and metrics for identification and measurement were introduced, which were analyzed conceptually but not validated in practice, not proving their generality to this or other TD types. It is concluded that maintaining a specific focus on research increases the threat of external validity. However, the results have allowed insights to guide new investigations.

Conclusion validity: This threat relates to the validity of the conclusions drawn from the results. In this work, the non-identification and inclusion of primary studies are corroborated, causing the loss of evidence related to the study’s objective. Different data sources were first considered to include the maximum number of related studies to minimize the mentioned threat. Additionally, specialized and renowned scientific-academic sources and digital libraries were considered in computer science and, to the themes associated with the objective of this work. The search strategies were carefully applied, which returned a relevant quantity of articles, allowing to include as many results as possible.

7. Conclusion

When software development stages are pending or not properly executed, they cause a phenomenon known as TD, which if not managed at the time and in the correct way, leads to financial and operational losses. TD can be present in the different phases of the software life cycle. However, specific types of this phenomenon still need to be investigated to assist in its management, for example, the TD of requirements. In this context, this work presents the results of a secondary study that aimed to answer the research question “How to assist in the identification and measurement of the technical requirements debt in software development?”.

The research’s focus was to identify the leading causes attributed to the emergence of technical requirements debt, existing strategies that help identify and measure it, metrics that can be used as a support during measurement, and difficulties reported in performing these activities. The process of conducting the systematic literature review used rigorous steps and detailed evidence analysis. 66 primary studies were included through manual and automatic searches, together with the snowballing method. These primary studies were returned from renowned research sources and digital bases, providing an overview and update of the last 10 years of state of the art (2010 to 2020).

The results of this systematic review show different contexts that can lead to the emergence of the TD of requirements, involving causes for intentional or unintentional TD, a collaboration of clients and stakeholders, elicitation and documentation of requirements and pressure of schedule, for example. Along with this evidence, other strategies that help identify and measure the TD of requirements were mapped, emphasizing manual management, with different application proposals. However, the results highlight the lack of automated resources focused on this type of specific TD.

As support in the TD requirements measurement step, different metrics were identified. However, it still requires a validation and refinement in the context of requirements. Also, they already provide guidance and insights on the factors involved during the measurement of a TD, and its application and adaptation in specific contexts. Finally, it was found that the main difficulties in performing these activities are related precisely to the measurement stage, in addition to non-technical aspects such as team morale and engagement.

In the end, it is concluded that the results present considerable evidence related to the objective of this work. Thus, this work has as main contributions: (i) the availability of
information to help software professionals identify and measure the TD of requirements in their projects; (ii) broaden the understanding of topics related to TD and its management process, allowing identify how specific contents of this phenomenon can be fragmented; (iii) the availability of metrics that can be used in the measurement of a TD; (iv) identify the difficulties and gaps that are encountered when performing requirements TD management, become an opportunity for the development of new research; (v) presents evidence beyond code TD, for example, investigating another type of TD, exposing additional results in the area.

As future proposals, research will be invested based on the gaps identified in this work, adjusting with the evidence already placed and new empirical studies. Also, the development of a guide to support the TD requirements’ identification and measurement is currently at early stage. The guide will consist of evidence from the literature and information gathered through survey in the software industry. Its objective is to help professionals identify and measure the existing TD requirements in their projects, knowing instructions and metrics to measure the data necessary for its resolution.
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