Real-time cutting simulation based on voxel model
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Abstract. The article discusses the approach to the implementation of cutting simulation in the CNC system. Simulation of cutting before starting the actual machining of the product allows you to avoid many errors associated with the positioning, reorientation of the tool, check the correctness of the tool’s approach to the workpiece, etc. This becomes especially relevant in multi-axis machining [1-4]. The advantages of presenting a product model using a sparse voxel octree are considered.

1. Introduction
A modern CNC system cannot be considered a full-fledged product without tools for modeling the processing of products in a virtual environment [5-8]. The ability to view the process and the result of processing in three-dimensional allows you to: 1) ensure that there are no obvious errors when generating or manually writing the program, collisions and accidental undercuts on the part with a tool during reorientation and positioning; 2) select the optimal tool geometry to achieve the required surface quality; 3) change the cutting strategy or tool approaches to the workpiece according to the results of the analysis of the sequence of tool movements.

Processing simulation functions are often assigned to individual software products due to the complexity and high cost of their development, as well as the limitations of the hardware of CNC systems (relatively low performance of the computing platform, the lack of high-performance graphics subsystem) [9-13]. Nevertheless, the presence of a virtual simulation module directly in the software of the CNC system has the advantage of high integration with the core and the entire infrastructure of mathematical software. This allows you to take into account when modeling all the features of the implementation of the geometric problems of the CNC system and view the process of virtual processing in real time (both during emulation and during the actual processing of the part on the machine). Consider the approach we have implemented to develop a virtual processing simulation module.

2. Product model presentation
There are several practical methods for representing the model of a three-dimensional object as a data structure. Of compromise options, based on the use of incomplete information of solid body topology,
you can specify elevation maps, wireframe and surface models. These methods are of limited use. In general, it is necessary to use a full description of a volumetric body based on the structure of a constructive solid-state geometry, a boundary representation, or a voxel model (we do not consider exotic variants). Constructive solid-state geometry and boundary representation are widely used to describe models in CAD-systems, but they are poorly suited to simulate processing in real-time, since they require periodic resource-intensive restructuring of all surfaces. For this reason, for the software representation of bodies deformable in real time, the most promising is the voxel model, which is “naturally” suitable for intensive volume removal procedures characteristic of cutting modeling.

A pure voxel model (i.e., a three-dimensional array) requires large amounts of memory and limits the developer in the ability to build fast visualization algorithms and change the structure of an object. Therefore, methods have been proposed for optimized representation of a voxel array. Of interest are hierarchical structures and, in particular, sparse octree [14]. We will show how voxel octree allowed us to implement an effective algorithm for virtual processing of the product in real time.

Sparse octree is a hierarchy of levels of binary partitioning of space. The root of the tree is a cube whose side is equal to the largest dimension of the object (out of three dimensions along the axes of the Cartesian coordinates). All nodes, except for the nodes of the last crushing level (i.e., the “leaves” of the tree, representing the smallest significant elements of the volume), have an array of 8 child nodes. Child nodes correspond to cubic volumes obtained by cutting the parent cube in half into each Cartesian coordinate. Each node must contain an indication of activity, i.e. show whether it is empty volume of space or containing part of the material of the object.

In our version of the tree, the structure of voxels and connections between levels is as follows (Figure 1):

![Figure 1. Voxel structure and relationship between two octree levels.](image)

Here parent – this is a pointer of the parent block. At the root node, it is zero. The node has a pointer to an array of 8 children (childs). If the childs pointer is zero, the block is a solid area of the object or a leaf of the tree, its fragmentation is not required. Thus, memory is allocated only when part of the parent volume is removed from a solid object. Having one pointer to an array of all child nodes instead of eight separate pointers can significantly reduce the number of operations with dynamic memory when the object changes. To determine the activity of the child nodes there is a mask - valid_mask. 8 bits its values correspond to 8 nodes. For a solid block, the mask is 255 (i.e., all nodes are active, none are deleted). When editing an object, operations with masks of nodes are performed, and the memory allocated for each childs pointer is released only when the mask of the corresponding node is reset (this indicates that the volume of the node is completely empty).

The remaining elements of the structure determine the properties of the voxel that are not related to the tree topology: flags – node type indicator (raw volume of the workpiece, surface of the workpiece with a pre-calculated normal, treated surface); cutter_distance – current distance from voxel center to instrument surface. Determines the approximate amount of penetration of the instrument into the voxel volume; nx, ny, nz – components of the normal vector to calculate the lighting.

Table 1 shows a comparison of file sizes of processed and saved on disk models of different resolutions for the same part. It can be concluded that when the resolution is increased by 2 times, the
memory occupied by the model increases approximately 4 times. Such a pattern can be traced for any details. This shows the key advantage of the rarefied octree over the simple voxel representation: the memory size of the model is proportional to the area of the treated surface, not the volume (this is our empirical observation).

Table 1. Evaluation of occupied memory for models with different resolutions.

| Model resolution       | Size (Kb) |
|------------------------|-----------|
| 256 x 256 x 256        | 2760      |
| 512 x 512 x 512        | 10684     |
| 1024 x 1024 x 1024     | 43920     |
| 2048 x 2048 x 2048     | 174198    |

3. Visualization method
The object visualization algorithm based on the casting principle (ray casting) is taken from work [14] and adapted to execute the code on the central processor (in the original work, the code for CUDA was presented). The decision to use an optimized and streamlined algorithm with convincing published results justified itself - visualization of the processing object in real time was possible even for client computers of the average-performance CNC system (Core i3-540 processor). Tests show that frame rendering time grows rather slowly with increasing model resolution. Table 2 presents the data at the pixel size of the image of the test part 1024x1024 in the XY projection.

Table 2. Average frame rendering time for models of different resolutions.

| Model resolution       | Frame rendering time for Core i3-540 processor (ms) | Frame drawing time for a Core i7-3770 processor (ms) |
|------------------------|---------------------------------------------------|---------------------------------------------------|
| 256 x 256 x 256        | 11                                                | 5                                                 |
| 512 x 512 x 512        | 13                                                | 6                                                 |
| 1024 x 1024 x 1024     | 17                                                | 8                                                 |
| 2048 x 2048 x 2048     | 22                                                | 10                                                |

Qualitative calculation of lighting in three-dimensional graphics is not conceivable without information about the orientation of the illuminated surfaces. For voxel models, approximation procedures based on the field gradient are most often used [15]. This method is also implemented in our system, but we managed to achieve a qualitatively different level of realism by implementing the idea of assigning the normal value of the nearest point of the instrument surface to the voxel (information about the closest point is an indirect result of the volume removal process during virtual processing). In Figure 2 shows a comparison of the visualization of the machined part by copying the tool surface normal (left) and the normal gradient approximation (right). To calculate the light in both cases, the classical Phong method is used [16]. The gradient is calculated by the 26 nearest neighbors [17].
The method of copying the normal to the nearest point on the tool surface allows one to realistically convey the surface character of the processed product, eliminating the discreteness of shading levels characteristic of the gradient method and the parasitic smoothness of the sharp edges of the part. In fact, we obtained a result that is close to displaying the exact boundary representation of the real surface of the product obtained on the machine tool.

4. Virtual processing algorithm

Using the structure of a sparse octree allows not only to reduce the amount of memory occupied and to effectively visualize the model, but also to implement a fast procedure for virtual processing of the product. With a simple raster representation of voxel data, the computational complexity of the volume removal problem during tool movement is generally proportional to the cube of the volume being deleted (and resolution). The binary partitioning of space by an octree allows you to develop an algorithm whose complexity is proportional to the surface swept up by the tool. This allows you to reach a qualitatively new level of virtual processing, making it possible to implement the procedure for removing the volume dozens and even hundreds of times per second with the existing resources of modern general-purpose processors (without using mass-parallel computing on graphics cards). Such a frequency is enough to emulate real processing in a virtual environment with high accuracy.

The virtual processing procedure is recursive and advances according to the following algorithm (Figure 3):

The key element of the algorithm is the function of calculating the position, which is implemented separately for each type of tool and type of movement (with a constant or variable orientation of the tool). The return value of the function is the distance from the center of the block to the nearest tool surface. Further, this distance is used to determine whether the block is inside a remote volume, lies on its boundary or outside the boundaries. If the block is inside, it is removed from the model; if out of...
bounds - the procedure ends without modifying the block. In the border case, the procedure is called for the existing child nodes of the block or is completed if the block is the smallest element of the model.

At the same time, to simplify the calculations, the blocks of the model (regardless of their level) are considered spheres described around the cubes. This approach is valid because the spheres of the child blocks always lie within the spheres of the parents (Figure 4). Thus, erroneous block skipping is impossible, and the distance from the block to the cutting surface can be considered very simply - as the distance from the center minus the sphere radius.

![Figure 4. Block representation as a sphere in position calculations.](image)

The function of calculating the position for the linear motion of a spherical milling cutter is implemented most easily. For tools with a flat and toroidal end, calculations are much more complicated due to the presence of surfaces with 4th order generators (except for movements in the XY plane and along the Z axis of the tool coordinate system). Analytical calculation methods for such cases have been proposed [18,19], but in practice it is simpler to use approaches based on zero-order optimization, which allows one to quickly calculate the approximate distance from a point to a curved surface.

Table 3 shows the execution time of the volume removal procedure for a tool with a radius of 10 mm, a cubic model with a nominal size of 100x100x100 mm. Depth of immersion tool in the material - 50 mm. Those an estimate of the time for removal of the volume of a vertically cut tool is given.

| Model resolution | Frame rendering time for Core i3-540 processor (ms) | Frame drawing time for a Core i7-3770 processor (ms) |
|------------------|-----------------------------------------------|-----------------------------------------------|
| 256 x 256 x 256 | 1 | <1 |
| 512 x 512 x 512 | 5 | 3 |
| 1024 x 1024 x 1024 | 19 | 12 |
| 2048 x 2048 x 2048 | 75 | 46 |

These and several other experiments have shown that time grows in proportion to the area of the bounding surface of the volume being removed (in other words, to the number of smallest blocks of the model crossing this surface).

5. CNC integration
The visual component of the simulation is deployed along with the code of virtual processing algorithms, has a clearly defined interface and can be embedded in any application. In the terminal client of our CNC system “AxiOMA Control” [20-22], the component is used to implement the screen of the simulation processing mode. There are two main types: full-screen view with the opening of the
visualization panel on the entire area of the working screen and the standard view with the display of program text and technological information. The user can control the view without interrupting the virtual processing process and see the tool movement in real time (Figure 5).

![Figure 5. The main panel of the simulation mode screen.](image)

The directive - #workpiece is provided for running simulation processing from a control program, which passes the basic parameters of the workpiece and processing mode. Example:

```plaintext
#workpiece(0, 256, 3, 120, 120, 20, -60, -120, -20)
S500 M3 M6 T1
N1350 G01 X-18.097 Y-1.41 Z-12.179 F2500
N1351 X-18.329 Y-1.594 Z-15.528
N1352 X-18.256 Y-1.72 Z-18.
N1353 X-17.614 Y-2.808 Z-18.065
...
M30
```

Here, a blank in the form of a parallelepiped is defined and the milling mode for machining simulation is enabled. The definition of the workpiece directly in the control program greatly simplifies the process of regular testing of the CNC system on a pre-formed set of test programs.

6. Conclusion

The proposed method of presenting a product in the form of a sparse voxel model made it possible to implement an effective algorithm for virtual processing of the product in real time, in which the memory size occupied by the model and the computational complexity of the procedure are proportional to the area of the treated surface, and not to the volume.

The implemented virtual processing algorithm makes it possible to carry out the volume removal procedure hundreds of times per second with the existing resources of modern general-purpose processors. This frequency is enough to emulate the actual cutting process in a virtual environment with high accuracy.

The illumination calculation for the voxel model is implemented based on the idea of assigning the value of the normal to the nearest point of the instrument surface to the voxel, which allowed us to obtain a result close to displaying the exact boundary representation of the real surface of the product.

The software component based on the proposed solutions has been successfully integrated into the CNC system and is used both for regular tests of control programs before actual machining and in the educational process.
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