Abstract—Inspection of code changes is a time-consuming task that constitutes a big part of everyday work of software engineers. Existing IDEs provide little information about the semantics of code changes within the file editor view. Therefore developers have to track changes across multiple files, which is a hard task with large codebases.

In this paper, we present REFACTORINSIGHT, a plugin for IntelliJ IDEA that introduces a smart diff for code changes in Java and Kotlin where refactorings are auto-folded and provided with their description, thus allowing users to focus on changes that modify the code behavior like bug fixes and new features. REFACTORINSIGHT supports three usage scenarios: viewing smart diffs with auto-folded refactorings and hints, inspecting refactorings in pull requests and in any specific commit in the project change history, and exploring the refactoring history of methods and classes. The evaluation shows that commit processing time is acceptable: on median it is less than 0.2 seconds, which delay does not disrupt developers’ IDE workflows.

REFACTORINSIGHT is available at https://github.com/JetBrains-Research/RefactorInsight. The demonstration video is available at https://youtu.be/-6L2AKQ66nA.

I. INTRODUCTION

Inspecting code changes is a daily routine for software engineers. Improving this procedure and its efficiency has been a focus of many efforts [1, 2, 3]. For example, developers examine changes made by their colleagues to search for possible defects, check if the code follows project conventions, suggest better solutions and share the knowledge with the team [3]. Manual inspection of a large number of changes may be challenging. To reduce the cognitive load on developers, it could be useful to simplify the process of inspecting changes by presenting them in a more structured and compact way.

A lot of features in modern IDEs are designed to boost developers’ productivity. For example, code completion helps developers to write code faster and make fewer errors through reduced typing, while code folding helps developers to maintain focus by collapsing irrelevant code elements. Some of such productivity-enhancing features are related to the process of reviewing code changes. For example, IntelliJ IDEA allows its users to explore the change history of files or pieces of code.

However, currently, IDEs do not provide much insight into the semantics of changes, and developers still need to put effort into figuring out whether and how the changes influence the behavior of code and whether changes across multiple files are connected to each other. Visualizing information related to the semantics of code changes is a promising way to augment the presentation of changes in an IDE. One way of doing it is to separate the changes that represent refactorings from such changes that modify the behavior of code. Refactoring is a fundamental practice in software development and consists in changing code without affecting its behavior [4]. Leppanen et al. interviewed software developers about the role and importance of refactoring [5]. The authors show that developers are cautious of introducing new defects during refactoring and emphasize the importance of careful checking of such kind of changes. These findings suggest that separating refactorings from other changes could be a promising developer assistance technique.

Several refactoring-aware tools have been proposed to help developers during the inspection of code changes. Some of the tools are implemented as plugins for the Eclipse IDE and, sadly, are limited in the number of refactorings they are able to detect [6, 7]. Other tools are implemented as plugins to the Google Chrome browser and provide information about performed refactorings in changes on GitHub. RAID [8] can detect only 13 refactoring types in commits and pull requests, while Refactoring Aware Commit Review works [9] only with commits.

We present REFACTORINSIGHT, a plugin for IntelliJ IDEA [10] that auto folds refactorings in code diffs in Java and Kotlin and shows hints with their short descriptions. Also the plugin allows users to view a list of performed refactorings in any specific commit or pull request as well as the refactoring history for methods and classes. To detect refactorings, our tool relies on RefactoringMiner [11], which demonstrates the highest accuracy among existing approaches as shown in [11]. REFACTORINSIGHT is published in the JetBrains plugin repository. Its source code is available on GitHub.
II. BACKGROUND

Existing research suggests that developers benefit from refactoring-aware tool support in code review. Kim et al. [12] interviewed developers from Microsoft about the challenges and benefits of refactorings. One of the findings of the study is that refactoring may entail merge conflicts, regression bugs, impeded code review, and other risks. Besides, the developers reported that changes that contain refactorings are more difficult to review. Thus, the authors conclude that development of tools that make inspection of refactorings isolated from other changes can be a promising direction for future research.

Alomar et al. [13] conducted an industrial case study involving developers from Xerox to investigate the mechanisms of refactoring-aware code review. The results show that one of the main challenges is that refactoring changes are interleaved with bug fixes and new features. The reviewers need to make an effort to separate the changes in code logic and behavior-preserving changes.

There have been proposed several tools for automatic detection of refactorings in code changes [11], [14]. Tsantalis et al. presented a standalone library called RefactoringMiner [11]. It demonstrates 99.6% precision and 94% recall, which are the highest results among other approaches, as shown in its evaluation. The tool supports the detection of 40 refactoring types. It analyzes the commit history using a statement matching algorithm and refactoring detection rules, and provides a list of refactorings with descriptions for each commit. Each description contains information about code elements involved in the refactoring and their code ranges before and after the refactoring. RefactoringMiner’s output is programmatic, but, if integrated into existing tools that support working with Git, it can augment diffs and history, significantly saving developers’ code inspection time. RefactoringMiner is also limited to working with Java projects only. We reduced both usability limitations, as we show in Section III.

There is a number of working plugins for Eclipse IDE [7], [15], [16], [6] and extensions for Chrome which visualize refactoring information in Git diffs. Let’s have a brief overview of their functionality.

Ge et al. presented a refactoring-aware plugin for Eclipse called ReviewFactor [7] that separates refactoring and non-refactoring changes. The tool is able to detect merely five refactoring types: Rename Type, Rename Method, Move Method, Extract Method, and Inline Method. A case study of ReviewFactor shows that the separation of changes can simplify the code review process. Alves et al. presented RefDistiller [6], a plugin for Eclipse that detects potential refactoring anomalies that might occur when developers’ edits lead to subsequent behavioral changes after code refactoring, which is a behavior-preserving edit by definition. The tool is able to capture six refactoring types, namely, Extract Method, Inline Method, Move Method, Pull Up Method, Push Down Method, and Rename Method.

Brito et al. presented an extension for Google Chrome called RAID [8] that supplements code diffs in pull requests on GitHub with information about performed refactorings. To detect refactorings in code changes, RAID relies on RefDiff [14] that currently supports the detection of 13 refactoring types in code changes in Java, C, JavaScript, and Go. The tool does not detect low-level refactorings that relate to variables. Another extension for Google Chrome called Refactoring Aware Commit Review [9] relies on the above-mentioned RefactoringMiner library [11] to detect refactorings and highlights them in commits on GitHub. The extension works only with commits and as well as RAID works only in the Google Chrome browser.

III. IMPLEMENTATION

Some users prefer to review pull requests from GitHub within their IDE because it minimizes the context switches between the IDE and the browser and therefore saves time [17]. Our solution is implemented as an IntelliJ IDEA plugin that processes pull requests and the project Git history and integrates refactoring reports in file diffs. REFACTORINSIGHT detects 40 types of refactorings in Java code changes and 19 types of refactorings in Kotlin code changes. To save processing time, all information about refactorings detected in a project is stored locally.

A. Workflows

1) Viewing diffs with folded refactorings: The primary workflow of REFACTORINSIGHT is presented in Figure 1. The plugin detects refactorings performed in the corresponding commit. Next, using the IntelliJ Platform, the plugin gets code changes in the selected file. Then, the plugin differentiates the changes as refactoring and non-refactoring ones to decide which of them to fold. Finally, the plugin shows a diff window with auto-folded refactorings and hints with short descriptions of folded refactorings. An example of a hint is provided in Figure 2.

Auto-folding and annotating refactorings allows users to focus on new features or bug fixes in the diff. When necessary, refactored code can be viewed in a number of ways. The user can:

• Expand the folded lines to view them;

| Java, Kotlin | Java |
|-------------|------|
| Rename Variable/Method/Class | Merge Variable/Parameter/Field |
| Rename Parameter/Field | Change Package |
| Extract Variable/Method/Class | Parameterize Variable |
| Extract Interface/Superclass | Extract Subclass |
| Extract And Move Method | Replace Variable/Field with Field |
| Move Method/Class | Split Variable/Parameter/Field |
| Move And Rename Method | Move And Rename Field |
| Pull Up Method/Field | Pull Up Field |
| Push Down Method/Field | Push Down Field |
| Inline Method |  |
| Move And Inline Method |  |
| Change Variable/Parameter |  |
| Change Field Type |  |
| Add/Remove/Reorder Parameter |  |
• Read the hint describing where the method was moved to or from (for Move Method, Pull Up Method, and Push Down Method refactorings), or that a piece of code was extracted into a new method from another existing method (Extract Method refactoring), or that a method was inlined into another one (Inline Method refactoring).

2) Viewing the list of refactorings per commit or pull request: REFACTORINSIGHT allows users to check the list of performed refactorings in any specific commit on the Git Log tab or in any pull request. The plugin shows a list of refactorings with short descriptions. For convenience, the refactorings in the list are grouped by the element’s level: package, class, method, and variable. An example list of refactorings per commit is provided in Figure 3.

When the user double-clicks a list item, REFACTORINSIGHT displays the refactored code in a separate diff window. REFACTORINSIGHT notes the “before” and “after” location of the refactored piece and shows code related only to the refactoring.

3) Viewing the history of refactorings for methods and classes: When the user right-clicks a code element in the editor and selects “Show Refactoring History”, the IDE displays a list of refactorings this element was involved in. This option is only available if any refactorings have been detected in the history of changes for this element. To mine refactorings in the whole commit history of the project, the user should select “Mine All Refactorings” on the Tools tab in the IDE.

B. Refactoring detection

REFACTORINSIGHT detects refactorings in Java and Kotlin changes. To identify refactorings in Java, we use RefactoringMiner 2.0 which works only with Java projects. We overcome this limitation by extending RefactoringMiner to Kotlin in our library called kotlinRMiner that currently supports the detection of 19 refactoring types. kotlinRMiner is based on the RefactoringMiner’s heuristics and refactoring detection rules. It relies on the Kotlin compiler to parse the code and extract its inner representation. The full list of refactoring types supported in REFACTORINSIGHT is presented in Table 1. Both tools receive a commit hash and project location as input and return a list of detected refactorings with descriptions containing the refactoring type, names of involved elements, and their code ranges.

C. Integration with the IDE

REFACTORINSIGHT differentiates the changes as refactoring and non-refactoring ones. When the user selects a file in a commit, REFACTORINSIGHT augments the diff window with information about refactorings, using the IntelliJ Platform API which allows users to develop custom code inspections, implement tool windows, and add custom actions and listeners. To differentiate the changes, the plugin uses the information provided by RefactoringMiner and kotlinRMiner and searches for the code elements involved in the refactoring across the full list of changes. To check if a method was moved with or without changes, the plugin compares the method’s body before and after the commit. To retrieve information about commits and pull requests, we use the Git4Idea module of the IntelliJ Platform, which is responsible for Git integration.

D. Folding of refactorings

IntelliJ IDEA shows a standard diff window, with one pane showing the old version of the file with removed and modified lines highlighted, and the other displaying the new version of the file, with added and modified lines highlighted. We extend the behavior of the diff window by overriding the method that is called each time when the user clicks a file to check its diff. The plugin adds folding blocks to both panes in the diff window by changing its inlay model, an entity used in the IntelliJ Platform to introduce some custom visual elements into the IDEs. The folding is used to collapse the lines and thus reduce the amount of code the developer needs to scan initially. To find out the borders of each folding block, the plugin calculates the text offsets of elements involved in the refactoring. REFACTORINSIGHT folds the refactorings for
methods because they usually consist of at least several code lines. In case of the Move Method refactoring the plugin also extends the hint with information on whether the method was changed during the move.

E. Visualization

The way the plugin visualizes each refactoring depends on its type and the number of involved elements.

First, REFACtorI NSIGHT processes the information provided by RefactoringMiner and kotlinRMiner— the type of refactoring and the ranges of all involved elements—and calculates the number of panes required to visualize it. For example, in case of the Move Method refactoring the plugin displays a diff window with two panes: one with the location where the method was moved from, and the other where the method was moved to.

After that, REFACtorI NSIGHT combines related refactorings. For example, for the Extract Superclass refactoring, it groups the refactorings that introduce the same new parent class. It improves the readability by showing related changes from several files in one place, which is especially useful in case of a large number of changes.

Finally, when the user right-clicks a commit in the list of commits, REFACtorI NSIGHT shows the diff window, highlighting modified code with blue color and added code with green color (for example, green is used to highlight a new parameter introduced in the Add Parameter refactoring).

IV. Evaluation

Commit processing by the plugin should not cause extra delay in developers’ work with the project history in the IDE. To evaluate the execution time of REFACtorI NSIGHT, we selected two Kotlin and two Java open-source projects from GitHub that had at least ten contributors, a permission license, and commits after 1 May 2020. The selected projects are presented in Table II.

Then we employed REFACtorI NSIGHT to discover refactorings in each commit in project histories and measured the time it needed to run RefactoringMiner and kotlinRMiner sequentially and process the results using the System.nanoTime Java method. We ran REFACtorI NSIGHT five times on each commit in each project and then calculated the average processing time for each commit to get more comprehensive results. In total, REFACtorI NSIGHT processed 960 commits from four projects and detected 1,811 refactorings in them.

![Fig. 4. Commit processing time distribution in four projects.](image)

A box plot of distribution of execution time per project is presented in Figure 4. The maximum median time of REFACtorI NSIGHT on Java projects is equal to 0.05 seconds, and on Kotlin projects, 0.16 seconds, which, we believe, is acceptable in our task. The results of measurements are available online: [https://zenodo.org/record/4905639](https://zenodo.org/record/4905639).

V. Conclusions and Future Work

In this paper, we presented REFACtorI NSIGHT, a plugin for IntelliJ IDEA that integrates information about refactorings in diffs in the IDE, auto folds them, and shows hints with short descriptions of the refactorings. To detect refactorings in code changes in Java and Kotlin, REFACtorI NSIGHT relies on RefactoringMiner and kotlinRMiner respectively. REFACtorI NSIGHT allows users to review refactoring changes separately from other changes in pull requests and in specific commits as well as to explore the refactoring history of objects. The evaluation shows that the median execution time of REFACtorI NSIGHT is less than 0.2 seconds, which proves that extracting and visualizing information about refactorings in an IDE does not interrupt developers’ workflow.

In our ongoing work on improving REFACtorI NSIGHT, we plan to conduct a case study involving software developers to investigate the plugin’s usefulness. Also, we plan to continue working on kotlinRMiner: support other refactoring types and collect representative dataset containing refactorings in Kotlin for its evaluation.

| Name  | Language | #Commits | #Refactorings found |
|-------|----------|----------|---------------------|
| cola  | Java     | 196      | 1,212               |
| jcasbin | Java   | 305      | 315                 |
| mavericks | Kotlin | 304      | 183                 |
| khttp | Kotlin   | 155      | 101                 |
| Total |          | 960      | 1,811               |

TABLE II

COMMTS PER PROJECT PROCESSED BY REFACtorI NSIGHT.
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