Abstract—The trajectory derived from RRT and RRT* is zagged. A holonomic drive is able to follow this trajectory. But real-life vehicle which has dynamical constraints cannot follow this trajectory. In this work, we are going to modify the RRT and RRT* algorithm to generate a trajectory that a vehicle with dynamical constraint can follow. The continuous nature of a steering control and acceleration control in a real-world vehicle introduces the complexity in its model. To introduce constraint in the vehicle’s motion, while reducing the number of control and hence complexity, we are modeling our vehicle as a Dubins car. A Dubins car has only three controls (turning left, turning right, and moving forward) with a fixed velocity which makes our model simple. We use dubins curve (path that dubins car can follow) to trace the trajectory in RRT and RRT* algorithm.

Index Terms—RRT, RRT*, vehicle dynamics, Dubins car

I. INTRODUCTION

The main objective of planning is to find a feasible path from the start point to the goal point in a 2D space while avoiding collision with the environment. Planning can be done by using the local information about the surrounding that the robot is in. There are two ways in which planning can be done. Online planning: (Generating trajectory incrementally during the robot’s motion), and Offline Planning (Computing the entire path to the goal before motion from known map). Generally, online planning is done when there is no information about the robot’s surrounding or the environment is unknown. This work focuses on the offline planning approach. The work done in this project uses RRT and RRT* algorithms for non-holonomic robots. The RRT algorithm (LaValle [1998]) is based on the incremental construction of a search tree that attempts to rapidly and uniformly explore obstacle-free segments in the configuration space. After the search tree is successfully created, a simple search among the branches of the tree can result in a collision-free path between any two points in the robot’s environment. One of the disadvantages of RRT is that no matter how many points you sample, the path length doesn’t converge to the optimal path length. This shortcoming is improved in the RRT* algorithm. When the number of sample points approaches infinity, the RRT* algorithm delivers the shortest possible path to the goal (Solovey et al. [2019]). The basic principle of the RRT* algorithm is similar to RRT but RRT* updates the neighbor points if the point can be reached closer from the start location following the way of the newly sampled point.

The assumption, however, made for these approaches is that the vehicle is holonomic. A holonomic vehicle can move in any direction. However, real-life vehicles have constraints in their motion. When a vehicle is in a parking lot, it cannot just move sideways to the left or right side of the parking lot spot. This is because the vehicle has differential constraints. Therefore, the vehicle has to move forward and adjust its position to go to the left or right side of the parking lot.

In this work, we have focused on implementing RRT and RRT* algorithms with a vehicle that has dynamical constraints. This is challenging because the steering and acceleration control in a real-world vehicle is continuous. Because of different steering angle and acceleration, there can be multiple path from point A to point B that the vehicle can take. In this project, a Dubin’s car is selected as a representative model of the car-like vehicle with differential constraints. A dubins car only has three controls: moving forward, turning left at a constant turning radius, turning right at a constant turning radius. Lester dubins proves (Dubins [1957]) that there are only six paths that are shortest path from point A to point B. Hence our complexity is reduced. We use the shortest path from these six combinations in our RRT and RRT* algorithm.

The report is structured as follows. In section II differential constraints are presented through a mathematical model of Dubins car. Section III describes how to create dubins path from point A to point B in a 2D space. Section IV describes modified RRT and RRT* algorithm based on dubins path. Section V presents simulation results. Finally, the work is concluded in section VI with discussion and conclusion.

II. DUBINS CAR MODEL

A holonomic drive is a drive that can move in any directions. In these drives, the controllable degree of freedom is equal to total degrees of freedom. A non-holonomic drive is a drive that has differential constraints, also known as velocity constraints, because of which the drive has fewer actions available than the degree of freedom.

The model of a Simple car is one of the examples of non-holonomic drive with differential constraints. If the speed of a Simple car is restricted to have positive values only (the car can only move forward), and can turn only at maximum steering angle, the model of Dubin’s car is obtained. This car-like model is shown in Fig. I. Therefore, Dubin’s car can be defined as wheeled non-holonomic mobile robot that moves only forward with constant velocity and a maximum steering angle $\phi_{max}$, which corresponds with a minimum turning radius $\rho_{min}$. Based on (LaValle [2006]) the vehicle shown in Fig. I can be considered as a rigid body that moves...
in the plane. In configuration space, the robot has three degrees of freedom denoted by the vector $q = (x, y, \theta)$.

In a Dubin’s car, we only have two motions. Move straight or turn (right or left) at a full steering angle. Since the speed $s$ and the steering angle $\phi$ are only two variables that can be controlled, the control variables are defined using two-dimensional vector as follows:

$$u = (u_s, u_\phi)$$

The robot motion in 2D space is defined as,

$$\dot{x} = u_s \cos(\theta)$$
$$\dot{y} = u_s \sin(\theta)$$
$$\dot{\theta} = \frac{u_\phi}{L} \tan(u_\phi)$$

Equation [1] describes a simple Dubin’s car model. In order to complete this model, it is needed to specify allowed ranges for control variable. According to the assumption of a dubins car model, the dubins car should have a fixed forward velocity.

$$u_s \in \{0, 1\}$$

Considering the assumption that the vehicle can’t rotate in-place, the steering angle should satisfy,

$$\phi_{max} < \frac{\pi}{2}, \phi \leq \phi_{max}$$

III. DUBINS PATH FROM POINT A TO POINT B

Unlike RRT and RRT* for holonomic robots, when we have non-holonomic drive, we also need to consider the heading that the vehicle is facing towards. So a vehicle is represented as a point $(x, y, \theta)$ where, $x$ and $y$ are the coordinates of the vehicle in a 2D space, and $\theta$ is the direction that the robot is facing towards.

Suppose we have start point $T_s(x_1, y_1, \theta_1)$ and end point $T_e(x_2, x_2, \theta_2)$. We have to find dubins path from $T_s$ to $T_e$. We have a dubins car model which can either turn right by turning steering fully towards right, turn left by turning steering fully towards left, or move straight. Hence we have three controls (turn left ($L$), turn right ($R$), straight ($S$)). If we have to go from point A to point B, we can reach there in shortest distance by following one of six trajectories from set $D$.

$$D = \{RSR, RSL, LSR, LSL, RLR, LRL\}$$

A work on classification of dubins set [Shkel and Lumelsky, 2001] finds the segment length for controls $(R, S, L)$ of the dubins path starting from origin to path length $D$ along the $x$-axis for all of the six combinations of dubins curve.

Let $L_v$(for left turn), $R_v$(for right turn) and $S_v$(for straight motion) be three operator that transforms any arbitrary points $(x, y, \theta) \in \mathbb{R}^3$ into its corresponding image point in $\mathbb{R}^3$. Then,

$$L_v(x, y, \theta) = (x + \sin((\theta + v) - \sin(\theta), y - \cos((\theta + v) + \cos(\theta), \theta + v)$$
$$R_v(x, y, \theta) = (x - \sin((\theta - v) + \sin(\theta), y + \cos((\theta - v) - \cos(\theta), \theta - v)$$
$$S_v(x, y, \theta) = (x + v * \cos(\theta), y + v * \sin(\theta), \theta)$$

Let the initial configuration of dubins car be $(0, 0, \alpha)$ and final configuration be $(d, 0, \beta)$. The path length of 3 segments in all the 6 combinations of dubins path $D = \{RSR, RSL, LSR, LSL, RLR, LRL\}$ are:

- For $L_q(S_p(L_t(0, 0, \alpha))) = (d, 0, \beta)$:
  $$t_{stå} = -\alpha + \arctan \frac{\cos(\beta - \alpha)}{d + \sin(\alpha - \sin(\beta)} \{mod2\pi\}$$
  $$p_{stå} = \sqrt{2 + d^2 - 2\cos(\alpha - \beta) + 2d(\sin(\alpha) - \sin(\beta))}$$
  $$q_{stå} = \beta - \arctan \frac{\cos(\beta - \alpha)}{d + \sin(\alpha) - \sin(\beta)} \{mod2\pi\}$$

The overall length for LSL trajectory is:

$$L_{stå} = -\alpha + \beta + p_{stå}$$

![Fig. 1: Dubins car model](image)

![Fig. 2: LRL and RSL combination from dubins set of path](image)
• For $R_q(S_p(R_l(0,0,\alpha))) = (d,0,\beta)$:
  
  \[
  t_{lsr} = \alpha - \arctan \frac{\cos \beta - \cos \alpha}{d + \sin \alpha + \sin \beta} \mod 2\pi
  \]
  
  \[
  p_{rsr} = \sqrt{2 + d^2 - 2\cos(\alpha - \beta) - 2d \sin \alpha + \sin \beta}
  \]
  
  \[
  q_{rsr} = -\beta \mod 2\pi + \arctan \frac{\cos \beta - \cos \alpha}{d - \sin \alpha + \sin \beta} \mod 2\pi
  \]

  The overall length for LSR trajectory is:
  
  \[
  L_{rsr} = \alpha - \beta + p_{rsr}
  \]

• For $R_q(S_p(L_l(0,0,\alpha))) = (d,0,\beta)$:
  
  \[
  t_{lsr} = -\alpha + \arctan \frac{-\cos \beta - \cos \alpha}{d - \sin \alpha - \sin \beta} \mod 2\pi
  \]
  
  \[
  p_{rsr} = \sqrt{-2 + d^2 - 2\cos(\alpha - \beta) - 2d \sin \alpha + \sin \beta}
  \]
  
  \[
  q_{rsr} = \beta - \arctan \frac{-\cos \beta - \cos \alpha}{d + \sin \alpha + \sin \beta} + \arctan \left(\frac{2}{p_{rsr}}\right) \mod 2\pi
  \]

  The overall length for LSR trajectory is:
  
  \[
  L_{lsr} = -\alpha + \beta + 2t_{lsr} + p_{lsr}
  \]

• For $R_q(L_p(R_l(0,0,\alpha))) = (d,0,\beta)$:
  
  \[
  t_{rlr} = \alpha - \arctan \frac{\cos \beta + \cos \alpha}{d - \sin \alpha - \sin \beta} + \arctan \left(\frac{2}{p_{rlr}}\right) \mod 2\pi
  \]
  
  \[
  p_{rlr} = \arccos \left(\frac{1}{8} \left(6 - d^2 + 2\cos(\alpha - \beta) + 2d \sin \alpha - \sin \beta\right)\right)
  \]
  
  \[
  q_{rlr} = \alpha - \beta + t_{rlr} + p_{rlr} \mod 2\pi
  \]

  The overall length for RSL trajectory is:
  
  \[
  L_{rlr} = \alpha - \beta + 2t_{rlr}
  \]

• For $R_q(L_p(L_l(0,0,\alpha))) = (d,0,\beta)$:
  
  \[
  t_{lrl} = \left(-\alpha + \arctan \frac{\cos \beta - \cos \alpha}{d + \sin \alpha - \sin \beta} + \arctan \left(\frac{2}{p_{lrl}}\right)\right) \mod 2\pi
  \]
  
  \[
  p_{lrl} = \arccos \left(\frac{1}{8} \left(6 - d^2 + 2\cos(\alpha - \beta) + 2d \sin \alpha - \sin \beta\right)\right)
  \]
  
  \[
  q_{lrl} = -\alpha + \beta \mod 2\pi + 2p_{lrl} \mod 2\pi
  \]

  The overall length for RSL trajectory is:
  
  \[
  L_{lrl} = -\alpha + \beta + 2p_{lrl}
  \]

After we find the segment length, we can interpolate the points according to the control (Left, Right, or Straight) to get the trajectory. We take the combination of the path which has the minimum path length to get the dubins path.

\[
path = \arg\min \{L_{itr}, L_{itr}, L_{rst}, L_{lst}, L_{rsr}, L_{lst}\}
\]

These equations of path length of segment $(t,p,q)$ requires start point as origin $(0,0)$ and end point as $(0,d)$, some distance ‘d’ from origin along x-axis. To find the trajectory for arbitrary start and end points in a 2D space, we use matrix transformation to transform the line joining arbitrary start point and end point as a line along x-axis with start point as origin. After we find the path length, we interpolate the points according to the controls $(L,S,R)$ and apply inverse transformation to get the trajectory.

IV. RRT and RRT* Based on Dubins Path

**Algorithm 1** Pseudocode of RRT with vehicle dynamics

\[
N = 0
\]

all_links = [start_position]

while $N \neq n_iter$ do

  new_point = find_random_point()

  find closest link to new_point

  steer using dubins path towards new point

  if (no dubins path) or (path collides) then

    do nothing

  else

    all_links.append(new_link)

  end if

  increment N

end while

**Algorithm 2** Pseudocode of RRT* with vehicle dynamics

\[
N = 0
\]

all_links = [start_position]

while $N \neq n_iter$ do

  new_point = find_random_point()

  find closest link to new_point

  steer using dubins path towards new point

  if (no dubins path) or (path collides) then

    do nothing

  else

    all_links.append(new_link)

  end if

  neighbor = findNeighbor(new_point)

  if neighbor.path_length > new_point.path_length + dubins_distance(neighbor, new_point) then

    if new path doesn’t collide with obstacle then

      reroute neighbor from new point

    else

      do nothing

    end if

  end if

  N +=

end while
The modified RRT and RRT* algorithm is shown in algorithm 1 and algorithm 2 respectively. The changes introduced here compared to the original algorithm for RRT is that, the steer function is modified to include dubins path rather than a straight line path. Furthermore, in RRT* when neighbor is updated, the path is replaced with dubins path.

**Simulation Results**

The modified algorithm for RRT and RRT* is simulated and tested in three different environment. Python package shapely (Gillies et al., 2007) is used to create obstacle in the grid. After the environment is created, the grid is inflated according to the vehicle shape to avoid collision when planning. For the vehicle dynamics configuration, the minimum turning radius is taken as $r_{\text{min}} = 1$ imposed by the maximum steering angle. 500 different points are sampled for RRT and RRT* in the environment to find the goal location. The result for RRT and RRT* in block Environment, Maze Environment, Forest Environment is shown in fig 3,4,5. We can see that, compared to RRT, the links are changed in RRT*. The overall cost for RRT* is lower compared to RRT.
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Fig. 3: RRT and RRT* for block environment
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Fig. 4: RRT and RRT* for maze environment
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Fig. 5: RRT and RRT* for forest environment
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Fig. 6: RRT* for different sample points

Table I: RRT and RRT* for different sample points

| sample points | RRT Path length | RRT* Path length |
|---------------|-----------------|------------------|
| 500           | 22.54           | 22.24            |
| 1000          | 22.54           | 22.19            |
| 2000          | 22.54           | 20.75            |
| 3000          | 22.54           | 20.26            |

**Discussion and Conclusion**

In this project, RRT and RRT* algorithm are implemented using vehicle dynamics. The position of random point is selected from uniform random sampling of the 2D space of the environment whereas the orientation (heading) of the random point is selected from uniform random sampling from $[0, 2\pi]$. The results shown in table I shows less distance for RRT* compared to RRT. If more and more points are sampled, RRT* converges to optimality (Solovey et al., 2019). An interesting observation would be when there is no limit to step size and the heading of the new random point always pointing towards goal.
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