A Socratic Tutor for Source Code Comprehension
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Abstract. Reported here are the findings of a comparative study on the effects of using a Socratic Intelligent Tutoring System for source code comprehension and learning computer programming. The result shows there are significant differences between the two groups where students who used Socratic Tutor ITS improved their knowledge by 45% in term of learning gain, developed a better understanding of concepts such as nested if-else and for loop, and improved their confidence level by 13%. Furthermore, the result of the Pearson product-moment correlation coefficient shows a positive correlation (r = 0.68) between feedback from the ITS and learning gain.
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1 Introduction

Introductory programming courses are difficult [10], frustrating [8], and often considered a major stumbling block for many students [15]. There is much evidence that drop-out and failure rates in introductory Computer Science courses such as CS1 and CS2 are high (30–40%) [3,12,16].

Intelligent Tutoring Systems have been proven to be beneficial solutions that can provide individualized, one-on-one instruction for all students [1], and improve the quality and effectiveness of computer programming instruction [14]. As a result, many ITS systems were developed as early as 1974 [7] to aid students on different programming phases [6,9,10,17,18].

In our case, we developed a dialogue-based intelligent tutoring system called Socratic Tutor to help novice programmers acquire deep and robust programming knowledge by engaging in source code understanding learning activities. The Socratic Tutor is inspired by the Socratic instructional strategy [4] in the form of a set of guiding questions meant to provide students a form of scaffolding by targeting key aspects of the instructional task. Furthermore, the developed system relies on self-explanation theories of learning [5] by implementing instructional strategies such as eliciting self-explanations through Socratic questioning.

Socratic Tutor ITS uses a natural language understanding (NLU) engine [2] to evaluate students’ responses with respect by computing a semantic similarity score to model/benchmark correct answers and well-known misconceptions.
created prior by experts. Therefore, the NLU engine enables the Socratic Tutor to immediately detect misconceptions and provide tailored feedback which was proven to have a positive benefit on learning [13]. The developed system provides help to students using a three-level feedback strategy where at level one the tutor explains briefly the target concept and gives the student a second chance to retry answering the original question. At levels two and three, the tutor asks questions in the form of multiple-choice and fill-in-the-blank questions.

This paper analyzes a comparative study of using the Socratic Tutor ITS for learning JAVA programming in Introductory to Computer Science courses (CS1 and CS2) focusing on arithmetic operations, nested if−else, while loops, for loops, arrays, and class.

2 Research Questions

To understand Socratic Tutor’s impact on students programming knowledge and other characteristics such as confidence, we have conducted a study focusing on the following research questions: (1) how much do students learn when using Socratic Tutor?, (2) how much do students learn on each targeted programming concept?, (3) how much does the Socratic Tutor have an impact on students’ self-confidence?, and (4) what is the relationship between feedback and learning gains?

3 Method

Subjects who participated in the study were undergraduates (n = 70) enrolled in the Introductory to Computer Science course at a major 4-year Asian university. Half of the students were randomly assigned to a control group who used a scaled-down version of the Socratic Tutor system that only presents JAVA code examples and asks the participant to predict the output without providing any feedback or Socratic tutoring. The other half of the participants were assigned to a condition in which they used the Socratic Tutor. The Socratic Tutor asks to explain the code while trying to understand it and then predicts the output. After that, the tutor asks questions about the programming concepts used in the code. If a participant’s answer is not correct or incomplete, the tutor initiates the three-level feedback mechanism.

3.1 Materials

Materials for this experiment included a self-confidence survey and a pre- and post-test. The self-confidence survey contained six questions with a 1–7 Likert scale where each question related to one programming concept. The pre- and post-test have similar levels of difficulty and contained 6 JAVA programs where each question assessed the student’s understanding of a particular programming concept. For each question in the pre- and post-test, the participants were asked to predict the output of the code example.
3.2 Procedure

The experiment was conducted in a computer lab under supervision. First, participants were debriefed about the purpose of the experiment and were given a consent form. Those who consented took a self-confidence survey and the pre-test. Once they had finished the pre-test, an approximately 60-min tutoring session started. Finally, participants took the post-test and a post self-confidence survey.

3.3 Assessment

The pre and post-test questions were scored 1 when the student answer was correct and 0 otherwise. The learning gain score (LG) was calculated for each participant as follows [11].

\[
LG = \begin{cases} 
\frac{\text{post-test} - \text{pre-test}}{6 - \text{pre-test}} & \text{if post-test} > \text{pre-test} \\
\frac{\text{pre-test} - \text{post-test}}{\text{pre-test}} & \text{if post-test} < \text{pre-test} \\
\text{drop} & \text{if pre-test} = \text{post-test} = 6 \text{ or } 0 \\
0 & \text{otherwise}
\end{cases}
\] (1)

4 Results

4.1 Quantitative Analysis

Out of 70 participants, we dropped three participants from the treatment group and two from the control group because they had a perfect score in both tests and four students from the control group were dropped for not completing the experiment.

| Table 1. Mean and Stander Deviation of Pre-test, post-test and Learning gain for control and treatment group |
|---------------------------------------------------------------|----------------|----------------|----------------|----------------|
| Section           | n   | Pre-test | Post-test | Learning gain (1) |
|                   |     | Mean    | Mean    | Mean   | SD   | Mean    | SD   |
|-------------------|-----|---------|---------|--------|------|---------|------|
| Control group     | 29  | 3.46    | 2.1     | 3.68   | 2    | 12%     | 9.1  |
| Treatment group   | 32  | 3.47    | 1.8     | 4.8    | 1.3  | 57%     | 41   |

To understand how much do students learn when using Socratic Tutor, we analyzed the results from both groups in terms of average for pre-test, post-test, and learning gains as shown in Table 1. The results indicate that the learning gain of the treatment group was 45% higher and the results from a two-tailed t-test showed that there is a statistically significant difference between the two groups in learning gain scores (t = 3.6, df = 51, p < 0.05).
We analyzed the pre-post test improvement for each programming concept to understand how much do students learn on each programming concept when using Socratic Tutor. The results show between 10% and 33% higher improvement in treatment group, and there are a statistically significant differences in nested if-else ($t = -2.04$, df = 56, $p < 0.5$) and for loops ($t = -1.97$, df = 54, $p < 0.5$) concepts.

To understand how much does the Socratic Tutor affect students’ self-confidence, we evaluated the pre-confidence and post-confidence scores. The results show that the treatment group participants improved their confidence level on average by 13% compared with −1.6% negative improvement in the control group. The result from an independent-sample t-test shows that the difference is statistically significant ($t = -3.1$, df = 58, $p < 0.05$).

To understand the relationship between the feedback and learning gains, we analyzed the relationship between the number of feedback each student received and his/her learning gains. The result shows that students received on average 15.4 feedback per tutoring session with a standard deviation of SD = 7.1. The relationship was investigated using the Pearson product-moment correlation coefficient. We found a strong, positive correlation between the number of feedback and learning gains ($r = 0.68$, $n = 32$, $p < 0.05$).

5 Conclusion

To understand the effectiveness of the Socratic Tutor ITS, we conducted a comparative study on seventy students who enrolled in Introductory to Computer Science course.

The seventy students were divided into two groups (1) control group where students have to read code and predict the output without any feedback from the system, and (2) treatment group where students interact with the Socratic Tutor.

The result shows that students who used Socratic-ITS improved their knowledge by 45% in term of learning gain, developed better understanding on concepts such as nested if-else and for loop, and improved their confidence level by 13%. Furthermore, the result of the Pearson product-moment correlation coefficient shows a positive correlation ($r = 0.68$) between feedback and learning gain.
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