Abstract. This paper presents a design for a blockchain solution aimed at the prevention of unauthorized secondary use of data. This solution brings together advances from the fields of identity management, confidential computing, and advanced data usage control. In the area of identity management, the solution is aligned with emerging decentralized identity standards: decentralized identifiers (DIDs), DID communication and verifiable credentials (VCs). In respect to confidential computing, the Cheon-Kim-Kim-Song (CKKS) fully homomorphic encryption (FHE) scheme is incorporated with the system to protect the privacy of the individual’s data and prevent unauthorized secondary use when being shared with potential users. In the area of advanced data usage control, the solution leverages the PRIV-DRM solution architecture to derive a novel approach to licensing of data usage to prevent unauthorized secondary usage of data held by individuals. Specifically, our design covers necessary roles in the data-sharing ecosystem: the issuer of personal data, the individual holder of the personal data (i.e., the data subject), a trusted data storage manager, a trusted license distributor, and the data consumer. The proof-of-concept implementation utilizes the decentralized identity framework being developed by the Hyperledger Indy/Aries project. A genomic data licensing use case is evaluated, which shows the feasibility and scalability of the solution.

1. Introduction

The Great Hack, a 2019 documentary film about the Facebook-Cambridge Analytica data scandal, has come to symbolize the kinds of data abuse associated with many social media and sharing economy platforms. On such platforms, individuals have relatively little control and privacy over their data. Their information is very likely to be used without authorization for purposes other than the one for which the individual originally shared it with a platform. Such unauthorized secondary use raises privacy and data protection concerns; for example, unauthorized access could have negative effects for individuals and is often not compliant with laws such as the General Data Protection Regulation.
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Data Protection Regulation (GDPR), and the Health Insurance Portability and Accountability Act (HIPAA). Thus, there is a need for a solution that gives individuals greater control over the usage of their personal data with trust and in a privacy-preserving manner that prevents unauthorized secondary use (or what might be called “data double-spending”).

Recent research aims at developing privacy-enhancing technologies. There are a number of works that address the enforcement of data usage control policies within individual systems, and recent works extend data usage control models and implementation to decentralized environments. Gaber et al., for example, proposed a privacy-preserving digital rights management system that allows consumers to license digital content without disclosing complete personal information. However, the application of blockchain and distributed ledger technologies to the enforcement of data usage policies aimed at preventing unauthorized secondary use still has not been fully researched.

In parallel, blockchain-based decentralized identity has emerged as a new privacy-preserving approach to identity management. Decentralized identity management provides for individuals to have full control over the use of their own digital identity data. While current decentralized identity-based solution designs are almost exclusively used for identity or certification authentication, decentralized identity systems have the potential to enable individuals to have control over a much wider range of personal data for use beyond identity authentication or proofing certification, a capability that can be leveraged to address the issues raised above.

Recently, solutions based on decentralized identity blockchains have received the attention of some researchers: Belchior et al. proposed an SSI-based access control solution, which shows how DIDs and VCs can be integrated with attribute-based access control in a federated setting, minimizing data disclosure and data redundancy; Liu et al. proposed an SSI-based solution for multimedia data management; Papadopoulos et al. presented a privacy-preserving decentralized workflow that facilitates trusted federated learning among participants; and Lemieux et al. proposed a self-sovereign health data management solution, where VCs were used to enable privacy-preserving sharing of personally-identifiable health data. However, the existing solutions do not address the problem of preventing the unauthorized usage of the data after the identity or other data have been shared.

On the other hand, how to consume data while being able to protect data privacy and security as well as prevent leakage of sensitive information is a major challenge in data science today. Confidential computing was born to solve this problem. A privacy-enhancing cryptography-based technology in the field of confidential computing, known as Fully Homomorphic Encryption (FHE), was introduced in 2009. FHE allows computations on encrypted data while preserving the features and the format of the plain text. Thus, sensitive data, such as genomic and health data, could be stored and computed in the cloud in an encrypted form without losing the utility of the data.

Efforts to incorporate “Privacy by Design” call for designing privacy up front into information systems. While Privacy by Design ensures that privacy (and by association, privacy-enhancing security features) are not afterthoughts in system design, there is still limited technological means to prevent services from aggregating and using personal information they receive from individuals for one purpose and using it for another purpose without their consent. Individuals have to trust services to handle their data in accordance with the terms and conditions of consent and law, rather than having the certainty that it is technologically infeasible for services to reuse
their data without consent. Thus, this study will address this technical gap using credential-based tokenization combined with digital rights management concepts to provide novel capabilities which could be incorporated into services designed to prevent the reproduction and reuse of user data without consent.

In this paper, we aim to combine and build upon the previously-discussed research on privacy-enhancing technologies, including data usage control, decentralized identity systems, and homomorphic encryption, to provide a novel design and implementation of a fully-decentralized and privacy-preserving usage control enforcement infrastructure that overcomes the limitations of centralized data usage control wherein (1) formulation of the data usage policies (i.e., licensing) and subsequent data usage is under the control of the individual data subject, (2) the data subject receives compensation for the use of their data, and (3) secondary use of the data that has not been authorized by the data subject is prevented.

The design at the logical level is inspired by and derived from PRIV-DRM, a privacy-preserving digital rights management solution developed by Gaber et al. While the PRIV-DRM solution sees individuals as content consumers and companies as content providers, in our design, individuals are no longer consumers of data, but controllers of data. In other words, we flip the PRIV-DRM model to give individuals greater sovereignty over their data. The solution also leverages prior work on self-sovereign health data management, which introduces a privacy preserving and secure solution for self-sovereign data holders to share their health data for research purposes. Thus, we combine the flipped PRIV-DRM model with use of Decentralized Identifiers (DIDs) and Verifiable Credentials (VCs) to establish a self-sovereign oriented distributed trust architecture. We add FHE capabilities to achieve additional privacy protection and data usage control. Our solution design allows for data holders to configure a license for their data, integrates a payment system, uses VCs to provision data consumers with data access, and uses FHE to protect the privacy of data and prevent unauthorized secondary use. We illustrate the operation of our implemented architecture with the METABRIC dataset.

2. Background Literature

2.1. Blockchains, Tokenization, SSI and Identity Management—Blockchains, which are ledgers that are shared across a set of nodes and synchronized using a consensus mechanism, are designed to be tamper resistant, append-only and immutable, through confirmed and validated transactions. The novel technical capabilities afforded by blockchains have generated the means to render the mutability of digital data into immutable digital assets—returning to such data some of the properties of physical documents. This is achieved via tokenization.

In the context of blockchains, cryptographic tokens represent programmable assets or access rights, often managed by smart contracts and an underlying distributed ledger. They are accessible only by the person who has the private key, which is kept secret and which should only be used by that entity. As Sean et al. note, while increasing numbers of people are starting to create and invest in cryptographic tokens, the understanding of different token types is still limited, even among professional investors and seasoned members of the blockchain community. To add to the confusion, terms like ‘cryptocurrency,’ ‘crypto assets,’ and ‘tokens’ are very often used synonymously. The media mostly tends to refer to these new assets as ‘cryptocurrencies,’ which is often used to describe a diverse range of ‘crypto assets’ or ‘tokens’ that could represent
virtually anything: a physical good, digital good, security, a collectible, royalty, reward, or ticket to a concert. Tokenization has giving rise to a new form of economics, ‘tokenomics,’ and to new services and markets based on ‘verified information.’\textsuperscript{14,15}

In common tokenized recordkeeping systems, including Bitcoin and Ethereum, tokens may be transferred, with the transfer transaction being recorded on the chain via ledger records.\textsuperscript{16,17} When this type of system was first proposed, tokens often represented valuable physical assets. Over time, tokens have come to represent digital assets of value as well, such as tradable collectables (\textit{e.g.}, ‘cryptokitties’) which are represented as non-fungible tokens (NFTs) that cannot be divided up into smaller units of exchange.

In parallel, another type of tokenized system has emerged, the identity-based distributed ledger system, with Self-Sovereign Identity (SSI) systems being a novel and growing variant of this class of systems, representing the latest evolution in identity management. The SSI is a new type of digital identity that frequently utilizes distributed ledger technology or a blockchain to implement identities in a decentralized manner. In 2016, Christopher Allen proposed the concept of SSI, which allows individuals to have full control over the use of their own digital identity.\textsuperscript{18} Later, the principles were grouped into three categories \textit{security} (the identity information must be protected from unintentional disclosure), \textit{controllability} (the identity holder must be in control of who can see and access their data and for what purposes), and \textit{portability}.\textsuperscript{19}

Compared with other recordkeeping solutions, SSI credential-based solutions have different privacy guarantees. The design of SSI systems solves a recordkeeping problem that plagues other types of distributed ledgers (\textit{i.e.}, personal information leakage from recording transactions on ledger). These systems, in which records are stored on a ledger, frequently contain personally identifiable information or metadata that could lead to re-identification of an individual. This can happen when clinical trial consent transactions are stored on a blockchain, putting compliance with privacy and data protection laws at risk. Since they do not require the deletion of data from a ledger, because they do not record peer exchanges on ledger, SSI systems are designed to be highly privacy-preserving and compliant with the General Data Protection Regulations (GDPR) and similar data protection legislation in other jurisdictions.
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\caption{Comparison of non-SSI and SSI systems showing that transactions are not recorded on ledger in SSI systems.}
\end{figure}

In SSI systems, assets, such as education certificates and health records, are converted into non-tradable tokens (\textit{i.e.}, VCs) that can be used by one party to a transaction to make a verifiable ‘truth claim’ to another party to the transaction. The transaction and exchange of information is commonly not recorded in the form of a ledger record on-chain. Figure 1 shows the comparison of SSI and non-SSI systems. For instance, in the Hyperledger Indy/Aries project adopted in this...
paper,\textsuperscript{20} the blockchain records and keeps only public Decentralized Identifiers (DIDs), data schemas, credential definitions, and revocation registries on the blockchain.\textsuperscript{21} Although the use of a blockchain is not required by SSI, with the privacy and security advantages, blockchain-based SSI systems are favoured by many.\textsuperscript{22,23}

The SSI architecture was first adopted on general-purpose public blockchains like Ethereum (e.g., the uPort project,\textsuperscript{24} which uses the cryptographic address of a transaction on the ledger as the DID). Since anyone can operate nodes and take part in the consensus process in a public permissionless blockchain, every transaction made by the user could be found and possibly be correlated, this kind of solution poses additional challenges in terms of GDPR compliance.\textsuperscript{25} In addition, it does not provide a governance framework for greater accountability. Special-purpose blockchain designed for SSI—the Sovrin SSI ecosystem utilizing public permissioned blockchains (Hyperledger Indy)—provides a higher degree of data minimization. The Sovrin framework also comprises a governance model and is operated by a consortium of trusted organizations, which is relatively more compatible with GDPR.\textsuperscript{26}

Instead of using blockchain technology for cryptocurrency, SSI uses it for decentralized public key infrastructure (DPKI) in the field of identity management. This self-sovereign model is an improvement on the previous identity management models including the centralized model and federated models, because it removes the third-party identity provider and offers a direct connectivity between the individual and organization.\textsuperscript{26} The most significant difference in the SSI model is that it is no longer based on accounts. Instead, it functions similarly to how identity works in the real world: it is based on a direct peer relationship between the individual and another party. Neither party ‘provides,’ ‘controls,’ or ‘owns’ the other’s relationship.

2.2. Data Usage Control and Digital Rights Management—There is very little standing in the way of unauthorized secondary use of data. While lawmakers are enacting tighter data protection regulations,\textsuperscript{27,28} individuals are often overwhelmed with long, complex consent forms,\textsuperscript{28} which means they may inadvertently authorize secondary use of their data out of confusion. Even if they avoid giving inadvertent consent for the sharing of their data, they have no way of knowing if the service they are giving consent to is adhering to the terms and conditions of that consent. Regulators have begun to issue larger fines for such data abuses,\textsuperscript{29} but a policy response is unlikely to be sufficient on its own to address the problem.

Tokenization may provide a means of achieving better usage control over digital data. One potential avenue of data usage control that could leverage tokenization is digital rights management. The purpose of digital rights management is to prevent unauthorized redistribution of digital media by controlling and regulating whether/how consumers can copy the content that they have purchased.\textsuperscript{30} Digital rights management software aims to assure copyright protection for digital media. Typically, digital rights management solutions are designed with the view that content providers are corporations, and therefore aim to protect corporate interests; because of this, they are not optimized to protect individuals’ data from unauthorized secondary use.

Related work by Pretschner et al. aims to enable the verifiability of data custody and a mechanism for data subjects to issue notifications about the misuse of their data.\textsuperscript{31} From the data controller and processor point of view, the main benefit is a certified proof that can be presented to supervisory authorities showing that the data was obtained in compliance with privacy regulations. One weakness of Pretschner’s approach is that the system architecture relies on a centralized trust point—the Policy Decision Point—thereby creating a single point of attack,
Recently, Gaber et al. presented a solution to preserve the privacy of digital content consumers in a multi-party digital rights system, which allows a consumer to acquire digital content with a license without disclosing complete personal information or using third parties. Their design still envisions corporations as content owners; however, it can be adapted to a scenario wherein individuals have control over their data.

In this work, we extend ideas from Pretchner and Gaber to SSI blockchain systems as a decentralized trust anchor. In contrast to most digital rights management systems where the service provider (e.g., a corporation) is at the center of the identity model, our model is user-centric. The relation between the different actors of the system can be observed in Figure 2. By attesting to certain attributes of the user, the claim issuer issues (at least part of) the identity. The user has complete control over his or her identity. Any relying party that requires the user’s identity will be presented with the relevant parts of the user-controlled identity. The relying party must have a trusting relationship with the claim issuer in order to accept the identity.

![Fig. 2. Self-Sovereign Identity Actors.](image)

2.3. **Confidential Computing and Fully Homomorphic Encryption**—Confidential computing, or privacy computing, in a broad sense, refers to computing systems and technologies oriented toward privacy protection, covering the entire process of information processes such as data generation, storage, computation, application, and destruction, and the desired effect is to make data ‘available and invisible’ in all aspects.

Current approaches to implementing confidential computing can be divided into several categories, such as cryptography-based approaches, federated learning, and Trusted Execution Environments (TEE). Federated learning and TEE currently suffer from weak security, and new security vulnerabilities are frequently discovered. Furthermore, the core part of federated learning frequently necessitates strong security via cryptographic techniques such as homomorphic encryption (introduced below). Unlike the implementation of confidential computing at the software and algorithm levels, the TEE is based on hardware implementation. The idea of this approach is to build a secure area on the CPU, which serves to provide a more secure space for data and code execution, and to perform relevant computations within this secure area. The more representative ones are Intel-SGX and ARM-TrustZone. Therefore, TEE, as a technology
to protect data privacy and security, has the advantages of low cost and high efficiency, but because it is a hardware-based solution, it requires that a specific hardware vendor be trusted. For example, if the confidential computing is done through SGX, since it has to go to Intel’s servers for remote authentication, it requires that all the parties involved place trust in Intel and the secure operation of the hardware. Therefore, TEE-based privacy computing may not be suitable for some scenarios with higher privacy requirements.

The cryptography-based approaches refer to algorithms to achieve data protection during computing, represented by secure multi-party computation (MPC), which is a concept of collaborative computing done securely with the joint participation of multiple parties without trusted third parties. The supporting technology layer provides the basic technology implementation for building MPC, which includes fully homomorphic encryption, secret sharing, and the use of a garbled circuit. Both secret sharing and garbled circuit are interactive, i.e., multiple parties have to be online at the same time to exchange information such as keys. Fully homomorphic encryption, on the other hand, does not require interaction and thus allows offline ciphertext computation. Therefore, in this study, we choose homomorphic encryption in the field of confidential computing as a method to protect personal data in the whole design.

Cryptography is a communication technique where one party encrypts a message and sends it to the other party who then decrypts it. Public-key encryption, conceived in the foundational work of Diffie and Hellman, and first developed by Rivest, Shamir, and Adleman, provides data owners with a way to encrypt a message using the data consumer’s public key into a ciphertext, and for the consumer to decrypt the ciphertext to obtain the message using her secret key. The whole message can be obtained from the perspective of this encryption scheme by possessing the secret decryption key, but the ciphertext is entirely useless without the decryption key.

This scenario poses a fascinating issue. In 1978, Rivest, Adleman and Dertouzos first mentioned the idea of a system that could indirectly manipulate the original text by performing certain calculations on the ciphertext in their paper titled “On Data Banks and Privacy Homomorphisms.” This idea was later recapitulated and renamed as fully homomorphic encryption.

When the concept of FHE was proposed, the entire academic community began a decades-long search, trying to find a perfect algorithm with fully homomorphic properties. Researchers tried all imaginable options, but could not find an option that satisfied all conditions of full homomorphism. A variety of proposed schemes of encryption that are either additively or multiplicatively homomorphic were proposed, which are defined as partially homomorphic encryption (PHE). This includes the El Gamal scheme and the RSA scheme.

In 2009, Craig Gentry proposed the first fully homomorphic encryption scheme in his thesis, which has the capacity to perform a theoretically unlimited number of additions and multiplications aiding research into the practical application of FHE. Since then, the academic community has spent much more effort on optimizing FHE schemes and developing libraries.

Currently, the Cheon-Kim-Kim-Song (CKKS) FHE scheme is the most effective method of performing approximate homomorphic computations over real and complex numbers. The CKKS scheme has already been implemented to achieve levels of efficiency for processing for homomorphically-encrypted data in the field of cyber physical systems and machine learning. At the same time, we have to admit that fully homomorphic encryption is still in the exploratory stage, and the existing performance is still some distance away from large-scale commercial engineering applicability due to heavy demands for computing resources. By foregoing exact
computations, the CKKS scheme achieves significant improvements in the ciphertext/plaintext ratio and algorithm speed. This scheme was used in the winning solution of the iDASH biomedical privacy competition in 2017 for privacy-preserving logistic regression on genomics data. Therefore, this scheme is adopted in our solution as an encryption method for preserving the privacy of personal data.

3. Preliminaries

3.1. Decentralized Identifiers—A decentralized identifier (DID) is a new type of globally unique identifier created by the World Wide Web Consortium (W3C) working group. It consists of three elements, as shown below, which follows URN syntax defined in RFC 8141:

\[
\text{did} : \text{example} : 123456789abcdefghijk
\]

where the scheme is fixed for all DIDs. The method describes how DIDs work with a specific ledger. The method-specific identifier is an alphanumeric string that is guaranteed to be unique within the context of the DID method. The DID method shows the way to resolve a DID to the associated DID document.

This approach has proven to be popular for linking a globally unique identifier to cryptographic keys and other interaction metadata required to prove control of the identifier. As illustrated in the following listing, where ‘id’ denotes the DID, ‘authentication’ is a list of protocols for verifying the control of the DID, and ‘service’ is a set of service endpoints for interacting with the entity that the DID identifies.

```
Listing 1. Example DID Document
{
  "@context": "https://www.w3.org/ns/did/v1",
  "id": "did:example:123456789abcdefghijk",
  "authentication": [ {
    "id": "did:example:123456789abcdefghijk#keys-1",
    "type": "Ed25519VerificationKey2018",
    "controller": "did:example:123456789abcdefghijk",
    "publicKeyBase58": "H3C2AVvLMv6gMNAm3uVAlZpfkcJCwDwnZn6z3wXmqPV"
  } ],

  "service": [ { 
    "id": "did:example:123456789abcdefghijk#vcs",
    "type": "VerifiableCredentialService",
    "serviceEndpoint": "https://example.com/vc/
  } ]
}
```

DID specifications ensure interoperability between DID schemes, allowing any storage system to interact with and resolve a DID. On the other hand, peer DID implementations are used in peer-to-peer connections that do not require a storage system and in which each peer stores and
maintains their own list of DID documents.\textsuperscript{54}

3.2. DID Communication—DID Communication (DIDComm) is an asynchronous encrypted communication protocol that has been developed as part of the Hyperledger Aries project.\textsuperscript{55} It creates a cryptographically secured way by which any two software agents (peers) can communicate directly from edge to edge or through intermediate cloud agents. In DIDComm, peers who are parties to the connection are individually responsible for the generation of their DID, the key pairs in a DID document required to establish the secure messaging between them, and the subsequent key rotation or revocation of those keys. DIDComm exchanges secure messages by utilising information from the DID document, such as the public key and its associated endpoint. It allows different entities to link with each other peer-to-peer with no middle man. The following algorithm shows a secure and private DIDComm example between Alice and Bob, where Alice first encrypts and signs a message for Bob. The signature and the cipher text are then sent through Alice’s endpoint to Bob’s endpoint. The authenticity of the message can be checked by resolving the DID and identifying whether it matches Alice’s public key.

\begin{algorithm}
\begin{enumerate}
\item Alice has a secret key ($sk_a$), a DID Document for Bob which contains an endpoint (\textit{endpoint}_bob), and a public key ($pk_b$).
\item Bob has a secret key ($sk_b$), a DID Document for Alice which contains Alice’s public key ($pk_a$).
\item Alice encrypts the plain text message ($m$) using $pk_b$, creates cipher text ($ct_b$).
\item Alice signs $ct_b$ using $sk_a$ to create a signature ($\sigma$).
\item Alice sends ($ct_b, \sigma$) to \textit{endpoint}_bob.
\item Bob verifies $\sigma$ using $pk_a$.
\item \textbf{if (Verified)} then
\item \hspace{1em} Bob decrypts $ct_b$ using $sk_b$.
\item \hspace{1em} Bob reads $m$.
\end{enumerate}
\end{algorithm}

Algorithm 1: DID Communication Example

3.3. Verifiable Credentials—A credential is a document detailing the qualification, ability, or authority that a third party with the relevant authority or assumed ability has given to an individual. For instance, a driver’s license is used to demonstrate that a person has the ability to drive a motor vehicle, a university degree can be used to demonstrate the level of education of a person, and a passport issued by the government allows people to travel between countries. These physical credentials might consist of information related to the identifier (e.g., photo, identification number), the issuing authority, specific attributes or properties being asserted by the issuing authority, and constraints on the credential. All the same information that a physical credential represents can be represented by a verifiable credential (VC), defined as a tamper-evident credential that has authorship which can be cryptographically verified.\textsuperscript{56} The Verifiable Credential Data Model specification became a recommended standard by W3C in 2019.\textsuperscript{56}

The following roles are introduced in this specification:

\begin{itemize}
\item \textit{Credential}: A credential is a set of claims made by an issuer. A \textit{verifiable credential} is a tamper-evident credential that has authorship that can be cryptographically verified.
\end{itemize}
• **Issuer:** A role that an entity can perform by asserting claims about one or more subjects, creating a verifiable credential from these claims, and transmitting the verifiable credential to a holder.

• **Holder:** A role that an entity might perform by possessing one or more verifiable credentials and generating presentations from them.

• **Verifier:** The entity verifying a claim about a given subject.

• **Proof Request:** The request for one or more verifiable credentials, issued by one or more issuers, held by one holder.

• **Proof Presentation:** Data derived from one or more verifiable credentials, issued by one or more issuers, that is shared with a specific verifier.

• **Proof Verification:** The cryptographic evaluation of whether a verifiable credential or verifiable presentation is an authentic statement of the issuer or presenter, respectively.

• **Verifiable Data Registry:** An internet-accessible registry that holds all essential data and metadata that enables the VC model to operate, which includes the public keys of issuers, and the schema or ontology for all the properties that the VC may contain. The registry can be implemented using blockchain technology.

Fig. 3. The roles and information flows forming the basis for Verifiable Credential Data Model specification.

The exchange of verifiable credentials is carried out by agents using the DIDComm protocol extension, which is an area of significant activity in the Hyperledger Aries project, where specifications for the extension protocol are being released as part of the DIDComm suite. This credential exchange protocol supports zero-knowledge proof (ZKP) cryptography using the Camenisch-Lysyanskaya (CL) signature scheme, which allows credential holders to preferentially disclose claims without correlation to verifiers.\(^5\) When issuing a credential, an issuer creates a signature on a set of attributes for a given schema using a private key associated with their public DID through a DID document.

The following process shows the lifecycle of a VC with CL signature which enables the ZKP:

1. **Issuer:**
   - The issuer defines the credential’s schema, posts the credential definition which declares the intent to publish a credential from schema X, signed using key Y, and with revocation strategy Z.

2. **Verifier:**
   - The issuer creates a DID and associates a public-private key pair with it. Then the issuer creates a DID document, signs it, and posts it to the distributed ledger.
The issuer assembles all the information it wants to enclose in the credential, including the information for each attribute articulated in the schema defined previously. The issuer prepares the credential by generating a numeric representation of each field and then signs both the numeric and the text representation of each of the statements using the CL Signature.

The credential anchors a link secret that is known only to the holder (stored in the holder’s wallet), and when the holder is issued a credential, it packages up a cryptographic commitment to the link secret within another long number that the issuer uses for the credential ID. The link secret is like a stamp used to create a watermark. Thus, all content in the certificate is very difficult to forge, proving that the holder possesses the stamp and is able to generate such a watermark.

When the holder has the VC in their digital wallet, the holder can interact with a verifier and may want to prove a set of assertions made about a subject by a particular issuer. The holder receives a request from the verifier about what type of credential it is looking for.

The holder performs specific calculations on the VC to get it ready to share in a proof presentation. The holder generates a new, never-before-seen credential wrapped inside a proof presentation that combines and reveals whatever attributes from issued credentials are requested, plus any predicates, and hides everything else. The ‘proof’ block of this new VC is a mathematical demonstration that the holder indeed possesses VCs signed by the requisite issuer, containing the disclosed attributes, and having the stipulated schema. The proof also demonstrates that the issuer has not revoked the credentials and that they are bound to the holder because the holder knows the link secret that was used at issuance.

The verifier then takes the information it receives from the holder in the form of a proof presentation and does calculations with this information. It has to verify cryptographically that the proof is valid. The verifier resolves the DID of the issuer and finds its public key. It does a validation check on the presented attributes using the issuer’s public key. This presentation may contain attributes from more than one credential. For each attribute shared, the verifier looks up the credential schema it came from, along with the DID/DID document of the issuer. It uses these two pieces of information to verify the attribute presentation. Each attribute statement in the proof presentation needs to go through this process. The verifier can be assured that all of the attributes were issued to the holder of the same link secret.

In SSI systems, the exchange of VCs is realized by digital wallets/agents through the DID-Comm protocol. The digital wallet consists of software that enables the wallet’s controller to generate, store, manage, and protect cryptographic keys of VCs, and other sensitive private data, since with the digital wallet, the holder of VCs needs a software module to manage those interactions. This software module is defined as a digital agent, which enables a person to take actions, perform communications, store information, and track the usage of the digital wallet. Figure 4 shows the conceptual architecture of a typical SSI digital wallet and agent.
3.4. Fully Homomorphic Encryption Scheme CKKS—As previously mentioned, fully homomorphic encryption is a kind of cryptography scheme that allows operations on encrypted data without decryption. The underlying principle of the CKKS scheme is to consider encryption noise to be a type of error that occurs during approximate computations.45

The figure below provides an overview view of the CKKS scheme. A message $m$ which contains values for performing a certain computation is first encoded into a plaintext polynomial $p(X)$ and then encrypted using a public key. Once the message $m$ is encrypted to ciphertext $c$ (a couple of polynomials), CKKS scheme provides several operations that can be performed on it, including addition and multiplication. A composition of homomorphic operations is denoted as $f$. The decryption $c' = f(c)$ with the secret key will get the $p' = f(p)$ and then decoding to $m' = f(m)$. More technical details are described in a 2017 paper by Cheon.45

Fig. 4. Conceptual architecture of a typical SSI digital wallet and agent.58

Fig. 5. Overview of CKKS Scheme.59
4. Decentralized Identity-Based Blockchain Solution

In this section, the decentralized identity-based blockchain solution for privacy-preserving licensing of individual-controlled data is presented. First, the requirements of the design are listed. Second, the roles involved in the design are introduced. Third, the systematic architecture is presented. Fourth, the process flows are analyzed.

4.1. Requirements—After surveying and reviewing data and identity protection approaches relevant to the study as discussed above, the specific technical requirements were established as below:

- Authentication: The design should be able to verify that an entity is who it claims to be, so that only legitimate users are allowed to access personal data and the service.
- Authorization: The design should be able to determine whether an authenticated user has access to particular resources and to what extent.
- Data Integrity: The design should be able to ensure the consistency of data validity over its life-cycle.
- Data Confidentiality: The design should protect personal data against disclosure, theft, and unintentional, unlawful, or unauthorized access.
- Privacy-preserving Data Processing: Personal data should be processed in a privacy-preserving environment which is either under the control of the users or ensures that no data can be leaked.
- Identity Privacy: The identity of the individual should never be leaked during the life-cycle.

4.2. Overview—Inspired and derived by the design of Gaber et al., five roles are incorporated into this particular solution design:

- Individual, a person who is the holder of personal data.
- Consumer, who requires limited use of individual data under authorized conditions.
- Data Issuer, the issuer of the individual’s data credentials.
- Distributor, who issues license credentials to consumers.
- Data Manager, who keeps customer data securely, and authorizes the consumer to access the data.

In our decentralized solution architecture, there can be multiple instances of each role (i.e., multiple participating issuers, individuals, distributors, data managers, and consumers).

The basic interactions are as follows: the data is issued to the individual by means of verifiable credentials, and the data is encrypted by AES and fully homomorphic encryption. The individual shares data by presenting a proof to the data storage manager. The storage manager stores encrypted data in the cloud, then issues a storage credential with the access token of the data. The individual sets up the data license to the distributor. The consumer purchases the data with the distributor. Figure 6 shows the overview of roles and process flows as a BPMN diagram.
4.3. System Architecture—For ease of presenting the design, the architecture is divided into two parts. First, the data sharing and storage architecture is presented. Second, the data licensing and consumption architecture is presented.

4.3.1. Data Sharing and Storage—Figure 7 shows the architecture of data sharing and storage. The data issuer and data manager use a web app that incorporates a Hyperledger cloud agent. The individual uses a mobile app with an agent. Agents can connect with other agents for messaging, credential issuing, and proof presentation.

To prevent the misuse of storage permissions, permissions should have a limited duration of validity. Data should never have a token that is valid indefinitely. This gives the actual controller temporal control over active permission tokens as well as authorization capabilities. The signed URL is a query string authentication that has been used by most cloud storage providers as part
of cloud storage access control mechanisms, which represents a concept of providing temporary access to specific resources. All cloud service providers have an implementation of this technique, which is referred to as Signed URL in Google Cloud Storage, SAS in Microsoft Azure, and pre-signed URL in Amazon Web Services (AWS) for purposes of granting temporary access. In this paper, we choose the AWS pre-signed URL. This URL is embedded as an attribute of the storage credential. Our design also considers the fact that the data manager is likely to need to provide a computing environment to further restrict data use; thus, the pre-signed url mentioned above should be more of an access token for the computing environment than just an access token for a data resource. Such an access token will provide the access of a virtual environment which contains a computing resource (e.g., Amazon EC2) and the storage. That is, to prevent consumers from sharing homomorphically encrypted data, our design suggests that some level of protection and monitoring by the data manager as a service provider is required. These architectural enhancements require further research and involve the concept of a 'secure enclave.'

Fig. 7. Data issuing and storage architecture.
The following algorithm shows the process of the data sharing and storage process.

1. **Individual** exchanges DIDs with the **Data Issuer** to establish a DIDComm connection channel.
2. **Data Issuer** uses the public key of the CKKS scheme \((pk_{fhe})\) to perform fully homomorphic encryption on the data of the individual. Then, **Data Issuer** uses the public key of the AES encryption scheme \((pk_{aes})\) to encrypt the data.
3. **Data Issuer** issues the data credential \((cred_{data})\) to the **Individual** with the \((pk_{aes})\) as an attribute of the credential.
4. **Individual** accepts and stores the health credential in his/her mobile wallet.
5. **Individual** exchanges DIDs with the **Data Manager** to establish a DIDComm connection channel through the generated invitation QR code on the **Data Manager** app.
6. **Individual** sends the schema for proof request to **Data Manager** through a message.
7. **Data Manager** generates proof request \((req_{data})\) according to the schema sent by the **Individual**, and sends \(req_{data}\).
8. **Individual** presents the health data proof \(proof_{data}\) based on \(cred_{data}\).
9. **Data Manager** verifies the \(proof_{data}\) by checking the signature and DID of the **Data Issuer**.
10. if \(proof_{data}\) has been verified then
11. 
12. **Data Manager** issues the initial storage credential \((cred_{storage}\)\) to the **Client**, with pre-signed URL and and \(pk_{aes}\) as attributes of \(cred_{storage}\).  
13. end

**Algorithm 2: Data Sharing and Storage**

4.3.2. **Data Licensing and Consumption** — Figure 8 shows the architecture of licensing and consumption. Similar to the previous part, the distributor and consumer have their web app with a Hyperledger cloud agent. The Individual uses a mobile app with an agent.

![Fig. 8. Licensing architecture.](image)
The following algorithm shows the process of the data licensing and consumption process.

1. *Individual* exchanges DIDs with the *Distributor* to establish a DIDComm connection channel.
2. *Individual* sets up the license schema on distributor app.
3. *Distributor* generates license receipt credential ($cred_{receipt}$), and sends $cred_{receipt}$ to *Individual*.
4. **while** *Consumer* selects the data with intention **do**
   5. *Consumer* exchanges DIDs with the *Distributor* to establish a DIDComm connection channel.
   6. *Consumer* sends request for license credential ($cred_{license}$) to *Distributor* with the payment address.
   7. **if** *Distributor* receives the payment **then**
      8. *Distributor* adds the payment address to credential definition, issues $cred_{license}$ to *Consumer*.
      9. *Individual* exchanges DIDs with the *Consumer* to establish a DIDComm connection channel by scanning QR code on distributor app.
     10. *Individual* generates license proof request ($req_{license}$) and sends to *Consumer*.
     11. *Consumer* presents license proof ($proof_{license}$) to *Individual*.
     12. *Individual* verifies the $proof_{license}$ by checking the signature and DID of the *Distributor*.
      **if** $proof_{license}$ has been verified **then**
      13. *Individual* sends a request message for proof request of pre-signed URL ($req_{url}$) to *Consumer*.
      14. *Consumer* sends $req_{url}$, which asks for URL from $cred_{storage_i}$, and $pk_{aes}$ from $cred_{data}$.
      **if** pre-signed URL is expired **then**
      15. *Individual* sends a message to *Data Manager* for a updated pre-signed URL credential ($cred_{storage_n}$).
      16. *Data Manager* issues client agent $cred_{storage_n}$.
     **end**
     17. *Individual* presents the URL credential $cred_{url}$ to *Consumer*.
     18. *Consumer* using pre-signed URL and $pk_{aes}$ access health data. *Distributor* transfers the payment to the *Individual*.
     **end**
   **end**
4. **end**

Algorithm 3: Data Licensing and Consumption

5. Implementation

We used the open source Python Aries Cloud Agent, Verifiable Organization Network (VON), which is the verifiable credential registry service, both of which were developed by the British
Columbia Government. All cloud agents and apps are developed in the form of Docker containers. The TenSEAL library is adopted for doing homomorphic encryption operations on tensors, which is built on top of Microsoft SEAL. It provides ease of use through a Python API, while preserving efficiency by implementing most of the operations using C++. The Pytorch library is used to build the logistic regression model for computing over encrypted data.

6. Evaluation

In this section, we evaluate the technical and workflow functionality of our implementation based on a scenario in which an individual controller of health data licenses the data for use to a health researcher. We base the data held by the individual on that available in the Molecular Taxonomy of Breast Cancer International Consortium (METABRIC) database, and make the assumption that several individuals have been issued VCs containing data elements relating to themselves consistent with the data available in this database. We argue that this is not an unrealistic scenario in cases when a group of individuals has been issued VCs a part of a previous research study or clinical trial and now wishes to licence their data for use in a secondary use case.

6.1. Data Sharing and Storage—Figure 9 shows the health data credential and the storage credential in the individual’s esatus mobile wallet (agent), issued by the data issuer and data manager respectively. The AES_key attribute of health data credential contains the key for the decryption of the data_payload, which will be shared with the consumer.

The access_url attribute of storage credential contains the AWS pre-signed URL for accessing the stored data payload in the S3 bucket for a limited time.

![Image](image_url) Fig. 9. The data credential and storage credential.)
6.2. License Setup and Purchase—Figure 10 shows the license receipt credential in the individual’s wallet, issued by the distributor, as evidence that the data is posted on the market through the distributor.

Figure 11 shows the license credential stored in the consumer’s MongoDB, issued by the distributor after the payment has been made. It is worth noting that the payment_method attribute in this case is a cryptocurrency method called ‘Tether USD,’ which is a kind of stablecoin pegged to the US dollar. The ‘trc-20’ means the coin is issued based on the TRON network using TRC20 protocol (which is compatible with ERC20 protocol of Ethereum). This method is currently one of the most popular cryptocurrency payment methods.

Figure 12 shows the license proof presentation received by the individual. Since the esatus wallet mobile app does not have the developed function to request proof, this process is achieved using a Hyperledger Aries cloud agent instead.

Figure 13 shows the storage proof presentation received by the consumer, which contains the requested attributes from both the storage credential and the health data credential controlled by the individual. The consumer could access the stored data via the access_url, and decrypt with AES_key.

6.3. Data Consumption—The Molecular Taxonomy of Breast Cancer International Consortium (METABRIC) database is used in the evaluation of the FHE technical functionality of our solution. The purpose for the creation of this dataset is to predict the survival of breast cancer patients from the clinical and genomic data. The dataset has 1309 samples with 582 features. For the consideration of practical conditions, we assume that a consumer has purchased data from many individuals separately to obtain this homomorphically-encrypted dataset. The computation is performed on a computer with an Intel CPU i7 9700k @ 4.70 GHz, 32 GB RAM, and an Nvidia RTX 2070 Super GPU with 8 GB of memory.
Fig. 11. The license credential.

Fig. 12. The license proof presentation.
According to Kim et al., the logistic regression is adopted here as an evaluation model. A set of low-degree polynomials is used to approximate the sigmoid function in a bound range around zero, which is called Least Square Approximation (LSA). Since existing homomorphic encryption schemes only allow the evaluation of polynomial functions, a degree-3 approximate polynomial $\sigma(x) = 0.5 - 0.1167694x + 0.0008352x^3$ of sigmoid on the interval $[-20, 20]$ is adopted here.

In addition, in order to prove the effectiveness of the test method, we also compared it on the unencrypted dataset. 5-fold cross-validation (CV) is used: the dataset is randomly partitioned into five folds of approximately equal size, with each subset of four folds being used for training and the remaining one being used for testing the model.

Table 1 shows the performance of using logistic regression on plain-text and encrypted data, respectively, indicating comparable results. It took 3 minutes to train a logistic regression model on the plain-text, compared to 105 minutes on the homomorphic encrypted data. Thus, its efficiency in broader applications remains an open question.

| Method     | Accuracy | AUC  |
|------------|----------|------|
| Plain-text | 0.752    | 0.746|
| Encrypted  | 0.740    | 0.719|
7. Conclusion

In this paper, we contribute a novel design and implementation that:

- utilizes a decentralized identity-based blockchain solution to enable the licensing, sharing, storage, and consumption of individual-controlled data.
- utilizes homomorphic encryption to preserve privacy and help prevent unauthorized secondary use of individual-controlled data.

Though our novel design advances research aimed at preventing unauthorized secondary use of the individual’s data, we cannot yet attest to the practicality of the solution in a real-world implementation. Processing efficiency, for example, remains a major barrier to adoption. We anticipate that another limitation of our approach is that it will be difficult to apply it to digital data that is not distributed by platforms or large organizations, which still control the modalities of data production and distribution. Thus, one future line of research will aim to test the usability of the solution in a real-world pilot. In addition, the solution currently only controls usage based on temporal considerations. In future work, we will aim to introduce other user-configured usage controls, such as type of organization, geographic restrictions, and so on. Our goal will be to gradually tip the balance of power regarding the control of data usage towards the individual and away from platforms or organizations in order to prevent unauthorized secondary use of personal data.
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