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Abstract: Many web applications are vulnerable to session hijacking attacks due to the insecure use of cookies for session management. The most recommended defense against this threat is to completely replace HTTP with HTTPS. However, this approach presents several challenges (e.g., performance and compatibility concerns) and therefore, has not been widely adopted. In this paper, “One-Time Cookies” (OTC), an HTTP session authentication protocol for improving session hijacking features, easy to deploy and resistant to session hijacking. OTC’s security relies on the use of disposable credentials based on a modified browsers name. Experiments demonstrate the ability to maintain session integrity with a throughput improvement over HTTPS and a performance approximately similar to a cookie-based approach. Here I have Created web configuration page based on that it will fetch IP address, After that based on each session OTC will be generated, In doing so, I demonstrate that one-time cookies can significantly improve the security of web sessions with minimal changes to current infrastructure and browser page.
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I. INTRODUCTION

HTTP cookies are the de facto mechanism for session authentication in web applications. However, their inherent security weaknesses allow attacks against the integrity of web sessions. HTTPS is often recommended to protect cookies, but deploying full HTTPS support can be challenging due to performance and financial concerns, especially for highly distributed applications. Moreover, cookies can be exposed in a variety of ways even when HTTPS is enabled. In this paper, we propose One-Time Cookies (OTC), a more robust alternative for session authentication. Each time you surf the Internet, your machine communicates with thousands of routers and servers in the world. Internet can be used for various purposes like social networking sites, online transactions, online shopping, etc. So there is constant exchange of information over the Internet means it is open to threats and vulnerabilities. As a result, it has led to increase in cyber-crime. Hackers are getting better and better at penetrating systems nowadays. There are various types of attacks a hacker or an attacker would perform on internet. While simple and scalable, this design makes the creation of applications requiring the association of multiple transactions to a single user (e.g., banking) somewhat difficult natively. HTTP cookies, which generally contain one or a small number of short identifier strings allowing a server to associate seemingly unrelated requests, rapidly became the dominant mechanism for web session management. Unfortunately, the use of cookies introduces a number of security risks, especially when they are employed as session authentication tokens. As an example, many websites rely on strong security mechanisms such as HTTPS (i.e., HTTP over TLS/SSL) to initially authenticate a user. During this secure session, the server generates cookies that the user can later employ as lightweight authentication tokens.

II. LITERATURE REVIEW

The use of cookies as session authentication tokens has raised a lot of security issues. Several surveys [2,3] have demonstrated multiple problems with web authentication mechanisms, including susceptibility to session hijacking attacks. As a , security researchers have proposed changes to improve the robustness of authentication cookies. Park et al. [4] and Fu et al. [2] suggested cookie mechanisms that provide better confidentiality and integrity guarantees by using well-known cryptographic techniques. In addition, these authors have proposed the use of cookie expiration time to reduce the impact of session hijacking attacks. However, many applications use long expiration time to avoid affecting a user’s experience, reducing the effectiveness of this approach. Juels et al. [5] proposed the use of cache cookies, different forms of persistent state in the browser (e.g., browser history and temporary internet files) as an alternative to cookies for storing user and session identifiers. While resistant to pharming attacks, cache cookies still need HTTPS protection to prevent active attacks. Moreover, HTTPS only protect cookies on the network. An adversary can also steal cookies from a user’s computer through many different attacks (e.g., cross-site scripting attacks [6], cross-site tracing attacks [7], and domain-related attacks [8]). Always-on HTTPS is the most recommended defense against session hijacking.
To secure communication in an Internet session, cryptographic techniques, such as one-way hash chain (OHC) technique that relies on one-time passwords proposed by Lamport [9], have been utilized. In particular, the OHC technique has been employed in many applications with the aim of mitigating the potential of session hijacking. For example, the authors in [10] proposed using OTC where disposable credentials called OTC replace authentication credentials. To protect a user’s session, [9] implemented a framework that ties a session to a current browser by fingerprinting and monitoring an underlying browser, its capabilities, and detecting browser changes at the server side. The OTC scheme generates a set of tokens that are only used once and discarded once used. In [11], a hybrid scheme was proposed that utilizes one-way hashing and sparse caching techniques, but practically it is not implementable; their research focuses only on hashing. None of the previously described mechanisms have been widely deployed. While many of them prevent session hijacking, they fail to address the requirements of highly distributed web applications, particularly requests’ statelessness. Consequently, most web applications have chosen always-on HTTPS as the main defense against session hijacking attacks. However, always-on HTTPS may be difficult to deploy, particularly in large web applications not originally designed for such requirement. Always-on HTTPS not only affects the performance (e.g., added cryptographic overhead and web caching mechanisms do not work with HTTPS) but also impacts existing functionality (e.g., virtual hosting, applications [12], and network content filtering [13]). Therefore, to effectively prevent session hijacking attacks, a more robust, efficient and practical alternative is needed.

III. OBJECTIVE

In this paper, I have built a prevention technique for session hijacking. In this technique, we bind the network layer and application layer together through reverse proxy server. This reverse proxy server will generate session credentials such as session ID, IP, technique. This mechanism detects the change in browser due to which an adversary cannot get the illegal access. Since users are bind with machine and browser and with new disposable cookie for each request in the session. Session hijacking can potentially take place on several levels of the OSI model (possibly all), as well as outside of the network.

1) Physical: Tap someone’s physical connection, and send all packets to the MiTM.
2) Data Link: ARP poison someone’s Ethernet connection, and send all packets to the MiTM
3) Network: Manipulate the packet routing, and send all packets to the MiTM.
4) Transport/Session: A secure protocol such as SSL/TLS will protect against compromise of the data, but if an attacker has also broken TLS/SSL, then a break at this level would break the protection from compromises at lower levels.
5) Presentation: I can’t think of anything at this level, and it doesn’t map well onto TCP/IP and protocols, but that doesn’t mean it’s not possible.
6) Application: You might debate about this, but I’d argue that CSRF, Code injection, and XSS are all at the Application level.
7) Outside: Any compromise of the machine itself that can grab a session key and transmit it to an attack, be it physical, OS or some other application would be outside of the OSI model.

IV. SCOPE OF SESSION HIJACKING

All the mentioned factors play a crucial role in the success of Session Hijacking:

1) Weak session ID generation algorithm: Most websites are using linear algorithms based on easily predictable values such as time or IP address for generation of session ID.
2) Indefinite session expiration time: The session ID's that have an indefinite expiration time provides an attacker ample time to guess a legitimate session ID.
3) Clear text transmission: The session ID is often sniffed across a network easily if the SSL is not being employed while the cookie is transmitted to and from the browser.
4) Small Session ID: Although cryptographically a robust algorithm is used, a legitimate session ID may be determined easily if the length of the string is small.
5) Insecure Handling: An attacker will retrieve the stored session ID information by misleading the user into visiting a malicious website. Later the attacker can exploit the information before that session expires.
6) No account lockout for invalid session IDs: If account lockout function is not implemented on the website, the attacker can try a number of attempts with varying session Ids until the actual session ID is determined.
V. SESSION HIJACKING PROCESS
(MITM is Man in-the middle Attack)

Fig. [1]: Session Hijacking Attack

1) After login, all requests are sent to the web application using a cookie for authentication as shown in Fig [1].

```xml
<?xml version="1.0" encoding="utf-8" ?>
<configuration>
  <appSettings>
    <add key="ListeningIPInterface" value="192.168.3.3"/>
    <add key="ListeningPort" value="8081"/>
    <add key="CertificateFile" value="cert.cer"/>
    <add key="ConnString" value="Data Source=DELL-PC\SQLEXPRESS;Initial Catalog=Shopping_db_V2;Integrated Security=true;"/>
  </appSettings>
</configuration>
```

Fig[2]: HTTP Request Received.

Fig.[3]: Session Hijacking Attack Process in Web Application.

2) Because this request is sent over unsecured protocol, an adversary can eaves-drop the request and capture the encrypted cookie as shown in Fig[3].

3) Finally, the adversary can use this cookie to send arbitrary requests to the web application, hence hijacking the victim’s session.
VI. TYPES OF ATTACK

There are two types of attack happen during communication.

A. Online Attack
B. Offline Attack

Online attack refers to communication with an entity under attack, that must be online (and participating) during the attack. An attack using a coalition of adversaries communicating online, with little or no communication with the entity under attack (if any), is an offline attack requiring online communication.

There are two ways of online attack.
1) First, they are limited by the speed of the network. Each username/password combination has to be sent over the network to the authentication server and then the server responds accordingly. This time it takes for this back and forth transmission depends widely on the speed of the application server and the speed of the network, but a typical password attack can only get around 3 – 5 login attempts per second.
2) The second way online password attacks are limited is that they are extremely noisy. When we are attempting 5 logins every second for an average password dictionary (around 10,000 passwords), this is likely going to be flagged by almost any type of logging and alerting mechanism. Additionally, most applications are protected with account lockouts. When a password is guessed incorrectly a certain number of times in a row, it may lock out the targeted account, block the attacker’s IP address, or both.

An offline attack require work from the attacker only (or mostly), with no (or little) communication with the system (e.g. server) under attack (holding the key). An offline password attack will take this hash offline and try to find the clear-text value that computes to that hash. To do this, an attacker will use a computer (or a beefed up computer) to take passwords, compute the hash, and compare them very quickly. This will be performed over and over again until a match is found. For Example: parallel hash collision search is an offline brute-force attack.

The attack against HMAC-MD5 that asks for the MAC of random messages ending with the same block until a collision is found (requiring about 2^64 queries), then modifies the last block of the two colliding messages to (likely) get a new collision allowing a MAC forgery, is an online brute-force attack, since there is massive work involving communication with an entity capable of computing MACs (holding the key).

An adversary with limited access can post a script on a webpage (e.g. via cross site scripting XSS) and wait for the genuine user to access the infected website. When the user opens the page, the malicious script executes automatically and gains access to the decrypted credentials. Such a script often tries to recover the session ID and discretely communicates it back to the adversary. A variation script from within the browser.

VII. DESIGN SYSTEM

Fig [4]: Preventing Session Hijacking Attack using Proxy Server and OTC
A. To handle the sessions, the reverse proxy needs to be extended with functionality to read the requests and responses and manage the SSL/TLS session and application session. The proxy stores the SSL/TLS session and application session combination in its own memory. The public key of the client should be enough to authenticate the client.

B. You encrypt the application data sent to the client with this key and the incoming requests are encrypted and can only be decrypted with the public key of the client. If you intercept the “set-cookie” header sent by the application server, you can also read the application session status.

C. When a request comes in, the cookie header must be read and checked against the key value pair that is stored in the proxy. If the public key, session id pair of the request does not match one in the local database of pairs, the session is invalid. To invalidate the session on the application server, the invalid request can be sent to the server without the cookie header.

D. The server will then return the login page. In practice, the client’s public key cannot be requested from the SSL suite that implements and handles the SSL connection as shown in Fig[3]. The suite does provide an SSL session id value. This value is a unique identifier of an SSL session, but it does not identify a client.

VIII. ARCHITECTURE AND METHODOLOGY

Our propose a method that combines SSL/TLS session-aware authentication with a reverse proxy. It is much like the method Rolf Oppliger et al. proposed. Instead of implementing it inside the application, we want to implement this inside a simple reverse proxy. This proxy relays the requests to the backend server only if the client that originally got the application session id is sending the request. To authenticate a client over HTTPS, you register the SSL session and application session information.

When a request with the same application session id is used with a different SSL session, you know that the session is stolen. By removing the session cookie from the request, the application session is invalidated. The proxy makes sure the HTTPS session and application session combination does not need to be kept inside the application (server). The idea is to use a server side reverse proxy that handles the HTTP(S) requests as they come in and sends them to the back end application server as shown in Fig[5]. The application server should only be accessible internally and not from the Internet.

The extensively used HTTP works in a request–response fashion. First, a client sends a request to a server. Next, the server processes the request sent by the client and sends back a response to the client. After this, the connection between the client and server is dropped and forgotten since HTTP is stateless, i.e., the server cannot differentiate between different connections of different users. An HTTP server treats each request independently of any previous requests. However, many web applications built on top of HTTP need to be stateful.

IX. FLOW OF IMPLEMENTATION

1) First I created one web configuration page in that I have created IP address.

2) It will match to server page after that server will start as shown in Fig [2].

3) After Server will accept the request and it will fetch the data from given URL.

4) If IP address match then web page will open that request from any URL from Browser

5) In Session binding, I have created one query based on OTC, It will accept the request and OTC will be generated as shown in Fig.[10]
X. RESULT AND DISCUSSION

A. First it will match the IP Address if its proper then only it will connect to the server.
B. After that Port number should be different i.e.8081 same port number cannot acknowledged the packet
C. Open SSL to implement https connection.
D. Created application instances for reverse binding proxy.
E. Incorporate OTC in reverse proxy instances to handle each request.
F. Provide flexibility to use Httests connection.
G. Encrypt/ Decrypt SID by using AES function (Rijndael)
H. Used SHA256 for creating HMAC of password required as KEY for the AES function.

In This paper we are presenting Experimental Evaluation of our implementations. Our goal is to characterize and compare the performance overheads added by OTC and current session authentication alternatives (e.g. cookies and cookies with HTTPS)

![](image)

Fig [6]: Flow diagram of a web session authenticated with OTC. Messages 1 to 4 show the OTC setup phase and messages 5 to 8 show the OTC authentication phase. Each HTTP request and response includes an OTC header with protocol information.

1) C→ S : url
2) S→ C : [X-OTC:0, n, login-url]
3) C→ S : uid, pwd, [X-OTC-CRED:n,Hn(r), s,nonce]
4) S→ C : [X-OTC:1, uid,n−1, nonce, HMAC(s, uid||n−1||nonce)]
5) C→ S : [X-OTC-VAL:uid,Hi(r), i, nonce, HMAC(s, uid||url||Hi(r))]
6) S→ C : [X-OTC:2, i−1, nonce, HMAC(s, i−1||nonce)]

a) C, S : browser, Web application
b) uid, pwd : username and password
c) r, n, i : Hash chain secret seed, length and current
d) sequence number
e) s : shared session secret
f) url : URL of the resource requested by the client
g) login-url : URL of the application’s login service
h) Hi(x) : i-th hash value of x, H(H(...H(x)...)i)
i) HMAC(k, x) : HMAC with key k on x
j) X-OTC* : HTTP headers used for exchanging
k) OTC protocol information

One-Time Cookie protocol: Formal definition of the OTC protocol. OTC assumes that the setup phase (steps 1 to 4) is executed over an encrypted connection (HTTPS)
Fig[7]: Web server CPU utilization for cookies, OTC and cookies with HTTPS configurations. As expected, the use of HTTPS requires more CPU time for the same load than cookies or OTC. The impact of HTTPS was more noticeable under higher test loads.

Fig[8]: Request throughput supported by the web server for cookies, OTC and cookies with HTTPS configurations. While OTC and cookies have approximately the same performance, the use of HTTPS considerably reduces the throughput the web server can support.

Fig[9]: Request throughput supported by the web server in the presence of a reverse proxy for 3 configurations: cookies, OTC and cookies with HTTPS. While OTC and cookies benefit from the use of the reverse proxy, the performance of HTTPS quickly degrades.
Fig[10]: Actual Outcome From Session Binding Query Fetching Data, Creating OTC Based on Time Stamp & URL Path From Current Browser.

XI. CONCLUSION
The main purpose of our paper is to Application and N/W session is binded in reverse proxy by using IP address & SID. Attack is protected if OTC and encrypted Session credential are sniffed. Since OTC can’t be reused and session credential is binded hence IP address gets changed if adversary try to hijack the session. The experimental evaluation of our implementation. Our goal is to characterize and perform overheads added by OTC and current session authentication alternatives (e.g., cookies and cookies with HTTPS).

XII. FUTURE SCOPE
With advancement in IT technology, Implementation can be easily extended with existing and future fingerprinting methods, e.g., text font rendering or JavaScript engine fingerprinting. This work can also be implemented in the framework could be extended by supporting CSS selector and CSS filter fingerprinting in the future. I am planning to implement HTML5 fingerprinting as an asynchronous checker in the near future.
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