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Abstract. Inserting data into digital media tends to change the large size of the media cover file, this is because the inserted pixel has a different size from the insertion value, i.e. with a larger or smaller value, for example a pixel value of 10 is inserted with larger or smaller data from the value 10. So that the pixel value is getting further from the value of 10, this causes the value of Mean Squared Error (MSE) of the media of the cover (cover) to become larger. In this study, the selection of pixels in the image is in accordance with the value of the insertion data as the insertion place with the Genetic algorithm (GA). Insertion of data on selected pixels using the GA algorithm is performed using the Modified Least Significant Bit (MLSB) algorithm at the position of the least significant bits. To find out the reliability of the proposed algorithm, the data insertion experiment was carried out by comparing the conventional LSB algorithm with the proposed algorithm where the results obtained a significant MSE value, i.e. the average MSE value of the LSB algorithm was 20.54 and the proposed algorithm was 7.12.

1. Introduction

Digital formats with high redundant bits can be used to hide secret messages, so the implications of replaced bits are unnoticeable. Steganography can be done trough Text, Image, Audio-Video and Protocols as Shown in Figure 1. Using Text file as a cover medium is quite small in size and can have small amount of message and audio-video is very large to transmit over the network. So the Image has medium size and sufficient enough to hide secret messages, so images are quite popular in steganography.

![Image with text](text.png)

**Figure 1.** Text and Image.
Images are presented as grid, where each individual point is called a 'pixel'. Pixels are displayed horizontally, row by row. In a color scheme, the number of bits is known as the „bit depth” and this basically refers to the number of bits assigned to each pixel. The smallest bit depth is represented by 8 bits. This, in any given pixel, the number of different shades of red, green, and blue can reach 256 ($2^8$) that adding up to more than 16 million ($256^3$) combinations that finally result in more than 16 million colors.

![Figure 2. Matrix representation of RGB image](image)

Genetic algorithm is an optimization and search technique based on the principles of genetic science and natural selection where the algorithm is inspired by Darwin’s evolutionary biology. In genetic algorithms, selection, mutation, and crossover are the main things. Genetic algorithms are different from conventional search techniques because they start with a set of initializations of random solutions called populations. The population consists of chromosomes called genes. The value of genes can be numeric, binary, symbol or character, depending on the problem to be solved.

2. Study of Literature

2.1. Modified Least Significant Bit (MLSB) Algorithm
Modified Least Significant Bit (MLSB) Algorithm is used to encode insertion data. This algorithm uses manipulation of several levels of data insertion bits using Control Symbol before encoding the data (Zaher, 2011). Modify the message with the MLSB algorithm where the message bits that should be 1 character have a value of 8 bits ASCII code will be modified to 5 bits. In this algorithm the characters and numbers are represented in 5 bits which will then be inserted into digital media using the Least Significant Bit (LSB) technique.

| Hex Representation | Operation           |
|--------------------|---------------------|
| 1 Bh               | Define Small Letter |
| 1 Ch               | Define Capital Letter|
| 1 Dh               | Define Space        |
| 1 Eh               | Define Number       |
| 1 Fh               | Define end of text  |

To describe this work we will use a 24-bits color image as over image. The hiding operation will be done on the basis of bit wise message hiding concept. Where the message's characters will be treated with their 8-bits ASCII codes (Kochhar, 2008), then the codes will be converted to 5-bits code using our algorithm, and then the 5-bits code will be hidden in the image using LSB method. In the cover image,
each pixel is treated accordingly with its Red, Green, Blue values. This will generate a very small difference, for human eye. In our algorithm we use just 5 bits to represent characters and numbers. To perform that we study characters ASCII representation to eliminate redundant bits.

According to our study if we look for ASCII representation we can note that, small letter character representation (hexadecimal) in the range between 61h to 7Ah, and capital letter character in the range between 41h to 5Ah. Finding relationship between them we can note that: For small letter the last 4 bits can be just either 6 or 7. In case of 6 the first 4 bits of characters is incremented from 1h to Fh to represents characters from 'a' to 'o' as shown in Table 1. Then the last four bits (with value = 6) are incremented to be 7 and the first 4 bits again incremented from 0h to Ah to represents characters from 'p' to 'z' as shown in Table 2. For capital letter the last 4 bits can be just either 4 or 5. In case of 4 the first 4 bits of characters is incremented from 1h to Fh to represents characters from 'A' to 'O'. Then the last four bits (with value = 4) are incremented to be 5 and the first 4 bits again incremented from 1h to Ah to represents characters from 'P' to 'Z' (see Table 3).

We can note that there is a repeated sequence between capital and small letters representation. In the case of small letter if we take the binary representation of last four bits, it will be "0110" or "0111". For capital letter the last four bits will be "0100" or "0101". As we can see the last three bits are identical so we can discard them. Accordingly we decide to use 5 bits to represent character where the first 4 bits representation will be the same as the first 4 bits representation in ASCII. The fifth bit can be 0 or 1. If 0 then we represent the first sequence from 01h to 0Fh, in case of small letter characters from 'a' to 'o'. Else if the fifth bit equal 1; we represent the second sequence from 0h to Ah, in case of small letter characters from 'p' to 'z'. But how we can distinguish between small letter, capital letter, numbers, and space. To perform that we use control symbol that can define the state of next character. Our control symbols are also 5-bits. In 5-bits representation when the fifth bit is one the first 4 bits will range from 01h to 0Ah. As we can note the range from Bh to Fh is not used. So we use the successive from Bh to Fh as control symbol as shown in Table 4.

Flowchart of our text hide algorithm shown in Figure 1. According to Table 4 and Figure 1, our algorithm deals with five cases:
1. Small letter:
   If we want to represent small letter first we must put the first 5-bits to be 1Bh then include our converted (5-bits) small letter text.
2. Capital letter:
   If we want to use capital letter first we must put the first 5-bits to be 1Ch then include our text.
3. Space:
   In the case of space we put the 5-bits to be 1Dh instead of 20h (ASCII representation of space) since space it is not in the range of ASCII characters.
4. Numbers:
   In case of numbers ASCII represents number from 0 to 9 as 30h to 39h. if we discard the last four bits we can represent numbers using just 4 bits. In our case the fifth bit will be 0. In our process to indicate that we deal with number then first we must use the control symbol 1Eh (first 5 bits) then write the number (each digit range from 0 to 9).
5. End of text:
   Finally to define the end of the text we use the control symbol 1Fh. In some cases we can ignore this control symbol. In this algorithm before each new text format (capital, small, or numbers) the first 5-bits must be control symbol then we include the converted text sequence (Zaher, M. A 2011).

2.2. Substitution Techniques and RGB Color Model
Substitution technique is a process of replacing LSB’s of cover image data by message data bits. When we are using 24-bit image then we can embed 8-bits of audio message into each pixel data. Replacements of bits take in place 3+3+2 bits in Red, Green and Blue component of a pixel respectively. For example given vector shows a pixel of 24 bit color image, using 3 bytes of memory. (10100111 10101001 11011000) When an 8 bit binary (10010011) inserted, resultant will be (10100100 10101100 11011011). The following diagram shows, the LSBs modified in proposed algorithm. 3 bits of each Red and Green and 2 bits of Blue are modified. The secret data would be put in these LSBs only.
2.3. Genetic Algorithm
In general, the process cycle of genetic algorithms starts with a number of ‘n’ chromosomes in a random genetic population, evaluating the fitness of each chromosome in the population. Then the selection process is carried out by selecting two parent chromosomes from the population based on their respective fitness, the better the fitness value, the greater the chance to be chosen. With crossover probability, both parents are crossed to produce offspring. If a crossover does not occur, the resulting offspring is the product of the parent doubling. After crossover, the next process is mutation with a predetermined mutation probability. Furthermore, new offspring is placed in the new population. The new offspring is used to repeat the next process. If the final conditions are as expected, the process will be stopped, and will be returned to the best solution in the population. The process cycle of the genetic algorithm can be seen as in Figure 3.

![Figure 3. Genetic Algorithm Cycle Chart.](image)

3. Finding and Discussions

3.1. The Algorithm
In this study the insertion of text data into a digital image file with the Modified Least Significant Bit (MLSB) algorithm. The problem to be solved is how to choose the image pixel as a place for inserting text data into the image file in order to obtain the best or the smallest MSE value. In this study Genetic algorithm is used to select the appropriate pixels in the image file where text data is inserted so that the stego image is obtained from the insertion. Steps The proposed algorithm for image insertion is as in Figure 4.

![Figure 4. Proposed Algorithm Chart.](image)
3.2. Data Used
The test was carried out using five digital images of different sizes where each of the images will be inserted with five different text files. The parameter to be calculated is the MSE value.

3.3. Results and Discussion
From these tests the results obtained as shown in Table 2 and Table 3.

Table 2. Results of LSB Steganography Insertion.

| No | File Cover | Size (byte) | Embed File | Num. | Char | Parameter |
|----|------------|------------|------------|------|------|-----------|
|    |            |            |            |      |      | MSE       |
|    |            |            |            |      |      | PSNR      |
| 1. | Pic01.jpg  | 110.020    | Message1.txt | 29   |      | 5.63      |
|    | Pic01.jpg  | 110.020    | Message2.txt | 73   |      | 15.02     |
|    | Pic01.jpg  | 110.020    | Message3.txt | 158  |      | 29.86     |
|    | Pic01.jpg  | 110.020    | Message4.txt | 185  |      | 34.94     |
|    | Pic01.jpg  | 110.020    | Message5.txt | 228  |      | 47.32     |
| 2. | Pic02.jpg  | 148.525    | Message1.txt | 29   |      | 0.33      |
|    | Pic02.jpg  | 148.525    | Message2.txt | 73   |      | 1.16      |
|    | Pic02.jpg  | 148.525    | Message3.txt | 158  |      | 1.93      |
|    | Pic02.jpg  | 148.525    | Message4.txt | 185  |      | 2.24      |
|    | Pic02.jpg  | 148.525    | Message5.txt | 228  |      | 4.47      |
| 3. | Pic03.jpg  | 194.710    | Message1.txt | 29   |      | 0.029     |
|    | Pic03.jpg  | 194.710    | Message2.txt | 73   |      | 1.41      |
|    | Pic03.jpg  | 194.710    | Message3.txt | 158  |      | 1.82      |
|    | Pic03.jpg  | 194.710    | Message4.txt | 185  |      | 2.33      |
|    | Pic03.jpg  | 194.710    | Message5.txt | 228  |      | 5.28      |
| 4. | Pic04.jpg  | 138.358    | Message1.txt | 29   |      | 2.16      |
|    | Pic04.jpg  | 138.358    | Message2.txt | 73   |      | 6.86      |
|    | Pic04.jpg  | 138.358    | Message3.txt | 158  |      | 11.46     |
|    | Pic04.jpg  | 138.358    | Message4.txt | 185  |      | 13.41     |
|    | Pic04.jpg  | 138.358    | Message5.txt | 228  |      | 22.64     |
| 5. | Pic05.jpg  | 223.932    | Message1.txt | 29   |      | 2.30      |
|    | Pic05.jpg  | 223.932    | Message2.txt | 73   |      | 7.68      |
|    | Pic05.jpg  | 223.932    | Message3.txt | 158  |      | 12.26     |
|    | Pic05.jpg  | 223.932    | Message4.txt | 185  |      | 14.34     |
|    | Pic05.jpg  | 223.932    | Message5.txt | 228  |      | 25.55     |
The results of testing the insertion of text data into an image file can be seen as in Table 3.

**Table 3.** Results of the Insertion of Proposed Algorithm Steganography (GA-MLSB).

| No | File Cover | Size (byte) | Embed File | Num. Char | Parameter | MSE     | PSNR  |
|----|------------|-------------|------------|-----------|-----------|---------|-------|
| 1. | Pic01.jpg  | 110.020     | Message1.txt | 29        | 0.000035  | 92.65   |
|    | Pic01.jpg  | 110.020     | Message2.txt | 73        | 0.000084  | 88.84   |
|    | Pic01.jpg  | 110.020     | Message3.txt | 158       | 0.000165  | 85.93   |
|    | Pic01.jpg  | 110.020     | Message4.txt | 185       | 0.000197  | 85.17   |
|    | Pic01.jpg  | 110.020     | Message5.txt | 228       | 0.000281  | 83.63   |
| 2. | Pic02.jpg  | 148.525     | Message1.txt | 29        | 0.000024  | 94.31   |
|    | Pic02.jpg  | 148.525     | Message2.txt | 73        | 0.000052  | 90.92   |
|    | Pic02.jpg  | 148.525     | Message3.txt | 158       | 0.000097  | 88.22   |
|    | Pic02.jpg  | 148.525     | Message4.txt | 185       | 0.000098  | 88.19   |
|    | Pic02.jpg  | 148.525     | Message5.txt | 228       | 0.000134  | 86.84   |
| 3. | Pic03.jpg  | 194.710     | Message1.txt | 29        | 0.000034  | 92.72   |
|    | Pic03.jpg  | 194.710     | Message2.txt | 73        | 0.000089  | 88.60   |
|    | Pic03.jpg  | 194.710     | Message3.txt | 158       | 0.000155  | 86.21   |
|    | Pic03.jpg  | 194.710     | Message4.txt | 185       | 0.000182  | 85.51   |
|    | Pic03.jpg  | 194.710     | Message5.txt | 228       | 0.000216  | 84.77   |
| 4. | Pic04.jpg  | 138.358     | Message1.txt | 29        | 0.000016  | 95.87   |
|    | Pic04.jpg  | 138.358     | Message2.txt | 73        | 0.000015  | 91.94   |
|    | Pic04.jpg  | 138.358     | Message3.txt | 158       | 0.000075  | 89.58   |
|    | Pic04.jpg  | 138.358     | Message4.txt | 185       | 0.000098  | 88.17   |
|    | Pic04.jpg  | 138.358     | Message5.txt | 228       | 0.000120  | 87.30   |
| 5. | Pic05.jpg  | 223.932     | Message1.txt | 29        | 0.000014  | 96.65   |
|    | Pic05.jpg  | 223.932     | Message2.txt | 73        | 0.000039  | 92.15   |
|    | Pic05.jpg  | 223.932     | Message3.txt | 158       | 0.000101  | 88.05   |
|    | Pic05.jpg  | 223.932     | Message4.txt | 185       | 0.000084  | 86.66   |
|    | Pic05.jpg  | 223.932     | Message5.txt | 228       | 0.000111  | 87.66   |

Based on the results obtained in table 2 and table 3, then MSE, PSNR comparison data can be formed each sample image in accordance with the embed inserted. the results of this comparison are shown in Table 4 Table 5, Table 6, Table 7 and Table 8 below.
Table 4. Comparison in the insertion of Pesan1.txt

| No | File Cover | MSE LSB | GA-MLSB |
|----|------------|--------|---------|
| 1  | Pic01.jpg  | 5.63   | 0.00035 |
| 2  | Pic02.jpg  | 0.33   | 0.00024 |
| 3  | Pic03.jpg  | 0.029  | 0.00034 |
| 4  | Pic04.jpg  | 2.16   | 0.00016 |
| 5  | Pic05.jpg  | 2.30   | 0.00014 |

From Table 4 a comparison chart can be made of MSE Value of LSB algorithm with GA-MLSB algorithm for Pesan1.txt insertion as in Figure 5.

Figure 5. Comparison Graph of MSE LSB Algorithm with GA-MLSB Pesan1.txt

Table 5. Comparison in Insertion of Pesan2.txt

| No | File Cover | MSE LSB | GA-MLSB |
|----|------------|--------|---------|
| 1  | Pic01.jpg  | 5.63   | 0.00084 |
| 2  | Pic02.jpg  | 1.16   | 0.00052 |
| 3  | Pic03.jpg  | 1.41   | 0.00089 |
| 4  | Pic04.jpg  | 6.86   | 0.00015 |
| 5  | Pic05.jpg  | 7.68   | 0.00039 |

From Table 5, above a graph is made comparing the MSE value of the LSB algorithm with the GA-MLSB algorithm for the insertion of Pesan2.txt as in Figure 6.

Figure 6. Comparison Graph of MSE LSB Algorithm with GA-M LSB Insertion of Pesan2.txt
Table 6. Comparison in Insertion of the Pesan3.txt

| No | File Cover | MSE         |       |
|----|------------|-------------|-------|
|    |            | LSB         | GA-MLSB |
| 1  | Pic01.jpg  | 29.86       | 0.000165 |
| 2  | Pic02.jpg  | 1.93        | 0.000097 |
| 3  | Pic03.jpg  | 1.82        | 0.000155 |
| 4  | Pic04.jpg  | 11.46       | 0.000075 |
| 5  | Pic05.jpg  | 12.26       | 0.000101 |

From Table 6 a comparison chart of MSE Value of LSB algorithm and GA-MLSB algorithm for insertion Pesan4.txt is shown in Figure 7.

![Figure 7. Comparison Graph of MSE LSB Algorithm with GA-M LSB Insertion of Pesan4.txt](image)

Table 7. Comparison in the insertion of message4.txt

| No | File Cover | MSE         |       |
|----|------------|-------------|-------|
|    |            | LSB         | GA-MLSB |
| 1  | Pic01.jpg  | 34.94       | 0.000197 |
| 2  | Pic02.jpg  | 2.24        | 0.000098 |
| 3  | Pic03.jpg  | 2.33        | 0.000182 |
| 4  | Pic04.jpg  | 13.41       | 0.000098 |
| 5  | Pic05.jpg  | 14.34       | 0.000084 |

From Table 7. above a graph is made comparing the MSE value of the LSB algorithm with the GA-MLSB algorithm for the insertion of Pesan4.txt as in Figure 8.

![Figure 8. Comparison Graph of MSE LSB Algorithm with GA-M LSB Insertion of Pesan4.txt](image)
Table 8. Comparison in the insertion of Pesan5.txt

| No | File Cover | MSE          |
|----|------------|--------------|
|    |            | LSB | GA-MLSB     |
| 1. | Pic01.jpg  | 47.32| 0.000281    |
| 2. | Pic02.jpg  | 4.47 | 0.000134    |
| 3. | Pic03.jpg  | 5.28 | 0.000216    |
| 4. | Pic04.jpg  | 22.64| 0.000120    |
| 5. | Pic05.jpg  | 25.55| 0.000111    |

From Table 8. above a graph is made comparing the MSE value of the LSB algorithm with the GA-MLSB algorithm for the insertion of Pesan5.txt as in Figure 9.

![Comparison Graph of MSE LSB Algorithm with GA-MLSB insertion of Pesan5.txt](image)

**Figure 9.** Comparison Graph of MSE LSB Algorithm with GA-MLSB Insertion of Pesan5.txt

4. Conclusion

In the graph above it can be seen that the GA-MLSB algorithm is superior in comparison to MSE parameters. This is because the genetic algorithm can select pixels that are suitable for insertion with the Genetic algorithm and the MLSB algorithm can compress the insertion binaries into 5 bits per character and then insert message bits at the Least Significant Bit position. Changing the bits in the Least Significant Bit position does not have a large effect on the embedded image so that the MSE value is not too large.

From the tables and graphs presented above conclude that the GA-MLSB algorithm selects image pixels that are suitable for insertion data and obtains messages into five bits per character so that the number of image pixels needed to contain the message becomes less. This is evidenced by the MSE value of the image of the insertion is smaller than the image of the result of the conventional LSB algorithm insertion.
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