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Abstract
To efficiently reduce the development and production costs of the intelligent lifting control system, we introduce a design method for the intelligent lifting system with client-server architecture. We replace DSP processor core or DSP (Digital Signal processor) core with Nois II soft-core processor so that the design and production costs can be effectively cut. By replacing DSP processor or DSP processor core with Nois II soft-core processor, the design and production costs can be significantly reduced. In our design, loop vector control units work as a server processor, and a central computing unit with four independent multipliers and two adders is employed, with the implementation method based on a state machine. The experimental results prove effective in reducing resource requirements for FPGA (Field Programmable Gate Array), show that the proposed method can be successfully applied to the implementation of a complete intelligent flexible lifting control system on a low-end Altera Cyclone FPGA, and servo motor control achieves better dynamic performance.
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I. Introduction

The primary function of intelligent flexible lifting system is to deliver swift, accurate movement by tracking operating force or the pressing of keys, and achieve servo tracking to effectively reduce the labor intensity and improve work efficiency. At present, there are three ways to realize the intelligent flexible lifting system: DSP processor implementation, FPGA-based ASIC implementation and FPGA-based SoC implementation. In the case of DSP processor, its real-time performance is mediocre because of its weak parallel computing ability. Even in the multi-processor scheme, its cost may exceed its benefits due to the complexity of its algorithm. In the case of FPGA-based ASIC solution, the system can carry out parallel operation at a fast speed, but the user interface and system upgradability can be compromised. As for FPGA-based SoC solution, both the speedy responsiveness and cost-effectiveness can be ensured[1-5].

Servo motor has been widely used on an industrial scale, thanks to its low upkeep, high performance and durability, so the key to the development of intelligent flexible lifting system is to adopt a reliable control technology and method to improve the synchronization and accuracy of intelligent flexible lifting system. As the dynamic model of servo motor is generally coupled, multivariable and highly nonlinear, it is difficult to obtain ideal dynamic performance. In order to solve the abovementioned problems, many control methods are proposed for servo motor, such as dynamic surface control, Hamiltonian control, sliding mode control, back-stepping control, fuzzy logic control and so on[6-10]. Although these methods will improve the control performance of servo motor in theory, they are all designed for servo motor driver system operating on a continuous basis. For the purpose of reducing the computational pressure of DSP, some scholars use FPGA to realize some necessary links in the motor control system including photoelectric pulse encoder interface module, A/D sampling[11] interface module, PWM (Pulse Width Modulation) pulse modulation module[12]. Others realize the system on chip based on PI (Proportional-Integral) algorithm or motor control IP special core, and preliminarily achieve the system on chip based on FPGA[13-15]. However, all these solutions are solely aimed at controlling the servo motor without considering the design and production cost.
This paper presents a design method of intelligent flexible lifting control system based on master-slave architecture. In order to save cost, Nois II soft core and current loop vector control unit are used to construct SoC intelligent flexible lifting control. The use of Nois II processor can not only cut the processor and add the required IP (intellectual property) module according to the system needs, but also save the cost of purchasing processor or processor core. When designing the current loop vector control unit, we design a core operation unit comprising four independent multipliers and two adders by analysing and normalising the algorithm, and then the whole vector control algorithm is completed by time division multiplexing of the core operation unit of the timing state. The result show that the operation time of the current loop vector control is greatly reduced, and the FPGA resources are effectively saved. In the second part of the paper, the architecture of SOPC-based (System On Programmable Chip) flexible lifting control system is given. The third part focus on the design of current loop vector control operation unit. The fourth part reveals the experimental platform nuclear test results. The fifth part is the discussion and further research we will conduct.

II. Architecture of SOPC-based flexible lifting control system

The main function of the intelligent flexible lifting system is to reduce the labour intensity of porters or assemblers and perform quickly and accurately according to the touch force or others applied on the object. Therefore, the controller of the intelligent flexible lifting system is able to accurately measure the applied force as well as quickly and accurately control the motor. To make the controller meet the needs of industrial production, this method can reduce the design and production costs as much as possible on the premise of ensuring reliability. Based on these considerations, a control scheme of intelligent flexible lifting system is proposed by using Nois II processor and current loop vector control unit, as is shown in Figure 1. By replacing DSP processor with Nois II processor, both the costs and space can be saved; In the design of current loop vector control unit, the resource requirements for FPGA core multipliers can be effectively reduced through algorithm analysis and normalization and the use of a state machine, which makes it possible to realize the system on FPGA at low costs. Structurally, the entire system resembles a dual-core process system with a Master-Slave structure, where the Nois II soft processor works as a Master system, and spatial vector control module works as a slave system that can work at a high speed, and the on-chip control system and various peripherals are mounted on the Nois main processor through the high-speed Avalon. Nois II is responsible for real-time control for slower-paced outer loop (speed loop, position loop), making connection to upper machines, and real-time monitoring of the entire system. It is also responsible for the detection and signal processing of applied force, human-computer interface and communication and control parameter initialization with current loop vector control unit which is mainly realised by answering for the realisation of current loop vector control algorithm.

Fig. 1: Architecture diagram of SOPC-based flexible lifting control system
III. Design of arithmetic unit for 3-current loop vector control

The commonly used servo motor control system is shown in Figure 2, in which the control algorithm implemented for outer loop (speed loop and position loop) control algorithm is the same as other processors, while the vector control part is partially or completely implemented on FPGA. Notation n in the graph represents the rotation angle and rotation speed for motor respectively; PI is a current loop regulator. The current vector control unit first collects the phase current, and then decouples the flux linkage through Clarke and Park transform. The excitation component of stator current is controlled to zero or close to zero, so the motor torque can be controlled linearly. In addition, the current vector control algorithm is composed of Clarke transform module, Park transform module, PI regulator module, Park inverse transform module and SVPWM module. Therefore, in the implementation of SoC, the traditional method is to use sequential modularisation or pipelining, which requires more multiplication and accumulation units and FPGA logic gate resources.

3.1 Calculation steps of current loop vector control

In practice, the control of current loop vector consists of seven steps, including Clarke transformation module calculation, Park transformation module calculation, PI controller module calculation, Park inverse transform, SVPWM (Space Vector Pulse Width Modulation) space sector calculation, SVPWM theoretical switch calculation and SVPWM actual pulse width modulation calculation. The operation unit of each step is equivalent to completing the multiplication and accumulation as shown in formula (1).

\[
\begin{align*}
 y_1 &= c_1 \times x_1 + c_2 \times x_2 \\
 y_2 &= c_3 \times x_3 + c_4 \times x_4
\end{align*}
\]  

(1)

The specific calculation steps of current loop vector control are as follows:

1) Clarke transformation

The parameter matrix C and input variables in equation (1) are

\[
C = \begin{bmatrix} c_1 & c_2 \\ c_3 & c_4 \end{bmatrix} = \begin{bmatrix} 1 & 0 \\ \frac{1}{\sqrt{3}} & \frac{2}{\sqrt{3}} \end{bmatrix}, \quad \begin{bmatrix} x_1 \\ x_2 \end{bmatrix} = \begin{bmatrix} x_3 \\ x_4 \end{bmatrix} = \begin{bmatrix} i_a \\ i_b \end{bmatrix}
\]  

(2)

Its output is \( \begin{bmatrix} i_{sa} \\ i_{sb} \end{bmatrix} = \begin{bmatrix} y_1 \\ y_2 \end{bmatrix} \). Where \( i_a \) and \( i_b \) are the current flowing through the U and V phases of the motor respectively.
2) Park Transform
The parameter matrix C and input variables in equation (1) are
\[
C = \begin{pmatrix} c_1 & c_2 \\ c_3 & c_4 \end{pmatrix} = \begin{pmatrix} \cos \theta_e & \sin \theta_e \\ -\sin \theta_e & \cos \theta_e \end{pmatrix}, \quad \begin{pmatrix} x_1 \\ x_2 \end{pmatrix} = \begin{pmatrix} x_3 \\ x_4 \end{pmatrix} = \begin{pmatrix} i_{sd} \\ i_{sq} \end{pmatrix}
\] (3)

Its output is \( \begin{pmatrix} i_{id} \\ i_{iq} \end{pmatrix} = \begin{pmatrix} y_1 \\ y_2 \end{pmatrix} \). Where \( \theta_e \) is rotation angle of the motor.

3) Calculating the difference of PI regulator (using incremental implementation)
The parameter matrix C and input variables in equation (1) are
\[
C = \begin{pmatrix} c_1 & c_2 \\ c_3 & c_4 \end{pmatrix} = \begin{pmatrix} K_{d\text{-new}} & K_{d\text{-old}} \\ K_{q\text{-new}} & K_{q\text{-old}} \end{pmatrix}, \quad \begin{pmatrix} x_1 \\ x_2 \end{pmatrix} = \begin{pmatrix} e_d(k) \\ e_q(k) \end{pmatrix}, \quad \begin{pmatrix} x_3 \\ x_4 \end{pmatrix} = \begin{pmatrix} e_d(k-1) \\ e_q(k-1) \end{pmatrix}
\] (4)

Its output is \( \begin{pmatrix} V_{sd}(k) \\ V_{sq}(k) \end{pmatrix} = \begin{pmatrix} V_{sd}(k-1) + y_1 \\ V_{sq}(k-1) + y_2 \end{pmatrix} \). Where \( K_{d\text{-new}}, K_{d\text{-old}}, K_{q\text{-new}}, K_{q\text{-old}} \) is decided by the parameters of the PI regulator. \( V_{sd}(k), V_{sq}(k), e_d(k), e_q(k) \) is beat value of current control beat. \( V_{sd}(k-1), V_{sq}(k-1), e_d(k-1), e_q(k-1) \) is beat value of last control beat.

4) Calculating the inverse Park transformation
\[
C = \begin{pmatrix} c_1 & c_2 \\ c_3 & c_4 \end{pmatrix} = \begin{pmatrix} \cos \theta_e & -\sin \theta_e \\ \sin \theta_e & \cos \theta_e \end{pmatrix}, \quad \begin{pmatrix} x_1 \\ x_2 \end{pmatrix} = \begin{pmatrix} x_3 \\ x_4 \end{pmatrix} = \begin{pmatrix} V_{sd} \\ V_{sq} \end{pmatrix}
\] (5)

Its output is \( \begin{pmatrix} i_{id} \\ i_{iq} \end{pmatrix} = \begin{pmatrix} y_1 \\ y_2 \end{pmatrix} \).

5) Calculating the space vector pulse width modulation (SVPWM) of the space sector
The parameter matrix C and input variables in equation (1) are
Calculating the theoretical switching time of each phase of SVPWM
First, calculating the intermediate variables \(x, y, z\) from equation (1), and the corresponding parameter matrix \(C\) and input variables are

\[
C = \begin{pmatrix} c_1 & c_2 \\ c_3 & c_4 \end{pmatrix} = \begin{pmatrix} \sqrt{3} & -1 \\ -\sqrt{3} & -1 \end{pmatrix}, \quad \begin{pmatrix} x_1 \\ x_2 \end{pmatrix} = \begin{pmatrix} x_3 \\ x_4 \end{pmatrix} = \begin{pmatrix} V_s \alpha \\ V_s \beta \end{pmatrix}
\]

\[
\text{Sec} \_ \text{No} = A + 2B + 4C
\]

\[
A = \begin{cases} 1 & V_a > 0 \\ 0 & V_a < 0 \end{cases}, \quad B = \begin{cases} 1 & V_b > 0 \\ 0 & V_b < 0 \end{cases}, \quad C = \begin{cases} 1 & V_c > 0 \\ 0 & V_c < 0 \end{cases}
\]

(6)

Its output is

\[
\begin{pmatrix} V_a \\ V_b \\ V_c \end{pmatrix} = \begin{pmatrix} V_s \alpha \\ V_s \beta \\ y_1 \end{pmatrix}.
\]

Logical judgment and Sect_No is implemented in additional logic units of SoC.

6) Calculating the theoretical switching time of each phase of SVPWM
First, calculating the intermediate variables \((x, y, z)\) from equation (1), and the corresponding parameter matrix \(C\) and input variables are

\[
C = \begin{pmatrix} c_1 & c_2 \\ c_3 & c_4 \end{pmatrix} = \begin{pmatrix} \sqrt{3} & 3 \\ 2 & -3 \end{pmatrix}, \quad \begin{pmatrix} x_1 \\ x_2 \end{pmatrix} = \begin{pmatrix} x_3 \\ x_4 \end{pmatrix} = \begin{pmatrix} V_s \alpha \\ V_s \beta \end{pmatrix}
\]

\[
V_{\text{DC, init}} = \frac{\text{PWMPRD}}{V_d}
\]

\[
t_1 = \begin{cases} Z & \text{Sec} \_ \text{No} = 1 \\ Y & \text{Sec} \_ \text{No} = 2 \\ -Z & \text{Sec} \_ \text{No} = 3 \\ -X & \text{Sec} \_ \text{No} = 4 \\ X & \text{Sec} \_ \text{No} = 5 \\ -Y & \text{Sec} \_ \text{No} = 6 \end{cases}
\]

\[
t_2 = \begin{cases} Y & \text{Sec} \_ \text{No} = 1 \\ -X & \text{Sec} \_ \text{No} = 2 \\ X & \text{Sec} \_ \text{No} = 3 \\ Z & \text{Sec} \_ \text{No} = 4 \\ -Y & \text{Sec} \_ \text{No} = 5 \\ -Z & \text{Sec} \_ \text{No} = 6 \end{cases}
\]

(7)

(7)

Its output is

\[
\begin{pmatrix} X \\ Y \\ Z \end{pmatrix} = \begin{pmatrix} y_1 + y_2 \\ y_1 \\ y_2 \end{pmatrix}
\]

Where PWMPRD is period of PWM, \(V_d\) is bus voltage.

Then, the intermediate variables \((X, Y, Z)\) determine the switching time \(t_1\) and \(t_2\) of the sector through logical table lookup.

7) Calculating the actual pulse width modulation time of each phase of SVPWM
First, the switching time is saturated by equation (1), and the corresponding, parameter matrix \(C\) and input variables are

\[
C = \begin{pmatrix} c_1 & c_2 \\ c_3 & c_4 \end{pmatrix} = \begin{pmatrix} \frac{\text{PWMPRD}}{t_1 + t_2} & 0 \\ \frac{\text{PWMPRD}}{t_1 + t_2} & 0 \end{pmatrix}, \quad \begin{pmatrix} x_1 \\ x_2 \end{pmatrix} = \begin{pmatrix} t_1 \\ 0 \end{pmatrix}, \quad \begin{pmatrix} x_3 \\ x_4 \end{pmatrix} = \begin{pmatrix} t_2 \\ 0 \end{pmatrix}
\]
Its output is
\[
\begin{pmatrix}
 t_{1SAT} \\
 t_{2SAT}
\end{pmatrix} = \begin{pmatrix}
 y_1 \\
 y_2
\end{pmatrix}.
\]

Among them, \(\frac{t_1 + t_2}{PWMPRD}\) is operated by independent dividers, and then the intermediate variable t is calculated by independent units \(t_{aon}\), \(t_{bon}\), \(t_{con}\) and logical look-up table to determine \(T_a\), \(T_b\), \(T_c\). The specific work is shown in Table 1.

To sum up, the state machine method can be used to design the core operation unit to reduce the use of multiplication accumulation unit and gate resource consumption on FPGA.

### Table 1: Modulation time of each phase in different sectors

| Sect_on | 1     | 2     | 3     | 4     | 5     | 6     |
|---------|-------|-------|-------|-------|-------|-------|
| CMPA    | \(t_{bon}\) | \(t_{aon}\) | \(t_{aon}\) | \(t_{con}\) | \(t_{con}\) | \(t_{bon}\) |
| CMPB    | \(t_{aon}\) | \(t_{con}\) | \(t_{bon}\) | \(t_{bon}\) | \(t_{aon}\) | \(t_{con}\) |
| CMPC    | \(t_{con}\) | \(t_{bon}\) | \(t_{bon}\) | \(t_{aon}\) | \(t_{bon}\) | \(t_{aon}\) |

#### 3.2 Design of core computing unit based on state machine

The vector control core unit of current loop vector control, with its design based on the state machine method, is shown in Figure 3. Under the control of the state machine, the core operation unit completes the vector control calculation of the above seven steps in one beat. The time sequence state value \(S[2 . 0]\) of the state machine is shown in Figure 4. The state 0 is used for the conversion of motor rotor angle to electric angle and the compensation of magnetic declination. Under the control of clock ticks, the state value \(S[2 . 0]\) corresponding to the seven steps of vector control and the latch signal used to store the intermediate variables are generated. The state quantity is used to control the selector to select the input corresponding to the current state to the fast basic operation unit. After the vector calculation of the current step is completed, after the latch signal drops, the corresponding register is selected as the intermediate variable for the next beat along the latch of the current calculation result.
III. Experimental Results

The intelligent flexible lifting system designed by this method is shown in Figure 5. In operation, the maximum lifting capacity of the device is 100kg; The maximum lifting speed (no-load) is 55m/min; The maximum lifting speed (full load) is 28m/min; The maximum lifting speed (suspension working mode) is 25m/min, and the measurement accuracy reaches ±1%.

The slave control unit takes the servo motor as the control object; The phase resistance of the servo motor is 3.4 Ω; The phase inductance is 10.8Mh; The maximum power is 850W, and the feedback encoder of the motor adopts 2500 line incremental encoder. The whole servo control system (Nois II processor plus slave control unit) consumes 21041 logic gates and 417306-bit memory cells, among which the current vector control unit consumes 9621 logic gates, as shown in Figure 6.
When the current loop vector control unit is in operation, the procedure of running an entire current loop vector control is completed by performing state 1 to state 7. It is showed in Figure 7 that working time is represented by upper part in signal 1, which has a scaling of 500ns. Therefore, an entire current loop vector control is completed within 1.6us, which is significantly less than 5us. The red signal is the transition signal of the state machine, where state 0 starts with the red falling edge, and state 7 starts with the last red rising edge.

Data in Figure 8 to 12 is gathered from real-time reciprocation with servo motor. Figure 8 and 9 show the tracking performance of current under control of directional magnetic field on d-axis and q-axis. It can be inferred from figures that Id_cal is close to 0 after real-time current measurement and position decoupling. Additionally, Iq_cal follows the referenced current value Iq_ref, which indicates that the system has good linearity after magnetic decoupling, and that vector control has outstanding dynamic performance. The position and speed tracking curve showed in Figure 10 and 11 respectively demonstrate that servo motion control has good dynamic performance and repeated positioning accuracy. Figure 12 shows the real-time collected U and V value for phase current when accelerating/decelerating, which proves that SVPWM in vector controller has flexible commutation ability and digital filtering current noise in current sampling has a good ability to suppress.
V. Conclusion

We successfully implement the intelligent flexible lifting system on an Altera Cyclone FPGA. The entire system meets the design requirements regarding stability, accuracy, and speed. Thanks to the integration of flexible lifting system with microprocessor, current sampling, digital filtering, vector control and encoder, the high-performing motion control and good device compatibility and extensibility are ensured. The combination of FPGA parallel
calculation with time-division multiplexing enabled by accurate matching algorithm can both save FPGA resources and accomplish vector control algorithm within 1.6us. It can be concluded from the experimental results that the state-machine-based high-speed current vector control unit has the ability to effectively improve the dynamic performance of the system, suppress the current noise and reduce the interference between the control beats of the system. In the further research, the system and state machine will be deeply optimized. Especially, the state machine is optimized to solve the problem that some intermediate quantities are completed by independent units in this design. In the next step, one or two states will be added to further improve the performance of the current loop vector control unit.
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