SporTran: a code to estimate transport coefficients from the cepstral analysis of (multivariate) current time series
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Abstract

SporTran is a Python utility designed to estimate generic transport coefficients in extended systems, based on the Green-Kubo theory of linear response and the recently introduced cepstral analysis of the current time series generated by molecular dynamics simulations. SporTran can be applied to univariate as well as multivariate time series. Cepstral analysis requires minimum discretion from the user, in that it weakly depends on two parameters, one of which is automatically estimated by a statistical model-selection criterion that univocally determines the resulting accuracy. In order to facilitate the optimal refinement of these parameters, SporTran features an easy-to-use graphical user interface. A command-line interface and a Python API, easy to embed in complex data-analysis workflows, are also provided.
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PROGRAM SUMMARY

Program Title: SporTran
Licensing provisions: GPLv3
Programming language: Python

Nature of problem:
Given an $M$-variate time series, $J_j(t)$, $j = 0, \ldots, M - 1$, typically describing a number of currents resulting from a molecular-dynamics simulation, SporTran estimates the transport coefficient $\kappa = 1/(\Lambda^{-1})^{00}$, where $\Lambda^{ij} = \frac{1}{T} \int_0^T \langle J_i(t) J_j(0) \rangle dt$ is the matrix of the Onsager linear-response coefficients, and $\langle \cdot \rangle$ indicates an equilibrium average over initial conditions.

Solution method:
\begin{enumerate}
\item It is first observed that the Onsager transport coefficients are the zero-frequency values of the cross power spectra of the currents under scrutiny: $\Lambda^{ij} = \frac{1}{T} S^{ij}(\omega = 0)$, where $S^{ij}(\omega) = \int_{-\infty}^{\infty} \langle J_i(t) J_j(0) \rangle e^{i\omega t} dt$.
\end{enumerate}
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We next define the (cross) periodogram as the product of pairs of Fourier transforms of the current time series:

\[ S_{ij}^k = \epsilon N \tilde{J}_{ij}^k \tilde{J}_{ij}^* \]

where \( \epsilon \) is the time step of the time series, \( N \) the number of their terms, and \( \tilde{J}_{ij}^k = \sum_{n=0}^{N-1} J_{ij}^n e^{2\pi i kn/N} \) their discrete Fourier transforms, and \( J_{ij}^n = J_{ij}(\epsilon n) \).

As the current time series are realisations of a Gaussian process, in the long-time limit and for \( k \neq k' \) the \( S_{ij}^k \) are uncorrelated complex Wishart random matrices (a matrix generalization of the \( \chi^2 \) distribution) whose expectation, according to the Wiener-Khintchine theorem, is the cross power spectrum we are after. It follows that \( (S_{ij}^k)^{00} \) is proportional to a set of uncorrelated \( \chi^2 \) deviates.

A consistent estimator for \( \log(\kappa) = -\log((\Lambda^{-1})^{00}) \) is finally obtained by applying a low-pass filter to the process \( \log((S_{ij}^k)^{00}) \).

The theoretical background of the methodology implemented in SporTran is thoroughly presented in Refs. [1-3].
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1. Introduction

Estimating transport coefficients from the Green-Kubo (GK) theory of linear response and equilibrium molecular dynamics (EMD) can be a challenging task. Long EMD trajectories and cumbersome data analysis, not always properly performed, are needed to average out the thermal noise affecting such calculations [1]. Further difficulties, both conceptual and practical, arise in the multivariate case, where several conserved quantities (say, energy and the number of molecules of different chemical species) are being transported simultaneously, and thus interact with each other [2]. This state of affairs is particularly annoying in a quantum mechanical setting [3, 4, 5, 6, 7], for the numerical workload of ab initio simulations based on electronic-structure theory is so heavy as to practically limit the length of the EMD trajectories that can be afforded to a few hundred picoseconds, at most. The cepstral data analysis [8, 9] protocol enables one to estimate transport coefficients, along with their statistical errors, without the need of performing cumbersome block analyses and it is statistically much more efficient than any straightforward implementation of the GK integral [1, 2, 10]. This procedure substantially reduces the trajectory length necessary to achieve a target accuracy and, most importantly, allows one to evaluate the latter in a statistically rigorous and practically manageable way. Remarkably, cepstral analysis also applies with minimal adaptations and little, if any, numerical and statistical overhead to the multivariate case [2].

SporTran is designed to perform a complete cepstral analysis of a possibly multivariate current time series generated by EMD, without the need of implementing, or even fully mastering, all the details of the protocol. Moreover, an easy-to-use and multi-platform Graphical User Interface (GUI) is provided, allowing the inexperienced user to input all the needed parameters and visualise all the intermediate results in an interactive and easy-to-understand way. In addition, the package is equipped with a command-line interface, permitting to run the program on headless
computers or easily embed it in scripts. Finally, a flexible Python API is provided, giving more advanced users complete control over all the parameters and intermediate steps of the protocol. The SporTran package requires at least Python 3 and the numerical library numpy\[11\] for its core functionalities. In addition to this, the complete package requires scipy, matplotlib, markdown2 and pillow. It can be installed using the pip utility (\texttt{pip install sportran}) or by cloning the GitHub repository \[12\].

2. Theoretical background

The macroscopic behaviour of a material, including its response to external perturbations, dissipation, and the approach to equilibrium, is determined by the time evolution of its hydrodynamical variables, \textit{i.e.} of the long-wavelength components of the densities and current densities of its conserved quantities (such as mass, chemical composition, charge, energy, and momentum), which we call for short \textit{conserved densities} and \textit{conserved currents}.

Let \(J^i\) be the macroscopic average of the \(i\)-th conserved current, \(J^i = \frac{1}{V} \int j^i(r) dr\), where \(V\) is the system’s volume, which from now on we dub as a (conserved) \textit{flux}. In order to unclutter the notation, we will dispose of the Cartesian indices of currents and other vectors, or, if one prefers, we will merge them into the suffixes marking currents off from one another. In the case of heat transport in an \(M\)-component fluid, the relevant conserved fluxes are those of the energy and of the mass/number of each one of its molecular components. As the total-mass flux is the total momentum, which is also a constant of motion, the number of relevant conserved fluxes is reduced from \(M + 1\) to \(M\): energy, which we label as the zero-th, and \(M - 1\) convective (mass) fluxes.

In the linear regime, conserved fluxes are related to the thermodynamic forces, \(F^j\) (\textit{i.e.} to the gradients of the intensive variables conjugate to the conserved quantities being transported), by the Onsager relations \[13, 14\]:

\[
J^i = \sum_{j=0}^{M-1} \Lambda^{ij} F^j.
\]  

(1)

For an \(M\)-component fluid the relevant thermodynamic forces are the gradients of the inverse temperature and of negative of the ratio between the (electro-) chemical potential of each molecular species and temperature. The GK theory of linear response \[15, 16, 17, 18, 10\] states that the \(\Lambda\) matrix in Eq. (1) can be expressed in terms of the time correlation functions of the various \textit{flux processes}, \(J^j(t)\), as:

\[
\Lambda^{ij} = \frac{V}{k_B} \int_0^\infty \langle J^j(t) J^i(0) \rangle dt,
\]  

(2)

where \(k_B\) is the Boltzmann constant and \(\langle \cdot \rangle\) indicates an equilibrium average over the initial conditions of a molecular trajectory \[10\]. From now on, a calligraphic letter, such as \(\mathcal{A}(t)\) will indicate the value that a phase-space variable, \(A(q, p)\), assumes at time \(t\): \(\mathcal{A}(t) = A(q_t, p_t)\). When sampled by EMD, \(\mathcal{A}(t)\) is represented by a discrete time series. The integrals of Eq. (2) can be evaluated from these time series, but the numerical estimate of their values and of the associated statistical errors is ill-conditioned, particularly, but not exclusively, in the multivariate case.

In a multi-component system, a transport coefficient is defined as the ratio between a conserved flux (say, the energy flux, in the case of heat transport) and the corresponding thermodynamic
force, when all the other conserved fluxes (the convective ones, in this case) vanish:

\[ f^j = \begin{cases} 
\kappa F^0 & \text{if } i = 0 \\
0 & \text{if } i \neq 0.
\end{cases} \quad (3) \]

Imposing the relation (3b) in Eq. (1), one obtains:

\[ \kappa = \frac{1}{(A^{-1})^{00}}. \quad (4) \]

The Onsager transport coefficients are best evaluated as the zero-frequency values of the cross power spectra of the fluxes under scrutiny: \( \mathcal{N}^{ij} = \frac{1}{2} \mathcal{S}^{ij}(\omega = 0) \), where \( \mathcal{S}^{ij}(\omega) = \int_{-\infty}^{\infty} \langle J^i(t) J^j(0) \rangle e^{i\omega t} dt \). The reason why this is convenient is because, if the current cross power spectra are smooth enough in the \( \omega \to 0 \) limit, their estimates at finite frequency can be leveraged to reduce the error at \( \omega = 0 \) in the spirit of a generalized central-limit theorem, as explained in Ref. [1] for the univariate case and generalized to the multivariate one in Ref. [2]. The way this is achieved is technically rather complex and we refer the reader to Refs. [1] and [2] for all the necessary conceptual and practical details.

3. Workflow

In a nutshell, the cepstral method embedded in SporTran requires the following sequence of operations:

1. Read \( \ell \) independent samples of the \( M \)-dimensional Gaussian process that one wants to analyse \( \{ p J^k_n \} (p = 1, \ldots, \ell; i = 0, \ldots, M - 1; n = 0, \ldots, N - 1) \). \( M \) is the number of conserved fluxes that characterise the transport process; in practice, \( \ell \) may be the number of statistically independent segments in which a long EMD trajectory has been partitioned, times the number of Cartesian components of the fluxes that are equivalent by symmetry; finally, \( N \) is the number of time steps in each EMD segment. Such an \( M \times N \times \ell \) array is stored, together with the time step \( \epsilon \) and a conversion factor \( \kappa \) necessary to accommodate for units of the various currents, in a suitably defined \texttt{Current} Python object. Several commonly used units are already implemented, as well as various types of transport coefficients (heat and charge conductivity, viscosity).

2. Compute the discrete Fourier transforms of these fluxes:

\[ p \tilde{J}^j_k = \sum_{n=0}^{N-1} p J^j_n e^{2\pi i n k / N}, \quad (5) \]

the so-called cross-periodogram,

\[ S_{kj}^{ij} = \frac{\epsilon}{\ell N} \sum_{p=1}^{\ell} (p \tilde{J}^i_k)^* p \tilde{J}^j_k, \quad (6) \]

and the quantity:

\[ S_{kj}^{0} = \frac{\ell}{\ell - M + 1} \frac{1}{(S_{kj})^{00}}. \quad (7) \]
where \( k = 1, \ldots N \) is the frequency index. The \( S_k \) matrices are statistically independent from one-another and must be inverted for each \( k \). This is implemented in the `compute_psd` method of the Python class `Current`. The expectation value of the 0-th frequency component of \( \bar{S}_0 \) is (proportional to) the transport coefficient we are after. In the univariate case, this reduces to the periodogram of the original flux. At this point we apply the cepstral analysis to this array, i.e. a low-pass filter to its logarithm.

3. Determine a cutoff (Nyqvist) frequency for analysing the log-spectrum, \( f^* \). The statistical accuracy of the cepstral method increases with the number of frequencies in the spectral range being analysed, and decreases with the number of inverse Fourier (cepstral) coefficients necessary to describe the log-spectrum in this range. The choice of \( f^* \) is aimed at optimizing the balance between these two contrasting requirements. The code automatically resamples the time series with a time step \( \epsilon^* \approx \frac{1}{f^*} \), resulting in a smaller number of terms in the time series, \( N^* \). As a rule of thumb, in most of the practical cases \( f^* \) should include the lowest-frequency feature of the periodogram \[19\].

4. Calculate \( \log \bar{S}_0^k \).

5. Compute the cepstral coefficients as the inverse discrete Fourier coefficients of the log-spectrum thus calculated:

\[
C_n = \frac{1}{N^*} \sum_{k=0}^{N^*-1} \log (\bar{S}_k^0) e^{-2 \pi i \frac{kn}{N^*}}.
\]

(8)

6. Determine the optimal number of cepstral coefficients to be retained in the above summation, \( P^* \), using the Akaike information criterion \[20, 21, 1\]. If needed, in particular cases it is possible to increase this value manually in order to reduce the bias of the estimator.

7. Evaluate the transport coefficient and its statistical uncertainty estimated as:

\[
\kappa = \frac{\kappa_{\text{scale}}}{2} \exp \left[ C_0 + 2 \sum_{n=1}^{P^*-1} C_n - L_0 \right],
\]

\[
\frac{\Delta \kappa}{\kappa} = \frac{\sigma_0}{\sqrt{4P^*-2}} \sqrt{\frac{N^*}{L_0}},
\]

where \( L_0 = \psi(\ell - M + 1) - \log(\ell - M + 1) \) and \( \sigma_0^2 = \psi'(\ell - M + 1) \), \( \psi \) and \( \psi' \) being the di- and tri-gamma functions \[22\], respectively.

The relative error in the conductivity results from the estimate of the absolute error in its logarithm. \( P^* \) depends in general on the Nyqvist frequency, \( f^* \), used to analyse the spectrum, while the final value of \( \kappa \) and its statistical uncertainty are to a large extent independent of it \[11\]. In any event, the GUI described below assists the user in the determination of these two parameters.

4. Code description

4.1. Graphical User Interface

The GUI is designed to smoothly drive the user from the raw data to the final result. The input can be a simple column-formatted text file, with a text header for every column, or a NumPy/pickle binary file containing a dictionary. The user selects the file format and is then guided through a few simple steps to load the file, select the desired currents, set the physical constants, and determine the value of the Nyqvist frequency, \( f^* \), as well as the optimal number of
Figure 1: Selection of the Nyqvist frequency, $f^*$. The figure shows the power spectrum of the energy current of a silica glass sample provided in the examples.

cepstral coefficients, $P^*$. The latter step is actually performed automatically through the Akaike information criterion [20, 21], whose suggestion can however be manually adjusted by the user. In Fig. 1 we display a screenshot of the selection of the Nyqvist frequency.

4.2. Command-Line Interface

The command-line interface is designed to easily embed the complete analysis in scripts. All the parameters have to be specified as command line arguments (see Tab. 1). The program outputs a PDF file with several plots, and textual or binary files containing the raw results of the calculation. Those files can be easily used for further analysis.

| Parameter                | Description                                                                 |
|--------------------------|-----------------------------------------------------------------------------|
| --input-format {table,dict,lammps} | input format                                                               |
| -k MAINFLUXKEY           | the header of the $J_0$ flux column                                         |
| -j ADD_CURRENTS          | header of additional current (optional)                                    |
| -C {electric,heat,stress} | the type of current                                                         |
| -u {real,metal,qepw,MPa...} | units                                                                      |
| -t TIMESTEP              | timestep in fs                                                             |
| --VOLUME VOLUME          | volume of the system in Å$^3$                                              |
| --TEMPERATURE TEMPERATURE | temperature of the system in K                                             |
| -r                       | resample the time series with the specified FSTAR                         |
| --FSTAR FSTAR            | maximum frequency to analyse in THz                                         |
| -w PSD_FILTERW           | size of the moving average filter used in the plots, for visualisation purposes (THz) |
| --help                   | show the complete help                                                     |
| --list-currents          | list all the currents and units implemented in the code                   |
| INPUTFILE                | input file                                                                 |

Table 1: List of important command line parameters.
4.3. Python API description

Here we provide an example of the usage of the code as a Python library. In this example, that is also provided in the git repository [12] and documentation, we perform the analysis of the energy current time series of a molten salt, sodium chloride. We stress that the procedure is the same for any type of transport coefficient calculation. The data is contained in a plain text file that was extracted from the output of a LAMMPS [23] simulation, formatted as follows:

```
Temp  c_flux[1]  c_flux[2]  c_flux[3]  c_vcm[1][1]  c_vcm[1][2]  c_vcm[1][3]
1442.7319  250.86549  20.619423  200.115  -0.15991832  -0.071370426  0.020687917
1440.8060  196.22265  82.667342  284.3325  -0.13755206  -0.071002931  -0.011279876
...```

Note the first line and the LAMMPS-like notation to define vector components. Besides the fluxes, there can be additional columns with scalar data, e.g. the temperature. In this particular case, the first vector quantity named `c_flux` is the energy current, while the second vector quantity named `c_vcm[1]` is the velocity of the center of mass of the sodium atoms. This file contains time series that can be generated by any MD code. The API provides a generic module to read this kind of data files:

```python
import sportran as st
jfile = st.i_o.TableFile('./examples/data/NaCl.dat', group_vectors=True)
jfile.read_datalines(
    start_step=0, NSTEPS=0, select_ckeys=['Temp', 'flux', 'vcm[1]'])
```

The `select_ckeys` argument must be set with the names of the desired columns. The code will automatically read them as Cartesian components of a vector-valued process. Please refer to the documentation for additional input formats.

We are now ready to initialise a `Current`-type object. `Current` is an abstract class that serves as a template for different types of currents. The `GenericCurrent` class, derived from `Current`, defines a generic current time series: in order to estimate the transport coefficient, only the time step and the $\kappa$ scale factor must be defined. To streamline the user workflow, a few other specialised subclasses are available: `HeatCurrent` (thermal conductivity), `ElectricCurrent` (electrical conductivity), `StressCurrent` (viscosity), each corresponding to different types of transport processes. For each current type several units are available that simply define the $\kappa$ scale factor. In the case of this example:

```python
DT_FS = 5.0          # time step [fs]
TEMPERATURE = np.mean(jfile.data['Temp'])       # mean temperature [K]
VOLUME = 40.21**3    # volume [Å^3]
j = st.HeatCurrent([jfile.data['flux'], jfile.data['vcm[1]']],
                   UNITS='metal', DT_FS=DT_FS, TEMPERATURE=TEMPERATURE, VOLUME=VOLUME)
```

`metal` are the units used to compute the heat flux (as defined in LAMMPS [23]). The input parameters needed to define each `Current` subclass are listed in the code documentation.

We are now in the position to compute the sample $\bar{S}_k^0$. Remember again that in the univariate case this is simply the periodogram of the original time series. In order to plot $\bar{S}_k^0$ and its logarithm we can use the following function:

```python
1: A list of units for each current subclass can be printed: e.g. print(sp.current.HeatCurrent.get_units_list()).
Figure 2: Plot of $\bar{S}_k^0$ and $\log \bar{S}_k^0$ generated using the class method HeatCurrent.plot_periodogram().

```python
ax = j.plot_periodogram(PSD_FILTER_W=0.4, kappa_units=True,
                        label=r'$\bar{\mathcal{S}}^0_k$')
```

PSD_FILTER_W defines the width in THz of a moving average filter used for visualisation purposes. The result is shown in Fig. 2. Since we are interested in the zero-frequency value of $\bar{S}_k^0$, we resample the time series in order to decrease the Nyquist frequency to $f^*$ and focus on the lower part of the spectrum. We do this as follows:

```python
FSTAR_THZ = 14.0
jf, ax = j.resample(fstar_THz=FSTAR_THZ, plot=True, freq_units='thz')
ax.set_xlim([0, 20])
```

The resulting plot is shown in Fig. 3. We are now ready to perform the cepstral analysis. This is as simple as calling the function:

```python
jf.cepstral_analysis()
```

The result provided is the following:

```
CEPSTRAL ANALYSIS
AIC_Kmin  = 3  (P* = 4, corr_factor = 1.000000)
```
Figure 3: Resampled time series. The blue and orange lines represent $S_0^k$ of the original and the resampled time series, respectively.

$L_0^* = 15.158757 \pm 0.056227$

$S_0^* = 6824108.702608 \pm 383697.095268$

$kappa^* = 0.498310 \pm 0.028018 \text{ W/mK}$

For additional details please refer to the Jupyter notebook examples provided with the source code, or to the documentation.

All the steps and plots of this workflow are implemented in the command line tool and in the graphical user interface, that streamlines the execution for the end user.

4.4. Extending SporTran and code details

We remark again that the core part of the code is process-agnostic, i.e. it does not depend on the type of transport coefficient, and can be seen as a way to compute any Green-Kubo integral from a flux time series. However, when performing an actual calculation, the ability to set the physical units can be very practical. For this reason, SporTran is designed in a way that makes it easy to add new custom units and transport coefficients that can be expressed as in Eq. (4), where physical coefficients such as temperature and volume are multiplied. This enables the user to input all the required parameters in a simple and friendly manner through all the available interfaces, and to get back the result in the preferred units. If the following procedure is used, all the built-in interfaces (GUI and CLI) will detect the new parameters and request them when needed, thanks to the introspection features of the Python language.

Adding a new unit is very easy: it is sufficient to go to the folder sportran/current/units, open the module corresponding to the desired current type (heat, electric, stress, ...) and add a
function named kappa_scale_mynewunitname, similarly to the other functions found therein. The code will list this new unit called mynewunitname in every user interface and in the help function.

In order to define a new type of current and set its units, the following operations are required. First, in the folder sportran/current add a new module (e.g. mycurrent.py), in which a subclass of sportran.current.Current (e.g. MyCurrent) is defined. Then:

- Define the following class attributes:
  - _current_type: the name of the current. This will be used by the user interfaces and to look for the available units corresponding to this current (e.g. mycurrent).
  - _input_parameters: a set of parameters that this class needs, e.g. {'DT_FS', 'UNITS', 'TEMPERATURE', 'VOLUME'}.
  - _KAPPA_SI_UNITS: a string describing the units of the transport coefficient, e.g. W/m/K.

- Define a _builder method (property). This is a method returning a dictionary of all the parameters needed to rebuild an identical current object.

- Define the units: create a new module in the folder sportran/current/units and name it after _current_type (e.g. mycurrent.py). Add here all the desired units as functions called kappa_scale_myunit, as previously explained. The input parameters of these functions must be the same listed in the _input_parameters class attribute.

The code has an extensive documentation written with Sphinx available at https://sportran.readthedocs.io and a complete test suite that the user is strongly advised to run before using the code on a new machine, or after modifying the code. Examples are included in the package, both for the single-component and the multi-component case in the form of Jupyter notebooks and command-line scripts. Any issue reports or contributions to this code are encouraged and can be submitted to the GitHub page [12].
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