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ABSTRACT

Digital data has enabled organizations to anticipate future threats, opportunities, and trends. However, digital data owners do not know how their data is accessed, shared, and monetized. In this paper, we propose using blockchain technology and non-fungible tokens (NFTs) to enable time-bound access and monetization of private data. Our approach allows users to upload encrypted content and mint it into NFTs. Other users can access the NFTs’ content by requesting a purchase or a license. Purchasing content transfers the ownership of the NFTs to the buyer; whereas, licensing them permits accessing the private data for a limited period of time, after which the data gets automatically deleted. Our developed approach uses the decentralized application (DApp), proxy reencryption (PRE), InterPlanetary File System (IPFS), and trusted execution environment (TEE) for managing a fully decentralized and robust system. We implement a proof-of-concept system in an Ethereum-based environment, which is used for testing and vulnerability checks. We present the cost and security analyses and discuss the generalization aspect of the solution. Our smart contracts and testing scripts are publicly available under an open-source license.
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I. INTRODUCTION

With the growing amount of data on the internet [1], accompanied by cloud providers gaining dominance over the data storage and delivery networks [2], [3], users no longer have ownership over their data. Presenting a new generation of solutions not only provides users with the ability to control their data but also offers an alternative to the vulnerabilities and lack of availability often found in centralized frameworks [4], [5], [6]. Furthermore, additional features can be integrated as part of the new solution, such as the ability to present data ownership certificates, time-bound data sharing, and secure data monetization. Such a solution can benefit from a decentralization framework, in which no entity can take control over the actions of the data owner [7], [8].

A primary use case that embodies all aspects of data ownership, sharing, and monetization is concerned with patient data. Patients are increasingly more cautious about their right to own their data. Ideally, patients should be able to directly receive and verify their medical reports and information, such as x-ray scans and genomic sequences, so no other party can claim ownership over the data or have access to it without permission from the patient. Figure 1 illustrates this use case, which also shows the ability of the patient to grant a paid license of a subset of the data to a medical institution, where the license expires after one week.

The researchers in this space investigate a solution that ideally provides data storage and ownership, time-bound sharing, and monetization. These objectives are defined as follows:

1) Storage and ownership: Users can persistently upload and store their public or private data. Using NFTs, the system manages and verifies claims of data ownership.
It also keeps track of who owned the data at different points in time, such as when ownership gets transferred.

2) **Time-bound sharing:** The system preserves the rights of the owners upon sharing by preventing attempts to duplicate the data and enforcing digital rights management (DRM) rules. Owners can specify what subset of data to share, who can access the data, and for how long the data can be obtained and viewed, for example, by setting an expiration policy.

3) **Monetization:** Users can monetize their data while it is shared, accessed, or used by third parties. For example, medical research institutions must pay for patient data as long as it is in use.

Although extensive studies propose and implement the individual components of the problem in question, there is a gap in the literature when it comes to integrating the components into a comprehensive solution. To illuminate this void, we believe taking advantage of decentralization technology generally, and blockchain specifically, can provide scalability and security [9], [10]. More importantly, building the solution with a decentralized mindset further empowers users to take control over their data [11], and to gain confidence in the system.

The introduction of Bitcoin in 2008 has been one of the leading events in shifting the internet from a centralized state to a decentralized one. It is a highly regarded cryptocurrency, mainly because of having blockchain as its backbone technology [12], [13]. The decentralization of the internet gained further traction among developers with the concept of smart contracts in Ethereum [14], which enabled blockchain technology outside the cryptocurrency boundaries. Over the past couple of years, a strong push for bringing decentralization to the mainstream public has been driven by the successful utilization of the technology, such as non-fungible tokens (NFTs) for arts and games, and enabling users to monetize their genomic sequence by sharing it with pharmaceutical companies [15], [16].

Blockchain systems comprise distributed peer-to-peer networks that store ledgers made of blocks of stateful transactions. A consensus mechanism is agreed upon among all peers to decide what transactions are deemed correct. Permissionless public blockchains, in which any entity can join the network and all transactions are kept in plaintext, usually use proof-of-work and proof-of-stake consensus mechanisms [17]. Whereas permissioned private and consortium blockchains in which only authorized entities can join the network, commonly use other consensus mechanisms, such as practical Byzantine fault tolerance [18]. Blockchain networks provide complete provenance of transactions, an immutable ledger, improved security and uptime, and decentralized smart contract software computation.

NFTs recently became one of the fastest-growing uses of blockchain [19]. NFT solutions offer ownership guarantees for every asset minted (i.e., added) to the network. The first official standardization of NFTs was in 2018 with ERC721, in which an Ethereum-based smart contract must keep track of a one-to-one association between a given owner and the
NFT, and each NFT type must have its separate smart contract. More recently, ERC1155 was introduced to extend the functionality and flexibility of ERC721. The new standard allows transferring tokens in batches, multiple token types per smart contract, semi-fungible token behavior, and safe reversible transfers [15], [20].

Although blockchain and NFTs pave the way for developing a data ownership platform, certain hurdles persist. For example, Ethereum nodes can only execute basic smart contracts due to their limited computation performance [21]. Additionally, the nature of stateful and transaction-based blockchain ledgers does not allow storing large-sized data. As a result, a fully decentralized solution must eventually utilize off-chain networks and interactions as part of secondary decentralized solutions [22]. However, the blockchain network must carefully manage and observe such transactions by binding them to the on-chain core using alternative trust models [23]. Otherwise, a flawed off-chain design will result in nodes blindly trusting each other or resolving to centralized entities, defeating the purpose of using blockchain technology.

In this paper, we propose a blockchain-based platform for managing data NFTs to enable ownership, time-bound sharing, and monetization. Our proposed solution is fully decentralized, does not rely on any trusted arbitrators, provides full provenance of actions, and utilizes a variety of trust models to validate off-chain transactions. Our contributions in this paper are summarized in the following:

- We propose an NFT-based platform for verifying and managing ownership of data assets with the provenance of ownership transfers.
- We present a data-sharing mechanism that enables users to select what subset of data to share, whom to share the data with, and the duration before the data sharing expires.
- We outline a monetization system to allow users to receive cryptocurrency-based payments based on how their data is accessed and used.
- We integrate IPFS, off-chain oracle nodes, distributed proxy reencryption (PRE), and decentralized applications (DApps) as part of a secondary off-chain network governed by a robust reputation system.
- We design a complete system architecture with a structured approach and detailed algorithms for all interactions among the blockchain network and entities. Additionally, we develop Ethereum smart contracts to prototype the proposed platform. All code developed is made public on GitHub.
- We perform functional correctness and cost analysis of the proposed and developed systems. Furthermore, we discuss our proposed solution’s feasibility, usability, security, and resilience to malicious attacks.

This paper is organized into five sections. Section II reviews the existing solutions for data ownership, sharing, and monetization. Section III presents our proposed architecture and approach details. Section IV discusses the implementation of our algorithms and smart contract functions, in addition to evaluating the implementation in terms of functionality and cost. Finally, we examine our approach in section V and recap our discoveries in section VI.

II. RELATED WORK

This section presents the existing solutions addressing storage and ownership, time-bound data sharing, and data monetization. Our exploration of the previous literature found no proposal that integrates the three aspects into a single system. Therefore, we discuss each component separately.

A. STORAGE AND OWNERSHIP

The current state of storage systems presents users with an abundance of commercial solutions, such as Google Drive, Microsoft OneDrive, and Dropbox. Although these systems do not offer proof of ownership, they provide users with the means to control who can access the data. However, common aspects of such solutions include their expensive pricing and limitations in feature sets for personal and small-scale use [24]. In addition, centralized solutions fail to defend against attacks and increasingly suffer in terms of availability [25], [26].

Open source solutions offer more flexible and independent categories of storage and ownership systems [27]. For example, open-source software (OSS) guarantees that the user can potentially read and even make changes to the running processes. However, setting up a cheap and reliable OSS data storage system can quickly become a tedious job for the ordinary user. One more problem with OSS solutions is that they expose personal devices to allow data sharing and interoperability across networks.

More recently, an exciting new type of storage system has emerged. Filecoin, Storj, and Arweave are decentralized storage solutions that build peer-to-peer networks and incentivize their nodes to keep the files stored [28], [29], [30]. Filecoin is currently the most popular decentralized storage solution. It uses IPFS as the basis of the storage network and relies on proof-of-storage to ensure incentives are paid to the deserving nodes. An interesting aspect of decentralized solutions is their low pricing, which can be as little as one-tenth the price of Amazon S3 Buckets [24]. However, since decentralized storage systems only provide the means to upload and retrieve data, they do not offer proof of data ownership.

Researchers have proposed blockchain-based ownership solutions for preserving data used in AI training and medical drugs [31], [32], overcoming vulnerabilities found in centralized solutions [33], such as single point of failure. However, the solutions implement non-standard proof of ownership mechanisms, so they lack interoperability and scrutiny.

NFTs, in essence, guard ownership of digital assets by maintaining standardized and indisputable transactions of minting or transferring the tokens. Researchers have studied the various types of digital assets that best suit the use of

https://github.com/AnonGitter20220510/nft-content-sharing
NFTs, such as visual artworks, in-game purchases, or even unique arbitrary collectibles [19]. Other works have looked into minting patents and intellectual property as NFTs [34], as well as integrating the standardizations of common image formats such as JPEG with the ERC721 standards [35].

B. TIME-BOUND DATA SHARING

The introduction of blockchain has fueled research to look into rights-preserving data sharing and access control. Researchers from a wide range of industries are investigating solutions that enable owner-first sharing rights [36]. The transparent and trustless design offered by smart contracts has enabled users to know what and with whom their data is shared. For example, in the medical field and personal health records, [37] utilized blockchain and smart contracts to grant a patient-centered experience for managing health record documents. Moreover, the paper discussed opportunities for future systems to allow more restrictive access policies by implementing an expiration date for the shared data.

One approach to the data expiration problem is to set an expiration date for the access token granted by the owner, after which it would not be possible for the receiving party to proceed with the retrieval. This approach is only favorable for problems where the data in question is dynamically produced and streamed to the other party [38].

The research is advancing to a more confidential and time-bound sharing mechanism where the receiving party would not be able to duplicate or copy the data even after obtaining it. Popular techniques to protect against content duplication are implemented in confidential messaging apps like Snapchat. These techniques include using OS-level APIs to disable screen capturing, recording, and sharing of protected media, in addition to requiring the latest software updates with all security patches [39], [40]. To avoid these limitations on the client-side, researchers proposed alternative solutions that assure data deletion and enforce self-expiration, using techniques such as attribute-based encryption and revocation, TEE, threshold secret sharing, and frequently colliding hash tables [41], [42], [43]. The drawback of these techniques is having to reside at a centralized server that cannot be trusted. As far as decentralized solutions, they are limited to adding DRM databases to the blockchain and trusted execution environment (TEE) for a more reliable network and automated issuance [11], [44], which is insufficient to actively prevent users from duplicating the data.

C. DATA MONETIZATION

Traditional centralized monetization solutions claim to split the profit with the owners. However, these solutions suffer from several problems: 1) Inability to guarantee a fair share of the profits to the users due to relying on centralized technologies that hide the transactions. 2) No protection against non-repudiation attacks, where the service provider can claim it never accessed the user data [45]. 3) Relying on traditional payment and money transfer methods requires more processing time and fees, especially for international transfers [16]. 4) Weak protection against data manipulation, leading to a more time-consuming and challenging auditing process [46].

Researchers and commercial solutions have densely explored monetizing genomic data and incorporating blockchain into its process [18], [45]. Early suggestions incentivized patients to share their medical data with researchers using an automated smart contract. For instance, Nebula is a private blockchain platform for sharing genomic data that uses proprietary storage, ledger, and analytics solutions [16]. In addition to genomic data, researchers proposed letting patients sell their encrypted medical records by listing them on a blockchain-based marketplace with mechanisms to assure proof of delivery [47]. The blockchain-based marketplace proposals were also introduced to a broader range of industries, such as real-time IoT data streams and general end-user documents [48], [49].

The research in the monetization field has been limited to special and targeted use cases, such as paying small fees in return for medical information or paying royalties to obtain digital artworks. Additionally, the majority of the marketplace research does not support the proposed design. To the best of our knowledge, we are the first to propose and implement a secure, global, and generalized architecture for encrypted data monetization.

III. NFTs-BASED SOLUTION

In this section, we discuss our proposed approach by describing the different layers in the architecture and presenting the responsibilities of the system’s entities and how they interact with it.

A. ARCHITECTURE COMPONENTS

Our proposed architecture comprises four general components: the end-user who interacts through the DApp, the blockchain smart contracts, the off-chain oracle nodes, and the decentralized storage. The types of interactions among the entities are depicted more clearly in Figure 2. Although our design is agnostic of any specific framework, we chose to present the solution with Ethereum and IPFS terminologies because of their common usage in the academic literature.

1) END-USER

An end-user in our system is an entity that interacts with the smart contracts, the oracle nodes, and the decentralized storage through the DApp. We categorize the end-user capabilities into three personas that are not mutually exclusive:

1) Producer: An original creator of data assets eventually owned by an owner persona. It can optionally have the ability to automatically upload assets (plaintext or encrypted) on behalf of a different end-user (owner) and mint the assets as NFTs for the owners.

2) Owner: The owner of the NFT assets, which could be either uploaded by the same end-user or a different one (producer). It can optionally delegate the minting process to be done by the producer. It has the exclusive right to grant sharing of data assets with consumers.
3) Consumer: Pays to view or access NFTs-based data assets. It can perform search operations to find relevant data, then pay for obtaining the data without modifying the NFTs’ ownership.

Considering that all personas require the end-user to interact with the decentralized storage, our system requires the end-user to have a verified registration linking the smart contract with their storage address. Our developed mechanism requires the user to publish a verify.txt file containing their EA on the InterPlanetary Name Service (IPNS), and the smart contracts can later verify the validity of the proof. IPNS is a service that lets you make addresses that point to IPFS content that can be read by humans and changed.

The DApp is where users can send requests to and receive updates from the smart contracts. From the perspective of the
network, it is the DApp that gets connected to the blockchain gateways (e.g., Infura) and nodes [50]. Therefore, the DApp must be built on top of a secure development framework to prevent unwanted actors from easily impersonating the end-users. Moreover, in order to combat attempts to leak content from the DApp, the app can incorporate mechanisms such as disabling all views if it is not connected to the network, preventing screen capturing of confidential content, performing encryption operations, and displaying data viewer modules using secure TEE sessions [39], [51].

2) SMART CONTRACT
Blockchain plays a pivotal role in our proposed system. The decentralized network stores ownership data on the ledger and executes transaction calls implemented in the smart contract. Our architecture uses the Ethereum blockchain framework for its significant adoption and public nature. Ethereum-based smart contracts are executed in the Ethereum virtual machine (EVM) and mined in exchange for a monetary reward paid in Ether cryptocurrency. Smart contract function fees are measured in gas units based on their logical and arithmetic operations, and gas is converted to Wei depending on the market gas price, where 1 wei = 10−18 Ether. Even though Ethereum smart contracts do not encrypt the ledger, our system fully supports confidential content by allowing minting, transferring, sharing of, and searching for encrypted data.

Our design splits the blockchain functions into two smart contracts. The first smart contract is called ContentSC and it expands on the ERC721 NFT standard by incorporating additional unique attributes for each NFT, account-based access controls, and Ether transfer management. The second smart contract is called OracleSC, it organizes the off-chain oracles, can be used for on-chain and off-chain services, and maintains the reputations and participation of the oracle nodes.

3) OFF-CHAIN ORACLE
The Oracle nodes in our proposed architecture play a vital role in expanding the capabilities of the smart contract. Oracles have a variety of tasks that they can subscribe to; by doing so, they declare themselves capable of performing such tasks. To ensure oracles correctly perform their tasks, we incorporate trust models as a logical interface in OracleSC. The trust models functionality is three-fold: 1) Aggregate the responses of multiple oracles into a single accepted final result. 2) Assign a calculated reputation score for each participating oracle based on its performance. 3) Split the agreed-upon monetary incentive among participating oracles, considering their performance. Table 1 lists the types of oracle tasks and their corresponding trust model. Details of the oracle types and the trust model mechanisms are discussed later in this section.

The trust model ratings are combined into a reputation score using dynamic averaging as part of a reputation system that keeps track of the general performance of each task of each node. The reputation scores eliminate unsatisfactory nodes and calculate the trust model ratings. Rather than directly using the reputation scores, we incorporate Laplace’s rule of succession to produce a probabilistic reputation score [52], [53]. The probabilistic score is capable of fairly comparing nodes with a high reputation score and few participations against ones with a slightly lower reputation score and many participations.

Interactions between end-users and oracle nodes are not supervised by the trust models but instead managed by other means of incentivizing correct actions, such as paying collateral. Additionally, oracles are prohibited by OracleSC from participating in multiple requests. Locking oracles keeps them from getting involved in a lot of requests when they don’t want to or can’t answer all of them.

4) DECENTRALIZED STORAGE
The decentralized storage component can be considered an unmanaged entity, albeit crucial to the system. The two required capabilities in a decentralized storage solution are the ability to add and publish content assets. Adding a content asset will result in a content-addressable URL and, therefore, an inability to update the asset on the same URL, whereas publishing an asset will result in a fixed URL that points to the latest version of it. These fundamental capabilities are offered in the IPFS network. However, one downside of IPFS is the lack of monetary incentives, and as a result, it lacks guarantees to store content for long periods. Filecoin solves that problem by embedding monetary incentives based on proof-of-storage on IPFS.

Uploading an asset to the network may optionally be accompanied by encrypting the asset data beforehand and injecting it with an identifier that can be used to trace back the content to its uploader or supposed owner without relying on blockchain to reveal the identity. As a result, regardless of the storage or blockchain networks, or if an asset gets minted, there will always be a claimed identity associated with uploaded data, which remains unverified if the minting does not carry out [54].

The content structure of the IPNS storage is not restricted to a fixed format, except for the verify.txt file, which must be at the root. Figure 7 captures an example of the IPNS content structure, and Figure 8 showcases an instance of an ERC721-compliant JSON metadata file. For any of the content assets published on IPNS, the user will get an IPNS path such as IPNS/conference/meeting.mp3.json and a content identifier (CID) to retrieve the asset from the

| Oracle             | Trust Model       | Performance Factors       |
|--------------------|-------------------|---------------------------|
| IPNS Verifier      | Majority Voting   | Response time, correctness|
| Content Verifier   | Majority Voting   | Response time, correctness|
| Timeout            | First Responder   | Response time             |
| Reencryptor        | Reputation Threshold | User rating |
IPFS network. Both the path and the CID of each content asset are stored alongside its NFT.

**B. FUNCTIONS AND INTERACTIONS**

To demonstrate the various functionalities of the proposed approach, we divide the interactions into scenarios. The scenarios do not build upon each other in the mentioned order for the system to behave correctly.

1) **STORAGE AND OWNERSHIP**

All entities that interact with the smart contracts must first register themselves as one of the predefined entity types, such
as an end-user or an oracle node. End-users must also verify their account registration by providing their IPNS address to ContentSC, which gets checked by IPNS verification oracles through OracleSC. One of the functionalities available to the end-user after their IPNS verification is to upload and mint new content assets. Figure 3 depicts the sequence diagram of a scenario where the end-user registers and verifies the account, then proceeds to upload and mint an asset. Since it is unsustainable for the owner to encrypt the content multiple times and share the encrypted content with the buyers or consumers, our mechanism uses a hybrid cryptosystem and PRE to share encrypted content without ever having the owner decrypt and encrypt it for each receiver.

1a - 1b) The end-user prepares a verify.txt file containing their EA, and publishes the file at the root of the IPNS address. Once the file is published, the end-user requests to register their account on ContentSC.

2a) ContentSC initiates a new verification request on OracleSC and transfers the verification fees to the latter smart contract.

2b - 2d) OracleSC emits a verification request that lasts for one hour, during which IPNS verifiers download the verify.txt file and compare its content against the end-user’s EA, the responses are sent back to the smart contract.

2e - 2g) The timeout oracle notifies OracleSC to begin finalizing the request. algorithm 6 delineates how the smart contract computes a score upon each oracle’s verification response, and algorithm 7 details how to update the reputation of oracles and award correct ones. The symbols used in the algorithms are defined in Table 2.

2h) The resulting verification result is emitted by ContentSC to inform the end-user of their updated status.

3a - 3b) The end-user uses hybrid cryptosystem to encrypt content asset $d$ with symmetric key $m$ and public data key $p$ [55], and injects the encrypted content with EA $a$, to receive an injected file $I(E(d, m), a)$ and encapsulated key $E(m, p)$. Both of which are then added to IPFS alongside an ERC721-compliant JSON metadata file describing the uploaded data published to IPNS.

4a - 4b) The end-user submits the IPNS path and IPFS CID to ContentSC, which in return starts a new content verification request on OracleSC.

4c - 4i) In a similar fashion to the IPNS verification steps, the request is processed by OracleSC’s oracles and is then returned as a final result to ContentSC. The processing for content verification depends on finding the uploader’s EA injected into the claimed content, and if so, the content gets approved for minting. Additionally, the smart contract emits an indexing request to the distributed search engine, so that end-users can query the assets later on.

4g) ContentSC receives the content verification result, which is assumed to be valid, and proceeds to mint the content asset as an original NFT.

2) DELEGATION OF CONTENT UPLOAD

The producer and the content owner are two separate entities in certain use cases. Instead of requiring the producer to
pay the minting fees, our approach lets the producer only upload the encrypted assets, and it is depicted in Figure 4. The uploaded assets are sent directly to the owner’s address and re-encrypted so that only the owner can access them.

1a - 1b) The owner adds the producer as a delegate, and the smart contract informs the producer of the transaction.
2a - 2d) The producer uses hybrid cryptosystem to encrypt content \( d \) with symmetric key \( m \) and public data key \( p_P \), and injects the encrypted content with the owner’s EA \( a_O \), resulting in injected content \( I(E(d, m), a_O) \) and encapsulated key \( E(m, p_P) \). The content and key are then added to IPFS, and the partial metadata is published to IPNS. Then the uploading details are submitted as a delegated content on ContentSC, which emits an event to inform the owner.

Additionally, the producer downloads the owner’s public key \( p_O \) and combines it with their private key \( s_P \) to produce a reencryption key \( r_{PO} \), which is then stored on IPFS without making the CID public.
3a - 3c) The owner accepts the content and transfers its price and reencryption fees to the smart contract. Upon receiving the payments, ContentSC initiates a reencryption request and sends the fees to OracleSC.
3d - 3f) A reencryptor with a satisfactory reputation score announces participation in the reencryption request, then proceeds with downloading the content key \( E(m, p_P) \) and reencryption key \( r_{PO} \) and completes the reencryption to end up with \( E(m, p_O) \).
3g - 3m) The reencryptor sends the content keys \( E(m, p_O) \) to the owner over a private communication session, allowing the owner to decrypt and confirm the substance of the content to ContentSC, which passes the confirmation to OracleSC and initiates a new content verification request.
3n) ContentSC mints the content asset as an NFT of the owner, and sends the payment to the producer.

**FIGURE 7.** File structure of content published by the owner.

4) TIME-BOUND DATA SHARING AND MONETIZATION

When an end-user only wants to access the material of encrypted content NFTs, our approach offers the means to request licensing for using the content. The owner shares the data with the consumer in the purchase scenario. However, since the NFT ownership is not transferred to the consumer, we propose a mechanism to allow access to the data in a time-bound manner. The time-bound restrictions are enforced by a data viewer DApp running in a TEE. Figure 6 presents the interactions for this use case.

1a - 3a) As in the purchasing use case, the consumer queries the distributed search engine and requests licensing for it. The owner approves and proceeds with the reencryption process.
3b - 3c) Upon successful reencryption determined by the consumer confirmation, ContentSC transfers the licensing price to the owner.
3d - 3e) The DApp determines the received content type and requests to download the required modules to read the content properly.
3f - 3i) Once the time-bound sharing expires, a timeout sends the content to the consumer confirmation, ContentSC transfers the licensing price to the owner.

IV. IMPLEMENTATION AND EVALUATION DETAILS

We implement the necessary smart contract functions that the various types of entities can call to evaluate our proposed approach. This section explains how we chose to build a prototype of the system and put it into use.
A. DEVELOPMENT OF SMART CONTRACT ALGORITHMS

For the Ethereum-based smart contracts development, we used the Solidity language to write the contracts logic. ContentSC extends the NFTs standard implemented by OpenZeppelin with no direct modification to the interface, and OracleSC is implemented as a base contract that does not derive from other contracts.

All Ethereum accounts interacting with the smart contract must have a registration type, which prior to calling the registerAs function, would be initialized to the default UNREGISTERED state. The deployer of the smart contract is automatically set as the DEPLOYER registration type upon deploying the smart contract, whereas other accounts must set their registration type to either an END_USER or an oracle, more specifically, IPNS_VERIFIER, CONTENT_VERIFIER, REENCRYPTOR, or a TIMEOUT.

The smart contracts manage three categories of attributes:

- **NFT** attributes are solely accessible to ContentSC and they associate the content NFT identifiers with the uploader, the IPNS path, the IPFS CID, a purchaser, and their offered amount.

- **Entity** attributes are accessible to ContentSC to maintain END_USER and OracleSC to maintain oracles. An entity of the former type has an IPNS address, a list of accepted delegates, and a lock status for making purchases, whereas an entity of the latter type has a reputation score, a participations count, and a lock status for participating in new tasks.

- **Action** attributes are only accessible to OracleSC. One type is for verification, where each verification action has a timeout, a reward amount, a positive score sum, a negative score sum, participating oracles, and their responses and scores; whereas, the other type is for reencryption actions, which are associated with a reen-cyptor’s reputation threshold, a reward amount, a completion state, and a chosen reencryptor.

A primary step for END_USER registration is to specify their IPNS. First, the user calls algorithm 1 which updates the IPNS verification attributes, resets the verification state, holds the verification fees, and initiates a verification task with a time limit of 1 hour. During this period, IPNS verifiers submit their responses to algorithm 6, which updates the attributes and locks the verifier from any further participation. Once the task timeout expires, the verifiers can call algorithm 7 to unlock their accounts, update their reputations, and receive their rewards, and a timeout calls ReturnVerify function to submit the new verification state to ContentSC, which triggers a callback function SetIPNSState.

Uploading a new content asset and minting it begins with the user calling algorithm 2, which updates the content attributes and calls StartVerify to initiate a new content verification task with a time limit of 1 hour. Content verifiers can call algorithm 6 during the hour, which updates the verification attributes and locks the oracles. After the timeout, the verifiers and timeout call algorithm 7 and ReturnVerify, respectively. Upon receiving the verification, ContentSC calls MintAsset to mint the content.

**Algorithm 1** SetIPNS: Sets the IPNS Address. Callable by Owners and Producers on ContentSC

**Data:** ipns
1. Require ipns is not set;
2. Require oracle rewards are paid;
3. Store ipns as under verification;
4. Call StartVerify function, callback
SetIPNSState on completion;

**Algorithm 2** AddContentFor: Adds New Content. Callable by Owners or Producers on ContentSC

**Data:** benefit, path, cid, price
1. Require caller and benefit have valid IPNSs;
2. Generate new assetId;
3. Associate assetId with caller, benefit, path, cid and price;
4. Emit an event to update benefit;

**Algorithm 3** AcceptAsset: Accepts Successful Reencryption. Callable by Owners on ContentSC

**Data:** assetId, path, cid
1. Require caller is correct beneficiary;
2. Require oracle rewards are paid;
3. Update assetId’s path and cid;
4. Send Ether from ContentSC to delegate;
5. Call RateReencrypt function;
6. Call StartVerify function, callback MintAsset on completion;

![Algorithm 1 SetIPNS](image1.png)
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Algorithm 4 FinalizeSharing: Confirms Receiving Shared Content. Callable by Consumers on ContentSC

Data: assetId, path, cid
1 Require correct consumer;
2 if purchase then
3   Update assetId’s path and cid;
4   Call StartVerify function, callback TransferAsset on completion;
5 end
6 Send Ether from ContentSC to seller;

Algorithm 5 TransferAsset: Transfers Valid Content. Callable by OracleSC on ContentSC

Data: assetId, state
1 Update assetId state to state;
2 Emit an event to update the consumer;
3 if state = VALID then
4   Call ERC721’s safeTransfer function;
5 end

| Symbol | Definition | Type               |
|--------|------------|--------------------|
| \(t\) | Current time | Implicit value    |
| \(r_{max}\) | Maximum reputation score | Global constant |
| \(r\) | Oracle reputation | Per-oracle global attribute |
| \(p\) | Oracle participations count | Per-oracle global attribute |
| \(f\) | Offered reward | Per-task global attribute |
| \(t_{timeout}\) | Verification timeout | Per-task global attribute |
| \(\Sigma s^+\) | Sum of positive scores | Per-task global attribute |
| \(\Sigma s^-\) | Sum of negative scores | Per-task global attribute |
| \(\hat{s}\) | Maximum of scores | Local computed variable |
| \(s\) | Score of oracle | Local computed variable |
| \(\hat{\delta}\) | Normalized score of oracle | Local computed variable |
| \(\Delta r\) | Participation reputation | Local computed variable |
| \(\alpha\) | Reward assigned to oracle | Local computed variable |

After the global attributes are updated, the score of the participating oracle is computed based on two factors: the oracle’s reputation and response time. The higher the reputation and the lower the response time, the higher the score. Additionally, the reputation of the oracle is not directly represented in the score, but rather after using Laplace’s rule of succession formula, as given by Equation 1. The summation attributes are changed based on whether the oracle response was positive or negative, and the oracle index is returned.

\[
\hat{r}_{rep} = \frac{r_p + r_{max}}{p + 2}
\] (1)

The function described in algorithm 7 is called for reputation updates and reward distribution. The function combines and normalizes the score and correctness of the participating oracles into a single continuous and non-negative value, such that the lowest correct score is higher than the highest incorrect score, and the lowest score is equal to or greater than zero. The score is then converted to a change in reputation by mapping it to the reputation range, which in our implementation is \([0, 2^{16}]\). Solidity language does not offer native support for floating points. Therefore, our code uses the larger range to accommodate the reputations. The oracle’s reputation and participation count are updated based on a simple dynamic averaging formula, and the award is calculated based on the ratio of the oracle’s score to the summation of correct scores.

For delegated uploading and minting, the owner needs to approve the delegate by calling AddDelegate, which gives privileges for another user to reencrypt content from their keys to the owner’s keys. Then, the producer and the owner call algorithm 2 and PayDelegate respectively, which automatically invokes the StartReencrypt function in OracleSC. The smart contract at this point is waiting for a reencryptor oracle with a satisfactory reputation score to handle the processing, which, if available, should call algorithm 8, and upon completing the reencryption process, the oracle calls algorithm 9 to unlock their account and assign an initial score based on their response time. Once the reencrypted content is uploaded and verified by the content verifiers, or once the owner confirms the delivery of the content asset by calling algorithm 3, the smart contract transfers the reward to the reencryptor, updates their reputation, and calls back MintAsset to mint the asset for the owner.

Purchasing and licensing content takes a similar route to delegated upload. The interested user makes a purchase or a licensing request by calling RequestSharing, which locks the entity from making additional requests, and locks the content from taking other purchases. If the owner approves, they call AcceptSharing. After paying for the content with PayForSharing, StartReencrypt is triggered, making OracleSC wait for a satisfactory reencryptor to complete, calling algorithm 8 and algorithm 9. Once the delivery to the new owner or the consumer is confirmed by algorithm 4, the sharing process is considered complete. If the sharing is a purchase, then the buyer can update the metadata, which calls StartVerify and ends with triggering algorithm 5 if the content is valid. If the sharing is a time-bound licensing, the timeout oracle notifies the smart contract when the expiration is over, which forces the TEE-based data viewer DApp to drop the asset data.

B. DEPLOYMENT AND TESTING OF SOLIDITY CODE

We used the Truffle suite\(^2\) as a development framework and deployment environment. Our code was written using Solidity language version 0.8.0 and compiled using the Solc compiler\(^3\) of the same version, with optimization settings enabled at 200 runs. Truffle also includes Ganache,\(^4\) a local Ethereum testing network (testnet), used to deploy the compiled contracts. Lastly, Truffle tests, which were built on the Mocha JavaScript test framework,\(^5\) were used to run asynchronous and automated assertion tests. These tests could

---

\(^2\)https://truffleframework.com/

\(^3\)https://soliditylang.org/

\(^4\)https://truffleframework.com/ganache/

\(^5\)https://mochajs.org/
Algorithm 6 RespondVerify: Receives Verification Response. Callable by Verifiers on OracleSC

Data: verifyId, response
1 Require request timeout not reached;
2 Require verifier participated and did not finalize;
3 Unlock the verifier;
4 Calculate score as
   \( s = \frac{rp + r_{\text{max}}}{p + 1} \times (t_{\text{timeout}} - t_{\text{current}}) \);
5 Store verifier, response and score;
6 if response = VALID then
7     Calculate \( \Sigma s^+ = \Sigma s^+ + s \);
8 else
9     Calculate \( \Sigma s^- = \Sigma s^- + s \);
10 end

Algorithm 7 FinalizeVerify: Receives Rewards. Callable by Verifiers on OracleSC

Data: verifyId
1 Require request timeout reached;
2 Require verifier participated and did not finalize;
3 Unlock the verifier;
4 Calculate maxScore as \( \Sigma s_{\text{max}} = \max(\Sigma s^+, \Sigma s^-) \);
5 if response does not match majority then
6     Normalize score as \( s = \frac{s}{\Sigma s_{\text{max}}} \);
7 end
8 Calculate \( \Delta r = \frac{r_{\text{max}} s^0}{\max(\Sigma s^+, \Sigma s^-)} \);
9 Update reputation as \( r = \frac{r + \Delta r}{p + 1} \);
10 Update participations as \( p = p + 1 \);
11 if response matches majority then
12     Calculate reward as \( a = \frac{p}{\max(\Sigma s^+, \Sigma s^-)} \);
13     Send reward Ether from OracleSC to verifier;
14 end

go back in time to make sure that time-sensitive functions worked correctly.

1) ASSERTION TESTING

Our testing path follows the interactions among entities found in the sequence diagrams, by which we ensure all the important functions of the smart contract execute as expected. The testing path incorporates five scenarios, 15 assertion tests, and 91 transactions made to the ContentSC and OracleSC. The tests use 17 accounts as detailed in Table 3.

1) Registration: OracleAdmin and ContentAdmin deploy the OracleSC and ContentSC, respectively, allowing the remaining accounts to register in the appropriate smart contract based on their roles. Users call the Register function with no inputs, whereas oracles call the RegisterAs function and declare the desired role by specifying the input value corresponding to their role. For example, the input value for a verifier is 2, for a timeout is 3, and for a reencryptor is 4. The rest of the functions have strict access controls based on roles, so they can’t be used by accounts that aren’t supposed to.

2) Minting: Users intending to add content must have a valid IPNS address. Therefore, the owner and producer call the SetIPNS function and provide the IPNS addresses \( 0.123 \times 0.234 \), along with 0.15 Ether and 0.05 Ether as rewards for oracles to verify their addresses for them. The verifiers call RespondVerify within an hour and set the inputs to the verification request identifier of type uint256 (256-bit unsigned integer) and validation response of type Boolean. After an hour elapses, the oracles call UpdateParticipation and specify the verification request identifier to receive their rewards. The first timeout oracle then calls ReturnVerify with the request identifier as an input to update the states of the IPNS addresses. Our test varies the responses of the verifier oracles to confirm the robustness of the approach. Verifiers and timeout oracles who did their jobs right were rewarded with more reputation and money, while those who got it wrong lost reputation and didn’t get back the transaction fees they paid.

The owner proceeds with adding a content asset by calling AddContentFor and providing the inputs starting with own Ethereum address as beneficiary,
img1.png as IPNS path and baf123 as IPFS CID, along with 0.3 Ether and 0.1 Ether as rewards for the oracles. The verifiers respond to the request with varying correctness (3 invalidations, and 3 validations) with the RespondVerify function and then call FinalizeVerify function while providing the asset identifier of type uint256 as a request identifier and their response index of type uint256. As a final step, a timeout oracle updates the content validity by calling ReturnVerify function and specify the asset identifier. Our test concludes that the content is valid, which leads to minting the content as a new ERC721 NFT, as Figure 9 shows.

3) **Delegated Minting**: The owner adds a producer as an accepted delegate by calling AddDelegate and specifying the Ethereum address of the producer. The producer then calls AddContentFor and supplies the owner address as beneficiary, doc2_1.pdf as the path, 0 × 987_1 as CID, and the price in Ether, which leads to creating a new content asset intended to be registered under the owner’s account. Considering the owner did not grant full delegation privileges to the producer, the function PayDelegate with inputs specifying the new asset identifier, and the reencryption rewards, must be called by the owner, which also initiates the reencryption process. In our testing the owner invokes the function with asset identifier of 2, and rewards of 0.2 Ether for the reencryptors. The OracleSC waits for a satisfactory reencryptor to call ParticipateReencrypt with request identifier of 2 as input. The reencryptor then calls DoneReencrypt with the same input, before initiating a new private communication session between the owner and the reencryptor using the identifier in Figure 10. The owner then calls AcceptAsset and specifies inputs 2 for asset identifier, doc2_0.pdf as new path, 0 × 987_0 as new CID, and rewards of 0.2 Ether and 0.15 Ether to the verifiers. This transaction leads to initiating a content verification process that ends up validating the asset and minting it as a new NFT, with inputs matching those in the first verification.

4) **Purchase**: The third user, as a buyer and an owner, calls RequestSharing with asset identifier 1 and payment of 3 Ether to purchase the first content NFT from the first owner (seller). The user responds with acceptance by calling AcceptSharing with input 1 for the identifier, then the buyer initiates the reencryption and content verification process by calling PayForSharing with the same input and payment of 0.2 Ether as rewards. After successful reencryption, the buyer calls FinalizeSharing with inputs 1 as asset identifier, img1_2.png as new path, 0 × 123_2 as new CID, and rewards of 0.2 Ether and 0.15 Ether for oracles to verify the new addresses. The aggregated response of the verifiers marks the bought asset as valid, resulting in transferring the NFT from the original owner to the buyer.

5) **License**: Similar to the purchase test case, the third user, as a consumer, calls RequestSharing with input 2 and payment 0.7 Ether to request a license of the second content asset from its owner. The owner accepts the request with the AcceptSharing function given input 2, which emits the event depicted in Figure 11. Finally, the consumer calls PayForSharing, and provides inputs 2 for the asset identifier, and payment of 0.2 Ether for the reencryptors.

2) **COST ANALYSIS**

The testing of our implementation extends to measuring the average cost of calling the various functions in the smart contracts. The cost analysis is based on the inputs and monetary rewards provided in the assertion testing. Table 4 shows the cost of deploying and calling functions of the OracleSC. The deployment of the contract is the most expensive operation, compared to the registration functions. The costs of the remaining oracle functions should indicate the corresponding
minimum reward values. For example, if the user wishes to verify their IPNS address using the collective response of 5 oracles, they must pay in rewards at least \((16.73 + 9.35) \times 5 + 9.18 = 139.58\) USD only to cover the oracle’s transactions.

Functions in the ContentSC are generally more expensive than the OracleSC functions due to the full implementation of ERC721 inside the contract. Table 5 depicts all the costs for the publicly callable functions in the ContentSC. Besides the oracle rewards, adding a content asset for the first time after registration costs the owner 23.62 + 31.99 = 55.61 USD. Delegated minting and buying an asset cost about the same, but licensing is much cheaper.

Our cost analysis computes the costs in USD by converting the transaction cost from gas to Gwei, based on the average gas price of 40 Gwei, and the Ether price of 3,000 USD.\(^6\) Considering the increasing gas and Ether prices, we also compute the costs of the functions for deploying the smart contracts on the Polygon network, a proof-of-stake layer two blockchain. Our calculations use a gas price of 30 Gwei and the MATIC price of 1.57 USD.\(^7\) MATIC is the cryptocurrency used in the Polygon network.

An important finding in our testing is the constant execution time and cost as the inputs and the number of transactions increase. We optimized our algorithms to have a time complexity of \(O(1)\), which is apparent considering we have no iterative behavior in the design. The efficiency of the algorithms makes our solution highly scalable, as the number of interactions scales linearly with the growth of users, assets, and oracles.

3) THROUGHPUT AND LATENCY ESTIMATION

The main factors that affect the throughput and latency of the implemented system are the deployment network and the number of transactions per task. At the time of writing, the mainnet Ethereum and Polygon networks set a block size limit of 30 million, whereas their block time durations are 13 seconds and 2 seconds, respectively.\(^8\) Therefore, assuming the network is not congested and the entities pay fair fees to the miners, a transaction’s latency averages half the block time duration. As for the number of transactions (txn) per task, they vary depending on the action and the desired number of verifiers. Table 6 highlights the throughput as actions per second, and assumes 5 verifications whenever required.

\(^6\)Etherscan. As of 24th of March, 2022.

\(^7\)Polygonscan. As of 24th of March, 2022.

\(^8\)Etherscan Statistics and Polygonscan Statistics. As of 7th of July, 2022.
V. DISCUSSIONS

Herein, we discuss the assessment of our proposed approach, the strengths and weaknesses concerning security performance, and the ability to generalize the solution.

A. SECURITY ANALYSIS

The goal of this security evaluation is to make sure that the different parts of the proposed architecture and implementation can withstand relevant cyber attacks.

- **Availability**: Blockchain is the core technology in our architecture, acting as the core that other components attach to. As a result, the system will not suffer from downtime due to distributed denial-of-service (DDoS) attacks. Furthermore, other networks such as IPFS are also decentralized, and with the added layer of Filecoin as a mechanism to ensure storage of content, users of our proposed system can rest assured that their uploaded assets and their NFTs are accessible at any time. On the other hand, it might be possible for some transactions to stall due to having no oracle responding to the user’s requests. However, our approach provides monetary incentives for oracles to respond correctly, minimizing such possibilities.

- **Compliance**: Monetization of data is a significant aspect of our paper, and therefore, we ensure payers cannot maliciously withdraw from proceeding with paying the seller or the oracles by requiring holding the summation of fees whenever the user is participating in a payable interaction. If the transaction fails, the smart contract can be trusted to distribute the money and rewards or even return them to the buyer or consumer. Time-bound data sharing is another important part of this paper. To do this, we use TEE in the data viewer DApp and other mechanisms that enforce requirements, such as requiring the app to be connected to the blockchain network.

- **Data Privacy**: A combination of factors we incorporate in our approach leads to the elimination of all significant risks of privacy invasion. For example, all keys are generated by the users and not a central server, and therefore, as long as users keep their private keys out of public access, there would be no third party with unannounced access to the data. Additionally, atomic reencryption ensures that even when content is shared with a new owner or a consumer, the reencryptor oracles can never read the plaintext data. One issue that may arise is the current state of TEE security, because if content is leaked from the consumer’s DApp, it will be possible to decrypt it or even claim ownership as a new NFT.

- **Authenticity and Integrity**: Our approach and implementation integrate a robust access control that allows one EA holder to register as one type of account, and all public functions in the smart contract require that account to be called by the proper account registration type. This is done in addition to further requirements to ensure unintended entities do not modify ledger information. Moreover, unlike traditional NFT solutions that place blind trust in the user’s claims of ownership, our approach requires all users who wish to mint NFTs to verify their IPNS address and verify that they (or their delegates) uploaded the content onto the IPFS network. These requirements minimize attacks of stealing content and claiming ownership over it. Finally, it is worth mentioning that although the uploader of the content can be traced back to their EA, the substance is not verified and accepted as claimed by the user. This is where the manual rating reputation system comes into play, since upon a successful content purchase or licensing, the receiver can submit a rating for the original owner and the NFTs.

Our security evaluation extends to quantitatively investigating and assessing the vulnerabilities hidden in the implementation. Specifically, we utilize the Slither smart contract analysis framework [56] to audit the developed Solidity smart contracts: ContentSC and OracleSC. Our test uses Slither version 0.8.2, and does not exclude any vulnerability detector from running. The tool resulted in unmasking 152 vulnerabilities, 136 of which are related to formatting and optimization improvements. Among the remaining 16 vulnerabilities, we manually investigated the ones marked as ‘High’ and ‘Medium’ impact, to realize they are false positives. However, we noticed 10 ‘Low’ impact vulnerabilities have been overlooked, which can be addressed in security patches to the smart contracts.

B. GENERALIZATION

Our paper intends to maintain a generalizable approach that can be taken advantage of in various systems. A wide range of industries can adopt the proposed approach where encrypted data ownership is essential. For example, in the medical field, the hospital is considered the producer of the data and can provide the encrypted electronic health records of the patient (the owner) described in the delegated upload and minting process. Additionally, the patient may allow other parties, such as a medical research institution, to have license-based access to the encrypted data without sharing the encryption key with the institution and guarantees never to exceed the time-bound rules set for the shared content. A different scenario can be embodied in the digital art medium, where artists can mint their work in the form of encrypted content (image, video, or 3D model) and let other collectors propose a price. What sets our approach apart from existing solutions is the automation of the data transfer process while maintaining complete confidentiality when the data is in transit.

The modules we made for our proposed architecture could be used in other systems as well, such as: 1) Hybrid cryptosystem reencryption and a fully decentralized reputation system. 2) Mechanisms to upload encrypted content once and share it multiple times. 3) Trace content-addressable assets back to their original uploader even on networks such as IPFS. Our
TABLE 7. Comparison of our proposed solution with the state-of-the-art solutions. 

| Our Solution | Decentralized storage | Large data support | Data provider | Proof of ownership | Encrypted data | Offloaded processing | Access control expiration | Data self-destruction | Monetization model | Decentralized payment |
|---------------|-----------------------|-------------------|--------------|-------------------|--------------|--------------------|-------------------------|----------------------|-------------------|---------------------|
|               | No                    | No                | C            | NS                | Yes          | No                 | No                      | No                   | O                 | No                  |
|               | No                    | Yes               | C+D          | NS                | No           | Yes                | No                      | No                   | L                 | Yes                 |
|               | Yes                   | No                | C            | NS                | Yes          | Yes                | No                      | Yes                  | L                 | Yes                 |
|               | Yes                   | Yes               | C            | NS                | Yes          | Yes                | Yes                     | Yes                  | L                 | Yes                 |
|               | Yes                   | Yes               | C            | NS                | Yes          | Yes                | Yes                     | Yes                  | L                 | Yes                 |

We designed algorithms for decentralized reputation systems that can self-assess the performance of oracles and update their reputations with mechanisms to prevent skewed results because of a low number of participants. The core functions of the decentralized system were developed using the Solidity programming language and deployed on an Ethereum-based testnet for extensive testing that concluded in a fully functional system with efficient gas costs and a lack of common vulnerabilities. Lastly, we discussed how safe our system is against attacks and how much our approach can be used in other areas, such as medicine and digital art.
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proposed modules and mechanisms can be valuable in distant applications like confident data sharing protocols and e-commerce platforms.

C. COMPARISON WITH PRIOR STUDIES

We compare our solution with the existing solutions. We choose cutting-edge works that propose and implement decentralized solutions for the comparison. Table 7 shows how our proposed solution compares against the referenced literature. The comparison covers the three main components: data ownership; time-bound data sharing; and data monetization. In line with our preliminary findings, this comparison concludes that none of the previous works manages to integrate the important aspects of a data ownership, sharing, or monetization system.

Our solution accomplishes the data ownership component by utilizing IPPS for decentralized storage, adopting a hybrid cryptosystem for large data support, allowing creators and delegates to upload data, and implementing the ERC-721 standard to issue NFTs. As for time-bound data sharing, this proposal encrypts the data at rest and in transit, offloads the sharing process from the end-user, forces strict access control policies with timeouts, and ensures data self-destruction using TEE. Finally, we provide the means for users to be paid in cryptocurrencies under two monetization models.

VI. CONCLUSION

In this paper, we have leveraged NFTs to let users claim ownership over their data, share the data with others without compromising digital rights, and earn money upon granting access rights to the data. Our proposed architecture comprises four building blocks: the end-users with the ability to produce, own, and consume; oracle nodes with verification and reencryption capabilities; distributed storage for permanent storage of large content data; and the NFTs-compliant smart contracts as a primary hub to call transactions and store verified information. We investigated various use case scenarios of our proposed approach and summed them into four typical sequences of actions, such as uploading and minting content assets, delegated minting of assets, purchase of content NFTs, and licensing the content for a limited period of time.
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