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ABSTRACT
In this paper, we introduce a novel method for multiplication of large integers called plum-blossom product method. This is not only an effective mental method of multiplication, but also can be used to computer science. Compared with the rapid multiplication method of Shi Fengshou and the Indian Vedic algorithm, the plum-blossom product method is more systematic, suitable for computing the multiplication of any multi-digit numbers in mind, and it has less formulae so that it is very simple and easy to learn. For the aspect of application to compute science, the corresponding multiplication algorithm with plum-blossom products is given for integers in the binary number system. Furthermore, an effective multiplier with the plum-blossom product method is designed, which can directly calculate the product of two 27-bit binary numbers. When associated with other methods such as Karatsuba algorithm, it may be able to compute product of any two large integers.
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1. INTRODUCTION
Studying the fast multiplication method of multi-digit numbers is not only of pedagogical and psychological significance [1][2], but also of great scientific significance [3]. In the face of large number multiplication, traditional multipliers are unable to adapt to the rapid increase of the number of digits needed. Larger bit length multipliers have an important implications on the performance of computer applications in many aspects such as cryptography, digital signal processing (DSP) and image processing, and so on [3]. For large integer multiplication, novel optimization design is required, because previous methods, such as textbook multiplication, are not suitable for large numbers. In cryptography, for example in lattice-based and completely homomorphic encryption (FHE) schemes, it usually needs parameter bit lengths of up to millions of bits. In [3], hardware complexity analysis showed that NTT-Karatsuba-Schoolbook combination is the most appropriate for large multipliers larger than 16,384 bits, where the so-called NTT means the fast number theory transform, and the Karatsuba method is a multiplication method with segmented numbers. An other method to multiply is the modular multiplication, see [5][6]. In recent years, there has been a lot of research on applying Indian Vedic mental arithmetic to design more efficient multipliers [7-17]. Vedic arithmetic works well for some special types of numbers, but it is difficult to multiply arbitrary numbers [7]. Comparatively speaking, the fast multiplication method of Shi Fengshou is a relatively systematic mental arithmetic theory suitable for any two integers [18], but it requires to remember too many carry formulae, and it is also difficult to really realize on computer. In [19], the author introduced an other systematic mental multiplication method called scissor product method, which is superior to Shi’s method as well as the Vedic algorithm. As an improvement of scissor product method, the concept of the plum-blossom product will be introduced in the present paper.

2. THE PLUM-BLOSSOM PRODUCT METHOD
The basic formula of fast multiplication
First we introduce a notation. Let
\[
\begin{pmatrix}
a_1 & a_2 & \cdots & a_k \\
b_1 & b_2 & \cdots & b_k
\end{pmatrix}
= a_1 \times b_k + a_2 \times b_{k-1} + \cdots + a_k \times b_1
\]
which we called the cross product with length \(k\). Multi-digit multiplication requires the following general formula
\[
\left( \min(a, b) - 1 \right) \times 10 + \left( \min(a, b) - 1 \right) \times 10
\]
for two digits \(a\) and \(b\).

The concept of plum-blossom products
As an improvement of fast multiplication method, the scissor product is introduced in [19], which was defined as
\[
a \oplus b = a \times b - (\min(a, b) - 1) \times 10
\]
for two digits \(a\) and \(b\). However, sometimes the absolute value of the scissor product is too large such as \(5 \oplus 5 = 25 - 40 = -15\), which seriously affects the speed of mental arithmetic. The note of plum-blossom products is a further optimization and improvement of scissor products. For any two decimal units, their plum-blossom product is defined as an integer between \(-6\) and \(3\), being equal to the ones of their ordinary product, or equal to this ones minus 10. The plum-blossom product of two digits \(a\) and \(b\) is denoted as \(a \odot b\). For example, since \(3 \times 7 = 21\), and the ones is 1 so that \(3 \odot 7 = 1\); similarly, from \(4 \times 7 = 28\) it follows that \(4 \odot 7 = 8 - 10 = -2\). It is easy to rewrite the ordinary \(9 \times 9\) multiplication table so as to obtain the plum-blossom product table, Table 1.

\[
\begin{array}{c|c|c}
\hline
a & b & a \odot b \\
\hline
1 & 1 & 0 \\
1 & 2 & 0 \\
1 & 3 & 0 \\
1 & 4 & 0 \\
1 & 5 & 0 \\
1 & 6 & 0 \\
1 & 7 & 0 \\
1 & 8 & 0 \\
1 & 9 & -9 \\
\hline
2 & 1 & 0 \\
2 & 2 & 0 \\
2 & 3 & 0 \\
2 & 4 & 0 \\
2 & 5 & 0 \\
2 & 6 & 0 \\
2 & 7 & 0 \\
2 & 8 & 0 \\
2 & 9 & -7 \\
\hline
3 & 1 & 0 \\
3 & 2 & 0 \\
3 & 3 & 0 \\
3 & 4 & 0 \\
3 & 5 & 0 \\
3 & 6 & 0 \\
3 & 7 & 0 \\
3 & 8 & 0 \\
3 & 9 & -6 \\
\hline
4 & 1 & 0 \\
4 & 2 & 0 \\
4 & 3 & 0 \\
4 & 4 & 0 \\
4 & 5 & 0 \\
4 & 6 & 0 \\
4 & 7 & 0 \\
4 & 8 & 0 \\
4 & 9 & -5 \\
\hline
5 & 1 & 0 \\
5 & 2 & 0 \\
5 & 3 & 0 \\
5 & 4 & 0 \\
5 & 5 & 0 \\
5 & 6 & 0 \\
5 & 7 & 0 \\
5 & 8 & 0 \\
5 & 9 & -4 \\
\hline
6 & 1 & 0 \\
6 & 2 & 0 \\
6 & 3 & 0 \\
6 & 4 & 0 \\
6 & 5 & 0 \\
6 & 6 & 0 \\
6 & 7 & 0 \\
6 & 8 & 0 \\
6 & 9 & -3 \\
\hline
7 & 1 & 0 \\
7 & 2 & 0 \\
7 & 3 & 0 \\
7 & 4 & 0 \\
7 & 5 & 0 \\
7 & 6 & 0 \\
7 & 7 & 0 \\
7 & 8 & 0 \\
7 & 9 & -2 \\
\hline
8 & 1 & 0 \\
8 & 2 & 0 \\
8 & 3 & 0 \\
8 & 4 & 0 \\
8 & 5 & 0 \\
8 & 6 & 0 \\
8 & 7 & 0 \\
8 & 8 & 0 \\
8 & 9 & -1 \\
\hline
9 & 1 & 0 \\
9 & 2 & 0 \\
9 & 3 & 0 \\
9 & 4 & 0 \\
9 & 5 & 0 \\
9 & 6 & 0 \\
9 & 7 & 0 \\
9 & 8 & 0 \\
9 & 9 & 0 \\
\hline
\end{array}
\]
Table 1. The plum-blossom product table

| ⊗  | 1  | 2  | 3  | 4  | 5  | 6  | 7  | 8  | 9  |
|----|----|----|----|----|----|----|----|----|----|
| 1  | 1  | 2  | 3  | -6 | -5 | -4 | -3 | -2 | -1 |
| 2  | -6 | -4 | -2 | 0  | -6 | -4 | -2 | 0  | -2 |
| 3  | -1 | 2  | -5 | -2 | 1  | -6 | -3 | -1 | 2  |
| 4  | -4 | 0  | -6 | -2 | 2  | -4 | 0  | -4 | 0  |
| 5  | -5 | 0  | -5 | 0  | -5 | 0  | -5 | -1 | 4  |
| 6  | -4 | 2  | -2 | -6 | -1 | 4  | 3  | 6  | 2  |
| 7  | -1 | -4 | 3  | 6  | 2  | -1 | -4 | 3  | -1 |
| 8  | -6 | 2  | -1 | -4 | 3  | 6  | 2  | -1 | -4 |
| 9  | 1  | 1  | 1  | 1  | 1  | 1  | 1  | 1  | 1  |

The Plum-Blossom Product Method

The product of any two numbers minus their plum-blossom product must be an integer multiple of 10. We call this multiple the carry corresponding to the plum-blossom product. If the carry corresponding to \( a \otimes b \) is denoted as \( J(a \otimes b) \), then one has the following formula:

\[
a \times b = (J(a \otimes b), a \otimes b)
\]

For example, since \( 3 \times 7 - 3 \otimes 7 = 20 \), the carry corresponding to \( 3 \otimes 7 \) is 2, that is, \( J(3 \otimes 7) = 2 \). Similarly, from \( 4 \times 7 - 4 \otimes 7 = 28 - (-2) = 30 \), it follows that \( J(4 \otimes 7) = 3 \). Suppose \( a \leq b \). Then by Table 1, one has the following carry formula:

\[
J(a \otimes b) = \begin{cases} 
  a, & \text{if } (a = 1 \lor b = 9) \land b - a \geq 3; \\
  a - 2, & \text{if } (3 \leq a \leq b \leq 7) \land b - a \leq 1; \\
  a - 1, & \text{otherwise.}
\end{cases}
\]

Associated with the basic formula of fast multiplication, this carry formula provides a novel method of multiplication, called the plum-blossom product method of multiplication. The following is a practical example of using this method to mental multiplication.

An Example of Mental Multiplication

To compute the product \( 456 \times 789 \) in mind, one can first use the basic formula of fast multiplication and then by the above carrying method transforms all involved cross products into cross-plum-blossom products. Note that \( J(6 \otimes 7) = 6 - 2 \), \( J(4 \otimes 9) = 4 \), \( J(5 \otimes 9) = 5 \) and etc. The whole procedure of mental calculation is as follows:

\[
\begin{align*}
(456) & \rightarrow (4 \mid 4 \mid 5 \mid 6) \\
\otimes (789) & \rightarrow (7 \mid 8 \mid 9) \\
 & \rightarrow (4 \times 7 + (4 + 5 + 1 - 1)) \\
& \quad + 4 \otimes 8 + 5 \otimes 7 + (4 + 5 + 6 - 1 - 1 + 1) \\
& \quad + 4 \otimes 9 + 5 \otimes 8 + 6 \otimes 7 + (5 + 6 - 1 + 1) \\
& \quad + 5 \otimes 9 + 6 \otimes 8 \\
& \quad + 6 \otimes 9 \\
& \rightarrow 359784.
\end{align*}
\]

Therefore, the answer is that \( 456 \times 789 = 359784 \). Note that, The above calculation process can be done in the mind thoroughly. A lot of calculation practice shows that when using the plum-blossom product method to calculate multi-digit multiplication, the intermediate process is basically one digit addition and subtraction operation so that the mental calculation is very easy to implement.

3. THE APPLICATION OF THE PLUM-BLOSSOM PRODUCT METHOT TO COMPUTER SCIENCE

The Plum-Blossom Product Method in Binary Number System

It is easy to define naturally plum-blossom products for 3-bit binary numbers so that the following corresponding plum-blossom product table, Table 2 is obtained.

Table 2. The plum-blossom product table of 3-bit binary numbers

| ⊗  | 001 | 010 | 011 | 100 | 101 | 110 | 111 |
|----|-----|-----|-----|-----|-----|-----|-----|
| 001 | 001 | 001 | 011 | -100 | -101 | -101 | -101 |
| 010 | -100 | 000 | 000 | -100 | -100 | -100 | -100 |
| 011 | 001 | -100 | -101 | 010 | 011 | 011 | 011 |
| 100 | 000 | -100 | 000 | -100 | -100 | -100 | -100 |
| 101 | 001 | -100 | 011 | 010 | 011 | 011 | 011 |
| 110 | -100 | 010 | 010 | 011 | 011 | 011 | 011 |
| 111 | 001 | 001 | 001 | 001 | 001 | 001 | 001 |

For two 3-bit binary numbers \( a \) and \( b \), let \( a \otimes b = (J(a \otimes b), a \otimes b) \). Then it follows that

\[
J(a \otimes b) = \begin{cases} 
  a, & \text{if } (a = 001 \lor b = 111) \land b - a \geq 111; \\
  a - 2, & \text{if } a = b = 011 \lor 100 \lor 101; \\
  a - 1, & \text{otherwise.}
\end{cases}
\]

The plum-blossom product method may be used for multiplication of segmented binary numbers with each segmented block length 3. For convenience, we use octal number system for examples so that each one digit represents 3 bits of the binary numbers system. For example, in the octal number system, \( 01234567 = 11111111 \), the mental procedure is as follows: \( (1, 1, 1, 0, 1, 0, 1, 0, 1) \rightarrow 11111111 \). Similarly, one has \( 45 \times 67 = 3763 \), the mental procedure is as follows: \( (3, 4, 3, 4, 4, 3, 2, 4, 3) \rightarrow 3763 \). Similarly, one may get \( 345 \times 543 = 236617 \), the mental procedure is as follows: \( (2, 4, 1, 6, 4, 4, 2, 4, 3) \rightarrow 236617 \). Similarly, one may obtain that \( 376 \times 456 = 225644 \), the mental procedure is as follows: \( (2, 2, 4, 1, 6, 4, 4) \rightarrow 225644 \). As another example, one may get \( 1234 \times 4567 = 6131204 \) in the octal number system, which may be obtained directly in mind with the plum-blossom product method. At last, one may obtain that \( 4671 \times 7534 = 45252574 \), the mental procedure is as follows: \( (4, 4, 1, 2, 4, 1, 3, 6, 7, 4) \rightarrow 4252574 \).
The Plum-Blossom Product Algorithm for Multiplication
Algorithm 1 is Comba multiplication algorithm [3], which in effect corresponds to the basic formula of fast multiplication.

**Algorithm 1:** Comba Multiplication

**Input:** $n$-bit integers $a$ and $b$

**Output:** $z = a \times b$

1: for $i$ in 0 to $(2n - 2)$ do
2: if $i < n$ then
3: $pp_i = \sum_{k=0}^{i} (a_k \times b_{i-k})$
4: else
5: $pp_i = \sum_{k=-i+1}^{-1} (a_k \times b_{i-k})$
6: end if
7: end for
8: $z = \sum_{i=0}^{2n-2} (pp_i << 2^i)$

return $z$.

The numbers are divided into segmented numbers with each block length 3 so that the above algorithm may be rewritten as Algorithm 2.

**Algorithm 2:** Comba Multiplication with 3n-bits

**Input:** 3n-bit integers $a$ and $b$

**Output:** $z = a \times b$

1: for $i$ in 0 to $(2n - 2)$ do
2: if $i < n$ then
3: $pp_i = \sum_{k=0}^{i} (a_k \times b_{i-k})$
4: else
5: $pp_i = \sum_{k=-i+1}^{-1} (a_k \times b_{i-k})$
6: end if
7: end for
8: $z = \sum_{i=0}^{2n-2} (pp_i << 2^i)$

return $z$.

Algorithm 3 is used to calculate the plum-blossom product of two 3-bit binary numbers by means of Algorithm 1 so that it saves half the computation.

**Algorithm 3:** Plum-blossom Product in 3-bits

**Input:** 3-bit integers $a$ and $b$

**Output:** $z = a \otimes b$

1: for $i$ in 0 to 2 do
2: $pp_i = \sum_{k=0}^{i} (a_k \times b_{i-k})$
7: end for
8: $z = \sum_{i=0}^{2} (pp_i << 2^i)$
9: if $z_2 = 1$ then
10: $z \leftarrow z - 1000$
11: end if

return $Z$.

According to the carry formula, one may obtain Algorithm 4, which is used to calculate the carry corresponding to the plum-blossom product of two 3-bit binary numbers. Furthermore, the algorithm 5 is obtained, which is used to compute the plum-blossom multiplication.

**Algorithm 4:** Carry Corresponding to the Plum-blossom Product in 3-bits

**Input:** 3-bit integers $a$ and $b$

**Output:** 3-bit integer $c = J(a, b)$

1: $m \leftarrow \min(a, b)$
2: $M \leftarrow \max(a, b)$
3: $c \leftarrow m - 1$
4: if $m = M = (011 \lor 100 \lor 101)$ then
5: $c \leftarrow c - 1$
6: else
7: $(m = 010 \land M = 110)$
8: $c \leftarrow c + 1$
9: end if
10: end if

return $C$.

The Design of the Multiplier by Means of Plum-Blossom Products

According to Algorithm 3, one may design the calculation unit with two 3-bit binary numbers $a$ and $b$ as input and a 3-bit binary number $a \otimes b$ as the output, whose logic circuit diagram is as in Fig. 1. This arithmetic logic unit may be
simplified to Fig. 2. By Algorithm 4, one may design the calculation unit with two 3-bit binary numbers \(a\) and \(b\) as input and a 3-bit binary number \(J(a, b)\) as its output, which represents the carry corresponding to the plum-blossom product of \(a\) and \(b\). This unit may be simplified into that as in Fig. 3. Associated with the arithmetic logic units of computing the plum-blossom product and carry for two 3-bit binary numbers, one may use Algorithm 5 to construct the multiplier with plum-blossom products, which may be used to calculate the product of any two 27-bit binary numbers. This architecture is as in Figs 4 and 5. Fig. 4 is the local diagram of the \(i\)'th vertical partial product of the multiplier with \(i \leq n\).

If \(i = n\), the diagram would be slightly different. In Fig. 5, the unit \(T\) realizes the function of adding the lowest 3-bit of the \(PP_{i+1}\) and the highest 3-bit of \(PP_{i}\) and justifying the lowest 3-bit of the sum into non-negative integers and outputting \(PP_i\) as a part of the final product and outputting the highest 3-bit (with a sign) as the carry \(C_i\) as well as the input of the higher position. Since each \(PP_i\) consists of 3 bits, the final result consists of at most 36 bits.

Algorithm 5: Plum-blossom Multiplication

Input: 3n-bit integers \(a\) and \(b\)

Output: \(z = a \times b\)

1: for \(i\) in 0 to \((2n - 2)\) do
2: if \(i < n\) then
3: \(pp_i = \sum_{k=0}^{i} (a_{3k+2}a_{3k+1}a_{3k} \otimes b_{3(i-k)+2}b_{3(i-k)+1}b_{3(i-k)})\)
4: \(pp_i = pp_i + \sum_{k=0}^{i-1} J(a_{3k+2}a_{3k+1}a_{3k}, b_{3(i-k)+2}b_{3(i-k)+1}b_{3(i-k)-1})\)
5: else
4: \(pp_i = \sum_{k=i-n+1}^{n-1} (a_{3k+2}a_{3k+1}a_{3k} \otimes b_{3(i-k)+2}b_{3(i-k)+1}b_{3(i-k)})\)
5: \(pp_i = pp_i + \sum_{k=i-n}^{n-1} J(a_{3k+2}a_{3k+1}a_{3k}, b_{3(i-k)+2}b_{3(i-k)+1}b_{3(i-k)-1})\)
6: end if
7: end for
8: \(z = \sum_{i=0}^{2n-2} (pp_i << 2^i)\)

return \(z\)
Input: A, B are both 3-bit
Output: \( P = A \otimes B \), 3-bit, with a sign

**Fig 1:** Logical circuit diagram for the plum-blossom product of 3-bit binary numbers

**Fig 2.** Arithmetic logic unit schematic diagram of the plum-blossom product of 3-bit binary numbers

**Fig 3.** Arithmetic logic unit schematic diagram for calculating the carry corresponding to the plum-blossom product of 3-bit binary numbers
4. CONCLUSION AND DISCUSSION

From the point of view of the pure mathematics, the plum-blossom product multiplication method under the decimal system is an effective fast mental multiplication method, which does not require the numbers to multiply to have the particularity, and for the product of any two multi-digit numbers within the ten bits can almost directly tell the answer. This method is superior to Vedic mind algorithm from the perspective of systematization and universality, and also superior to the rapid multiplication method proposed by Shi Fengshou since the latter has too more formulae for carry required to be remembered. When faced with multi-digit number multiplication, Shi’s method still produces many carries on each vertical partial product, which is why it does not perform well when implemented on computers. However, the plum-blossom product is different, because it may be negative so that the local product sum may cancel out most of time, and that’s the secret of the plum-blossom product method.

From the perspective of computer science, the multiplier with plum-blossom products can directly compute the product of two 27-bit binary numbers, which is equivalent to computing the product of over 100 million numbers in decimal since $2^{27} = 8^{9} = 134,217,728$. If incorporating into other methods such as Karatsuba multiplication and/or FFT [3][8], it may calculate the product of any two long integers. The multiplier with plum-blossom products has at least the following advantages. First, The number of digits of the longitudinal partial product is limited to 6, making the addition of the
partial products relatively easy. Second, the plum-blossom product of two 3-bit numbers only needs to calculate the lower 3 bits of the usual product, which is almost half of the calculation amount of ordinary multiplication method. Third, carry is very simple, just needs to compare the size of the numbers. At last, the longitudinal partial products can be calculated in parallel, thus saving time.

Why is it 27-bit binary numbers? Let's look at it in a nutshell. Suppose that it can calculate $3n$ digits. If each three digits is in a section, both of the multiplicand and multiplier can be divided into $n$ sections. When $PP_{n+1}$ is calculated, there are $n$ carries, each of which has a maximum value of 110, equivalent to 6 in decimal number system, and by the plum-blossom product table there is only one way to get the maximum carry 6, which is $110 \bigotimes 110 = 001$ . Now, in decimal system, $PP_{n+1} = 1 \times (n-1) + 6 \times n = 7n - 1$ . To ensure no more than 6 bits in binary system, it must be $7n - 1 \leq 63$ , that is, $n \leq 9$ . With the aid of the plum-blossom product table it is verified that $n = 9$ is suitable for other cases. Therefore, $3n = 27$ .

In a word, the plum-blossom product multiplication method is a very effective mental multiplication method for multi-digit numbers, and the above multiplier based on the plum-blossom products is an efficient multiplier which is suitable for large digit multiplication.
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