A Method to Minimize the Data Size of a Lightweight Model for Ship and Offshore Plant Structure Using Part Characteristics
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Abstract: One of the most widely used methods for representing the shapes of ships and offshore plants is triangular mesh, which has a simple structure and is easy to visualize. In particular, lightweight models composed of triangular meshes are often used as a sharing medium for three-dimensional (3D) shape design results in the collaboration process among many stakeholders participating in the construction process. Currently, there are demands for visualizing the total shapes of ships or offshore plants for design review, interference check, construction monitoring, and securing maintenance space. However, this requires high computing power and much time due to the large size of the triangular mesh model. We have two general solutions as follows: simplifying the shape of the ship and offshore plant structure and reducing the size of the lightweight file itself. Between them, this study proposes a method for reducing the lightweight file. This method classifies the part types of the ship or offshore plant structure and then only stores the minimum triangular mesh information for each part type, excluding unnecessary information. Then, the topographic information of triangular meshes is stored together in the lightweight file to shorten the time required for restoration of the lightweight file.
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1. Introduction

Computer-aided design/manufacturing/engineering (CAD/CAM/CAE) technology is widely used in all manufacturing industries, and the CAD model is the basis of the three-dimensional (3D) shape representation of design results [1,2]. In the ship and offshore plant field, 3D CAD models are widely used in all processes including design, procurement, construction, and operation [3–5]. 3D CAD models are larger than other 3D models because they include not only 3D shape information, but also diverse engineering information. In particular, 3D CAD models for ships and plants are very large because ships and plants are composed of several millions of parts. Therefore, lightweight models that are smaller and enable fast visualization are frequently used instead of 3D CAD models for visualization of large-sized 3D data [6,7].

Lightweight models are mainly composed of triangular meshes. Figure 1 compares 3D CAD and lightweight models. As neutral file formats to store the geometric information of 3D CAD models, initial graphics exchange specification (IGES) and standard for the exchange of product data (STEP) files are frequently used. To represent the shapes of 3D CAD models, the boundary representation (B-rep) method, consisting of topology and geometry, is used. Furthermore, in the B-rep model, curves and surfaces are mainly described in accordance with the expression of non-uniform rational
B-spline (NURBS). Figure 1a shows a 3D CAD model, and Figure 1b–d shows the results of converting it to triangular mesh models. Figure 1a shows the size of the 3D CAD model saved in IGES format, and Figure 1b–d shows the size of the triangular mesh models saved in stereolithography (STL) format. If the shape is curved or has an arc, the 3D CAD model has an error with the lightweight model. When the shape of the 3D CAD model is divided into many triangles, this error decreases and the lightweight model becomes closer to the actual shape. However, if it is divided too densely, the data of the lightweight model increases, resulting in large memory use and low visualization performance. When the model is saved as an STL file consisting of triangular mesh, the file size is determined according to the density of the triangular mesh. The STL file can have a small size if the triangular meshes are generated in a low density.

Figure 1. Three-dimensional (3D) computer-aided design (CAD) and lightweight files (a) saved in initial graphics exchange specification (IGES) format and (b–d) saved in stereolithography (STL) format.

When the 3D design of a ship or offshore plant is completed, the lightweight model for the ship and offshore plant is created through conversion from a 3D CAD system to a neutral model, tessellation, and lightweight model configuration [8]. The design shapes of the ship and offshore plant generated in many 3D CAD systems are saved as a neutral file (neutral 3D CAD model) such as STEP and IGES. Then, triangular meshes are generated from the neutral model using a converter, and then the lightweight model is configured using additional information. The created lightweight model is used in conjunction with a separate database that contains information about design, production, and logistics.

Due to the nature of plant construction, design changes inevitably occur, and the 3D CAD model must be converted to a lightweight model whenever a design change occurs. The lightweight files are managed in a separate server. Furthermore, even a lightweight file requires a size of several GB to represent a large plant structure. Consequently, it may take considerable time to transmit the lightweight file from a personal computer (PC) to a server through the network. Thus, it is necessary to reduce the data size for fast transmission [9,10].

A ship or offshore plant structure is composed of thin plates, beam structures, pipes, and equipment. They use the same shapes repetitively and, unlike mechanical parts, they do not have fillets or chamfers at the edge. Hence, the top and bottom parts of thin plates are symmetrical in shape. This paper proposes a method of reducing a lightweight file using the characteristics of each part type comprising the structure. The proposed method is applied for the conversion of 3D CAD models designed for structures of ships or offshore plants into a lightweight format.

The rest of this paper is organized as follows. Section 2 discusses related works. Section 3 proposes a method of reducing lightweight files for ship and offshore plant structures. Section 4 presents the system implementation and experiment results. Finally, Section 5 presents conclusions.

2. Review of Related Studies

Lightweight models generally represent shapes using triangular meshes. The representative file formats include Jupiter Tessellation (JT), 3D extensible markup language (3D XML), virtual reality modeling language (VRML), extensible 3D (X3D), and universal 3D (U3D). STL and Wavefront object
(OBJ) files, which are often used in 3D printing, can also be used as lightweight files [11]. X3D [10] and U3D are used to quickly visualize a 3D CAD model on the Internet. JT [12] is a format that has been standardized by ISO 14306 [13] and used often in the ship and offshore plant industries. Methods to reduce the size of lightweight files can be largely classified into simplifying the shapes of the parts comprising the ship and offshore plant and reducing the size of lightweight files by improving file structure.

Methods to simplify the shapes of parts include polygon-based simplification for mesh models [14,15] and feature-based simplification based on B-rep (boundary representation) or feature-based models [3,16,17]. Polygon-based simplification, mainly used in computer graphics, aims to generate a low-resolution model by reducing the number of triangular elements comprising triangular meshes. Feature-based simplification rearranges the features according to importance and removes low-importance features to simplify the model. Kang et al. [3] and Kwon et al. [17] presented criteria for evaluating the importance of features by considering the characteristics of plant equipment. Kwon et al. [8] suggested a method of simplifying features by type after classifying the features of lightweight models for offshore plant structures by type.

The size of a lightweight file varies according to the stored triangular structure, storing method (text or binary), and compression method. The file size required for all 3D shapes can be reduced not only by representing them as triangles, but also by using B-rep primitive in hybrid. The basic shapes such as box, cylinder, sphere, cone, and pyramid are smaller in size than representing them using triangular meshes, because not only the parameter information, but also information such as dimension and position is stored. With regard to this, Nguyen et al. [18] proposed a method for reducing the size of lightweight models by representing a triangular mesh model and a B-rep model in hybrid. Furthermore, Eigner et al. [19] suggested a method for using the JT file together with an XML file that contains additional information in order to improve the utilization of the JT file. Kwon et al. [20] proposed adaptable lightweighting procedures of 3D CAD models considering various semantics during the lifecycle of plants. Wen et al. [21] suggested a method to access Web3D content quickly using lightweight progressive meshes. Wang et al. [22] used a compressive sensing-based 3D model compression method to rapidly compress server-side models in order to reduce the model space.

Figure 2 shows general lightweight models in comparison with a lightweight model using the hybrid method. When the shape of Figure 2a is converted to a lightweight model (Figure 2b), the hybrid method saves the cylinder, which is a simple curved surface, in B-rep format, while saving the other two curved surfaces as triangular meshes. Figure 2c shows the hybrid model, which can reduce the file size but is applicable to some simple shapes only. If complex shapes are saved in B-rep format, additional time is required to restore the triangles in the visualization process. Moreover, the visualization quality can be degraded because of connectivity mismatch (Figure 2d) with adjacent faces depending on the number of nodes generated at the boundary between different faces, which necessitates additional density matching.

Figure 2. Various lightweight model types.
3. Minimizing the Size of a Lightweight File Considering the Characteristics of Ship and Offshore Plant Structures

3.1. Triangular Element Storage Structure of General Lightweight File

A triangular mesh is a set of three vertexes and triangular elements in normal direction as shown in Figure 3. The normal direction is used to render shapes realistically and to distinguish the inside and outside.

There are three general methods for representing structures for storing triangles in a lightweight model. The first method is to represent them using the coordinates of three vertexes comprising the triangle. The representative example is the STL file [23], which has a very simple file structure but in which the accurate normal information is not stored at each vertex, and multiple vertexes exist at one position. In Figure 4, to represent the triangular element E1, vertexes V1, V2, and V3 are written, and then the normal directions for them are written (Figure 4b). The second method is to write the coordinate value and normal direction for each vertex, and a triangle is represented by writing the numbers of the stored vertexes (Figure 4c). The representative file format is the OBJ file [24], which can reduce the file size because only one vertex exists at each position that has one normal direction. The last method is to represent a structure as a stripe structure by connecting the vertexes sequentially (Figure 4d). The representative example is the JT file format, which can have a large file size because it can have many duplicate nodes.

![Figure 3. Data types for a triangular element.](image)

![Figure 4. Comparison of data sizes for different lightweight file structures: (a) triangular mesh, (b) STL file, (c) Wavefront object (OBJ) file, and (d) Jupiter Tessellation (JT) file.](image)
To compare file sizes for the triangular mesh composed of five triangles and seven vertexes as shown in Figure 4a, if the coordinates are stored in a float type (4 bytes), the size of the STL file type is 240 bytes and the size of the OBJ file type is 228 bytes. In the case of the JT file type, the coordinates are stored in a two-strip structure, and the file size becomes 264 bytes.

3.2. Lightweight File Size Minimization Process

The lightweight file minimizing method proposed in this study is to classify part types by reflecting the characteristics of ship and offshore plant structures and minimizing and storing the data according to each type. For visualization, the 3D shape must be represented as a triangular mesh and the restoration time must be reduced by decreasing the computational scale required for restoration. Ship and offshore plant structures are composed of thin shell structures, beam structures, pipes, and equipment. The top and bottom faces of most shell structures have the same shapes because they have almost no fillet and chamfer. The beam structure and pipe generally have a long shape with the same cross-sections. Furthermore, shapes of the same size are placed repeatedly. To reflect these characteristics, this study classified parts into the following four types: same type, mirroring type, basic type, and free type. In addition, the lightweight file size was reduced by storing minimum information that can represent the shape of each type.

Figure 5 shows the overall process for minimizing the lightweight file size. The triangle information of parts is stored according to the type of the shape. First, the type of the part to be stored is classified. The same type refers to the case where the shape is completely identical to that of a stored part. A transformation matrix is saved to use a copy of a stored part. If the part is not the same shape, second, whether the part has a mirror shape is determined. If it is a mirror shape, the symmetry plane and the direction vector are stored. Next, it is determined whether the part is a basic type such as cone and elbow. In this case, the information for restoring the shape in accordance with the face and angular shapes that can represent the basic type is stored. Finally, unclassified shapes are specified as free type. The free types are classified again by face type. The faces of mirroring type and basic type are also classified, and the data are stored in accordance with each face. If the face is a mirroring face, the standard edge and direction vector are stored. Faces like an arc are classified as basic face type. The unclassified faces are stored in the same way as in the previous method.

![Figure 5](https://via.placeholder.com/150)

**Figure 5.** Overall data size minimization process of lightweight 3D models for ships and offshore plants.

3.3. Same Type Part

Ship and offshore plant structures have many parts with the same shape. The five types in Figure 6 are the same types. In this case, a transformation matrix to copy the first type is stored for the other
four shapes. The same type here means that the size and shape are fully identical. The transformation matrix is a homogeneous transformation matrix consisting of 16 real numbers, but only 12 real numbers need to be stored because it is rigid body translation here. One type has 136 elements and 172 vertexes in the case of the OBJ type. This requires 5760 bytes; however, this decreases to 48 bytes if only the transformation matrix value is stored for four identical types, and for the one original type, the mirroring type and the free type to be explained in the following section are determined and the data are stored accordingly.

![Figure 6. Data size minimization for the same type part.](image)

3.4. Mirroring Type Part

Ships and offshore plant structures are mainly composed of beam types, thin plates, and pipes. As shown in Figure 7, most types are mirroring types, whose two opposite faces are identical. Therefore, the shape of the other face can be restored by using the information of one face. The criteria for the mirroring condition of parts are as follows:

![Figure 7. Examples of mirroring type part.](image)

Two planes facing each other have opposite normal directions
Two planes satisfying the condition 1 have the same area
The straight line connecting the centers of two planes satisfying the condition 2 are parallel to the normal direction of the two planes.

For data storage, the vertexes and triangle information for only one of the two mirroring faces are stored, and then the direction of the line interconnecting the centers of the two faces is stored. To restore the total shape, the adjacent face of the stored face is restored first by moving the stored face for the direction vector and then setting the normal direction opposite to that of the stored face. The side faces are restored using the edge information of the two stored end faces. The edge extraction process in the side face restoration process requires additional calculation. Hence, to reduce the restoration time to the maximum, the information of boundary edges is also stored. Since the normal direction of the
vertices for the mirrored face is identical to the direction of the face, the direction of the face is used for restoration without storing the normal direction. The normal direction for the nodes of the side faces excluding the mirrored face is stored at each vertex and then used for restoration.

Figure 8 shows an L-beam shape composed of 32 elements and 46 vertexes. The reference face is shown in Figure 8b, which is composed of 7 elements (E1–E7) and 9 vertexes (V1–V7), and has 5 edges. The normal values are not stored at the vertexes, but the normal directions for the side faces are stored when the edge data are stored. For example, edge C1 is composed of vertexes 1 and 2, and edge C2 is composed of vertexes 2, 3, 4, 5, 6, and 7. The normal direction of vertex 2 of C1 has the same coordinates as those of the vertex 2 of C2, but the vertexes have different normal directions. Finally, the vector coordinates for the two mirrored faces are stored. When the conventional method is used, the data size is 1488 bytes (Figure 8a), but the data size becomes 428 bytes when the method proposed in this study is used (Figure 8b).

![Figure 8](image)

**Figure 8.** Data size minimization for L beam (32 elements, 46 vertexes).

3.5. Basic Type Part

The basic types generally refer to box, pyramid, prism, cone, cylinder, and elbow. Box, prism, and cylinder shapes can be represented using the mirroring type explained in the previous section. As shown in Figure 9, the elbow and cone shapes have repeated circular cross-sections, which are classified as basic types in this study. In the case of elbow, the vertex data for the edges of one face are stored, and for the next face, the transformation matrix is stored to copy the first face and use it for restoration. Since elements are generated in uniform intervals, the transformation matrix for the following face is the same, and only the number of divisions needs to be stored. The process of restoring the triangular elements consists of configuring the vertexes of the next layer by multiplying the vertexes of the circle by the transformation matrix, and then combining them in a zigzag form. For the cone, the vertexes of the bottom face and the vertexes of the end points are stored. In the case of the truncated cone, the vertexes for the bottom and top faces are stored. The two end faces of the cone and elbow shapes are circles, for which the center coordinates of each are stored. In the restoration process, the side faces are restored by connecting the vertexes of two edges in a zigzag manner, and the centers of the two end faces are connected with the points of the edges to configure a triangle.

![Figure 9](image)

**Figure 9.** Basic type parts: elbow, cone, and truncated cone.
Figure 10 shows the examples of elbow and truncated cone. The elbow in Figure 10a has 10 vertexes on the edges of circles and one center of the circle. One normal direction is stored because the vertexes of the edges have the same normal direction, and the coordinates of each vertex are stored. The number of divisions is four. Unlike other shapes, the elbow requires a computation process of multiplying the matrix to calculate the coordinates and normal direction of the vertexes of the next layer. However, the elbow shape has a very large effect of file size reduction because it can be represented by many triangles. Figure 10b shows a truncated cone, for which information about the bottom and top circles is stored by storing the coordinates of the vertexes and one normal direction, because the two faces have the same normal direction.

![Figure 10. Data size minimization for basic type part.](image)

3.6. Free Type Part

All the other shapes (i.e., excluding those explained above) correspond to free type. Ships and offshore plant structures have various types of reinforcements. As shown in Figure 11, parts having holes, fillets, and chamfers are not classified as mirroring type. Furthermore, a large number of triangles are generated when there are local shapes such as holes, fillets, and chamfers. In the case of free type parts, triangle data are stored in the face unit. Faces are classified into mirroring face, basic face, and general face.

![Figure 11. Beams with a hole or a chamfer.](image)

One mirroring face is composed of four edges, and the two edges facing each other have the same shape. In the case of two opposite edges, one edge can be moved using a vector without rotation. The basic faces include the faces of elbow and cone shapes, as with the basic type explained above; arcs are also basic type.

Figure 12 shows mirrored faces. The conditions for mirrored faces are as follows:
One face is composed of four edges
Two opposite edges have the same shape and length
The end points of two edges are apart by the same distance

For mirrored faces, as shown in Figure 12b, the vertexes and vector value for one mirrored edge are stored. The shape in Figure 12 has a size of 336 bytes when stored as the conventional OBJ type, but can be represented with 132 bytes by applying the mirroring type. To restore the triangular elements using this information, the vertexes of the edge are moved by the vector value and then triangular elements are configured in a zigzag manner without any computation.

Figure 13 shows the basic type faces. If two opposite edges have different shapes but have the same number of vertexes, the data of the vertexes of the two edges are stored (Figure 13a). For the face in Figure 13b, the data of the nodes and sharp points of the edges are stored. For circular shapes, the center and boundary nodes’ data are stored (Figure 13c,d).

3.7. Normal

If the classified face is flat, the triangular elements of the face have the same normal direction. Therefore, in this case, only the normal direction of the face needs to be stored. Hence, if the face in Figure 12 is flat, only the normal direction of the face can be stored instead of the normal directions of five vertexes as shown in Figure 14. The data size decreases from 132 bytes to 84 bytes.

For curved shapes, there are largely two methods to reduce the normal data. The first is to reduce the size of the x, y, and z values, for which 12 bytes are used when stored as float type. A float
type variable has six or seven valid digits, but the normal direction does not need to be represented as precisely as this. QSplat [25] is a structure used to visualize large-sized points and can store the coordinates, normal direction, and color information in 48 bits (8 bytes), and the normal information can be stored in 14 bits. Even though the number of valid digits is decreased, there is no problem in visualization. However, a process of converting the bit unit to \( x, y, \text{ and } z \) float type is required for visualization.

The second method is to calculate the normal direction when the file is read without storing the normal direction. In this case, the normal values of elements are used after the elements sharing the vertexes are found. Thus, the data size decreases because the normal directions are not stored, but calculation time is additionally required and the normal calculation result may contain an error. In this study, these two methods were not considered because the 3D shapes of offshore plant structures consist mostly of flat faces.

### 3.8. Lightweight File Format

The lightweight file format proposed in this study is shown in Figure 15. Only the minimum information about the shape is stored. The attributes of parts (i.e., name, type, dimensions, and material) may be included in the lightweight file if necessary. The shape information corresponding to the type of each part is stored in part unit by default. For the same types, the part ID of the same type and a transformation matrix are stored. For the mirroring type, the mirrored reference face and direction vector value are stored. In addition, the information about the face is stored as mirroring type, basic type, or free type. The basic types are elbow and cone shapes, but a type can be added if there is an additional basic type. The free type is stored in face unit, and the free type is the case where all the data are stored in the same way as in the conventional method.

![Figure 15. Proposed lightweight model file format.](image-url)
4. Implementation and Experiment

To verify the results of this study, three models provided by ‘S’ shipbuilding company in Korea were tested. The specifications of the PC used for this test were Intel i9-9900K CPU, Samsung 32 GB memory, and Samsung SSD M.2 NVMe storage. For the development tool, Microsoft Visual Studio 2015 (C++) was used.

Figure 16 shows an L-shaped beam composed of 12 faces. It has a size of 5760 bytes when 148 triangles and 166 vertexes are stored. If the data are stored in face unit, there are eight mirrored faces, seven of which are flat faces. It is stored as a free type with data size of 3196 bytes.

Figure 17 shows a hook-up model composed of 11 pipes and support parts. They are classified into one free type, two mirroring types, seven same types, and one basic type (elbow). The file was stored in a 30 kB binary file. To compare the file size for the results of this study, the same triangular elements were stored in an STL file and a JT file of the binary type. If this is stored in an STL file, the size is 357 kB, and if it is stored in a JT file, the file size is 83 kB. The JT file is a compressed format. For size comparison, the files were compressed using Zlib [26] in this study, in which case the file size becomes 14 kB, which is 8.4% of the STL file size and 16.9% of the JT file size.

Figure 18 shows an offshore plant structure composed of 118 parts. If this is configured as a lightweight model, it is composed of 64,868 triangular elements, which are classified into nine free types, 18 mirroring types, 88 same types, and three basic types. There are many same types because of the repetitive structures typical of plant structures. Furthermore, think plates and many H beams were classified as mirroring type.
The STL file size is 3618 kB, and the result of this study is 223 kB. The JT file size is 720 kB, and it becomes 106 kB when compressed. The file size is 6.2% and 14.7% of the STL and JT file sizes, respectively. The method proposed in this study simplifies the shape and stores the minimum information required for restoration of the shape. Therefore, additional time for restoration may be required. Table 1 compares the lightweight file sizes and loading times for test cases between the proposed method and other file formats (JT and STL). In Table 1, ‘Loading time’ indicates the time required to read the file and the time required to create a triangle mesh for the shape using the information on repetitively used or symmetrical shapes stored in the lightweight file. As shown in Table 1, the time is shortened compared to reading other file types. This is because the shape can be configured by combining the stored data simply with no additional complex computations for restoration.

Conventional methods to store a lightweight model can be categorized into the following three categories: the method to store a 3D shape as triangular mesh [23], the method to store only parameter values needed to define primitives which are used to represent a 3D shape [12], and the method to store both triangular mesh and B-rep elements [18]. The first method requires no additional work other than creating a triangular mesh from a 3D CAD model, but the file size is large. In the second method, the file size required to save a 3D shape is small, but shape representation using primitives is limited in coverage, and it takes considerable time to restore a triangular mesh during the visualization process. The third method takes considerable time to restore a triangular mesh from B-rep elements in the visualization process, and the boundaries of triangle elements and B-rep elements must be adjusted to match each other. The method proposed in this study can reduce the file size for shipbuilding and offshore structures in which the shapes facing each other are the same or the same shape is used repeatedly. However, when saving a lightweight model, it is necessary to check the shape to determine whether there are such patterns. In the case of mechanical structures, they do not have many such patterns and, thus, the effect of reducing file size is small.

### Table 1. Lightweight file sizes and loading times for test cases.

|                  | Hook-up Spool       | Offshore Plant Structure | Loading Time |
|------------------|---------------------|--------------------------|--------------|
| **File Size**    | **File Size**       | **File Size**            |              |
| STL (binary)     | Uncompressed: 357 kB (A:100%) | Uncompressed: 3618 kB (A:100%) | 0.125 s |
| This study       | Uncompressed: 30 kB (A:8.4%) | Uncompressed: 223 kB (A:6.2%) | 0.031 s |
|                   | Compressed: 14 kB (B:16.9%) | Compressed: 106 kB (B:14.7%) | 0.047 s |
| JT               | Compressed: 83 kB (B:100%) | Compressed: 720 kB (B:100%) | 0.172 s |

Conventional methods to store a lightweight model can be categorized into the following three categories: the method to store a 3D shape as triangular mesh [23], the method to store only parameter values needed to define primitives which are used to represent a 3D shape [12], and the method to store both triangular mesh and B-rep elements [18]. The first method requires no additional work other than creating a triangular mesh from a 3D CAD model, but the file size is large. In the second method, the file size required to save a 3D shape is small, but shape representation using primitives is limited in coverage, and it takes considerable time to restore a triangular mesh during the visualization process. The third method takes considerable time to restore a triangular mesh from B-rep elements in the visualization process, and the boundaries of triangle elements and B-rep elements must be adjusted to match each other. The method proposed in this study can reduce the file size for shipbuilding and offshore structures in which the shapes facing each other are the same or the same shape is used repeatedly. However, when saving a lightweight model, it is necessary to check the shape to determine whether there are such patterns. In the case of mechanical structures, they do not have many such patterns and, thus, the effect of reducing file size is small.
5. Conclusions

A method of reducing the lightweight file size for ships and offshore plant structures was proposed. Ships and offshore plant structures are mainly composed of thin cell structures, beam structures, and pipes. The top and bottom faces of most shell structures have the same shape, because they have almost no fillets and chamfers. The beam and pipe structures are long shapes with the same cross-sections in general. Furthermore, parts with the same-sized shapes are placed repeatedly. The parts were classified into mirroring type, same type, and free type by reflecting these characteristics, and the file size was reduced by storing the minimum data required for representing shapes. Furthermore, when parts could not be classified into specific types, the data size of each face was reduced by classifying faces into types. In the proposed method, the size of a lightweight file is not related to the shape size and is affected by the shape pattern. Consequently, the experiment results showed that the file size decreased to less than 10% of the STL file size and less than 20% of the JT file size. In addition, the edge data were stored for mirrored structures to shorten the time for shape restoration, and the same types could be restored simply by copying.

Author Contributions: Conceptualization, K.K.; methodology, K.K.; software, K.K.; investigation, D.M.; data curation, K.K.; writing—original draft preparation, K.K.; writing—review and editing, D.M.; funding acquisition, D.M. All authors have read and agreed to the published version of the manuscript.

Funding: This research was supported by the Industrial Core Technology Development Program (Project ID: 20000725 and 20009324) funded by the Korea government (MOTIE) and by the Basic Science Research Program (Project ID: NRF-2019R1F1A1053542) through the National Research Foundation of Korea (NRF) funded by the Korea government (MSIT).

Conflicts of Interest: The authors declare no conflict of interest.

References

1. Posada, J.; Toro, C.; Barandiaran, I.; Oyarzun, D.; Stricker, D.; de Amicis, R.; Pinto, E.B.; Eisert, P.; Döllner, J.; Vallarino, I. Visual computing as a key enabling technology for industrie 4.0 and industrial internet. IEEE Comput. Graph. Appl. 2015, 35, 26–40. [CrossRef] [PubMed]
2. Zissis, D.; Lekkas, D.; Azariadis, P.; Papanikos, P.; Xidias, E. Collaborative CAD/CAE as a cloud service. Int. J. Syst. Sci. Oper. Logist. 2017, 44, 339–355. [CrossRef]
3. Kang, Y.; Kim, B.C.; Mun, D.; Han, S. Method to simplify ship outfitting and offshore plant equipment three-dimensional (3-D) computer-aided design (CAD) data for construction of an equipment catalog. J. Mar. Sci. Technol. 2014, 19, 185–196. [CrossRef]
4. Kim, B.C.; Jeon, Y.; Park, S.; Teijgeler, H.; Leal, D.; Mun, D. Toward standardized exchange of plant 3D CAD models using ISO 15926. Comput. Aided Des. 2017, 83, 80–95. [CrossRef]
5. Kwon, K.Y. Design Point Generation Method from a Lightweight Model for Dimensional Quality Management in Shipbuilding. J. Ship Prod. Des. 2019, 35, 353–363. [CrossRef]
6. Ball, A.; Ding, L.; Patel, M. Lightweight formats for product model data exchange and preservation. In Proceedings of the Lightweight Formats for Product Model Data Exchange and Preservation, PV 2007 Conference, Oberpfaffenhofen, Germany, 9–11 October 2007.
7. Toriya, H. Benefits of lightweight 3D data. In 3D manufacturing innovation, Revolutionary Change in Japanese Manufacturing with Digital Data; Springer: London, UK, 2008; pp. 33–50.
8. Kwon, K.; Mun, D. Part recognition—Based simplification of triangular mesh models for ships and plants. Int. J. Adv. Manuf. Technol. 2019, 105, 1329–1342. [CrossRef]
9. Song, I.-H.; Chung, S.-C. Data format and browser of lightweight CAD files for dimensional verification over the internet. J. Mech. Sci. Technol. 2009, 23, 1278–1288. [CrossRef]
10. Kim, E.; Hwang, J.; Hahm, G.J.; Lee, J.H. 3D CAD model visualization on a website using the X3D standard. Comput. Ind. 2015, 70, 116–126. [CrossRef]
11. Qin, Y.; Qi, Q.; Scott, P.J.; Jiang, X. Status, comparison, and future of the representations of additive manufacturing data. Comput. Aided Des. 2019, 111, 44–64. [CrossRef]
12. JT File Format. Available online: https://en.wikipedia.org/wiki/JT(visualization_format) (accessed on 1 August 2020).
13. Katzenbach, A.; Handschuh, S.; Vettermann, S. JT format (ISO 14306) and AP 242 (ISO 10303): The step to the next generation collaborative product creation. In *IFIP International Conference on Digital Product and Process Development Systems*; Springer: Berlin/Heidelberg, Germany, 2013; pp. 41–52.

14. Sheffer, A. Model simplification for meshing using face clustering. *Comput. Aided Des.* 2001, 33, 925–934. [CrossRef]

15. Foucault, G.; Cuillière, J.-C.; Francois, V.; Leon, J.-C.; Maranzana, R. Adaptation of CAD model topology for finite element analysis. *Comput. Des.* 2008, 40, 176–196. [CrossRef]

16. Liu, W.; Zhou, X.; Zhang, X.; Niu, Q. Three-dimensional (3D) CAD model lightweight scheme for large-scale assembly and simulation. *Int. J. Comput. Integr. Manuf.* 2015, 28, 520–533. [CrossRef]

17. Kwon, S.; Kim, B.C.; Mun, D.; Han, S. User-assisted integrated method for controlling level of detail of large-scale B-rep assembly models. *Int. J. Comput. Integr. Manuf.* 2018, 31, 881–892. [CrossRef]

18. Nguyen, C.H.P.; Choi, Y. Triangular Mesh and Boundary Representation Combined Approach for 3D CAD Lightweight Representation for Collaborative Product Development. *J. Comput. Inf. Sci. Eng.* 2018, 19, 011009. [CrossRef]

19. Eigner, M.; Handschuh, S.; Gerhardt, F. Concept to Enrichen Lightweight, Neutral Data Formats with CAD-based Feature Technology. *Comput. Des. Appl.* 2010, 7, 89–99. [CrossRef]

20. Kwon, S.; Lee, H.; Mun, D. Semantics-aware adaptive simplification for lightweighting diverse 3D CAD models in industrial plants. *J. Mech. Sci. Technol.* 2020, 34, 1289–1300. [CrossRef]

21. Wen, L.; Xie, N.; Jia, J. Fast accessing Web3D contents using lightweight progressive meshes. *Comput. Animat. Virtual Worlds* 2016, 27, 466–483. [CrossRef]

22. Wang, G.; Zhang, X.; Zhu, C.; Wang, H.; Peng, L.; Xu, M. Research on 3D Lightweight Engine Technology for Power Grid Service Scenarios. In *International Conference on Intelligent and Interactive Systems and Applications*; Springer: Cham, Germany, 2018; pp. 264–269.

23. STL File Format. Available online: https://en.wikipedia.org/wiki/STL (file_format) (accessed on 1 August 2020).

24. OBJ File Format. Available online: https://en.wikipedia.org/wiki/Wavefront_obj_file (accessed on 1 August 2020).

25. Rusinkiewicz, S.; Levoy, M. A multiresolution point rendering system for large meshes. In Proceedings of the 27th Annual Conference on Computer Graphics and Interactive Techniques; ACM Press/Addison-Wesley Publishing: New York, NY, USA, 2000; pp. 343–352.

26. Zlib. Available online: http://www.zlib.net/ (accessed on 1 August 2020).

© 2020 by the authors. Licensee MDPI, Basel, Switzerland. This article is an open access article distributed under the terms and conditions of the Creative Commons Attribution (CC BY) license (http://creativecommons.org/licenses/by/4.0/).