Convergence versus Divergence Behaviors of Asynchronous Iterations, and Their Applications in Concrete Situations
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Abstract: Asynchronous iterations have long been used in distributed computing algorithms to produce calculation methods that are potentially faster than a serial or parallel approach, but whose convergence is more difficult to demonstrate. Conversely, over the past decade, the study of the complex dynamics of asynchronous iterations has been initiated and deepened, as well as their use in computer security and bioinformatics. The first work of these studies focused on chaotic discrete dynamical systems, and links were established between these dynamics on the one hand, and between random or complex behaviours in the sense of the theory of the same name. Computer security applications have focused on pseudo-random number generation, hash functions, hidden information, and various security aspects of wireless sensor networks. At the bioinformatics level, this study of complex systems has allowed an original approach to understanding the evolution of genomes and protein folding. These various contributions are detailed in this review article, which is an extension of the paper “An update on the topological properties of asynchronous iterations” presented during the Sixth International Conference on Parallel, Distributed, GPU and Cloud Computing (Pareng 2019).
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1. Introduction

In the context of distributed computing, serial and parallel approaches have very quickly shown their limitations, especially in terms of speed [1–3]. Various approaches have been proposed for almost half a century now, to avoid waiting times within processes, to distribute calculations more intelligently and on demand, to take into account the heterogeneity of resources, delays, etc. These modern approaches to distributing calculations in a collection of computation units often prove, in practice, to be able to solve a problem faster than more traditional approaches; but in theory, evidence of convergence (and speed of convergence) is generally more difficult to obtain. In this context, the mathematical formulation of the so-called asynchronous iterations has made it possible to establish numerous mathematical proofs of convergence, thus justifying the interest in these asynchronous approaches.

In parallel, during the last decade, a certain restricted class of asynchronous iterations has been studied in the context of the mathematical theory of chaos. Its topological behaviour has been examined, both theoretically and for its potential applications. At the theoretical level, the research was not limited to a particular class of discrete dynamic systems based on the mathematical theory of chaos. The “complexity” of the dynamics is generated, as a whole, with tools derived from probabilities and statistics, to evaluate its randomness, from the mathematical theory of chaos (to study, precisely,
its chaos, entropy, ergodicity, etc.), or even from that of complexity. The studied dynamical systems, for their part, can be variations of asynchronous iterations but also systems from computer science (sensor networks, neural networks, pseudorandom number generators, etc.) and from biology (protein folding, genomes evolution, etc.). The approach has then consisted of tracking down, modeling, and studying theoretically these complex dynamics that occur in biology and computer science, and to take benefits at the application level. These theoretical studies have had many practical implications, including information security, wireless sensor networks, and bioinformatics.

The purpose of this article is precisely to take up and make known the various advances, both theoretical and practical, concerning asynchronous iterations. The history of the research, both in terms of convergence and divergence, will be presented through significant events in the literature, and the richness of the disorderly nature of such iterations will be highlighted. Various applications previously proposed will then be discussed, in various fields, to illustrate the richness and potential of such tools. This article is an extension of an article accepted at the Pareng 2019 conference, entitled “An update on the topological properties of asynchronous iterations” [4]. Compared to the latter, we, first of all, enriched the theoretical part. Above all, a relatively substantial part has been added concerning the various applications of this theoretical work in various disciplines related to computer science and biology. This new part makes this article a complete one, containing the various interesting aspects related to asynchronous iterations.

This article is structured as follows. In the next section, various historical approaches, among the most significant in the theoretical study of the convergence of asynchronous iterations, will be recalled. These theoretical frameworks and convergence results will be put into perspective in Section 3, in which the opposite (disorder and divergence of such iterations) will be followed. An application section (Section 4) completes these theoretical presentations of the order and disorder of asynchronous iterations. This article will conclude with a discussion, in which the applications of such an approach to disorder will be discussed, and avenues for theoretical exploration will be proposed.

2. An Historical Perspective of the Convergence Study

2.1. Introduction the Asynchronous Iterations

Given \( f : (\mathbb{Z}/2\mathbb{Z})^N \to (\mathbb{Z}/2\mathbb{Z})^N \), the asynchronous iterations [5] are defined as follow: \( x^0 \in (\mathbb{Z}/2\mathbb{Z})^N \), and

\[
\forall n \in \mathbb{N}, \forall i \in [1, N], x^{n+1}_i = \begin{cases} f(x^n)_i & \text{if } i \in s^n \\ x^n_i & \text{else.} \end{cases}
\]

(1)

where \( (s^n)_{n \in \mathbb{N}} \in \mathcal{P}([1, N]) \) is a sequence of subsets of \( \{1, 2, \ldots, N\} \); \( \mathcal{P}(X) \) here refers to all the parts of a set \( X \), when \([a, b]\) is the set of integers ranging from \( a \) to \( b \); finally, the \( n \)-th term of a sequence \( u \) is written in exponent notation \( u^n \), as this is a vector with \( N \) coordinates: \( u^n_1, \ldots, u^n_N \). Asynchronous iterations have provided, for decades, a mathematical framework for finding advanced algorithm schemas in distributed computing [6]: roughly speaking, the coordinates of the vector \( x^n \) correspond to the calculation units, the function \( f \) is the equivalent of the calculation to be distributed, and the sequence \( s \) is the way to distribute these calculations: the sequence \( \{1, 2, \ldots, N\}, \{1, 2, \ldots, N\} \), \{1, 2, \ldots, N\} shown corresponding to a parallel calculation, when \( \{1\}, \{2\}, \ldots, \{N\}, \{1\}, \{2\}, \ldots \) is a serial calculation, for example.

This mathematical formulation of asynchronous distributed algorithms has made it possible to establish various theoretical frameworks, in which proof of convergence and convergence rate calculations could be established. As an illustrative example, three special cases of Definition 1 will be recalled in the next section, which have a significant theoretical and practical interest. These are Chazan and Miranker's historical approach, asynchronous memory iterations, and Bertsekas’ model (Note that in the last 20 years, largely influenced by the problems of the theory of linear asynchronous systems with discrete time, the so-called joint spectral radius theory has been developed. Within the framework of this theory, many questions of the convergence of linear asynchronous iterations and the
The study of convergence of such asynchronous iterations, described as discrete dynamic systems, has been initiated this last decade, and studied in more depth in various publications that followed the founding article of [8].

2.2. Three Historical Models

The iterations considered in this manuscript have been studied for more than fifty years, both in terms of their convergence and their applications [9,10]. In this section, rather than being exhaustive, we have chosen to arbitrarily present three models that have had a significant historical impact.

2.2.1. The Chazan and Miranker Model

The first theoretical work on asynchronous algorithms dates back to 1969, it focused on linear system resolutions.

The interest of asynchronism when resolving such systems, using several computers that can communicate with each other, is as follows. In an asynchronous iterative algorithm, the components of the iterated vector are updated in parallel, without any a priori order or synchronization between the machines. The asynchronous implementation allows better recovery of communications by calculations (no downtime due to synchronizations) and allows failures (temporary or permanent). Asynchronism also has the advantage of better adaptability to changes in the computing infrastructure, such as changes in topology: changes in the number of computers, or in the possible communications between them.

This model, based on the work of Chazan and Miranker [11], Miellou [12], and Baudet [13], has been formalized on the following manner:

**Definition 1** (Chazan and Miranker model). Let $\mathcal{X} = \mathbb{R}^{n_1} \times \ldots \times \mathbb{R}^{n_\alpha}$. The asynchronous iterations associated to $F : \mathcal{X} \to \mathcal{X}$, with initial condition $x^0 \in \mathcal{X}$, correspond to the sequence $x \in \mathcal{X}^{\mathbb{N}}$ defined by:

$$
x^t_i = \begin{cases} 
F_i \left( x^t_1, \ldots, x^t_\alpha \right) & \text{if } i \in S^t \\
 x^{t-1}_i & \text{if } i \notin S^t 
\end{cases}
$$

where $x_i$ is the sub-vector of $x$ on $\mathbb{R}^{n_i}$, $F_i$ is the $i$-th block-component of $F$, and $\forall t \in \mathbb{N}^*, S^t \subset [1; \alpha]$ and $I^t \in \mathbb{N}^\alpha$.

In other words, at iteration $t$, the value of the $i$-th block-component $x_i$ is either the value of $x_i$ at iteration $t - 1$, or the mapping $F_i \left( x^t_1, \ldots, x^t_\alpha \right)$, in which the current component blocks $x^t_i$ are not taken into account, but one of their previous values $x^t_{I^t_i}$, i.e., the component block that the system had at the time $I^t_i$. This approach allows for very general transmission delays to be taken into account. Finally, the $S^t$ sequence indicates which cell blocks should be updated at time $t$. It can be seen that this model of delay iterations is a special case of Definition 1.

In addition, it is assumed in this model that the $S$ and $I$ sequences test the following assumptions:

**Hypothesis 1 (H1).** The values of the iterated vector used in the calculations at the iteration $t$ come at best from the iteration $t - 1$ (notion of delay in transmission): $\forall t \in \mathbb{N}^*, I^t_i \leq t - 1$. 

Hypothesis 2 (H2). \( I_t^I \to +\infty \), when \( t \to +\infty \): the too old values of the components of the iterated vector must be definitively discarded as the calculations progress.

Hypothesis 3 (H3). No subvector stops being updated (so-called pseudo-periodic strategies). In other words, \( t \) appears an infinite number of times in \( S \).

This a specific framework of iterations, but the purpose remains relatively general: blocks are considered rather than components; real numbers are manipulated; and delays are taken into account, which depend on the blocks from which the information comes. The only constraints are that no component of the iterated vector should cease to be permanently updated, and that the values of the components associated with too old iterations should cease to be used as the calculations progress. It should be noted, to finish with the introduction of this model, that the above Hypotheses H2 and H3 find their natural justification in the fact that the initiators of this theory were exclusively seeking the convergence of asynchronous iterations.

2.2.2. Asynchronous Iterations with Memory

Asynchronous iterations with memory use at each iteration several values of each component of the iterated vector, which may be related to different iteration numbers. This gives the following definition:

Definition 2 (Asynchronous iterations with memory). Let \( n \in \mathbb{N}, \alpha \in [0; n] \), and the following decomposition of \( \mathbb{R}^n \): \( \mathcal{X} = \mathbb{R}^{n_1} \times \ldots \times \mathbb{R}^{n_m} \), where \( \sum_{i=1}^{m} n_i = n \). Let \( F : \mathcal{X}^m \to \mathcal{X} \), where \( m \in \mathbb{N}^+ \).

One asynchronous iteration with \( m - 1 \) memories associated to the application \( F \) and to the subset \( Y \) of the \( m \) first vectors \( \{x^0, x^1, \ldots, x^{m-1}\} \), is a sequence \( \{x^i\}_{i \in \mathbb{N}} \) of vectors of \( \mathcal{X} \) such that, for \( i \in [1; \alpha] \) and \( j \geq m \), we have:

\[
\begin{align*}
\forall r \in [1; m], & \\
\{x_i^r\} & = F_i (z_1^r, \ldots, z_m^r) \quad \text{if } i \in S^l \quad (l \geq m) \\
\{x_i^r\} & = x_i^{j-1} \quad \text{if } i \notin S^l
\end{align*}
\]

where \( \forall r \in [1; m], z^r \) is the vector constituted by the subvectors \( z_i^r = x_i^{r\{j\}} \), \( S^l = \{s_{r\{j\}} \}_{s \geq m} \) is a sequence of non-empty subsets of \( [1; \alpha] \), and \( l = \{l_1^{\{j\}}, \ldots, l_{\alpha}^{\{j\}} \} \) is a sequence of \( [\mathbb{N}^+]^m \).

In addition, \( S \) and \( I \) satisfy the following conditions:

- \( \max_{i \in [1; m]} \{ l_i^{(j)} / r \in [1; m] \} \leq j - 1 \), for all \( j \geq m \);
- \( \min_{i \in [1; m]} \{ l_i^{(j)} / r \in [1; m] \} \) tends to infinity when \( j \) tends to infinity; and
- \( i \) appears an infinite number of times in \( S \).

These iterations, which are also a special case of Definition 1, have been studied by Miellou [14], El Tarazi [15] and Baudet [13]. Asynchronous iterations with memory have been proposed to deal with the case where an application, whose fixed point is searched by a classical method, is not explicitly defined. They allow us to assign some processors to intermediate function calculations, while the others are in charge of updating the components of the iterated vector [16].

2.2.3. Bertsekas Model

The Bertsekas model of fully asynchronous iterations differs significantly from the two models presented above. By introducing another formulation of these objects, it makes it possible to better understand their nature, in particular by allowing them to be categorized by classes.
Let:

- $X_1, \ldots, X_n$ some sets, and $X = X_1 \times \ldots \times X_n$.
- $F_i : X \to X_i$ some functions, and $F(x) = (F_1(x), \ldots, F_n(x))$ defined from $X$ to $X$.

The Bertsekas model of totally asynchronous algorithms, another special case of the Definition 1, is the following [16].

**Definition 3 (Bertekas model).** We assume that there is a sequence of events $T = \{0, 1, 2, \ldots\}$ for which one or more components $x_i$ of the iterative vector $x$ are updated by one of the processors of the parallel or distributed architecture.

Let $T^i$ be the sub-series of events for which $x_i$ is updated. We assume too that the processor updating $x_i$ may not have access to the most recent values of the $x$ components, and for any $t \notin T^i$, $x_i$ remains unchanged.

An asynchronous iteration of the Bertsekas model is a $x^i$ sequence of vectors of $\mathbb{R}^n$ such that for any $i \in [1; n]$:

$$
\begin{cases}
  x_i^{l+1} = F_i \left( x_1 \left( \tau_1^i(t) \right), \ldots, x_n \left( \tau_n^i(t) \right) \right) & \text{if } t \in T^i \\
  x_i^{l+1} = x_i^l & \text{if } t \notin T^i
\end{cases}
$$

where $\tau_i(t) \in [0; t], \forall l \in [1; n], \forall t \in T$.

The $T$ elements are the indices of the sequence of moments at which the updates are delivered. The difference $t - \tau_i^l(t)$, on the other hand, represents the delay in accessing the $i$-th component of the iterated vector, when updating the $i$-th component at the moment $t$ [16].

For the model to be complete, one of the following two assumptions regarding calculations and communications must be added to the above definition:

- **Hypothesis of total asynchronism.** The $T^i$ sets are infinite. Moreover, if $t^k_i$ is a sub-series of elements of $T^i$ that tends to infinity, then $\lim_{l \to +\infty} \tau_i^l(t_k) = +\infty$, for all $l \in [1; n]$.
- **Partial asynchronism hypothesis.** There is a positive integer $B$, called asynchronism character, such as:
  1. For any $i \in [1; n]$, and for any $t$, at least one element of the set $[t; t + B - 1]$ belongs to $T^i$: each component is refreshed at least once during an interval containing $B$ refreshes.
  2. $t - B < \tau_i^l(t) \leq t$, $\forall i,l \in [1; n]$, and $t \in T^i$: the information used to update a component has a maximum delay of $B$.
  3. $\tau_i^l(t) = t$, $\forall i \in [1; n]$, $\forall t \in T^i$: when updating the component assigned to it, each processor uses the last value of the same component.

Partially asynchronous iterations were introduced by Bertsekas and Tsitsiklis in [17]. They are less general than totally asynchronous iterations: markers are placed on the delays and the duration of the interval between two consecutive updates of the same component. However, they may be of great interest when excessive asynchronism leads to divergence, or does not guarantee convergence.

The use of asynchronous iterative algorithms raises two types of problems: establishing their convergence, and ensuring the termination of algorithms. These problems are reviewed in the next two sections.

**2.3. On the Usefulness of Convergence Situations**

Convergence in the asynchronous model is more difficult to achieve than in the synchronous model due to the lack of synchronization, and therefore the less regular behaviour of iterative patterns. However, a number of general results could be established. They are for various contexts: (non-linear) systems, fixed point problems, etc.
2.3.1. Case of Equation Systems

The first convergence result, published by Chazan and Miranker in 1969 [11], is a necessary and sufficient condition for the convergence of the asynchronous iterations, as part of the resolution of linear systems. It requires the definition of $H$-matrices:

**Definition 4** ($H$-matrices). A matrix $N$ is a $H$-matrix if the $\tilde{N}$ matrix consisting of diagonal elements of $N$ minus the absolute value of non-diagonal elements, is a matrix such that its diagonal coefficients are strictly positive, its non-diagonal elements are negative or null, and the opposite of $\tilde{N}$ exists and has its positive coefficients.

The necessary and sufficient condition for convergence for linear systems can then be stated [11]:

**Proposition 1.** Let us say the system of equations $Ax^* = z$, where $x^*$ and $z$ are two vectors of $\mathbb{R}^n$. Then any asynchronous algorithm defined by the Chazan and Miranker model, where $F$ then corresponds to a Jacobi type matrix per point, converges towards the solution of the problem if and only if $A$ is a $H$-matrix.

Various sufficient conditions have since been set out in specific frameworks of equation systems, both linear and non-linear [10], for the various asynchronous iteration models mentioned above. Such results can be found in [18,19], or [16].

2.3.2. Fixed Point Problems

In the same vein, various convergence results for asynchronous iterations applied to fixed point problem solving have been obtained [9]. One of the most remarkable results is related to the contraction of the function, and is stated as follows [12]:

**Proposition 2.** Let be $E$ a reflexive Banach space finished product of a family of Banach spaces $(E_i, \|\cdot\|_i)$, $i \in [1; a]$. Let us denote by $\varphi(x) = (\|x_1\|_1, \ldots, \|x_a\|_a)$ the canonical vectorial norm of $E$. Let $F : D(F) \rightarrow D(F)$ a function, where $D(F) \subset E$ is non-empty. If

- $F$ has a fixed point in $x^* \in D(F)$,
- and $F$ is contracting in $x^*$ for the vectorial norm $\varphi$,

Then the asynchronous iterative algorithm defined by the Chazan and Miranker model belongs to $D(F)$, and converges to $x^*$.

This result has been extended to fixed point applications with relaxation parameter [15,20], asynchronous iterative algorithms with memory in a context of classical contraction [20], and partial order [21]. Other classic results can be found in [14,22].

2.3.3. Bertsekas’ Asynchronous Convergence Theorem

Bertsekas’ theorem provides a set of sufficient conditions for the convergence of asynchronous algorithms for fixed point problems. This result, which is based on Lyapunov’s theory of stability, is based on the study of a series of sets to which the elements of the iterated vector suite belong. Its advantage is that it provides a more abstract framework for the analysis of the convergence of asynchronous iterations, which includes in particular the contraction and partial order aspects.

**Proposition 3** (Asynchronous convergence of Bertsekas [23]). Let $\mathcal{X} = \mathcal{X}_1 \times \ldots \times \mathcal{X}_n$ a cartesian product of sets. Suppose there is a series of non-empty subsets $X^j$ of $\mathcal{X}$, increasing for inclusion, such as $\forall j$, there are sets $X^j_i \subset \mathcal{A}_i$ checking $X^j = X^j_1 \times \ldots \times X^j_n$. Let us assume too that:

- $F(x) \subset X^{j+1}$, $\forall j$, $\forall x \in X^j$,
- if $x$ is a sequence of vectors such as $x^j \in X^j$ for all $j$, then $x$ tends to a fixed point of $F$. 

Under these conditions, and if \( x^0 \in X^0 \), then any fully asynchronous iteration defined according to the Bertsekas model converges to a fixed point of \( F \).

Bertsekas and his team used this theorem to obtain convergence results for various asynchronous algorithms applied to solving a wide variety of problems: dynamic programming, search for minimum paths, optimization problems, network flow, optimal routing, etc. Other convergence results can be found in the literature. Thus, Lubachevski and Mitra have established a sufficient convergence result for asynchronous iterations with bounded delays applied to the resolution of singular Markovian systems [24]. Finally, Frommer and Szyld studied the so-called multisplitting and asynchronous decomposition methods [25,26].

2.4. The Problem of Algorithm Termination

The final termination of the iterative algorithm must occur when the iterated vector is sufficiently close to a solution to the problem, and a special procedure must be designed to detect this termination. Since the number of iterations of the algorithm can be infinite, the calculation processes can never be inactive. There are relatively few effective termination methods for asynchronous algorithms. Indeed, termination presents many difficulties, especially in cases where processors do not share a global clock, or where communication delays can be arbitrarily long.

The most frequently used termination methods are designed empirically. For example, a particular processor can be assigned the task of observing the local termination conditions in each processor: the algorithm terminates when all local conditions are met. This approach is functional in the unique case where the degree of asynchronism is very low. Other empirical methods are possible. For example, Bertsekas and Tsitsiklis proposed in [23] that each processor sends termination and restart messages to a central processor in charge of these problems. The Chajakis and Zenios [27] method does not require a central processor: a processor completes its calculations if its local termination condition is satisfied, and if it has received termination messages from other processors, and acknowledgments of all its termination messages. No termination method has been formally validated in the most general case, or almost in the most general case: the Bertsekas and Tsitsiklis solution is one of the few with formal validity. However, this method has a number of disadvantages: complex protocol, many communications, restrictive convergence conditions, etc.

As we can see, the problems of convergence of asynchronous iterations and their applications have been widely studied over the past fifty years. The inverse problem of the divergence of these iterations has been studied more recently, over the past decades, and has also proved to be rich in applications. The formal framework and these applications are the subjects of the following two sections.

3. Theoretical Foundations of the Divergence

3.1. Asynchronous Iterations as a Dynamical System

In the absence of “delay”, asynchronous iterations can be rewritten as a recurring sequence on the product space \( X = (\mathbb{Z} / 2\mathbb{Z})^{N} \times \mathcal{P}([1, N])^{N} \), consisting of the calculated vectors on the one hand, and the series of components to be updated on the other hand. If you enter the functions \( i : \mathcal{P}([1, N])^{N} \rightarrow \mathcal{P}([1, N]) \), \((s^n)_{n \in \mathbb{N}} \rightarrow s^0\), producing the first subset of the sequence \( s \) and \( \sigma : \mathcal{P}([1, N])^{N} \rightarrow \mathcal{P}([1, N])^{N} \), \((s^n)_{n \in \mathbb{N}} \rightarrow (s^n+1)_{n \in \mathbb{N}}\), performing a shift to head the list, then the asynchronous iterations of the Equation (1) are rewritten as a discrete dynamical system \( G_f \) on \( X: X^0 \in X, \) et \( \forall n \in \mathbb{N}, \)

\[
X^{n+1} = G_f(X^n),
\]

(2)

where

\[
G_f : (\mathbb{Z} / 2\mathbb{Z})^{N} \times \mathcal{P}([1, N]) \rightarrow (\mathbb{Z} / 2\mathbb{Z})^{N}, (x, e) \rightarrow (x, \sigma(x^e(i) + f(x^e(i))))_{i \in [1, N]},
\]
with $\mathcal{X}_X$ as the characteristic function of the set $X$ and $\Xi = x + 1 \pmod{2}$.

Finally, a relevant distance can be introduced on $\mathcal{X}$, as follows [28]:

$$d((S, E); (\hat{S}, \hat{E})) = d_e(E, \hat{E}) + d_s(S, \hat{S})$$

where $d_e(E, \hat{E}) = \sum_{k=1}^{N} \delta(E_k, \hat{E}_k)$, $\delta$ being the Hamming distance, and

$$d_s(S, \hat{S}) = \frac{9}{N} \sum_{k=1}^{\infty} \left| \frac{S^k - \hat{S}^k}{10^k} \right|.$$  

With such a distance, we can state that [8]:

**Proposition 4.** $G_f : (\mathcal{X}, d) \rightarrow (\mathcal{X}, d)$ is a continuous map.

Asynchronous iterations had until now been studied with discrete mathematics. Such a rewrite therefore makes it possible to study them with the tools of mathematical analysis. This is all the more relevant since the results of distributed computation algorithms are usually fixed points, and mathematical analysis contains various frameworks for studying fixed points of dynamical systems. Note that we iterate on a topological space composed only of integers, when the associated algorithms manipulate machine numbers: the theoretical framework of study is exactly that of practical applications. We can also, through a topological semi-conjugation, reduce these asynchronous iterations to a simple dynamic system over an interval of $\mathbb{R}$, but the inherited topology is not that of the order $[8]$. This rewriting of asynchronous iterations in the form of discrete dynamic systems has allowed us to study their dynamics using mathematical analysis tools: mathematical topology, and more recently measurement theory for ergodicity concepts.

In what follows, we will first recall the key concepts of the study of the disorder and randomness of discrete dynamic systems, and then we will see to what extent asynchronous iterations can exhibit such dynamics.

### 3.2. The Mathematical Theory of Chaos

#### 3.2.1. Notations and Terminologies

Let us start by introducing the usual notations in discrete mathematics, which may differ from those found in the study of discrete dynamic systems. The $n$-th term of the sequence $s$ is denoted by $s^n$, the $i$-th component of vector $v$ is $v_i$, and the $k$-th composition of function $f$ is denoted by $f^k$. Thus $f^k = f \circ f \circ \ldots \circ f$, $k$ times. The derivative of $f$ is $f'$, while $\mathcal{P}(X)$ is the set of subsets of $X$. $\mathbb{B}$ stands for the set $\{0; 1\}$ with its usual algebraic structure (Boolean addition, multiplication, and negation), while $\mathbb{N}$ and $\mathbb{R}$ are the notations of the natural numbers and real ones. $\mathcal{X}^\mathbb{N}$ is the set of applications from $\mathbb{N}$ to $\mathcal{X}$, and so $\mathcal{X}^\mathbb{N}$ means the set of sequences belonging in $\mathcal{X}$. $\lfloor x \rfloor$ stands for the integral part of a real $x$ (the greatest integer lower than $x$). Finally, $[a; b] = \{a, a + 1, \ldots, b\}$ is the set of integers ranging from $a$ to $b$.

With these notations in place, we are now able to introduce various classical notions of disorder or randomness for discrete dynamic systems.

#### 3.2.2. Devaney-Based Approaches

In these approaches, three ingredients are necessary for unpredictability [29]. First, the system must be inherently complicated, indecomposable: it cannot be simplified into two systems. Subsystems that do not interact, allowing a divide and conquer strategy to be adopted applied to the system is ineffective. In particular, many orbits must visit the entire space. Second, an element of regularity is added, to offset the effects of inflation. The effects of the first ingredient, leading to the
fact that closed points can behave in a completely different way, and this behavior can not be predicted. Finally, system sensitivity is required as a third ingredient, so that close points can eventually become distant during system iterations. This last requirement is often implied by the first two ingredients. Having this understanding of an unpredictable dynamic system, Devaney formalized in the following definition of chaos.

**Definition 5.** A discrete dynamical system $x^0 \in \mathcal{X}, x^{n+1} = f(x^n)$ on a metric space $(\mathcal{X}, d)$ is chaotic according to Devaney if:

1. **Transitivity:** For each couple of open sets $A, B \subset \mathcal{X}$, $\exists k \in \mathbb{N}$ s.t. $f^k(A) \cap B \neq \emptyset$.
2. **Regularity:** periodic points are dense in $\mathcal{X}$.
3. **Sensitivity to the initial conditions:** $\exists \varepsilon > 0$ s.t.

$$\forall x \in \mathcal{X}, \forall \delta > 0, \exists y \in \mathcal{X}, \exists n \in \mathbb{N}, d(x, y) < \delta \text{ and } d(f^n(x), f^n(y)) \geq \varepsilon.$$

With regard to the sensitivity ingredient, it can be reformulated as follows.

- $(\mathcal{X}, f)$ is unstable if all its points are unstable: $\forall x \in \mathcal{X}, \exists \varepsilon > 0, \forall \delta > 0, \exists y \in \mathcal{X}, \exists n \in \mathbb{N}$, $d(x, y) < \delta \text{ and } d(f^n(x), f^n(y)) \geq \varepsilon$.
- $(\mathcal{X}, f)$ is expansive if $\exists \varepsilon > 0, \forall x \neq y, \exists n \in \mathbb{N}, d(f^n(x), f^n(y)) \geq \varepsilon$

The system can be intrinsically complicated too for various other understandings of this desire, which are not equivalent to each other, such as:

- **Topological mixing:** for all pairs of open disjointed sets that are not empty $U, V$, $\exists n_0 \in \mathbb{N}$ s.t. $\forall n \geq n_0, f^n(U) \cap V \neq \emptyset$.
- **Strong transitivity:** $\forall x, y \in \mathcal{X}, \forall r > 0, \exists z \in B(x, r), \exists n \in \mathbb{N}, f^n(z) = y$.
- **Total transitivity:** $\forall n \geq 1$, the composition $f^n$ is transitive.
- **Undecomposable:** it is not the union of two closed, non-empty subsets that are positively invariant $(f(A) \subset A)$.

These various definitions lead to various notions of chaos. For example, a dynamic system is chaotic according to Wiggins if it is transitive and sensitive to initial conditions. It is said to be chaotic according to Knudsen if it has a dense orbit while being sensitive. Finally, we speak of expansive chaos when the properties of transitivity, regularity and expansiveness are satisfied.

### 3.2.3. Approach from Li and Yorke

The approach to chaos presented in the previous section, considering that a chaotic system is an inherently complicated (non-decomposable) system, with a possibly of an element of regularity and/or sensitivity, has been supplemented by another understanding of chaos. Indeed, as “randomness” or “infiniteness”, it is impossible to find a single universal definition of chaos. The types of behaviours we are trying to describe are too complicated to fit into a single definition. Instead, a wide range of mathematical descriptions have been proposed over the past decades, all of which are theoretically justified. Each of these definitions illustrates specific aspects of chaotic behaviour.

The first of these parallel approaches can be found in the pioneering work of Li and Yorke [30]. In their famous article entitled “The Third Period Involves Chaos”, they rediscovered a weaker formulation of Sarkovskii’s theorem, which means that when a discrete dynamic system $(f, [0,1])$, with continuous $f$, has a cycle 3, then it also has a cycle $n$, $\forall n \leq 2$. The community has not adopted this definition of chaos, as several degenerate systems satisfy this property. However, on their article [30], Li and Yorke also studied another interesting property, which led to a notion of chaos “according to Li and Yorke” recalled below.
Definition 6. Let $(X, d)$ a metric space and $f : X \rightarrow X$ a continuous map on this space. $(x, y) \in X^2$ is a scrambled couple of points if $\liminf_{n \rightarrow \infty} d(f^n(x), f^n(y)) = 0$ and $\limsup_{n \rightarrow \infty} d(f^n(x), f^n(y)) > 0$ (in other words, the two orbits oscillate each other).

A scrambled set is a set in which any couple of points are a scrambled couple, whereas a Li–Yorke chaotic system is a system possessing an uncountable scrambled set.

3.2.4. Lyapunov Exponent

The next measure of chaos that will be considered in this document is the Lyapunov exponent. This quantity characterizes the rate of separation of the trajectories infinitely close. Indeed, two trajectories in the phase space with initial separation $\delta$ diverge at a rate approximately equal to $\delta e^{\lambda t}$, where $\lambda$ is the exponent Lyapunov, which is defined by:

Definition 7. Let $x^0 \in \mathbb{R}$ and $f : \mathbb{R} \rightarrow \mathbb{R}$ be a differentiable function. The Lyapunov exponent is defined by

$$\lambda(x^0) = \lim_{n \rightarrow +\infty} \frac{1}{n} \sum_{i=1}^{n} \ln \left| f'(x^i-1) \right|.$$ 

Obviously, this exponent must be positive to have a multiplication of initial errors by an exponentially increasing factor, and therefore be in a situation of chaos according to this formulation.

3.2.5. Topological Entropy

Let $(X, d)$ a compact metric space and $f : X \rightarrow X$ a continuous map for this space. $\forall n \in \mathbb{N}$, a new distance $d_n$ is defined on $X$ by

$$d_n(x, y) = \max \{d(f^i(x), f^i(y)) : 0 \leq i < n \}.$$ 

With $\varepsilon > 0$ and $n \geq 1$, two points of $X$ are $\varepsilon$ closed compared to this measure if their first $n$ iterates are $\varepsilon$ closed. This measurement makes it possible to distinguish in the vicinity of an orbit the points that move away from each other during the iteration of the points that travel together. A subset $E$ of $X$ is said to be $(n, \varepsilon)$-separated if each pair of distinct points of $E$ is at least $\varepsilon$ separated in the metric $d_n$. Indicates by $N(n, \varepsilon)$ the maximum cardinality of a separate set $(n, \varepsilon)$. $N(n, \varepsilon)$ represents the number of distinct orbit segments of length $n$, assuming that we cannot distinguish the points in $\varepsilon$ from each other.

Definition 8. The topological entropy of the map $f$ is equal to

$$h(f) = \lim_{\varepsilon \rightarrow 0} \left( \limsup_{n \rightarrow \infty} \frac{1}{n} \log N(n, \varepsilon) \right).$$ 

The limit defining $h(f)$ can be interpreted as a measure of the average exponential growth of the number of distinct orbit segments. In this sense, it measures the complexity of the dynamical system $(X, f)$.

3.3. The Disorder of Asynchronous Iterations

The topological space over which asynchronous iterations are defined was first studied, leading to the following result [28]:

Proposition 5. $X$ is an infinitely countable metric space, being both compact, complete, and perfect (each point is an accumulation point).

These properties are required in a specific topological formalisation of a chaotic dynamic system, justifying their proof. Concerning $G_{f_0}$, it was stated that [28].
**Proposition 6.** $G_{f_0}$ is surjective, but not injective, and so the dynamical system $(X, G_{f_0})$ is not reversible.

It is now possible to recall the topological behavior of asynchronous iterations.

We have firstly stated that [28]:

**Theorem 1.** $G_{f_0}$ is regular and transitive on $(X, d)$, so it is chaotic as defined by Devaney. In addition, its sensitivity constant is greater than $N^{-1}$.

Thus the set $C$ of functions $f : \mathbb{N} \to \mathbb{N}$ making asynchronous iterations of Definition 2 a case of chaos according to Devaney, is a not empty set. To characterize the functions of $C$, we first stated that transitivity implies regularity for these particular iterated systems [31].

To achieve characterization, the function $F_f$ allows us to define a graph $\Gamma_f$, where the vertices are the vectors of $\mathbb{Z}/2\mathbb{Z}$, and there is a ridge labeled $s \in \mathcal{P}(\{1, N\})$ from $i$ to $j$ if, and only if $F_f(i, s) = j$. We have shown that the properties of the dynamic system $G_f$ are strongly related to those of the graph $\Gamma_f$. Thus, for example, if the latter is strongly related, then the asynchronous iterations are highly transitive and regular, and therefore chaos in Devaney’s mathematical sense. Other properties, such as topological entropy, expansiveness, or sensitivity to initial conditions, defined in topological terms, could also be studied. On the other hand, the subsets of $[1, N]$ can be drawn according to a certain probability distribution, which allows us to study the associated Markov chain (ergodicity, mixing time, etc.) These various disorder results are presented below [31].

**Theorem 2.** $G_f$ is transitive, and thus chaotic according to Devaney, if and only if $\Gamma(f)$ is strongly connected.

This characterization allows to quantify the number of functions in $C$: it is equal to $\left(2^N\right)^2$.

Then, the study of the topological properties of the disorder of these iterative systems was the subject of a more detailed study which led to the following results.

**Theorem 3.** $\forall f \in C, \text{Per}(G_f)$ is infinitely countable, $G_f$ is strongly transitive and is chaotic according to Knudsen. It is thus undecomposable, unstable, and chaotic, as defined by Wiggins.

**Theorem 4.** $(X, G_{f_0})$ is topologically mixing, expansive (with a constant equal to 1), chaotic as defined by Li and Yorke, and has a topological entropy and an exponent of Lyapunov both equal to $\ln(N)$.

At this stage, a new type of iterative systems that only handle integers has been discovered, leading to the questioning of their computing for security applications. The applications of these chaotic machines are presented in the following section.

4. Applications of the Divergence

The theoretical developments around the disorder of asynchronous iterations, which had never been examined before, has led to interesting applications of such complex dynamics in various domains of computer security like hash functions [32] and digital watermarking [33]. Since then, we have broadened our field of investigation both theoretically and in terms of applications. The dynamics studied in this framework can also derive from computers (sensor networks, neural networks, pseudo-random number generators, etc.) or biology (protein folding, genome evolution, etc.). Some of these applications are detailed hereafter.

4.1. Some Theoretical Developments

In [8], authors explained how to design finite state machines with truly chaotic behavior. The idea is to decompartmentalize the machine, and to use at each iteration the values provided to it at the input to calculate the value to be produced at the output. By this process, even if the machine is finite-state,
it does not always enter a loop, since the input is not necessarily periodic. It has been formalized with Turing machines whose behavior is chaotic, in the sense that the effect of a slight alteration of the input–output tape provided to the machine cannot be predicted \([34,35]\). Since then, we have continued to study these chaotic Turing machines, proposing in particular, a characterization of chaotic Moore automata, and deepening applications concerning steganography \([36,37]\) and digital watermarking \([33,38,39]\), hash functions \([32,40]\), and the generation of pseudo-random numbers \([41,42]\), see below. Each time, the “computer security machine” receives input data: an image to be encrypted, a video stream to be watermarked, a pseudo-random sequence to be post-operated, etc. We can therefore ensure that this processing is chaotic in the mathematical sense of the term, and that an opponent cannot predict what will be the hashed value, the watermarked media, the next bit of the generator, etc., knowing the past behavior of the machine. These applications have been deepened and deepened over the past decade.

A final work concerning the theoretical study of chaotic finite state machines consisted in effectively constructing chaotic neural networks, on the one hand, \([43]\), and in showing on the other hand that it was possible to prove that a neural network was (or not) chaotic \([44]\): these are only finite state machines that receive new inputs at each iteration, and whose outputs may or may not be predicted according to the complexity of the dynamics generated by the associated iterative system. Finally, artificial intelligence tools play an important role in some branches of computer security such as steganalysis \([45]\): the detection of the presence of secret information within images is indeed done by support vector machines or neural networks that learn to distinguish natural images from steganographed images, and must then detect the presence of suspicious images in a given channel. We have shown that multilayer perceptrons (neural networks) are unable to learn from truly chaotic dynamics, and have shown as an application that steganalyzers can be faulted using chaotic concealment methods \([45]\).

Let us now go into more detail in one of these applications. We have chosen the one that has so far produced the best results: the generation of randomness from chaos.

4.2. Asynchronous Iterations as Randomness Generators

4.2.1. Qualitative Relations between Topological Properties and Statistical Tests

Let us first explain why we have reasonable ground to believe that chaos can improve the statistical properties of inputs. We will show in this section that chaotic properties, as defined in the mathematical theory of chaos, are related to some statistical tests that can be found in the NIST battery of tests \([46]\). We will verify later in this section that, when mixing defective pseudorandom number generators (PRNGs) with asynchronous iterations, the new generator presents better statistical properties (this section summarizes and extends the work of \([47]\)).

There are various relations between topological properties that describe an unpredictable behavior for a discrete dynamical system on the one hand, and statistical tests to check the randomness of a numerical sequence on the other hand. These two mathematical disciplines follow a similar objective in case of a recurrent sequence (to characterize an intrinsically complicated behavior), with two different but complementary approaches. It is true that the following illustrative links give only qualitative arguments, and proofs should be provided to make such arguments irrefutable. However they give a first understanding of the reason why chaotic properties tend to improve the statistical quality of PRNGs, which is experimentally verified as shown at the end of this section. Let us now list some of these relations between topological properties defined in the mathematical theory of chaos and tests embedded into the NIST battery.

- Regularity. As recalled earlier in this article, a chaotic dynamical system must have an element of regularity. Depending on the chosen definition of chaos, this element can be the existence of a dense orbit, the density of periodic points, etc. The key idea is that a dynamical system with no periodicity is not as chaotic as a system having periodic orbits: in the first situation, we can
predict something and gain knowledge about the behavior of the system, that is, it never enters into a loop. Similar importance for periodicity is emphasized in the two following NIST tests \[46\]:

- Non-overlapping Template Matching Test. Detect the production of too many occurrences of a given non-periodic (aperiodic) pattern.
- Discrete Fourier Transform (Spectral) Test. Detect periodic features (i.e., repetitive patterns that are close one to another) in the tested sequence that would indicate a deviation from the assumption of randomness.

- Transitivity. This topological property previously introduced states where the dynamical system is intrinsically complicated: it cannot be simplified into two subsystems that do not interact, as we can find in any neighborhood of any point another point whose orbit visits the whole phase space. This focus on the places visited by the orbits of the dynamical system takes various nonequivalent formulations in the mathematical theory of chaos, namely: transitivity, strong transitivity, total transitivity, topological mixing, and so on. Similar attention is brought on the states visited during a random walk in the two tests below \[46\]:
  - Random Excursions Variant Test. Detect deviations from the expected number of visits to various states in the random walk.
  - Random Excursions Test. Determine if the number of visits to a particular state within a cycle deviates from what one would expect for a random sequence.

- Chaos according to Li and Yorke. We recalled that two points of the phase space \((x, y)\) define a couple of Li–Yorke when \(\limsup_{n \to +\infty} d(f^n(x), f^n(y)) > 0\) and \(\liminf_{n \to +\infty} d(f^n(x), f^n(y)) = 0\), meaning that their orbits always oscillate as the iterations pass. When a system is compact and contains an uncountable set of such points, it is claimed as chaotic according to Li–Yorke \[30, 48\]. A similar property is regarded in the following NIST test \[46\]:
  - Runs Test. To determine whether the number of runs of ones and zeros of various lengths is as expected for a random sequence. In particular, this test determines whether the oscillation between such zeros and ones is too fast or too slow.

- Topological entropy. The desire to formulate an equivalency of the thermodynamics entropy has emerged both in the topological and statistical fields. Once again, a similar objective has led to two different rewritings of an entropy-based disorder: the famous Shannon definition is approximated in the statistical approach, whereas topological entropy has been defined previously. This value measures the average exponential growth of the number of distinguishable orbit segments. In this sense, it measures the complexity of the topological dynamical system, whereas the Shannon approach comes to mind when defining the following test \[46\]:
  - Approximate Entropy Test. Compare the frequency of the overlapping blocks of two consecutive/adjacent lengths \((m \text{ and } m + 1)\) against the expected result for a random sequence.

- Non-linearity, complexity. Finally, let us remark that non-linearity and complexity are not only sought in general to obtain chaos, but they are also required for randomness, as illustrated by the two tests below \[46\]:
  - Binary Matrix Rank Test. Check for linear dependence among fixed-length substrings of the original sequence.
  - Linear Complexity Test. Determine whether or not the sequence is complex enough to be considered random.
We have recalled in this article that asynchronous iterations are, among other things, strongly transitive, topologically mixing, chaotic as defined by Li and Yorke, and that they have a topological entropy and an exponent of Lyapunov both equal to \( \ln(N) \), where \( N \) is the size of the iterated vector, see theorems of Section 3. Due to these topological properties, we are driven to believe that a generator based on chaotic iterations could probably be able to pass batteries for pseudorandomness like the NIST one. Indeed, the following sections show that defective generators have their statistical properties improved by asynchronous iterations.

4.2.2. The CIPRNGs: Asynchronous Iterations Based PRNGs

This section focuses on the presentation of various realizations of pseudorandom number generators based on asynchronous iterations, see Figure 1 for speed comparison.

![Figure 1. Speed comparison between BBS, XORshift, and CIPRNGs version 1-4.](image)

CIPRNG, Version 1

Let \( N \in \mathbb{N}^* \), \( N \geq 2 \), and \( \mathcal{M} \) be a finite subset of \( \mathbb{N}^* \). Consider two possibly defective generators called PRNG1 and PRNG2 we want to improve, the first one having his terms into \([1, N]\) whereas the second ones return integers in \( \mathcal{M} \), which is always possible. The first version of a generator resulting in a post-treatment on these defective PRNGs using asynchronous iterations has been denoted by CIPRNG(PRNG1,PRNG2) version 1. This (inefficient) proof of concept is designed by the following process [49,50]:

1. Some asynchronous iterations are fulfilled, with the vectorial negation and PRNG1 as strategy, to generate a sequence \( (x^n)_{n \in \mathbb{N}} \in \left( \mathbb{B}^N \right)^\mathbb{N} \) of Boolean vectors: the successive internal states of the iterated system.
2. Some of these vectors are randomly extracted with PRNG2 and their components constitute our pseudorandom bit flow. Algorithm 1 provides the way to produce one output.

**Algorithm 1: An arbitrary round of CIPRNG(PRNG1,PRNG2) version 1**

**Input:** The internal state \( x \) (an array of \( N \) 1-bit words)

**Output:** An array of \( N \) 1-bit words

1. \( \text{for } i = 0, \ldots, \text{PRNG1}() \) do
2. \( S \leftarrow \text{PRNG2}() \)
3. \( x^S \leftarrow x^S \)
4. \( \text{return } x^S \)
In other words, asynchronous iterations are realized as follows. Initial state \( x^0 \in \mathbb{B}^N \) is a Boolean vector taken as a seed and strategy \((S^n)_{n \in \mathbb{N}} \in \{1, N\}^\mathbb{N}\) is a sequence produced by PRNG2. Lastly, iteration function \( f \) is the vectorial Boolean negation. So, at each iteration, only the \( S_i \)-th component of state \( x^n \) is updated, as follows

\[
x^n_i = \begin{cases} 
  x^{n-1}_i & \text{if } i \neq S_i, \\
  x^{n-1}_i & \text{if } i = S_i.
\end{cases}
\] (3)

Finally, some \( x^n \) are selected by a sequence \( m^n \) as the pseudorandom bit sequence of our generator, where \((m^n)_{n \in \mathbb{N}} \in \mathcal{M}^\mathbb{N}\) is obtained using PRNG2. That is, the generator returns the following values: the components of \( x^{m_0} \), followed by the components of \( x^{m_0+m^1} \), followed by the components of \( x^{m_0+m^1+m^2} \), etc.

Generators investigated in the first set of experiments are the well-known Logistic map, XORshift, and ISAAC, while the reputed NIST [46], DieHARD [51], and TestU01 [52] test suites have been considered for statistical evaluation. Table 1 contains the statistical results (number of tests successfully passed) obtained by the considered inputted generators, while Table 2 shows the results with the first version of our CIPRNGs: improvements, published in [49,50], are obvious.

| Test Name         | Logistic | XORshift | ISAAC |
|-------------------|----------|----------|-------|
| NIST SP 800-22 (15 tests) | 14       | 14       | 15    |
| DieHARD (18 tests)  | 16       | 15       | 18    |
| TestU01 (516 tests) | 250      | 370      | 516   |

Table 2. Statistical results for the CIPRNG version 1.

| Test Name         | Logistic | XORshift | ISAAC |
|-------------------|----------|----------|-------|
|                   | CIPRNG Version 1 |         |       |
|                   | Logistic + | XORshift + | ISAAC + | ISAAC |
| NIST (15)         | 15       | 15       | 15    | 15  |
| DieHARD (18)      | 18       | 18       | 18    | 18  |
| TestU01 (516)     | 378      | 507      | 516   | 516 |

We have enhanced this CIPRNG several times, and tested these generators deeply during the last decade. We only explain in this article the XOR CIPRNG version, as an example of a good generator produced by such an approach.

**XOR CIPRNG**

Instead of updating only one cell at each iteration as the previous versions of our CIPRNGs, we can try to choose a subset of components and to update them together. Such an attempt leads to a kind of merger of the two random sequences. When the updating function is the vectorial negation, this algorithm can be rewritten as follows [53]:

\[
\begin{align*}
  x^0 &\in [0, 2^N - 1], S &\in [0, 2^N - 1]^\mathbb{N} \\
\forall n &\in \mathbb{N}^*, x^n = x^{n-1} \oplus S^{n-1},
\end{align*}
\] (4)

and this rewriting can be understood as follows. The \( n \)-th term \( S^n \) of the sequence \( S \), which is an integer of \( N \) binary digits, whose list of digits in binary decomposition is the list of cells to update in the state \( x^n \) of the system (represented as an integer having \( N \) bits too). More precisely, the \( k \)-th component of this state (a binary digit) changes if and only if the \( k \)-th digit in the binary decomposition of \( S^n \) is 1.
This generator has been called XOR CIPRNG, it has been introduced, theoretically studied, and tested in [47,53]. It uses a very classical pseudorandom generation approach, the unique contribution is its relation with asynchronous iterations: the single basic component presented in the previous equation is of ordinary use as a good elementary brick in various PRNGs. It corresponds to the discrete dynamical system in asynchronous iterations.

4.2.3. Preserving Security

This section is dedicated to the security analysis of the proposed PRNGs, both from a theoretical and from a practical point of view.

Theoretical Proof of Security

The standard definition of indistinguishability used is the classical one as defined for instance in ([54] Chapter 3). This property shows that predicting the future results of the PRNG cannot be done in a reasonable time compared to the generation time. It is important to emphasize that this is a relative notion between breaking time and the sizes of the keys/seeds. Of course, if small keys or seeds are chosen, the system can be broken in practice. However, it also means that if the keys/seeds are large enough, the system is secured. As a complement, an example of a concrete practical evaluation of security is outlined in the next subsection.

In a cryptographic context, a pseudorandom generator is a deterministic algorithm \( G \) transforming strings into strings and such that, for any seed \( s \) of length \( m \), \( G(s) \) (the output of \( G \) on the input \( s \)) has size \( \ell_G(m) \) with \( \ell_G(m) > m \). The notion of secure PRNGs can now be defined as follows.

**Definition 9.** A cryptographic PRNG \( G \) is secure if for any probabilistic polynomial time algorithm \( D \), for any positive polynomial \( p \), and for all sufficiently large \( m \)'s,

\[
\left| \Pr[D(G(U_m)) = 1] - \Pr[D(U_{\ell_G(m)}) = 1] \right| < \frac{1}{p(m)},
\]

where \( U_r \) is the uniform distribution over \( \{0, 1\}^r \) and the probabilities are taken over \( U_m, U_{\ell_G(m)} \) as well as over the internal coin tosses of \( D \).

Intuitively, it means that there is no polynomial time algorithm that can distinguish a perfect uniform random generator from \( G \) with a non negligible probability. An equivalent formulation of this well-known security property means that it is possible in practice to predict the next bit of the generator, knowing all the previously produced ones. The interested reader is referred to ([54] Chapter 3) for more information. Note that it is quite easily possible to change the function \( \ell \) into any polynomial function \( \ell' \) satisfying \( \ell'(m) > m \) ([54] Chapter 3.3).

The generation schema developed in the XOR CIPRNG is based on a pseudorandom generator. Let \( H \) be a cryptographic PRNG. Let \( S_1, \ldots, S_k \) be the strings of length \( N \) such that \( H(S_0) = S_1 \ldots S_k \) (\( H(S_0) \) is the concatenation of the \( S_i \)'s). The XOR CIPRNG \( X \) defined previously is the algorithm mapping any string of length \( 2N \) \( x_0S_0 \) into the string \( (x_0 \oplus S_0 \oplus S_1)(x_0 \oplus S_0 \oplus S_1 \oplus S_2) \ldots (x_0 \oplus \oplus_{i=0}^k S_i) \). We have proven in [53] that,

**Theorem 5.** If \( H \) is a secure cryptographic PRNG, then the XOR CIPRNG \( X \) is a secure cryptographic PRNG too.

Practical Security Evaluation

Given a key size, it is possible to measure in practice the minimum duration needed for an attacker to break a cryptographically secure PRNG, if we know the power of his/her machines. Such a concrete security evaluation is related to the \( (T, \varepsilon) \)-security notion, which has been evaluated for
various CIPRNGs in [53] and in submitted papers. A short example of such a study for the XOR CIPRNG is provided as an illustrative example in Figure 1.

Let us firstly recall that,

**Definition 10.** Let \( D : \mathbb{B}^M \rightarrow \mathbb{B} \) be a probabilistic algorithm that runs in time \( T \). Let \( \varepsilon > 0 \). \( D \) is called a \((T, \varepsilon)\)-distinguishing attack on pseudorandom generator \( G \) if

\[
\left| \Pr[D(G(k)) = 1 \mid k \in_R \{0, 1\}^M] - \Pr[D(s) = 1 \mid s \in_R \mathbb{B}^M] \right| \geq \varepsilon,
\]

where the probability is taken over the internal coin flips of \( D \), and the notation “\( \in_R \)” indicates the process of selecting an element at random and uniformly over the corresponding set.

Let us recall that the running time of a probabilistic algorithm is defined to be the maximum of the expected number of steps needed to produce an output, maximized over all inputs; the expected number is averaged over all coin flips made by the algorithm [55]. We are now able to define the notion of cryptographically secure PRNGs:

**Definition 11.** A pseudorandom generator is \((T, \varepsilon)\)-secure if there exists no \((T, \varepsilon)\)-distinguishing attack on this pseudorandom generator.

We have proven in [53] that,

**Proposition 7.** If the inputted PRNG is \((T, \varepsilon)\)-secure, then this is the case too for the XOR CIPRNG.

Suppose for instance that the XOR CIPRNG with the cryptographically secure BBS as input will work during \( M = 100 \) time units, and that during this period, an attacker can realize \( 10^{12} \) clock cycles. We thus wonder whether, during the PRNG’s lifetime, the attacker can distinguish this sequence from a truly random one, with a probability greater than \( \varepsilon = 0.2 \). We consider that the modulus of BBS \( N \) has 900 bits, that is, contrarily to previous sections, we use here the BBS generator with relevant security parameters.

Predicting the next generated bit knowing all the previously released ones by the XOR CIPRNG is obviously equivalent to predicting the next bit in the BBS generator, which is cryptographically secure. More precisely, it is \((T, \varepsilon)\)-secure: no \((T, \varepsilon)\)-distinguishing attack can be successfully realized on this PRNG, if [56]

\[
T \leq \frac{L(N)}{6N(\log_2(N))e^{-2M^2}} - 2^7N\varepsilon^{-2}M^2\log_2(8N\varepsilon^{-1}M)
\]

where \( M \) is the length of the output (\( M = 100 \) in our example), and \( L(N) \) is equal to

\[
2.8 \times 10^{-3} \exp \left(1.9229 \times (N \ln 2)^{\frac{3}{5}} \times (\ln(N \ln 2))^{\frac{2}{3}}\right)
\]

is the number of clock cycles to factor a \( N \)-bit integer.

A direct numerical application shows that this attacker cannot achieve his \((10^{12}, 0.2)\) distinguishing attack in that context.

4.3. Other Concrete Applications

4.3.1. Information Security Field

The application of complex dynamics from asynchronous iterations to information security has been developed in various directions over the past decade. New dissimilation algorithms were first proposed, each with its own particularity: watermarking (without extraction) or information hiding [38,57], robust or fragile, chaotic or not [39], inserting only one bit or a large quantity of
information [33], coupled to our pseudo-random generator [45], using (or not) the information contained in the host support (via Canny’s filters for example), etc.

In the same way, the study of hash functions based on asynchronous iterations has been investigated. The objective was not to propose a novel complete hash function [28,58], but to perform a post-processing of asynchronous iterations on pre-existing hash functions [32]. This results in proven chaotic hash functions, and when the provided hash functions are defective (in terms of diffusion, confusion or avalanche effect [59]), the chaos properties improve them, repair these defects. It was also proven that the hash function resulting from post-processing preserves some of the cryptographic properties possessed by the provided input, such as resistance to first and second preimage, or collision resistance, defined in complexity theory [60]. Finally, these hash functions are keyed [40,61], and they can be coupled to generators based on asynchronous iterations that are described below.

4.3.2. Biological Modeling

A second field of investigation seemed very interesting based on the modeling, study and simulation of complex systems from disciplines other than computing, that is, processes whose complex dynamics can take the following form: an operation taken from a possible set of functions, and applied only to a variable subset of system coordinates. Such complex dynamics occur naturally in molecular biology, and more particularly in the spatial folding of proteins and in the evolution of genomes over time.

The protein folding model commonly used in conformation prediction tools, known as the 2D/3D HP square lattice model, has been rewritten using a discrete dynamic system in asynchronous iterations, and we proved that this system had several chaos properties [62]. Such a complex dynamic raises many questions [63]. First, since the problem of predicting the 3D conformation of a protein is proven NP-complete [64], the prediction of the shape of a protein is done by artificial intelligence. However, we have shown that at least a number of these tools do not know how to manage some complex dynamics, such as those we found in the HP model [65]. This raises the question of the quality of the predicted conformations, especially since for cost reasons these predictions are rarely confronted with reality [66]. In addition, we found that some prediction tools consisted in finding the 3D conformation (“protein”) minimizing the free enthalpy [67] of self-avoiding walks (SAWs) built by elongation, when other tools operate by bending the straight line having the size of the protein [68]. We proved that these two sets were disjointed, and that the proof of NP-completeness was only valid for the first set. Thus, in the second case, the dynamics seem too complex to be predicted by artificial intelligence tools, and the use of these tools is a priori unfounded, the problem not being proven at this difficult time [69]. Finally, it should be noted that current biological research tends to show that proteins are predominantly “intrinsically disordered”, and that our study of the chaos of protein folding using asynchronous iterations could help people working in this field [70].

The second iterative system subject to local modifications in biology is the genome, which changes during evolution by mutation, insertion-deletion of nucleotides, by larger changes (inversion, or simple copy or deletion of long DNA strands), or by other specific modifications of the repetitions (segment duplication, tandem repetitions, and displacement of transposable elements TEs). These different operations could be modeled using asynchronous system tools, while no biomathematical modelling of evolution had so far been attempted, with the exception of certain types of mutation, and elementary models for certain types of TE. However, being able to predict this evolution, in the past and in the future, could have many interests: predicting the evolution of viruses such as HIV or influenza, reconstructing the past history or even the ancestor of bacteria that are highly aggressive to our species, in order to better fight them, etc. We have therefore modelled several genomic rearrangement operations, studied their complexity, and proved that, although complex, this dynamic could be predicted to some extent [71]. We rewrote and studied nucleic mutations as a discrete dynamic system, and generalized and studied the GTR mutation model [72]. We proposed
matrix models of mutation with six parameters, which have been applied to concrete cases of evolution of \textit{Saccharomyces cerevisiae} \cite{73}.

5. Conclusions

As we can see, until now, the rewriting of asynchronous iterations as discrete dynamical systems has only been used to study the disorder, the maximum divergence that can be obtained by such iterations, the application framework targeted being computer security: the generation of pseudo-random numbers, hash functions, and symmetric encryption operation modes. For example, in the context of pseudo-random number generators, we want to improve existing generators by adding chaos properties while preserving the cryptographically secure character, and we verify on statistical test batteries that the randomness of this post-processing is of better quality than the one provided as input. Here, the sequence of subsets is produced by the input generator, and the sequence of vectors of \((\mathbb{Z}/2\mathbb{Z})^N\) is the output generator. At the biomathematical level, the objective was to understand the evolution over time of “disordered” biological processes such as protein folding or gene expression.

With these elements in mind, we plan to pursue this research in three directions, building on the work carried out over many years on the convergence criteria for asynchronous iterative methods. This will make it possible to deepen the knowledge of cases of divergence (and convergence, studied in particular with tools of measurement theory) of such iterations, taking into account the delay.

Thus, first of all, we wish to continue the study of the disorder of asynchronous iterations, by analyzing, in depth, the associated Markov chains, recently highlighted. In parallel, we intend to focus on the Kolmogorov complexity of such iterations, his study can be done by considering asynchronous iterations as Turing machines (formulation already realized). It will then be a question of characterizing which Turing machines are chaotic, ergodic, etc. Describing pseudo-random number generators (and more generally, any algorithm or Turing machine) in the form of discrete dynamic systems leads to (at least) two advantages: one can use a solid mathematical theory, namely symbolic dynamics, to have a useful description of the system, and then one can use ergodic theory to study, in depth, the statistical properties of the system. A standard example of such a process and the shift function is recalled below.

Let be \(\Sigma\) an alphabet (finite or countable), for example \(\Sigma = \{0, 1\}\), and \(X = 2^N\) the set of all words with symbols of \(\Sigma\). We consider the offset operator \(\sigma : X \to X\) defined by:

\[
\sigma(\omega_1, \omega_2, \ldots, \omega_N, \ldots) = (\omega_2, \omega_3, \ldots).
\]

If now we are interested in the statistical properties of such an operator, then it is sufficient to introduce an ad hoc \(\sigma\)-algebra and a measure invariant, i.e., a measure \(\mu\) such as \(\mu(\sigma^{-1}(A)) = \mu(A))\). The result is called a measured dynamic system, i.e., a measured space with particular properties (measurement preserved with respect to the operator) and it is relatively easy to verify the statistical properties of the function, since we have a notion of an integral. For example, the system introduced above is a mixing system.

Such an approach, for instance, makes it possible to study in a very useful way the statistical properties of a pseudo-random number generator. However, it focuses on the mixing properties (in the ergodic sense) of a system. In other words, when we conclude that an algorithm is “random”, we have in fact proved that the output of the algorithm, after many iterations, is distributed uniformly (if we use, as is usually done, the uniform distribution for invariant measurement). However, “being chaotic” can have a number of meanings and, for example in cryptography, one would like to have a link between security and randomness (in the ergodic sense), such as: randomness leads to some form of security. The link between these concepts, as well as to other concepts of randomness that may be found in mathematics, is not currently clearly defined, and we would like to explore this point further with the proposed approach. To the best of our knowledge, this will be the first time that the issue of
IT security has been questioned from the perspective of ergodic theory. This approach is of interest, particularly for auxiliary channel attacks, for which there is currently no formal framework to assess the security of software or physical devices.

In terms of complexity, there is a notion of randomness in the sense of Kolmogorov. The complexity (Kolmogorov) of a chain is the length of the smallest description of that chain in a fixed universal description language. Thus, we can define that a chain is random if, and only if it is smaller than the size of any computer program (for a specified universal Turing machine) that can produce this chain. For dynamic systems, Kolmogorov’s notion of complexity is strictly related to the classical notion of topological entropy, through Brudno’s theorem. However, it is still unclear how the Kolmogorov randomness is related to mixing, security, or recurrence properties.

Moreover, if the asynchronous iterations were initially studied for their convergence, in particular within the framework of distributed digital algorithmics, their reformulation in the form of a dynamic system, then a graph, was only studied for divergence purposes. We would therefore like, in a second step, to study what these reforms can bring to the study of the convergence of such asynchronous iterations. We also intend to bring convergence results from the world of dynamic systems to that of discrete mathematics. Finally, until now, the delay has not been taken into consideration: we consider that the vector at time $t$ is deduced from the vector at time $t - 1$, and depends on a continuous function and a sequence of coordinates to be updated. In other words, we assume that the stochastic process associated with asynchronous iterations satisfies Markov’s property, and we wish in further work to consider the case where this is no longer true. This applies to both convergence and divergence. These results will be applied to a better understanding of the spatial and temporal evolution dynamics of biological sequences (genomes and proteins), and in particular, will make it possible to increase knowledge about the generation of pseudo-random numbers.
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