Heuristic Algorithm for Automatic Extraction Relational Data from Spreadsheet Hierarchical Tables
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Abstract—Spreadsheets are contained critical information on various topics and were most broadly utilized in numerous spaces. There are a huge amount of spreadsheet clients everywhere in the world. Spreadsheets provide considerable flexibility for data structure organization. As well as it gives their makers an enormous level of opportunity to encode their data as it is simple to utilize and easy to store the data in a table format. Because of this flexibility, tables with very complex and hierarchical data structures could be generated. Thusly, such complexity makes table processing and reusing this data is a difficult task. Therefore, the expansion in volume and complexity of these tables has prompted the necessity to preserve this data and reuse it. As a result, this paper implemented a novel algorithm-based heuristic technique and cell classification strategy to automate relational data extraction from spreadsheet hierarchical tables and without need any programming language experience. Finally, the paper does experiments on 2 different real public datasets. The percentage of average accuracy using the proposed approach on the two datasets is 95% and 94.2% respectively.
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I. INTRODUCTION

A spreadsheet is an interactive application tool for organization charts, storage, and analysis of data. It contains data that is viewed in a tabular form. It consists of information orchestrated during a two-dimensional (2-D) cell. Normally, fragments during a table address the table name, and each line addresses the attributes or the values. The primary line or lines may contain segment attributes or variable names. Cells may contain numbers, text, dates, and other data types. Past this fundamental model, Spreadsheets are utilized by an enormous number of clients as a typically generally useful data management tool. Because of this flexibility, tables with very complex data structures could be generated. Thusly, such complexity makes automatic table processing and data extraction a difficult task. Therefore, the table pre-processing step is regularly needed in the data extraction pipeline [1].

Unfortunately, an enormous amount of spreadsheet tables are unstructured tabular data with simple or hierarchical and sophisticated table structures. The attributes or the header of simple tables [2] acts in only the first line or only in the left column (rule). The hierarchical table structures [3] act in hierarchical attributes at the top lines (highest rows) of spreadsheet tables or multi-dimensional levels of left attributes (left columns). As shown in “Fig. 1”, the complex table structure [4] acts within the top and left attributes together. These attributes of complex table structures could also be hierarchical or simple (top and left) without hierarchy. They are intended to be explicitly understood by humans but not by a machine which makes it implicit to understand and process these hierarchal and unstructured data. Nowadays, there is an explosion of computation intelligence vision that requires the data to be understood by machine and extracted in a structured form like an electronic database. The automatic extraction of hierarchical table header structure is the initial step of converting unstructured data to structure data form.

The data stored in spreadsheets is unstructured, inconsistent, has low quality, and lacks data integration operations. Spreadsheets do not observe a standard data model (definite structure or schema), thus it is difficult to integrate with other data sources. The spreadsheet tables contain a huge amount of high value that needs to convert to a relational form to reuse and integrate. The first logical step to make such data relational is to extract the relational table structure from a spreadsheet.

According the literature, there are three main types of approaches that are responsible for extracting relational data from the spreadsheets:

1) Schema-based approach: It is a traditional schema mapping system used to extract or convert from spreadsheets to relational data by specifying the source and target attributes mapping.
2) Rule-based approach: It requires explicit user-provided conversion rules.
3) Visualization-based approach: It provides the users with an interactive visualization interface to extract or manage the underlying data that exist in the spreadsheets.
However, there are three common draw-backs of these three main approaches:

a) Challenges to handle hierarchal spreadsheet tables.

b) The extraction process cannot be accomplished automatically.

c) Most of the approaches require the users to learn a new language or pre-defined operators to describe the extraction rules.

Therefore, the paper used an automatic approach based-heuristic algorithms and cell classification strategy to accurately extract relational data from hierarchal and complex spreadsheet tables.

The importance of this research lies in the future vision of the relational data extracted from a spreadsheet includes computer agents searching for information, making decisions, and taking actions on behalf of human users. Thus, it is needed to automate extracts for collected complex table header structure in the spreadsheet (semi-structured format) to improve spreadsheet quality as it is the precondition for investigating and utilizing information and for ensuring the estimation of the information.

The main contribution of this research is developing variant techniques and algorithms that allow discovering tables in spreadsheets to infer their layout and their relational data. However, most of the existing approaches and techniques cannot achieve the extraction process automatically for hierarchal table structure extraction. It often required some user efforts to accomplish this process. As a result, this paper developed an automatic approach that is accompanied by some heuristic rules and cell classification features.

As extension of our previous work [5, 6], a new method was developed to extract multiple tables from the Excel sheets. Also, extended to extracts implicit and relational data from complex and hierarchy structure tables not only from simple table structure based on:

Proposed an algorithm based on heuristic rules and classification cell features for selecting complex and hierarchal section header lines and data values. This methodology provides a way to extract a more and more organized structure data from spreadsheets.

This paper is organized as follows. Section 2 discusses the related work as well as the relational data extraction. Whereas Section 3 introduces the proposed approaches with the process extraction of relational data from spreadsheet tables. Section 4 presents the proposed algorithms. Section 5 presents the results and analysis of the experiment for the accuracy of complex table structure. Finally, the paper is concluded in Section 6.

II. RELATED WORK

Spreadsheet table discovery is the assignment of identifying all tables on a given sheet and finding their reaches. Table detection header is the stage of detection mechanism that achieves state-of-the-art results in computer vision [7, 8] based on the convolutional neural networks approach. On the other hand, [9] presented a multi-task learning method to extract a semantic structure of a table. [10] Includes heuristics on the structure and textual content of a table that is designed for three model table types. [11] Combines various heuristic-based algorithms that classify spreadsheet cells into four functional groups (roles; headings or data values). [12] Used rules-based language for table analysis and interpretation. [13] Assumes that all content in one cell is either a label or an entry. [14] Proposed a classification approach and training the data to discover only the layout of tables in spreadsheets above cell level structure. [15] Presented a predictive synthesis algorithm to helpfully automating the data wrangling process. [16] Used the heuristic approach for table header to correct and achieve matching between the physical and visual presentation of the table structure. However, authors in [17] used programming by examples for hierarchal data conversion to a relational table. The authors of [18] applied the cell features algorithm to classify and identify the table spatial in the spreadsheet. The authors of [19] generate a flash relate algorithm and the user must use the input-output examples for the relational data required. In addition, the authors in [20] used a heuristic method to correct a physical structure to the table header by merging the empty cell with the neighboring ones that are not empty. Most of these algorithms require user efforts for relational data extraction or conversion.

Through reviewing previous work, the research has covered this point from different angles, including automation like the proposed work [21], which does not need any user intervention. However, they automatically infer some
spreadsheet structure, but they cannot process hierarchical spreadsheets. Semi-automation [22,23] who needs user intervention, and sometimes needs to understand the user to a specific programming language, and what needs to be programming language [24,25]. The current study is consistent with past investigations in its principle subject and the general objective, yet it differs from it in the application strategy.

III. RESEARCH METHOD

As depicted in “Fig. 2”, the initial phase for the extraction process of research approach is to detect the tables found in the Excel sheet. The spreadsheet may contain only one table or multiple tables. After that, the algorithm starts to detect the tables’ names if found. Then the algorithm begins to distinguish between tables’ headers and their values. Finally, the proposed algorithm extracts tables found in the spreadsheet with their names and their attributes besides their values. The detailed process of each phase can be described in the next sub-section as the following steps:

A. Table Detection and Extraction Phases

Spreadsheet table detection and discovery is the first step needed to complete the process of changing over information put away in spreadsheets into organized information in a database that can be questioned and handled to applied decision making and knowledge discovery rules. Table detection is the errand of recognizing all tables on a given sheet and finding their separate reaches as shown in “Fig. 3”.

After detecting the table in the spreadsheet, the algorithm starts to extract table name, attributes, and values based on the heuristic rules and cell features as shown in “Fig. 4”, “Fig. 5”, and “Fig. 6”.

1. If this cell Attribute cell
2. Only one cell at this row
3. Next row is empty blankRow == null
4. No table name yet TablNm == false
5. Cell value contains substring “Table” CellValue.contains(“Table”)

Fig. 4. Extract Table Name.

1. If this cell Attribute cell
2. Extract table name before TablNm == true
3. There are other attribute cells at the same row
4. Check if this merged region and get its address (parent attribute)
5. sheet.getNumMergedRegions() \ calculate NUMBER of merged region
6. CellRangeAddress address = new CellRangeAddress(firstRow,endow,firstColumn,endCo
7. There is an empty cell in the same row
8. If the next row has an attribute cell, this is a hierarchical attribute
9. Every cell in the next row has the same address of merged cell be a child of parent Attribute

Fig. 5. Extract Top Attributes.

1. If this cell Attribute cell
2. First cell at row columnIndex == 0
3. There are not any attribute cells at the same row phNumOfCell == 1
4. If the rest of the row blank is parent left Attribute
5. If there are other data at the same row value left attribute

Fig. 6. Extract Left Attributes.

B. Extract more than One Table from One Datasheet

In the case of the existence of more than one table in the same datasheet, there are two possible causes for the positioning of them. Case (A), if these tables were placed side by side separated by one or more empty columns. Case (B), if these tables were placed over each other separated by one or more empty rows.

IV. HORIZONTAL SYNCHRONIZATION

In this case, if the algorithm found an empty column before the maximum number of the filled data columns, that means there is another table in the same rows. The algorithm will implement a new matrix to store the new table.

V. VERTICAL SYNCHRONIZATION

In this case, if the algorithm found an empty row before the maximum number of the filled data rows, that mean there is another table below. The algorithm will finalize and send the current table then starts to explore the new one.
VI. ALGORITHMS USED

A. Header Inference Algorithm based on Heuristic Rules and Cell Classification Features

1) The spreadsheet table has its exceptional trait of being a structure of vertically on a level plane extended segments, which are table name, attributes, and values. The paper displays a calculation for table identification in spreadsheets. The calculation utilizes three kinds of cells as its premise: table name cell, attribute cell, and value cell. As shown in “Fig. 7,” the cell classification identification proof was based on its heuristic features and the number of cells, one cell or more than one cell.

![Cell Classification Flow Chart](image)

Once the user opened the selected spreadsheet, the algorithm begins to detect all tables found in the spreadsheet using the method of cell classification based on detect max written rows number. This method detects the first row that contains data and the last row that contains data which makes a table frame. After that, the algorithm will checks the cell formats for example if it is bold, italic, justified, capitalized, or colored to detect if this cell has an attribute’s format or not. The attribute’s format detects based on the cell classification numbers as well as one cell and has attributes format, it will be table name. However, if there is more than one cell and contains the format of the attributes, it will be attributes or headers of the detected table. However, table attributes detection is divided into two phases, top and left attributes. Top attributes are the first row that is not empty and contains data with attributes format and the left attributes are in the first left column within attributes format. The Top and Left attributes may be extended in a multi-level of rows or columns respectively which makes it a hierarchal attribute. Otherwise, the algorithm detects and extracts table values based on a cell type if it is the numeric type which means the cell contains numbers or the string cell is not an attribute cell.

Heuristic rules for complex and hierarchal table structures are found in the top first row and first left column. Also, Heuristic rules for hierarchal table attributes extended for multi-level rows or columns. Excel relational data extraction for table structure can be summarized as shown in Algorithm 1.

Physical layout features (the cell has right border, the cell has bottom border, the row has bottom border, if there is a table, the table has outside border, the table has a bottom double border, the table has thick bottom border, the table has top and double bottom border, the row has a top and double border, the cell has all borders, the column has a right border if there are merged cells).

**Algorithm 1. Excel relational data extraction**

```
Input: Excel cell workbook with multiple sheets A = {S_1,S_2,…,S_n} and contains complex and hierarchal tables structure
Output: Separate tables each include TBL: Table name as a variable TblNm and Attributes as an array list Att = {att_1, att_2,…,att_t}, values as Val[m,n] = {val_{m1n1},val_{m1n2},…….val_{mn}}
Begin A
For every sheet in A Do
  Begin new TBL // row 3
    For every filled row Do
      For every filled column Do
        For every cell Do
          If the cell has attributes format and no other data in this row or column // one cell
            TblNm<- cell data
          Else if a cell has attributes format and there is other data in this row or column // more than one cell contains the same format // top or left attribute
            Att <- cell data
          Else if the cell in the next line have Attributes format // next line column or row
            Att <- cell data // Hierarchal attributes
          If a cell does not have attributes format or it is a numeric value
            Val[m,n] <- cell data
          Else if an empty row or an empty column go to row 3
            End if
          End if
        End for
      End if
    End for
  End for
End for
```

Semantic content features for cells ( bold, italic, underline, different font or content style, different background cells color ( fill color or cell format), alignment ( top, middle, bottom, left, center, right), attribute contains keyword such as: "Total", "Name", "ID", "Average", "Avg", "Date", Year…etc., attribute letters are all capitalized, attribute contains a colon, attributes font size is bigger than values font size, the attribute has blank cells in the middle ( blank row or column inside the detected frame), child’s row index is greater than parents, parent row index is smaller than children, in left attributes the child’s indentation is greater than parents, attribute cell is long width, if there are the same features on multiple rows or column until finding different features, etc.

VII. RESULTS AND DISCUSSION

The evaluations of the accuracy of the approach are used and illustrate it by utilizing the gov.au.data dataset [26]. The paper downloaded two different public datasets with Excel (.xlsx) Formats. The datasets contain multiple sheets (61 and 82 sheets, respectively) and every sheet may contain only one table or multiple tables as illustrated in Table I. The evaluation supported relational data detected and extraction from the spreadsheet tables.
The experimental results showed that the percentage of accuracy to the first dataset of table name detection and extraction is 100%, top attributes are 95%, and left attributes are 90%. However, the second dataset results accuracy is 100% for the table name detected and extraction, 93.1% of top attributes, and 89.6% of left attributes. In summary, it is important to need to understand the nature of the Excel sheet that will be working on because each Excel sheet has a different structure from the other one, and therefore the difficulty of extracting data from it comes from here. Therefore, it needs to know the structure of the Excel sheet that will be worked on, and if there is any structure other than this, the extraction algorithm will be stopped working, or it will not work correctly to extract the data from it. Thus, to extract a large corrected number of relational tables successfully from spreadsheets, you have to identify a variety and of heuristic tables' cells features and rules.

The algorithms are written in JAVA as a programming language, connected with SQL server as an analysis tool, and Windows 7 as an operating system. To test it, an executable jar file is created. The hardware specifications for the system are, Intel® Core™ 2 Duo CPU with 4 GB of RAM. The version of Microsoft Excel installed on the machine is 2013. However, the proposed tool works only with new version of Excel (.xlsx format).

VIII. CONCLUSION AND FUTURE WORK

This paper presents a detailed algorithmic data processing method for automatically extracting relational data in complex and hierarchal table structures from spreadsheets. The automatic approach is accompanied by some heuristic rules, features, and cell classification categories. The experimental results showed that the accuracy of relational data detected and extracted from the spreadsheet tables for the tested two datasets are 95% and 94.2% respectively. In the future work, the proposed method can be extended to integrate the extracted data into an existing relational database.
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