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Abstract

We propose doubly nested network (DNNet) where all neurons represent their own sub-models that solve the same task. Every sub-model is nested both layer-wise and channel-wise. While nesting sub-models layer-wise is straightforward with deep-supervision as proposed in [21], channel-wise nesting has not been explored in the literature to our best knowledge. Channel-wise nesting is non-trivial as neurons between consecutive layers are all connected to each other. In this work, we introduce a technique to solve this problem by sorting channels topologically and connecting neurons accordingly. For the purpose, channel-causal convolutions are used. Slicing doubly nested network gives a working sub-network. The most notable application of our proposed network structure with slicing operation is resource-efficient inference. At test time, computing resources such as time and memory available for running the prediction algorithm can significantly vary across devices and applications. Given a budget constraint, we can slice the network accordingly and use a sub-model for inference within budget, requiring no additional computation such as training or fine-tuning after deployment. We demonstrate the effectiveness of our approach in several practical scenarios of utilizing available resource efficiently.

1 Introduction

Deep neural network (DNN) based methods have shown remarkable performance over a wide variety of fields [17, 13, 11, 16, 2]. Some of notable deep learning architectures such as ResNet [6] or DenseNet [10] stack layers very deep or very wide and they result in very high performance. Most methods that have performed well in competitions or benchmark datasets have elaborate architecture designs typically requiring too high capacity for to be deployed in practice. Computing power is never free and therefore applying sophisticated but resource-intensive models directly to real environments with time or memory budget constraints is impractical especially in the context of mobile devices or embedded systems.

To address this issue, techniques have been proposed which can improve the memory or time efficiency by eliminating the redundancy of the existing network model. Among them, pruning is the most widely used technique and this approach usually cut back connections between layers [1, 23], the number of layers [19], or the number of channels [7]. Another strategy involves methods using low-rank approximation of weight tensors by minimizing the difference between the original network and the reconstructed reduced network [12, 22]. In addition, there has been a growing interest in knowledge distillation based methods that build a compact network from a pre-trained large network while maintaining the performance of a large network [8]. Overall, in order to reduce the redundancy of the original model, these techniques have in common that the compact model must be re-trained each time a new specification or constraint is required.
Although the above techniques have shown the applicability of the learned model in the low capacity environment, there is still one issue that has been rarely addressed yet. Considering the practical application of techniques to reduce model redundancy, a relatively large original network needs to be applied to numerous devices with different specifications or budget constraints rather than being applied once to a specific device. Unfortunately, conventional techniques re-train the original network again every time the environment specification changes in terms of memory or time, so it is inefficient and infeasible to apply them when there are diverse target environments.

The most challenging scenario with regards to resource budget is when both time and memory available for inference dynamically change as shown in Fig. 1. If our deployed model is supposed to use time or memory exceeding the limits, we need a mechanism for the model to be adapted to utilize available resource only while maintaining its original performance as high as possible. It is widely known that the number of layers is one of dominant factors determining inference time and the number of channels dominantly affects maximum required memory. While there can be several directions to tackle the challenge of reducing time and memory usage dynamically, a baseline is to prepare many different models with varying resource requirements. This requires training models many times and storing all of them consumes too much of space. One can expect that models with slight differences in the number of layers or channels mostly share similarities. It is ideal for all models to share as many parameters as possible to reduce training time and memory to store them.

To resolve the aforementioned issues, we propose a neural network architecture called doubly nested network (DNNet) where all models share parameters maximally by nesting all-in-one. Nesting models layer-wise is not a new concept. It is proposed in [21], where each layer has its side output and deeply supervised using [13].

While nesting models layer-wise is relatively straight-forward, nesting them channel-wise is challenging. One of the reasons for the difficulty is that all channels between two consecutive layers are fully connected and slicing them seems unnatural. To resolve the issue, we propose to sort channels topologically so that some channels are relatively more important than the others. This

![Figure 1: (a) Sliceable models generated with a single control parameter (e.g., width only or depth only) have tight correlation between their computational and memory costs. These model might suffer from resource underutilization in various environments with different computational and memory budgets, which result in underutilization of memory capacity in computation-hungry ‘environment 1’ or computational capacity in memory-hungry ‘environment 2’ (b) on the other hand, having more degrees of freedom (e.g., both width and depth) allows to generate various sliced models with different computational and memory costs and achieve higher resource utilization.](image-url)
can be implemented with channel-causal convolution. Since information flows from lower indexed channels to higher index channels and not vice versa, prediction with only lowest channels still works. Slicing DNNet does not need further re-training to satisfy each new specification or budget constraint. Allowing both vertical and horizontal slicing, inherited from doubly nested structure, is very important since there can be scenarios where time (usually correlated with computational cost) is the limiting factor or memory is the limit factor as illustrated in Fig. 1.

2 Related Works

Along with the growth of deep neural networks, considerable efforts have been devoted to reduce the redundancy of original model or propose the resource efficient model for applications in environments that require low computation memories as well as fast inference speed. Early investigation of these approaches focus on network pruning, which is a conventional way to reduce the network time and space complexities. Han et al. [5, 4] proposed an approach that iteratively prune and retrain the network using regularization [5] and also showed that more reduction could be achieved by combining trained quantization techniques [4]. Structured or coarse-grained sparsity has been also studied to achieve actual speed-up in common parallel processing environment including channel-level pruning [7, 19] and layer-level pruning [20].

Although the above techniques have shown the applicability of the learned model in the low capacity environment, they commonly require retraining or fine-tuning to build the model to meet continuously changing budget constraints. To address this issue, some pioneering approaches have been proposed in terms of inference speed or memory footprint. Runtime neural pruning (RNP) [14] is similar to our method in that the both can dynamically adjust the channel size per layer at run time. However, unlike our model, which can be deployed after slicing according to the budget constraint, RNP preserves the full architecture of the original network and conducts pruning adaptively, which is beneficial only in terms of time and not in terms of parameter memory. In considering a single network that can maximizes accuracy on various devices which have different computational constraints, Multi-Scale DenseNet (MSDNet) [9] is closely related to our approach. They produce features of all scales (fine-to-coarse) by the multi-scale architecture, which facilitates good classification early on but also extracts low-level features that only become useful after several more layers of processing. To slice the original network along depth axis (i.e., layer-wise), they used multiple early exit classifiers in the middle of the layers. In contrast, we have devised a slicing technique in the width axis (i.e., channel-wise) which has not been well investigated previously, and ultimately propose an architecture capable of slicing at a higher degree of freedom, taking both width and depth into consideration.

The optimal architecture selection for a given task has been one of the long standing challenges in designing neural network-based algorithms. A few previous studies have addressed this problem by giving more flexibility to the selection of width and depth of the network. In [15], a three-dimensional trellis-like architecture, called “convolutional neural fabrics” was introduced to tackle this challenge by training a large network which is able to embed multiple architectures with different architectural hyper-parameters (e.g., the number of stride at each layer, the number of channels at each layer) conceptually. This architecture has been adopted as a baseline in one algorithm about discovering cost-constrained optimal architectures [13]. Our work benefits from a large degree of freedom in choosing the optimal neural network architectures, but, differs from these works in that they do not consider extraction of partial models with various computation and memory costs from a large model without retraining or fine-tuning.

3 Proposed method

3.1 Network architecture of DNNet

Our goal is to design a single network that could be sliced and used according to a variety of specifications or budget constraints without re-training. In conventional convolutional neural networks (CNNs), there are full connections with trainable weights between consecutive layers in the convolution layer as well as in the fully connected layer. Looking closer at the convolution operation between consecutive layers, output activation values from a specific layer can be computed by aggregating all output activations from previous layers as shown in the left of Fig. 2(a). That is, a simple omission of some channels in input features of specific layer might generate unpredictable output activations,
(a) Comparison of model topology with respect to slice availability. (left) Conventional network in which the channels of each feature map are fully connected to the channels of the feature maps of neighboring layers. (center) Proposed depth-wise sliceable network including channel-causal convolutions and auxiliary classifiers for channel groups. (right) Proposed doubly nested network with channel conditional classifiers per layer that can be sliced by channel-wise as well as layer-wise.

(b) Examples of slicing according to the computational and memory demands. \((D, W)\) slice refers to a sub-network including \(D\) layer groups and \(W\) channel groups.

Figure 2: Transition from conventional network to doubly nested network and its application examples.

which would be propagated to the following layers continuously and end up with severe performance degradation.

To solve this problem, we suggest a new neural network architecture that has restricted synaptic connections between two consecutive layers so that sliced partial models do not depend on the output from other part not included in the sliced model any more. More specifically, we divide the whole network into a predefined number of groups along the channels, and design a channel-causal convolution filters so that the \(i\)th channel group in one layer is calculated only with activation values from the channel groups from the first to \(i\)th channel group in the previous layer. This specialized architecture enables a partial model only having \(i\)th or lower channel groups to work independently with \((i + 1)\)th or higher channel groups both in training and in inference processes. In this way, the convolution filters are connected in series, and the classifiers are constructed in a similar way. Concretely, the channels of the feature maps passing through the last convolution filter are conditionally connected to the classifiers with the same size as the number of channel groups, so that the \(i\)th classifier receives the input from the first channel to the \(i\)th channel as can be seen in the center of Fig. 2(a).

Our final goal is to propose a structure that can be sliced by layer as well as channel wise. To this end, we add intermediate classifiers to consecutive layers in the network so that learned feature maps from the previous layer can be reused in subsequent layers, which lead to a sliceable architecture along layer axis. As a result, we assign classifiers to each layer (each residual block is used in ResNet case) in which the classifier for each layer is composed of the above-mentioned channel conditional manner as can be seen in the right of Fig. 2(a). Multi-scale schemes or dense connections between layers, which can guarantee high-performance but have relatively high budget (e.g., memory or inference
speed) can be considered for layer-wise slicing. However, the focus of this paper is to propose a sliceable architecture and ultimately to identify the relationship between the two slice criteria (i.e., layer and channel), not the performance enhancement itself. Therefore, complementing the proposed architecture with more elaborate modules could be a future work. Finally, we can obtain a sliceable architecture that can be sliced in both axes (i.e., layer and channel), with a total of \( L \times C \) classifiers through a combination of \( L \) layers and \( C \) channel groups as illustrated in Fig. 3. As can be seen in the figure, all convolved feature maps of each layer group pass through the global average pooling, which outputs a single vector whose number of elements is same as the number of channels of the feature map.

### 3.2 Training 2D sliceable networks

The \( L \times C \) classifiers in the training phase make it possible to generate \( L \times C \) partial models that can be sliced from the original architecture. Although our model contains \( L \times C \) partial models with their own computational and memory requirements, we train all partial models simultaneously using a standard training technique rather than taking care of each partial model respectively with its own loss function. It is enabled by adopting multiple classifier nodes whose number is equal to the number of all possible partial models and a single aggregate loss function which encompasses all loss values from these classifiers.

#### Loss function details

The loss of the overall architecture is the sum of the losses of the partial models and we first describe the loss of partial models on the channel axis. While our proposed network generally works with any learning problem such as classification or regression as long as typical deep neural network is applicable. For the sake of simplicity, we explain the setting of supervised classification and generalizing to other settings naturally follows.

Suppose that the size of last feature map after global average pooling is \( C \) and the total number of class label is \( N \). In conventional CNNs, logits are calculated by multiplying the feature map \( f \in \mathbb{R}^C \) by a weight matrix \( W \in \mathbb{R}^{N \times C} \), which results in \( z_n = \sum_{c=1}^{C} W_{n,c} \cdot f_c \). We then obtain the predicted probability distributions of class through softmax function. Finally, we can train the network by minimizing loss function as follows:

\[
    \mathcal{L} = -\frac{1}{N} \sum_{i=1}^{N} [y_i \log(\hat{y}_i)],
\]

(1)
where \( y \) is a ground truth, and \( \hat{y} = \text{softmax}(z) \).

To construct a conditional classifier on the channel in a cumulative manner, unlike the existing techniques, we calculate the logit in the following manner, i.e., \( Z_{n,c} = \sum_{k=1}^{c} W_{n,k} \cdot f_k \). This allows \( Z_{n,c} \) to use only the features from \( f_{1:c} \). We then pass the logits through softmax function, \( \hat{y}_{i,c} = \text{softmax}(Z_{i,c}) \). Finally, we can calculate the loss function in the conditional channel as:

\[
L_c = -\frac{1}{N} \sum_{i=1}^{N} [y_i \log(\hat{y}_{i,c})]
\] (2)

Since we want to obtain an architecture that is a layer-wise slice as well as a channel-wise slice, we attach intermediate classifiers on all layers with global average pooling. This allows us to get the feature map \( f_l \) for each layer. If the channel conditional classifier is applied to each layer similarly to (2), we can obtain loss function for the architecture which can be sliced layer-wise as well as channel-wise as follows:

\[
L^l_c = -\frac{1}{N} \sum_{i=1}^{N} [y_i \log(\hat{y}^l_{i,c})], \forall (l, c) \in \{1, 2, \ldots, L\} \times \{1, 2, \ldots, C\},
\] (3)

where \( \hat{y}^l_{i,c} \) is softmax output of \( Z^l_{n,c} = \sum_{k=1}^{c} W^l_{n,k} \cdot f^l_k \) of the \( i \)th sample.

**An aggregate loss function** An individual loss for each partial model can be calculated using the obtained logit values and the target value by a conventional loss function, which is a cross-entropy in our case. We make a single objective function by combining all loss functions rather than optimizing each loss function respectively. Our baseline implementation of this aggregate objective function is simply a sum of all loss functions coming from all possible partial models. Applying standard backpropagation to this single loss function enables its gradient values to flow into all connected loss functions and optimize all partial models at the same time for each iteration.

\[
\mathcal{L} = \frac{\sum_{l,c} \lambda(l,c) L^l_c}{\sum_{l,c} \lambda(l,c)}
\] (4)

We extend this baseline aggregate loss function by introducing additional parameters each of which serves as a multiplier to the individual loss function, which is a weight to the loss function, and reflects users’ preferences. These parameters can be represented by a single matrix whose individual element indicates a relative importance of the corresponding partial models in terms of the final performance (e.g., classification accuracy).

In this study, we propose three weight matrices. The first type \( \lambda_{\text{descend}}(l, c) = \gamma^{-(l+c)} \) focuses on low-complexity models. The weight \( \lambda(l, c) \) to the loss function of a specific model with \( l \) layer groups and \( c \) channel groups decays exponentially as \( l \) or \( c \) gets larger, where \( \gamma \) is a hyper-parameter larger than one. On the contrary, the second type \( \lambda_{\text{ascend}}(l, c) = \gamma^{(l+c)} \) focuses on high-performance partial models. In addition we can customize the loss weight matrix, i.e., \( \lambda_{\text{custom}}(l, c) = f(l, c) \). We verified this prioritization scheme works actually as we intended and the quantitative results and other details are shown in Section 4.

**4 Experiments**

**4.1 Experimental setup**

We evaluated the proposed method in widely used CIFAR-10. We also used the street view house numbers (SVHN) dataset. Our architecture is based on the ResNet-32 model, which consists 15 residual blocks and one fully-connected layer. Our architecture includes a classifier between the residual blocks, and the first feature map has 16 channels, so it contains a total of 256 (16x16) classifiers. To train this architecture, we use a momentum optimizer with a 0.9 momentum term with mini-batch size 128. Our models are trained for 40k steps, with an initial learning rate of 0.1, which is divided by a factor 10 after 60k steps and 60k steps.
4.2 Performance change according to channel-wise slice

One of the key advantages of the proposed architecture is that it is possible to slice on the channel axis, with less performance degradation. Fig. 4 shows the performance changes of the proposed scheme and comparison models when sliced by channel on CIFAR-10 and SVHN datasets. The proposed architecture is based on Resnet-32 model. Therefore, the lower bound of the performance could be a classification accuracy obtained by the scenario of truncating the channel in the existing Resnet model. As expected, conventional CNNs has serious performance degradation by the channel slicing because there are full connections between consecutive layers. On the other hand, the upper bound of performance is the case of fine-tuning the entire network again after truncating channels in the original network. In addition, a model in which the parameters of all channels are fixed and only the classifier is re-trained after cutting the channel from the original network. Our model shows relatively low performance degradation even though the total channel is getting smaller in both datasets.

![Figure 4: Classification accuracy with respect to the number of sliced channels](image)

When constructing a sliceable architecture based on the channel, our base model handles all the channels separately. During training our sliceable architecture, instead of processing all sliced channels separately, adjacent channels can be processed by group. In this experiment, we compared the performance changes with respect to channel slicing when learning the architecture with 8 slices (i.e., processing two consecutive channels together) and 4 slices (i.e., processing 4 consecutive channels together) in addition to base model with 16 slices. As can be seen in Fig. 5, we can see a tradeoff between performance degradation and sliceable degrees of freedom when grouping channels.

![Figure 5: Performance change with respect to channel-wise slicing when adjacent channels are grouped.](image)

4.3 Effects of slicing both in width and depth directions

**Slicing with the baseline loss function** Fig. 6 shows classification accuracies of all partial models when training the full network with up to 16 layer groups and 22 channel groups, which is the finest-grained grouping in our setup. As intended, the wider and deeper neural network models show the higher accuracies without degrading the performance of the largest model seriously.

**Effects of non-flat loss weight matrices** In Section 3.2 we have introduced the loss weight matrix $\lambda(i, j)$ to prioritize the constituent partial models. Other than the flat matrix used in the baseline loss function, we explore three variants of loss weight matrices.
Fig. 6 and Fig. 7 show the changes of classification accuracies from the baseline when we apply two different loss weight matrices that give more weights to low cost models and low performance models respectively. The results show that the partial models with higher weights are able to achieve higher performance than the baseline while penalizing other models with relatively lower weights as expected. We can observe that the impact is more distinguishable in the low cost-preferred training also.

We also tested a case to give a high loss weight to a single specific model. When we assign a 100-times weight only to the model (L8, C8) in the center ($\lambda(i, j) = 100$ for $i=8, j=8$, otherwise $\lambda(i, j) = 0$), the result in Fig. 7c shows that the target model outperforms the baseline with the same configuration by 7.2%.

Figure 7: Accuracy differences from the baseline for various loss weight matrices (red: higher than the baseline, blue: lower than the baseline)

We present another example to show the advantages of the doubly nested network over the previous slicing scheme only with a single degree of freedom in the supplementary material.

5 Discussion

This paper proposes a neural network architecture called DNNet in which all models share parameters maximally by nesting all-in-one. This nested structure allows for slicing into channel wise or layer wise while maintaining its original performance as high as possible. For channel-wise slice which has not been explored to date, we design channel-causal convolutions which sort channels topologically and connecting neurons accordingly. In addition, we add intermediate classifiers to consecutive layers in the network so that learned feature maps from the previous layer can be reused in subsequent layers, which lead to a sliceable architecture along layer axis.

Through various experiments, we show that the doubly nested network is robust to the channel-level slicing without causing severe performance degradation. We also verify that the channel-level slicing can be integrated successfully with the layer-level slicing so that we can benefit from increased degrees of freedom while leading to better solutions in terms of computational efficiency.
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