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Background and goals
Assumptions:
- Entanglement-based quantum networks
- Heralded entanglement generation

Existing tools:
- Multi-node quantum networks (e.g. [1])
- Protocol designs for quantum data plane (e.g. [2, 3])

[1] “Realization of a Multinode Quantum Network of Remote Solid-State Qubits”. Pompili et al., Science 372.6539 (2021)
[2] “A Link Layer Protocol for Quantum Networks”. Dahlberg et al., SIGCOMM (2019)
[3] “Designing a Quantum Network Protocol”. Kozlowski et al., CoNEXT (2020)
Goals

- **Heterogeneous quantum networks**
  Control end nodes and switches that are based on various quantum platforms

- **Programmable network nodes**
  Control of nodes must be platform-independent and application-agnostic (not ad-hoc)

- **Configurable resource allocation**
  Node resources are allocated according to local demand and global needs
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Implementing a quantum networking stack
## A quantum network stack

| Transport | Qubit transmission          |
|-----------|----------------------------|
| Network   | Long-distance entanglement |
| Link      | Robust entanglement generation |
| Physical  | Attempt entanglement generation |

[1] “Realization of a Multinode Quantum Network of Remote Solid-State Qubits”. Pompili et al., Science 372.6539 (2021)
[2] “A Link Layer Protocol for Quantum Networks”. Dahlberg et al., SIGCOMM (2019)
[3] “Designing a Quantum Network Protocol”. Kozlowski et al., CoNEXT (2020)
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Network schedule
- timeslots with millisecond resolution
- generated on control plane

Entanglement attempts
- triggered at nanosecond resolution
- synchronized across two nodes
Deployment
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Experimental results
Applications and metrics

Applications:
› Entanglement requests at various fidelities
› Full tomography of entangled state
› Remote state preparation

Metrics:
› Quantum performance $\rightarrow$ fidelity of entangled state
› Classical performance $\rightarrow$ entanglement request latency
Applications and metrics

Simplified application code (uses NetQASM SDK [4])

```python
req_fidelities = [0.50, 0.55, 0.60, 0.65, 0.70, 0.75, 0.80]
meas_bases = [(-X, -X), (-X, +X), (-Y, -Y), (-Y, +Y), ...]

for rep in range(125):
    for fid in req_fidelities:
        for meas in meas_bases:
            client_basis = meas[0]
            client_qubit = create_ent(min_fidelity=fid)
            client_qubit.rotate_basis(client_basis)
            outcomes[rep, fid, meas] = client_qubit.measure()
```

[4] “NetQASM”. Dahlberg et al., Quantum Sci. Technol. 7 (2022) — github.com/QuTech-Delft/netqasm
Results: Measured fidelity

Targeted: physical layer tries to deliver fidelity higher than requested

Measured: almost always larger than requested 🎉 🎄
Results: Latency breakdown

Physical layer: overhead increases with requested fidelity
Results: Latency breakdown

- Link layer: roughly constant overhead

![Graph showing latency breakdown with different requested fidelities and categories: Link layer protocol, Interface, Physical layer (CR check), Physical layer (entanglement).]
Future work
Future work

- Operating system for quantum network nodes (ONGOING)
- More complex applications / concurrent applications (ONGOING)
- Larger-scale experiments (> 2 nodes at least)
- Node- and network-level scheduling
- Design and implementation of control plane
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