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ABSTRACT

Magnetotellurics (MT) is a passive electromagnetic geophysical method that measures variations in subsurface electrical resistivity. MT data are collected in the time domain and processed in the frequency domain to produce estimates of a transfer function representing the Earth’s electrical structure. Unfortunately, the MT community lacks metadata and data standards for time series data. As the community grows and findability, accessibility, interoperability, and reuse of digital assets (FAIR) data principles are enforced by government and funding agencies, a standard is needed for time series data. Presented here is a hierarchical data format (MTH5) that is logically formatted to how MT data are collected. Open-source Python packages are also described to read, write, and manipulate MTH5 files. These include a package to deal with metadata (\texttt{mt_metadata}) based on standards developed by the Working Group for Magnetotelluric Data Handling and Software assembled by the Incorporated Research Institutions for Seismology (IRIS), and \texttt{mth5}: a package to interact with MTH5 files that uses \texttt{mt_metadata}. Example code and workflows are presented.

1. Introduction

Magnetotellurics (MT) is an electromagnetic geophysical method that is sensitive to variations in subsurface electrical resistivity (Chave and Jones, 2012). MT measurements are useful for imaging various geologic systems, including geothermal (e.g. Peacock et al. (2020)), mineral (e.g. Heinson et al. (2018)), volcanic (e.g. Bedrosian et al. (2018)), subduction (e.g. Cordell et al. (2019)), seismic (e.g. Karaş et al. (2020)), and geomagnetic hazards (e.g. Kelbert (2019); Murphy et al. (2021)). Physically, MT utilizes Faraday’s law of electromagnetic induction, where the Earth’s magnetic field varies temporally in response to interactions of solar wind with natural magnetospheric and ionspheric current systems, inducing electric fields in the conducting Earth. Magnetic fields are assumed to be horizontally polarized and impinge on the Earth’s surface at normal incidence. At the surface these magnetic fields diffuse into the Earth inducing electric fields. A vertical magnetic field can be induced by subsurface horizontal electrical currents. Field measurements are collected in the time domain measuring two horizontal orthogonal electric fields, two horizontal orthogonal magnetic fields, and often a vertical magnetic field. Subsurface electrical resistivity is estimated by transforming the time domain electromagnetic fields into the frequency domain and calculating a frequency dependent
transfer function (Egbert, 2002; Chave and Thomson, 2004). This transfer function describes how the Earth’s electrical structure transforms time varying magnetic fields into time varying electric fields.

The principles of findability, accessibility, interoperability, and reuse of digital assets (FAIR) has become standard for many institutions (Wilkinson et al., 2016), as such the need for metadata and data structure standards is imperative. Unfortunately, the MT community does not have a standard for time series observations and datasets. The international MT community has traditionally been small compared to other geophysics research communities such as seismology, and MT groups are usually small clusters that have internally developed workflows to organize time series and estimate transfer functions. Sharing of the raw MT data (time series) or the processed MT data (transfer functions) has not, historically, been a priority in the MT community (Kelbert et al., 2018) due to the heterogeneity of data formats and the lack of incentives for sharing. However, the broadening of applications for MT data and increase in the adherence to FAIR principles by government and academic institutions leads us to pursue a standard format for containing MT time series data and metadata, to complement a FAIR data solution recently completed for MT transfer functions (Kelbert et al., 2011; Kelbert, 2020).

As part of the Seismological Facility for the Advancement of Geoscience (SAGE) facility (https://www.nsf.gov/awardsearch/showAward?AWD_ID=1851048), an National Science Foundation (NSF) sponsored effort to establish new MT science capabilities for principal investigators (PIs), the Incorporated Research Institutions for Seismology (IRIS) established a Working Group in 2019 for Magnetotelluric Data Handling and Software (https://www.iris.edu/hq/about_iris/governance/mt_soft). This group consisted of MT experts and IRIS staff, who were charged with defining a metadata standard and data format that would be used by the new MT instruments operated through IRIS, as well as support interoperability in a discipline-specific manner. The working group met remotely over two-dozen times (roughly an hour each) between spring 2019 and fall 2020 to devise, refine, and implement a framework to describe and store MT time series. This paper presents open-source Python tools to read and write the agreed upon metadata standards Peacock et al. (2021) and data format. Here we will describe the time series metadata, discuss the open-source Python package mt_metadata, and introduce the data container and open-source Python package MTH5. All examples code in this manuscript, and more, are available as working Jupyter Notebooks in a zero-install environment using mybinder.org. The links are found on the GitHub landing page of each repository website by clicking the Binding badge, or follow these links for mt_metadata: https://mybinder.org/v2/gh/kujaku11/mt_metadata/main and mth5: https://mybinder.org/v2/gh/kujaku11/mth5/master.
2. Time Series Metadata

2.1. Metadata Description

Development of time series metadata involved detailed discussion of metadata keywords, meanings, and hierarchy both within the group and with the wider MT community. To frame this approach, the group leveraged other metadata standards (e.g. Climate Forecasting (Hassell et al. 2017), International Federation of Digital Seismograph Networks (FDSN; https://www.fdsn.org), International Organization for Standardization (ISO; https://www.iso.org/home.html)). Community input on the MT-specific metadata details was sought through multiple outreach efforts over the course of several years of development. Each metadata keyword is defined by 8 attributes and an example attribute (Table 1). The complete specification of the MT time series metadata standards can be found in Peacock et al. (2021).

2.2. Metadata Hierarchy

Metadata keywords are structured to be hierarchical such that more complicated metadata can be represented as a combination of simpler keywords. This is done by combining keywords with a period to create nested keywords, for example to describe the latitude of a location one could use location.latitude.

The hierarchy and structure of the MT metadata logically follows how MT time series data are collected (Figure 1). The highest level is an Experiment which contains all metadata for an MT experiment collected in a geographical region. The next level down is Survey which contains metadata for data collected over a certain time interval in a given geographic region. This may include multiple PIs or data collection episodes but should be confined to a specific project. Next level down is a Station which contains metadata for a single location over a certain time interval. Beneath station is the Run level. A Run contains metadata for continuous data collected at a single sample rate. If the station location changes during a run, then a new Station should be created and subsequently a new Run.
### Table 2
Acceptable String Formats

| Style               | Description                                                                 | Example                                      |
|---------------------|-----------------------------------------------------------------------------|----------------------------------------------|
| Free Form           | An unregulated string that can contain {a-z, A-Z, 0-9} and special characters | This is Free Form!                           |
| Alpha Numeric       | A string that contains no spaces and only characters {a-z, A-Z, 0-9, -, _}   | WGS84                                        |
| Controlled Vocabulary | Only certain names or words are allowed. In this case, examples of acceptable values are provided in the documentation as [ option01 | reference_frame = geographic               |
|                     | | option02 | ... ]. The ... indicates that other options are possible but have not been defined in the standards yet |
| List                | List of entries using a comma separator                                      | Ex, Ey, Hx, Hy, Hz, T                        |
| Number              | A number according to the data type; number of decimal places has not been | 10.0 (float) or 10 (integer)                 |
| Date                | ISO formatted date YYYY-MM-DD in UTC                                          | 2020-02                                    |
| Date Time           | ISO formatted date time YYYY-MM-DDThh:mm:ss.ms+00:00 in UTC                   | 2020-02T12:20:45.123456+00:00               |
| Email               | A valid email address                                                         | person@mt.org                               |
| URL                 | A full URL that a user can view in a web browser                            | https://www.passcal.nmt.edu/               |

under the new station. If the sensors, cables, data logger, battery, etc. are replaced during a run but the station remains in the same location, then this can be recorded in the Run metadata but does not require a new station. Finally, a Channel contains metadata for a single channel during a single run, where electric, magnetic, and auxiliary channels have specific metadata to uniquely describe the physical measurement. Metadata standards for each level are defined in Peacock et al. (2021). If channel parameters are changed between runs, this would require creating a new run. If a run has channels that drop out, the start and end period will be the minimum time and maximum time for all channels recorded and those channels that dropped will be filled with null values.

A Filters level exists at the Survey level and describes all filters applied to the time series data to get calibrated data in useful physical units. The Filters level is placed here to remove redundancy at the channel level of repeating filter metadata. Currently five different types of filters are supported: frequency-amplitude-phase tables, pole-zero filters, finite impulse response filters, coefficient filters, and time-delay filters. Each channel has two keywords that define the filters and both are lists of the same length: channel.filter.name is a list of filter names to calibrate the data and channel.filter.applied is a list of booleans indicating whether the filter has been applied (true) or not (false). Both of these lists must be ordered the same as how the filters are applied. An applied filter means the data have been transformed in some way, for example calibrating the data from physical units to digital counts.

### 2.3. Formatting Standards

Specific and required formatting standards for location, time and date, and angles are defined to follow international standards and MT conventions.
2.3.1. Time and Date Format

All time and dates are given as an ISO formatted date-time string in the coordinated universal time (UTC) time zone. The ISO date-time format is \texttt{YYYY-MM-DDThh:mm:ss.ms+00:00}, where the UTC time zone is represented by +00:00. UTC can also be denoted by Z at the end of the date-time string \texttt{YYYY-MM-DDThh:mm:ss.msZ}. Note that Z can also represent Greenwich Mean Time (GMT) but is an acceptable representation of UTC time. If the data requires a different time zone, this can be accommodated, however UTC is preferred whenever possible to avoid confusion of local time and local daylight savings. Milliseconds can be accurate to nine decimal places. ISO dates are formatted \texttt{YYYY-MM-DD}, and ISO hours are given as a 24 hour number or military time, e.g. 4:00 AM is 04:00 and 4:00 PM is 16:00.

2.3.2. Location

All latitude and longitude locations are given in decimal degrees in the datum specified at the Survey level. The datum is static, and should follow the well-known text format described by the Open Geospatial Consortium (Open Geospatial Consortium, 2019), for example WGS84. The entire survey should use only one datum that is specified at the Survey level, therefore the user must project all coordinates to the specified datum. All locations are relative to the prime meridian (0, 0). Latitude values must be within \([-90, 90]\), where negative values represent locations south of the prime meridian. Longitude values must be within \([-180, 180]\), where negative values are west of the prime meridian. Elevation and other distance values are given in meters. The preferred datum is WGS84 but others are acceptable.

2.3.3. Angles

All angles of orientation are given in decimal degrees. Orientation of channels should be given in a geographic or a geomagnetic reference frame where the right-hand coordinates are assumed to be north = 0, east = 90, and vertical is positive downward (Figure 2). The coordinate reference frame is given at the station level \texttt{station.orientation.reference_frame}. Two angles to describe orientation of a sensor are given by \texttt{channel.measurement_azimuth} and \texttt{channel.measurement_tilt}. In a geographic or geomagnetic reference frame, the azimuth refers to the horizontal angle relative to north positive clockwise, and the tilt refers to the vertical angle with respect to the horizontal plane. In this reference frame, a tilt angle of 90 points downward, 0 is parallel with the surface, and -90 points upwards.

Archived data should remain in measurement coordinates. Any transformation of coordinates for derived products can be stored in the transformation angles at the channel level in \texttt{channel.transformed_azimuth} and \texttt{channel.transformed_tilt}, and the transformed reference frame can then be recorded in \texttt{station.orientation.transformed_reference_frame}.

---
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2.4. Units

Acceptable units are only those from the International System of Units (SI). Only long names in all lower case are acceptable. Units with multiple dimensions should be separated by a `-` if multiplicative, or `per` if divided. For example velocity would be `meters per second` and resistivity would be `ohm-meter`.

2.5. Open-source Python package: mt_metadata

To help users handle, validate, and manipulate MT time series metadata, an open-source Python package has been developed: `mt_metadata`. The base container provides functions to read/write XML, JSON, and Python dictionaries, and validates each metadata keyword and value against attributes described in Section 2.1. This base container is inherited by containers representing each level of MT metadata. All time series metadata objects are included in the `mt_metadata.timeseries` module.

The internal structure of the base class begins with reading in the metadata standards defined by Peacock et al. (2021), which are stored as JSON files included in the distribution. The standards files are read in as a Python dictionary and stored as a private variable. The keys of this private dictionary are attribute names and values are dictionaries describing the metadata attribute (Table 1). The base class is also assigned attributes that are the key names for the user to access. When the value of a base class attribute is modified, the value is validated against the defined standards in the following order: "name", "data type", "style", and "options" using validation functions for each standard type. If the input data is not the required data type, the data type validator will attempt to convert the value to the required data type. If validation fails at any point, an error is raised. Note that the base class is not limited to MT data, but any standardized metadata following Section 2.1.

The base class provides methods to get information about attributes, add new attributes, get and set attributes, print string representation, read/write XML, JSON, and Python dictionaries, update from a dictionary, and compare similar objects. Example Jupyter Notebook code is provided in Figure 3.

Time series metadata have been broken down into the primitive representation and made into class objects that inherit the base class (Figure 4). These are then used as attributes for more complex objects. For example `declination` describes how declination was estimated, which can be an attribute of `location`. The declination value for the given location is then `location.declination.value` (Figure 3).

Following the structure displayed in Figure 1, each level container includes an attribute that is a list of the containers for the next level down (Figure 5). For example, `Experiment` has an attribute `Experiment.surveys` which is a list of `Survey` objects. Moreover, `Survey` has an attribute `Survey.stations`, which is a list of `Station` objects, and so on down the chain to `Channel`. This provides a logical structure of metadata objects and allows for writing and reading comprehensive metadata. More information can be found at https://mt-metadata.readthedocs.io/
3. MTH5

Several geophysical communities format data in hierarchical data formats like HDF5 and NetCDF-4 because these formats contain data and metadata in the same place for a self describing logically structured data set. HDF and HDF5 files have multiple benefits (The HDF Group, 2019): 1) the base code is open-source and community driven; 2) files are flexible; 3) file size is only limited by available resources; 4) files are portable across nearly all operating systems and platforms from laptops to cloud based parallel systems, and have no limitations on the number of data objects contained within the file; 5) RAM requirements are optimized with a high-performance input/output system to only load requested data; 6) chunking and compression are inherent to optimize efficient storage and retrieval. A single writer with multiple readers (SWMR) is supported, but parallel reading/writing needs parallel HDF5 (PHDF5). For cloud environments the HDF Group provides highly scalable data services (HSDS).

Most data collected by satellites are stored as platform specific HDF5 files that provide users with multi-channel map-oriented products (e.g. Lee (2012); Klein and Taaheri (2016); Loomis et al. (2019)). For ground based measurements, an adaptable seismic data format (ASDF) has been developed to store various seismic data with provenance (Krischer et al., 2016). The authors suggest ASDF could be extended to other geophysical data types in the future. IRIS Portable Array Seismic Studies of the Continental Lithosphere (PASSCAL) also developed an HDF5 container the PASSCAL hierarchical format (PH5), which is their contemporary format to archive seismic data for large assembled datasets. We pursued extending ASDF and PH5 but decided to build a specific container for MT data (MTH5) that could potentially be an extension in the future to ASDF, PH5, and the planned geophysical format being developed by IRIS and UNAVCO, which will be a flexible format to store various types of geophysical data (Habermann et al., 2021). MTH5 is an HDF5 file and the open-source Python module mth5 provides tools to interface with the file.

Two main types of structures exist in HDF5 files: groups and data sets. Groups are similar to folders in a filing system but with the ability to store metadata as attributes. Data sets store data and can also have metadata attached. The structure of an MTH5 file follows how MT time series data are collected (Figure 6). Metadata follows the standards described in Peacock et al. (2021) and are parallel to the MTH5 structure. The root group is Experiment, with metadata experiment, which has three subgroups: Surveys, Reports, and Standards. The Surveys group holds multiple Survey groups that are named by their survey.id. The Reports group can contain auxiliary files that provide additional context for the data, like a field report. Currently, it is up to the user to get the auxiliary file into a serializable format that can be stored in an HDF5, like an image or a portable document format (PDF) report. Finally, the Standards group contains an array of metadata standards used for the file. The Standards group contains a data set with a column for each row in Table 1 and each row describes a metadata keyword. This is done to allow users to
### Table 3
MTH5 File Attributes

| Attribute           | Description                                                                 |
|---------------------|-----------------------------------------------------------------------------|
| file.type           | Type of file will always be MTH5 for an MTH5 file, but provided for future flexibility |
| file.version        | MTH5 file version, currently 0.2.0                                           |
| file.access.platform| The operating system used to create the file and read the file.             |
| file.access.time    | The time the file was last accessed YYYY-MM-DDThh:mm:ss+00:00                 |
| mth5.software.version| Version of the software used to make the file                               |
| mth5.software.name  | Name of the software used to make the file                                  |
| data_level          | Data level contained in the file. 0 = raw data + metadata derived from the data logger; 1=raw data + full metadata; 2=derived product (e.g. conversion to physical units) |

know the standards in-place without having to look them up.

A Survey group contains three subgroups: Stations, Filters, and Reports. The Stations group contains the Station groups named by their station.id. Each Station group has associated station metadata and contains run groups named by their run.id. A run group has run metadata and contains Channel data sets named by their channel.component. Each channel has its own group and appropriate metadata. Currently the accepted channels are electric, magnetic, and auxiliary. Auxiliary can be anything that is not an electric or magnetic channel, the only requirement is that it has the same sample rate as the other channels.

The Filters group in the Survey group contains groups for nearly all filters typically encountered in an MT survey. The zpk group contains a pole-zero type filter where the poles and zeros are stored as data sets with a complex number data type. The fap group contains frequency-amplitude-phase lookup tables, which are stored as an array of N x 3 with a column for each of N frequency, amplitude, and phase entries. The coefficient group contains coefficient type filters where the data are multiplied by a single number to convert units or scale the data properly. The time_delay group contains time-delay filters where the data is time shifted by a single number, common in digitizers with multiple channels. The fir group contains finite impulse response filters where the coefficients are stored as a N x 1 array.

Each MTH5 file has attributes that describe the file. These are defined in Table 3. These help readers understand how to read the file properly, for example making sure the structure matches the given file version.

### 3.1. Open-source Python package: mth5

To read/write, manipulate, validate, and interact with an MTH5 file, the open-source Python package mth5 has been developed, which leverages h5py to interact with HDF5 and xarray (Hoyer and Hamman, 2017; Hoyer et al., 2021) to store time series data in a usable way. h5py was chosen because data stored are mainly one-dimensional arrays as opposed to pytables which is better for storing multi-dimensional tabular data. Benefits of xarray include native objects that contain data and metadata, lazy access, multi-dimensional indexing of data sets, efficient data frame
tools, and native conversion to Dask and Zarr arrays for parallel computing.

Each group described in Section 3 has a corresponding object in mth5 which inherits a `BaseGroup` object that is a convenience class to access an HDF5 group. The main role of `BaseGroup` is to validate metadata against the standards by using the appropriate `mt_metadata.timeseries` metadata object. `BaseGroup` also provides convenience methods to list all contained subgroups and initiate a group with the appropriate metadata, or if a group already exists read the metadata into the appropriate `mt_metadata.timeseries` metadata object. All references in `BaseGroup` to an HDF5 group are weak, meaning the objects created from the HDF5 file are not protected from Python’s garbage collector and will be removed when the file is closed.

Each group object contains methods to add, get, and remove a group at the next level down. For example the object containing a station group has methods to add, get, and remove a run. Note that removing a group in HDF5 is not like deleting the group, it is just removing the reference to that group. Data sets also have a base object in mth5. Similar to `BaseGroup`, `ChannelDataset` validates metadata, and contains methods to output data into common Python objects like a `numpy.ndarray` (Harris et al., 2020), `pandas.DataFrame` (McKinney, 2010; Reback et al., 2021), `xarray.DataArray`, and a `mth5.timeseries.ChannelTS` object. The benefit of the last three is that the time series is indexed by time for easy indexing and slicing. The `ChannelTS` object is a wrapper to interact with an `xarray.DataArray` object that contains the data and validates metadata through the appropriate `mt_metadata.timeseries` metadata object.

The `Run` group is a bit more complicated because it contains the channels as individual data sets. A run is defined here as a collection of synchronous channels recorded at the same sample rate. `RunTS` is an object that provides the user with a run container where all channels in a run are contained in one object. `RunTS` is a wrapper for an `xarray.DataSet` which is a collection of `xarray.DataArray` objects. A `RunTS` object is indexed by time where all channels are aligned by the earliest start time and the latest end time, and misalignment is filled with null values (NaNs). Metadata for each channel is maintained and accessible. A `RunTS` is meant to be the main object used for time series processing, where a processing run would be a collection of data collection runs.

The main class for users is the `MTH5` module which provides methods to open and close MTH5 files, add, get, and remove surveys, stations, runs, and channels, and includes groups directly under `Experiment`. In the `Surveys` group, a property that summarizes all channels in a given MTH5 file is provided. This summary table is a `pandas.DataFrame` which provides the user with a searchable object to locate data, and is directly derived from the data and metadata. A column in the summary table represents an HDF5 reference to the channel which can be used to directly get the data for that channel. From the summary table, a user can search for all channels recorded during a given time segment to do multi-station processing. The data can be accessed from all the HDF5 references for channels returned in the query. More information can be found at https://mth5.readthedocs.io/en/latest/.
3.1.1. Building an MTH5 File

There are many ways a MTH5 file can be built with mth5. The most basic is to manually input metadata and data from a Python shell, but this should only be used for small changes. Most users will have data from a data logger, however each data logger may produce files in different formats with varying levels of metadata. For flexibility, a plug-in architecture is developed in mth5, where a plug-in reader can be built for specific data files, similar to ObsPy (Krischer et al., 2015). The only requirement is that the read_{data_logger} function in the plug-in must output a RunTS object with the appropriate metadata. For example, if the file type is made by an "example" data logger and the output files are .dat files, then a reader module would be developed with the name example that has a function read_example. This module would be added to the mth5.io module. The function and file types would then be added to the dictionary of available functions and associated file types that the main read function references. From the RunTS object, a station, run, and channel data sets can be added to an MTH5 file. Currently, there are plug-ins for Zonge International Z3D files, U.S. Geological Survey ASCII files, NIMS BIN files, LEMI424 long period ASCII files, and miniSEED files via ObsPy.

4. Example Workflow

A MTH5 file is intended to be used both as a format for archiving and as a working format. Figure 7 schematically demonstrates an example workflow intended for data collected with IRIS PASSCAL MT instruments. Two ways to build a MTH5 file exist. First, data from a data logger are directly read into a MTH5 file with accompanying metadata not in the raw file, as described in Section 3.1.1 and Figure 8. Second, data are downloaded from the data logger, archived at the IRIS data management center (DMC), and then retrieved to build a MTH5 file. This section is focused on the second method (Figure 9).

The IRIS DMC provides data in miniSEED (http://www.fdsn.org/pdf/SEEDManual_V2.4.pdf) and the metadata as a StationXML file (http://www.fdsn.org/xml/station/). This example uses tools developed in ObsPy for retrieving data and metadata from IRIS DMC. The user should know in advance what data they would like to request. IRIS provides many tools to query the DMC for available data (https://seiscode.iris.washington.edu/). The data will be represented as an ObsPy Stream object, which is a collection of synchronous channels. Tools are built in mth5.timeseries.RunTS to read in a Stream object. Then the process is similar to Section 3.1.1.

5. Suggested Advances to support standardization of MT data and metadata

The current input/output plug-in architecture in mth5 only supports a couple data formats. As the user base grows, more data formats could be added by the community to allow for broader use. mt_metadata could be extended to include transfer functions to standardize reading and writing of various transfer function formats. Compliance checkers
for metadata need to be developed, specifically XSD and JSON schema documents to allow for validation using XML and JSON tools. An open-source time series processing code is in development, funded through IRIS PASSCAL that uses MTH5 as the working format and mt_metadata to output transfer functions. Existing time series processing codes could be adjusted to work with MTH5 for better cohesion between various processing methods. A working group managed by the International Association of Geomagnetism and Aeronomy Division VI could be developed to support community driven changes to MT metadata and data standards, which could further support the adherence of MT data to FAIR principles.

6. Conclusions

The MT community has not had a standard format for time series data. Through community development a metadata standard and data format have been developed. The open-source Python packages mt_metadata and mth5 described in this study provide tools to help standardize MT time series data and make MT time series data more FAIR. Moving forward, MTH5 files will be the working format for data collected with IRIS PASSCAL MT instruments, the standard archive format for data collected by the U.S. Geological Survey, and the standard working format for a time series processing code currently in development by IRIS PASSCAL. Our release of the MT metadata standard, MTH5 time series data format and the associated open-source packages mt_metadata and mth5 can promote community development of these open-source tools, help standardize MT data in a FAIR way, and provide researchers less familiar with MT time series data with a good entry point to first-hand MT data analysis.
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Code availability section

mt_metadata
Contact: jpeacock@usgs.gov, 650-439-2833
Hardware requirements: ...
Program language: Python 3.6+
Software required: Python
Program size: 2 Mb
The source codes are available for downloading at the link: https://doi.org/10.5281/zenodo.5605026

mth5
Contact: jpeacock@usgs.gov, 650-439-2833
Hardware requirements: ...
Program language: Python 3.6+
Software required: Python
Program size: 2 Mb
The source codes are available for downloading at the link: https://doi.org/10.5281/zenodo.5637466
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Set the path to LEMI424.TXT files

```python
[ ]: lemi424_dir = Path(r"/lemi/DATA0110")
```

Open an MTH5 file

```python
[ ]: m = MTH5()
    m.open_mth5("example_mth5_from_lemi424.h5")
```

Add a Survey

```python
[ ]: survey_metadata = Survey()
    survey_metadata.id = "TEST01"
    survey_metadata.fdsn.network = "EM"
    survey_metadata.name = "Example MTH5 from LEMI424 data"
    new_survey_group = m.add_survey(survey_metadata.id, survey_metadata)
```

Add a Station to the Survey Group

```python
[ ]: new_station_group = new_survey_group.stations_group.add_station("MTO01")
    for index, lemi424_filename in enumerate(sorted(lemi424_dir.glob("*.TXT")), 1):
        run_object = read_file(lemi424_filename)
        run_object.run_metadata.id = f"{index:03}"
        run_group = new_station_group.add_run(
            run_object.run_metadata.id, run_object.run_metadata
        )
        run_group.from_runs(run_object)
```

```python
# Need to update metadata to get proper start and end times
new_station_group.validate_station_metadata()
```

Close the MTH5 file

```python
[ ]: m.close_mth5()
```

**Figure 8:** Example code for how to build a MTH5 file from LEMI424 ASCII files. Note this is a simple example, in a real case much more metadata would need to be input and a new run should only be made if there is a time gap between files. Source code and example LEMI424 files can be found at https://github.com/kujaku11/mth5/tree/master/docs/examples/notebooks/example_01.ipynb.
[ ]: import pandas as pd

from mth5.clients.make_mth5 import MakeMTH5

Initialize a MakeMTH5 object: obspy.clients is used for the request.
See https://docs.obspy.org/packages/obspy.clients.fdsn.html for full list of clients.

[ ]

m = MakeMTH5()
m.client = "IRIS"

Make the data inquiry as a DataFrame: The DataFrame has columns:

| Column Name | Description |
|-------------|-------------|
| network     | FDSN Network code (2 letters), see |
| station     | FDSN Station code (usually 5 characters) |
| location    | FDSN Location code (typically not used for MT) |
| channel     | FDSN Channel code (3 characters) |
| start       | Start time (YYYY-MM-DDThhmmss) UTC |
| end         | End time (YYYY-MM-DDThhmmss) UTC |

See http://docs.fdsn.org/projects/source-identifiers/en/v1.0/ for details on FDSN codes.

channels = ['LFE', 'LFN', 'LFZ', 'LQE', 'LQB']

CAY10 = ['EH','CAY10', '2019-10-07T00:00:00', '2019-10-30T00:00:00']
CAS04 = ['ZU', 'CAS04', '2020-06-02T19:00:00', '2020-07-13T19:00:00']
NVR08 = ['ZU', 'NVR08', '2020-06-02T19:00:00', '2020-07-13T19:00:00']

request_list = []
for entry in [CAY10, CAS04, NVR08]:
    for channel in channels:
        request_list.append(
            [entry[0], entry[1], "", channel, entry[2], entry[3]]
        )

# Turn list into dataframe
request_df = pd.DataFrame(request_list, columns=m.col.column_names)

Make an MTH5 from a request: we are setting interact=True which closes the file HDF5 file when finished. If you want to interrogate the file after its made set interact=False. This request should take about 2 minutes.

[ ]: %time

mth5_object = m.make_mth5_from_fdsnclient(request_df, interact=True)

**Figure 9:** Example code for how to build a MTH5 file from the IRIS DMC. First, a data/metadata request is made, this can either be a CSV file or a Pandas DataFrame demonstrated here. If you do not know which data you would like you can use one of many tools provided by IRIS (https://seiscode.iris.washington.edu/). The request is done through ObsPy tools where a StationXML (metadata) and miniSEED (data) files are returned. These are converted into an Experiment (metadata) and RunTS objects (data) to be input into an MTH5 file through the function MakeMTH5.make_mth5_from_fdsnclient. Source code can be found at https://github.com/kujaku11/mth5/blob/master/docs/examples/notebooks/make_mth5_example_iris.ipynb.