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ABSTRACT
Third-party library dependencies are commonplace in today’s software development. With the growing threat of security vulnerabilities, applying security fixes in a timely manner is important to protect software systems. As such, the community developed a list of software and hardware weakness known as Common Weakness Enumeration (CWE) to assess vulnerabilities. Prior work has revealed that maintenance activities such as refactoring code potentially correlate with security-related aspects in the source code. In this work, we explore the relationship between refactoring and security by analyzing refactoring actions performed jointly with vulnerability fixes in practice. We conducted a case study to analyze 143 maven libraries in which 351 known vulnerabilities had been detected and fixed. Surprisingly, our exploratory results show that developers incorporate refactoring operations in their fixes, with 31.9% (112 out of 351) of the vulnerabilities paired with refactoring actions. We envision this short paper to open up potential new directions to motivate automated tool support, allowing developers to deliver fixes faster, while maintaining their code.
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1 INTRODUCTION
Much like any software, third-party software libraries constantly evolve to meet the needs of clients, patch bugs or address other maintenance concerns [29]. Developers often use refactoring, as an effective practice to maintain their evolving software systems, by restructuring code while keeping its external behaviour [24]. Fowler recommends a set of refactoring actions to improve readability, reusability, and increase the speed to maintain code.

The threat of security vulnerabilities, especially in library dependencies, is a growing concern. Developers are wary of the risks of known security vulnerabilities that affect their dependencies [1]. Security advisories allow maintainers and users to be notified of any potential malicious exploits (identified with a unique CVE identifier [33]), which is then assessed by a Common Weakness Enumeration (CWE) [34]. CWE is a community-developed list of software and hardware weakness types, that serves as a baseline for weakness identification, mitigation, and prevention efforts. To reduce lags in the delivery of these fixes [14, 16], recent advancements in technologies such as bots (i.e., Dependabot [25]) are being proposed, so that software teams can quickly fix their software. The urgency to respond and fix vulnerabilities has been further amplified with the recent advisories of highly severe security flaws in the third-party libraries such as Log4Shell, affecting thousands of software application that use the Maven Log4j library.¹

Prior work revealed that maintenance activities such as refactoring actions (aka operations) correlate with security-related aspects of code [13, 35]. For instance, Abid et al. [13] found correlations between refactoring operations and security-related aspects such as data-access security vulnerability metrics. Their study reveals that refactoring actions have the potential to impact the security of software systems. On the other hand, Mumtaz et al. [35] investigated security metrics (i.e., composition, coupling, extensibility, inheritance and design size) and found that refactoring improves the security of an application without compromising the overall quality in terms of code smells. The key motivation that this early

¹ An example of the effect can be seen through this github repo https://github.com/N CSC-NL/log4shell
Figure 1: An Example of a Refactor-In-Fix [6], where the refactoring operation(s) and the vulnerability fix are located in the same commit.

Our results show that there is potential in dedicated refactoring-aware security vulnerability fix techniques, as we believe the adoption of refactoring in security fixes is crucial, especially since it helps developers deliver quicker patches that should complement existing bots like Dependabot [25], thus enabling a faster advisory and mitigation process.

2 DATA COLLECTION

In this section, we present our approach to pair a refactoring operation to a vulnerability fix, and then our dataset used in the study.

Table 1: A summary statistic of our data collection.

| Maven Java Libraries | Repository snapshot | Aug 28, 2020 |
|----------------------|---------------------|--------------|
| # Collected vulnerabilities | 1,809 |
| # Collected vulnerabilities with CWE | 351 |
| - # Paired with Refactor-In-Fix | 112 |
| - # Not paired with Refactor-In-Fix | 239 |
| # Maven Java libraries identified | 463 |
| - # Cloned Maven Java libraries | 143 |
| # Refactoring Operations Extracted | 1,039,263 |
| - # Refactor-In-Fix operations | 527 |

289
refactoring operations that appear in the same commit as the vulnerability fix.

Figure 1 shows an example of a refactoring operation taken from the Jenkins project [8]. In this case, the Extract and Move Method is being applied in the same commit as the vulnerability fix [6]. The security vulnerability being fixed is related to ‘Open redirect to scheme-relative URLs’ (CVE-2016-3726) [10]. Furthermore, the CWE is related to URL Redirection to Untrusted Site (CWE-601). This is a severe weakness, with a high score (7.4 HIGH) ranking according to the National Vulnerability Database [11].

Interestingly, we can also see that the vulnerability fix includes the Add Method Annotation and the Extract and Move Method refactoring operations. More specifically, developers added the new annotations @Deprecated, @Restricted, @RestrictedSince to show deprecations of the method. We also see developers performed an extract and move of the .isAbsoluteUri and replace it with a isAbsoluteOrSchemeRelativeUri method to secure the code.

**Mining Maven Libraries.** Our approach is to mine software repositories to detect refactorings applied on vulnerability fixes. Since we wanted to explore this phenomenon in the wild, we selected Java libraries from Maven [9], one of the largest third-party library ecosystems. The Maven ecosystem of libraries is well-known and actively reports and fixes vulnerabilities, as shown by the number of vulnerabilities that appear in the GitHub Advisory Database [7]. Figure 2 shows the overview of our data collection and how we process them. We first needed to identify libraries that had reported and fixed a security vulnerability. Following prior works [16, 21, 23, 30, 36], we collected data from three reputable data sources (i) GitHub Advisory Database [7] (ii) Snyk [37] and (iii) CVE Details [2]. Similar to [14, 16], we then crawl the advisories to
extract any linkages to a GitHub commit, and has a CWE associated with the vulnerability. In the end, from an initial list of vulnerabilities that contains 1,809 advisories, we identified 463 vulnerable Java libraries. Since we were only able to clone 143 repositories, as they either had accessibility issues (permissions needed) or that the repository was not longer available, we ended up with 351 vulnerabilities.

To identify and extract the applied refactoring operations, we use the RefactoringMiner tool [38, 39], as it is the state-of-the-art for detecting refactoring operations in Java programs, and is widely used in the community [12, 19, 26]. From the 143 cloned repositories, we extract 1,039,263 refactoring operations. In the end, we paired refactoring operations with vulnerability fixes in the same commit (as Refactor-In-Fix). A summary statistic of the data collection is shown in Table 1.

3 EXPLORATORY STUDY RESULTS

We now present the results of our study.

3.1 Prevalence Analysis (RQ1)

To answer RQ1, we grouped our collected dataset by CWEs as shown in Table 2, and refactoring types in Table 3. We make two main observations.

First, we find that 31.9% of the security vulnerabilities incorporated refactoring operations in the fix. Additionally, as shown in Table 2, we find three security weaknesses (i.e., CWE-611 [4], CWE-94 [5], and CWE-352 [3]) that have more vulnerabilities paired that those vulnerabilities that are not paired. In detail, CWE-611 allows an attacker to access arbitrary files on the system, while CWE-94 includes code injection attacks can lead to loss of data integrity in nearly all cases as the control-plane data injected is always incidental to data recall or writing, as well as result in the execution of arbitrary code. Finally, CWE-352 is a weakness where an attacker could effectively perform any operations as the victim. If the victim is an administrator or privileged user, the consequences may include obtaining complete control over the web application - deleting or stealing data, uninstalling the product. Second, as shown in Table 3, we find that the Extract Method is the most prevalent refactoring type applied in a vulnerability fix. Conversely, the Add Method Annotation is the most common refactoring type that is applied to other commits (not on the vulnerability fix) in the source code.

Summary: To answer RQ1, we find that 31.9% of the security vulnerabilities had incorporated refactoring operations in the fix (i.e., 112 vulnerabilities instances). We also find that the Extract Method is most prevalent refactoring type incorporated in a vulnerability fix.

3.2 Refactoring operations associated with vulnerability fixes (RQ2)

To answer RQ2, we use a statistical measure to understand the likelihood that a refactoring operation is performed in a vulnerability fix. Similar to Iammarino et al. [27], we use the odds ratio [22] as a “measure of association”, to quantify this relationship. Using the results from RQ1, we calculate the top 10 most frequent refactoring types (527 refactoring operations paired with vulnerabilities and 1,039,263 refactorings from other commits in the code, as shown in Table 3). For our statistical analysis, we test the null hypothesis that: $H_0$: The odds of using a certain refactoring operation to refactor a vulnerability fix is strong, where the odds ratio refers to the strength of the relationship, and whether it is likely to be applied to a vulnerability fix (ratio is > 1) or applied as a regular refactoring (ratio is < 1). To statistically validate our hypothesis, we calculated the odds ratio using a 95% confidence interval and use the chi-squared test ($p$-value < 0.05). We use the online odds ratio calculator.2

Table 4 reports our findings, from which we make two main observations. First, the two most likely refactoring types to be applied to a vulnerability fix are the Extract Variable (odds ratio of 5.678) and the Extract Method (odds ratio of 5.157). This result is consistent with our finding in RQ1 (cf. Table 3). On the other hand, we find three refactoring types that are more likely to be applied to other commits. The three refactoring types are Add Method Annotation with an odds ratio of 0.733, Change Variable Type with an odds ratio of 0.725, Change Return Type with an odds ratio of 0.588. We find that except for three cases (i.e., Change Attribute Type and Rename Variable, Change Variable Type), all odds ratios are statistically significant.

Summary: Results show that the two most likely refactoring types to be applied to a vulnerability fix is Extract Variable (odds ratio of 5.678) and Extract Method (odds ratio of 5.157). On the other hand, we identified three refactoring types (i.e., Add Method Annotation, Change Variable Type, Change Return Type) that are more likely to be applied as regular refactoring operations.

4 THREATS TO VALIDITY

As a short paper, the key threat is the completeness and vigor of the sample size, and a manual validation of refactoring miner shortcomings (i.e., accuracy). We do acknowledge that our current pairing is a very conservative approach, as developers may applied refactoring operations in subsequent commits after the vulnerability fix. However, we argue that our result is substantial and calls attention for researchers to further explore this research avenue.

Table 4: Proportion of the refactoring operations being applied to a vulnerability fix vs. others: Chi-square test p-values and odds ratio. (∗: $p$-value < 0.05)

| Refactoring Type                  | Odds Ratio |
|----------------------------------|------------|
| Extract Variable                 | 5.678∗     |
| Extract Method                   | 5.157∗     |
| Rename Method                    | 2.319∗     |
| Rename Attribute                 | 2.040∗     |
| Rename Parameter                 | 1.662∗     |
| Change Attribute Type            | 1.280      |
| Rename Variable                  | 1.222      |
| Add Method Annotation            | 0.733∗     |
| Change Variable Type             | 0.725      |
| Change Return Type               | 0.588∗     |

2https://www.medcalc.org/calc/oddsratio.php
Another key limitation, we plan to address in the full study, is to handle vulnerabilities fixed across multiple commits. To mitigate this, we will include these vulnerabilities in the future study.

5 IMPLICATIONS AND FUTURE PLANS

Our exploratory study delivers various important takeaways and implications to existing practices, and future plans as our roadmap.

Takeaways. With recent works exploring the inducing effects of refactoring actions on software maintenance tasks such as bug fixes, Pull Request acceptance and security-aspects [13, 15, 17, 20, 31, 32], we take a reverse approach to explore further how refactoring is used to help in vulnerability fixes. Our key takeaway message as highlighted in RQ1, is that developers do incorporate refactoring (i.e., 31.9%) operations when applying a vulnerability fix in practice. Furthermore, as shown in RQ2, we distinguish with statistical significance, the odds that a certain refactoring type is paired with a vulnerability fix. This potentially spark research into more dedicated refactoring-aware security vulnerability fix techniques.

Disruption to Current Practices. We believe the adoption of refactoring in security fixes is crucial, especially since it helps developers deliver quicker patches, while maintaining the quality of their code through refactoring. Complementing existing bots like Dependabot [25], automated tooling may help developers understand how vulnerabilities could be fixed in the future, thus improving the vulnerability advisory process. As shown by recent studies, there are lags and issues that exist with fixing vulnerabilities [14, 16, 18, 28, 40].

Future Plans. Motivated by our quantitative results, we plan to execute a more comprehensive study on Java applications, as well as Maven libraries and other library ecosystems. Furthermore, we would like to extend our pairing approach and use other heuristics such as the commit messages and the location at the lines-of-code granularity to achieve more accurate results. We plan our extended study to also include a qualitative component, where we can manually validate how the refactoring types are implemented, and how automation could be achieved. Finally, we plan to conduct a pre and post-assessment experiment, using existing code quality metrics and code smells to validate whether or not vulnerability fixes paired with refactoring operations do impact the code quality.
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