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1.Introduction

1.1. Positioning of This Paper. This paper is an extended version of the paper that appeared in the proceedings of the escar Asia 2018 [1]. The main changes and increments are as follows:

(1) Addition of the description of the relationship between modern vehicles and cyberphysical systems
(2) Addition of the background of the adoption of TPMS
(3) Addition of the definition of the TPMS sensor’s architecture
(4) Addition of descriptions of the lightweight crypto stack
(5) Addition of specifications of TPMS sensors such as SP37, SP40+, and FXTH87
(6) Revision of descriptions of applications of Lesamnta-LW
(7) Implementation results of the Lesamnta-LW-based authenticated encryption mechanism

Yoshida who is one of the coauthors of this paper mentioned the above known results as current tendency of the lightweight cryptography in his presentation at ASK 2018 [2].
1.2. Background and Our Contribution. Modern vehicles are one of the examples of a cyberphysical system (CPS) because they have many sensors and computer systems which are connected via internal networks. There have been security analyses for systems in the modern vehicle, and the demand for security has been shown by them [3–5].

The tire pressure monitoring system (TPMS) is employed in modern vehicles to monitor the status of tire pressures and establish communication between the vehicles and the sensors equipped within the tires. It is typical that in TPMS, the sensors spend more than 90% of their time in power-down mode [6]. Since there was the Ford–Firestone tire failure controversy in the US [7], TREAD Act was established and TPMSs were the wide deployment. Currently, it is mandatory for many new vehicles to adopt the TPMS in the US [8] and EU [9]. Since it is difficult to establish wire connection between the vehicles and the TPMS sensors, the wireless communication by a radio frequency (RF) is used in the TPMS. Then, it is considered that there are security risks by eavesdropping communication packets of TPMS [10].

In 2010, eavesdropping and spoofing attacks on TPMS were reported [10]. Therefore, the security of TPMS has become increasingly important, although there are harsh requirements in the automotive industry, saying that implementation costs are severely constrained. Costs are evaluated from many metrics including power consumption, energy consumption, required time, and circuit size. Therefore, it is not always clear whether power consumption or energy consumption requirements can be met or not.

There have been a number of studies on cryptographic protocols for ensuring the confidentiality and/or integrity of communication packets as well as cryptographic or non-cryptographic key management protocols for TPMS. For instance, a packet protection protocol using the hardware-oriented block cipher KATAN32 [11] has been proposed, and the FPGA implementation of this protocol has been evaluated in terms of delay and power [12]. The authors proposed a session key update mechanism but did not apply a cryptographic mechanism. In [6], a lightweight protocol based on lightweight hardware-oriented block ciphers such as SPECK [13] and PRESENT [14] was proposed, and this achieved energy consumption of some two orders of magnitude lower than that reported in [12].

According to the authors, this is because the dedicated TPMS sensors form the deployment platform as well as the lightweight implementation properties of SPECK. The applicability of their protocol was studied using Infineon SP37 sensors [15] implemented on an 8-bit microcontroller. In [16], the authors propose a packet protection protocol using PRESENT and show that their implementations are suitable for the NXP FXTH87 TPMS sensor [17] in terms of RAM, ROM, and computation time.

We argue the important problem is that it appears to us that none of the above works [6, 12, 16] explores optimized embedded software solutions for session key generation (or key derivation), as well as communication packet protection, that are suitable for the TPMS architectures. These architectures consist of the vehicle TPMS electronic control unit (ECU) and four TPMS sensors that are severely constrained, especially in terms of RAM for cryptographic implementations.

1.2.1. TPMS Sensor’s Architecture. A TPMS sensor consists of devices such as a pressure sensor, a microcontroller, an RF transmitter, and a low-frequency receiver. TPMS sensors such as SP37 and FXTH87 usually use an 8-bit microcontroller. The Infineon SP40+ sensor [18] which is a successor product to SP37 also employs an 8-bit microcontroller. Thus, an 8-bit microcontroller is widely used in the TPMS sensor. TPMS sensors have constrained resources of RAM. For instance, there are 256 bytes of RAM in SP37, 160 bytes of RAM in SP40+, and 512 bytes of RAM in FXTH87. In this paper, we assume that the architecture of the TPMS sensor employs an 8-bit microcontroller and a constrained RAM. In our performance evaluation, we use the tool supporting 8-bit devices.

1.2.2. Performance Evaluation Tool. There is a free and open-source benchmarking framework named FELICS [19] to evaluate lightweight symmetric primitives in the embedded devices such as 8-bit, 16-bit, and 32-bit microcontrollers. FELICS supports evaluations of lightweight block ciphers and lightweight stream ciphers. It also provides evaluation scenarios which assume the communication protocol and the challenge-handshake authentication protocol in the IoT context. Nowadays, there are studies extending FELICS to evaluate an authenticated encryption scheme [20, 21].

1.2.3. Perspectives from Lightweight Crypto Stack. The lightweight crypto stack is summarized with essential perspectives to apply a lightweight cryptographic mechanism to the CPS. When an application of lightweight cryptographic mechanisms is constructed, consideration of integrated multiple perspectives is important to reduce the cost and to ensure the practicality. Especially, since resources for cryptographic mechanisms are constrained, it is also important that multiple cryptographic applications should be obtained from few cryptographic primitives. For instance, there have been a number of studies that have realized multiple symmetric key ciphers such as the block cipher, stream cipher, MAC, and hash function from single cryptographic primitive [22–26]. The lightweight hash function Lesamnta-LW [27] specified in ISO/IEC 29192-5 is one of the primitives which has the above mentioned characteristic. It employs the internal AES-based block cipher. There is a pseudorandom function mode [28] and an authenticated encryption with associated data (AEAD) [29] based on Lesamnta-LW. We consider that we obtain multiple applications for a TPMS protocol by using one primitive. We propose our methods based on the above concept.

1.2.4. Our Contribution. In this paper, we propose the application of the ISO/IEC 29192-5 embedded software-oriented hash function Lesamnta-LW to TPMS-
communication protection and key derivation for the purpose of minimizing the RAM size of cryptographic implementations. Considering the long life cycle of the vehicles, our preference is given to the 128-bit security that Lesamnta-LW is expected to offer over 80-bit security that many lightweight cryptographic primitives offer to meet very severe implementation requirements. We propose to use the known multiple pseudorandom functions (PRFs) based on Lesamnta-LW for MAC generation as well as key derivation in the NIST SP800-108-specified key derivation function (KDF) framework [30]. We also obtain the encryption method by using the internal AES-based block cipher of Lesamnta-LW. We present an authenticated encryption mechanism by using the MAC generation method and the encryption method based on Lesamnta-LW. We first clarify the implementation specification for TPMS use and then confirm the suitability of the proposed methods for the TPMS architecture by evaluating its performance on an 8-bit microcontroller which we consider a vehicle implementation environment. Our proposed KDF properties that the session key sequences for the four tires are independent of each other. As a result, we propose three applications based on Lesamnta-LW and clarify the implementation specification for the TPMS use. In our evaluation, we compare Lesamnta-LW-based PRFs and HMAC-SHA-256. We use FELICS for the performance evaluation to fairly evaluate different cryptographic mechanisms. FELICS supports the evaluation on the AVR 8-bit microcontroller such as AVR ATMega 128. In order to evaluate hash function-based mechanisms, we extend the evaluation scenario in FELICS. We evaluate the performance of each mechanism and confirm the advantage of Lesamnta-LW-based PRFs. Therefore, our approach is constructed along the lightweight crypto stack and to obtain three applications from the Lesamnta-LW-based primitive.

1.2.5. Expected Impact on TPMS Development. In recent years, 8-bit microcontrollers such as Infineon SP37 have received increasing interest from the automotive industry. From the viewpoint of a cryptographic protocol for TPMS, the implementation cost constraints are severe; in particular, the RAM cost on an 8-bit microcontroller for vehicle ECUs is considered critical. We expect that our achievement of 128-bit security on Lesamnta-LW-based PRFs will contribute to the development of TPMS in terms of cost efficiency and the long life cycle of vehicles.

We consider the problem of the key being compromised to be a serious issue. The key separation property that our KDF offers helps us to minimize the negative impact of this event.

1.2.6. Organization. In Section 2, we discuss some preliminary work related to this paper. In Section 3, we identify the problems with previous protocols and then the proposed approach. In Section 4, we evaluate the performance of the Lesamnta-LW-based PRFs and the Lesamnta-LW-based authenticated encryption mechanism. Section 5 explores the limitations of our work. Section 6 presents our conclusion.

2. Preliminary

2.1. Overview of the Target TPMS. Referring to [10], we here give a brief introduction to TPMS. In TPMS, TPMS data transmissions typically use the 433/315 MHz bands. The tire pressure sensor contains an identifier (ID) that determines the origin of the packet and filters out packets sent by other vehicles. The TPMS sensors broadcast the pressure and temperature measurements associated with their identifiers in a periodical manner. The TPMS ECU/receiver receives the packets, filters out packets, and performs temperature compensation.

The above communication between the TPMS ECU and TPMS sensor is summarized in Figure 1.

2.1.1. Tire Pressure Monitoring Sensors SP37 and SP40+. SP37 is a battery-powered sensor for TPMS and a product of Infineon. In [15], features of SP37 are summarized. This sensor has an 8-bit low-power embedded microcontroller based on Intel 8051, and we can use the instruction set compatible to the standard 8051 processor. 6kB of flash memory for application codes, 16kB of ROM for ROM library functions, and 256 bytes of RAM are present. Customers can implement their applications to this sensor and store them to flash memory.

SP40+ is a successor product to SP37. In [18], features of SP40+ are summarized. 12kB of flash memory for application codes, 40kB of ROM for firmware, and 160 bytes of RAM are present.

2.1.2. Tire Pressure Monitoring Sensor FXTH87. FXTH87 is a sensor used for TPMS and a product of NXP. In [17], features of FXTH87 are summarized. This sensor has an 8-bit S08 microcontroller. 8kB of flash memory for application codes and 512 bytes of RAM are present. Customers can implement their applications to this sensor and store them to flash memory.

2.2. Lightweight Crypto Stack for Embedded Systems. In the lightweight crypto stack, there are six components, e.g., the cryptographic primitive, mode of operation, protocol, standard, specification, and implementation. We describe them by using the stack form as shown in Figure 2. The cryptographic primitive is described by a primitive. In a mode of operation, we consider how to use primitives to protect confidentiality and/or integrity. Cryptographic components in a protocol consist of primitives and modes of operation. When we use cryptographic techniques in a practical system, we choose standardized one to use more reliable techniques. We clarify detailed specifications of applications in the system to evaluate performances and costs. We implement them to evaluate performances on the microcontroller and clarify effectiveness and feasibility in the practical environment. When we propose applications of cryptographic mechanisms for the practical system, we consider them along the lightweight crypto stack.
2.3. Applications of Lesamnta-LW Lightweight Hash Function

2.3.1. Notations and Definitions. Following [28], we introduce notations and definitions for explaining specifications of cryptographic mechanisms. Let $\Sigma = \{0, 1\}$. For any non-negative integer $i$, $\Sigma^i$ is identified with the set of all $\Sigma$ sequences of length $i$. $\Sigma^0$ is the set of the empty sequence $\varepsilon$. Let $(\Sigma^i)^* = \bigcup_{i \geq 1} (\Sigma^i)^0$.

For $x \in (\Sigma^i)^*$, the length of $x$ is denoted by $|x|$. The concatenation of $x_1$ and $x_2$ in $(\Sigma^i)^*$ is denoted by $x_1||x_2$.

For any natural number $n$, let $D$ be $\Sigma^n$. Let $P(D)$ denote the set of all permutations on $D$. $id$ represents an identity permutation. Let $C(\kappa, n)$ be the set of all block ciphers with key size $\kappa$ and block size $n$. A block cipher in $C(\kappa, n)$ is called a $(\kappa, n)$ block cipher.

Let $\Pi \subset P(D)$. We say that $\Pi$ is pairwise distinct everywhere if, for any pair of distinct permutations $\pi, \pi' \in \Pi$, $\pi(x) \neq \pi'(x)$ for every $x \in D$.

2.3.2. Hashing Mode of Lesamnta-LW and Its Variant with MDP. Lesamnta-LW is a Merkle–Damgård iterated hash function [27]. It is the plain Merkle–Damgård iteration of a block cipher $E$ taking input as $n/2$-bit key and $n$-bit plaintext in $\mathcal{C}((n/2), n)$, where $n$ is a positive even integer. The input of $E$ from the top is its key input. $IV_0||IV_1 \in \Sigma^n$ is an initialization vector, where $|IV_0| = |IV_1| = n/2$. $M_1, M_2, \ldots, M_m$ are the message blocks, where $M_i \in \Sigma^{n/2}$ for $i = 1, 2, \ldots, m$.

The variant of the hashing mode of Lesamnta-LW with the MDP domain extension [31] is introduced as follows. Hereafter, it is assumed that the underlying block cipher $E$ is in $\mathcal{C}(w, n)$, where $w < n$. The MDP variant with a permutation $\pi$ on $\Sigma^{n-w}$ is the function $f^{E,\pi}: \Sigma^n \times (\Sigma^w)^+ \rightarrow \Sigma^n$, which is defined as follows: for $X_1, X_2, \ldots, X_x \in \Sigma^w$ and $Y_0 \in \Sigma^n$,

$$f^{E,\pi}(Y_0, X_1||X_2||\cdots||X_x) = Y_x,$$

such that

$$Y_i \leftarrow \begin{cases} E_{Y, i-1, \pi}(X_i||Y_{i-1}), & (1 \leq i \leq x - 1), \\ E_{Y, x, \pi}(X_x||\pi(Y_{i-1})), & (i = x), \end{cases}$$

where $Y_i = Y_0||Y_1||\cdots||Y_i \in \Sigma^n$ and $|Y_{j+1}| = w$ for $0 \leq j \leq x$. Note that $\pi$ need not be a cryptographic primitive. Thus, the computational overhead of $\pi$ can be very small.

2.3.3. Multiple PRFs Based on Lesamnta-LW. Let $f^{E,\pi}_{IV}: \Sigma^m \times (\Sigma^v)^+ \rightarrow \Sigma^n$ be a keyed function such that $f^{E,\pi}_{IV}(K, X) = f^{E,\pi}(K||IV, X)$, where $K \in \Sigma^m$, $IV \in \Sigma^{n-(m/2)}$, and $X \in (\Sigma^v)^+$. $K$ is a secret key, and $IV$ is an initialization vector. $f^{E,\pi}_{IV}(K, \cdot)$ is also denoted by $f^{E,\pi}_{IV,K}$. For $\Pi \subset P(\Sigma^{n-w})$ and $V \in \Sigma^{n-w}$, let

$$f^{E,\pi}_{IV, \Pi} = \left\{ f^{E,\pi}_{IV} \mid IV \in V \land \pi \in \Pi \right\}.$$
Suppose that $\Pi \cup \{id\}$ is pairwise distinct everywhere and that $\pi(IV) \neq \pi'(IV')$ for any $\pi, \pi' \in \Pi \cup \{id\}$, and $IV, IV' \in V$, such that $(\pi, IV) \neq (\pi', IV')$.

**Theorem 1** (see [27]). This theorem states that $\mathcal{F}^{\Pi}_{\Pi}(K, X)$ and $\mathcal{F}^{\Pi}_{\Pi}(K, X)$ are two independent PRFs with a single key if $E$ is a PRP. It is depicted in Figure 3. In this way, one cryptographic primitive can be converted to produce multiple cryptographic functions with a small additional cost.

In [27], $\pi$ functions used in Lesamnta-LW-based PRFs are not specified. Hence, when applied to real-world systems, one has to specify them.

2.4. HMAC-SHA-256: Hash Function-Based PRF. HMAC-SHA-256 [32] is a widely known PRF based on the SHA-256 [33] hash function for a general purpose. The overview of HMAC-SHA-256 is given in Figure 4, where $M$ is a message input, $K$ is a secret key, $H$ is SHA-256, $ipad = 0 \times 3636...36$, and $opad = 0 \times 5c5c...5c$.

**3. The Problems and Our Approaches**

3.1. The Problems. This section identifies several problems with previous protocols.

3.1.1. Security Properties of TPMS. The following aspects of cryptographic application to TPMS require clarification.

From the explanations given in the previous works, it is not systematically selected which data are protected for confidentiality and which data are protected for integrity. It is necessary to protect IDs with regards to confidentiality, and this is the case for ensuring location privacy.

The lightweight application of cryptographic primitives is derived by considering what is really needed to counter the targeted threats. More specifically, which data should be protected for which security perspective, namely, confidentiality or integrity, is considered in a more optimized manner.

In the protocol proposed in [12], KATAN32 and CBC-MAC are used as the underlying primitive and mode of operation. However, KATAN32 only accepts small key and plaintext input lengths; hence, it is not clear to us whether the security strength of the proposed protocol is appropriate for long-term security over the life cycles that vehicles typically (should) achieve.

PRESENT and SPECK also take small plaintext sizes because they have small block sizes. Therefore, it is not clear to us whether the security strength of the proposed protocol in [6, 16] is appropriate for long-term security over the life cycles that vehicles typically (should) achieve.

3.1.2. Implementation Cost for the TPMS Sensors. The cryptographic protocol for TPMS presented in [12] assumes that both the tire pressure sensors and the vehicle ECU have the hardware components for cryptography. Although hardware implementations of cryptography are effective in some cases, under the current circumstance of a tire pressure sensor, it is not reasonable to assume that a hardware-based cryptographic solution is the immediate choice.

TPMS faces severe cost constraints. For the vehicle ECU, it is expected that the cryptographic mechanisms are typically implemented in software on an 8-bit low-cost microcontroller. The relevant computation cost metrics are the amount of RAM consumption, which could be critical, the execution time, and the code size. As for applications to the TPMS sensors, implementations of cryptographic mechanisms must require a small amount of RAM.

In [12], the proposed protocol assumes that the cryptographic primitive and random number generator are employed in the TPMS sensors. Although the implementation of this protocol is evaluated, it is not clear to us whether the above assumption is realistic.

To reduce the implementation cost of TPMS-PRF using SHA-256, we investigate the applicability of lightweight cryptographic primitives. The known performance metrics of lightweight cryptographic primitives include the circuit size, power consumption, and latency for hardware, and the memory size and latency for software. Lightweight cryptographic primitives are typically designed for the target constraint device and are likely to be either hardware oriented or software oriented.

Regarding TPMS-PRF, we point out that the software implementation requiring small amounts of RAM on the vehicle ECU is the critical factor to consider. Note that regarding TPMS, the computation time is typically on the order of milliseconds (ms); therefore, this is not expected to be critical for cryptography.

In [6], a lightweight protocol has been proposed using lightweight block ciphers such as SPECK and PRESENT, and CBC-MAC to be used as the underlying ciphers and mode of operation, respectively. The applicability of this protocol was studied using SP37 sensors. The proposed protocol is similar.
3.1.3. Key Management Required for Secure TPMS Communication. One of the key characteristics of the TPMS is that, unlike many IT systems, the sender (ECU) has to communicate with multiple (four) receivers in the form of the TPMS sensors.

The protocol in [12] assumed that the master key is installed in a secure environment, such as the car dealer stores. This suggests that the protocol assumes that individuals do not replace their own tires. The authors refer to the TESLA protocol [34] but claim that this protocol is not suitable for TPMS because there are only four receivers, even if the broadcast protocol is applied. The authors propose the session key establishment protocol and evaluate the FPGA implementations using KATAN block ciphers in terms of power and delay.

In [6], the assumption that the master key is installed at secure locations is removed, allowing tires to be changed at places other than secure garage. This protocol recommends using the standard technique specified in [35] for key establishment. However, this standard was developed for generic purposes rather than specific wireless systems such as TPMS.

In [16], the authors propose a protocol using PRESENT as underlying lightweight cipher and CMAC mode as the mode of operation. They showed the simple Enc-then-MAC paradigm by PRESENT and CMAC. This protocol was evaluated by simulating four sensors. Consequently, the authors showed that their implementations are suitable for the NXP FXTH87 TPMS sensor. However, it is not clear to us how their protocol solves the key management issue.

The important key management problem is that none of the above works [6, 12, 16] appears to explore the solutions for session key generation or key derivation that are suitable for the TPMS architecture. That is, the functionalities of encryption/integrity have to be performed in software on the TPMS devices that are severely constrained in terms of RAM, all while addressing the issue of preventing the key from being compromised.

3.2. Our Approaches. This section explains how we propose to deal with the problems identified in the previous subsection. We consider our approaches along the lightweight crypto stack as shown in Figure 2.

3.2.1. Applying Lesamnta-LW Hash Function to TPMS Key Derivation. It would be a challenge that the key management problem is solved at a low cost. More specifically, we obtain different session key sequences from one master key without having many cryptographic primitives installed in the receiver. Different session key sequences, depending on the receiver, namely, TPMS sensors, would be better than the same session key sequences from security perspectives.

We propose to apply to multiple PRFs based on Lesamnta-LW to the NIST framework of NIST SP 800-108 on key derivation using PRFs [30] that describes how to generate or derivate the session keys required for confidentiality and/or integrity protection, which could be performed by means of KDF, as shown in Figure 5. Figure 5 shows the example on the right front (RF) tire and the left front (LF) tire. Here, for the 16-byte encryption key $K_{enc}$ and the 16-byte authenticated key $K_{auth}$, $K_{enc} \| K_{auth}$ is generated as the output of the 32-byte output of each call to Lesamnta-LW-PRF/$\pi_i$. In this way, we achieve key separation, meaning that the compromise of some keys must not degrade the security of any of the other keys that are obtained from the output of the same KDF execution.

We show how to manage the session keys for the encryption and authentication in four tires. Four tires are denoted by the RF tire, the LF tire, the right back (RB) tire, and the left back (LB) tire. We assume that one master key is installed in the ECU and each TPMS sensor. We use PRFs based on Lesamnta-LW to obtain four independent session key sequences from a master key. As mentioned in Section 2.3.3, PRFs based on Lesamnta-LW can construct independent PRFs by changing the permutation $\pi$. Let $K_{LF}$, $K_{RF}$, $K_{LB}$, and $K_{RB}$ be session keys for each tire. Let $C_{LF}$, $C_{RF}$, $C_{LB}$, and $C_{RB}$ be fixed input data for each tire. The ECU sends each fixed input data to each sensor. Let $KDF_{LF}$, $KDF_{RF}$, $KDF_{LB}$, and $KDF_{RB}$ be KDFs constructed by independent PRFs for each tire. The session keys are given by $K_{LF} = \text{KDF}_{LF}(K_m, C_{LF}, i)$, $K_{RF} = \text{KDF}_{RF}(K_m, C_{RF}, i)$, $K_{LB} = \text{KDF}_{LB}(K_m, C_{LB}, i)$, and $K_{RB} = \text{KDF}_{RB}(K_m, C_{RB}, i)$. When a sensor updates the session key, a sensor updates the counter $i$ and calculates value for the session key by PRF. The ECU can obtain the session keys by using same process. We show the overview of the above process in Figure 6.

We discuss the scenario of the session key compromise. By achieving key separation, even if one session key is compromised, there is no degradation of security in other three session keys. Since a session key is derived from the master key, fixed input value, and counter by using Lesamnta-LW-based PRFs, we consider that it is difficult for attackers to derive past session keys and future session keys from the compromised session key. Therefore, if a past TPMS message uses different session keys, our approach can prevent attack with the compromised session key.

Considering the 10-year life cycle of vehicles, we choose cryptographic primitives with a key length of 128 bits for our evaluation. For a real-world use, we focus on the standardized cryptographic primitives.

In ISO/IEC 29192-5 [36], there are three hash functions, namely, PHOTON [37], SPONGENT [38], and Lesamnta-LW [27]. We chose Lesamnta-LW for our consideration because this standard characterizes this function as the (embedded)-software-oriented hash function, whereas PHOTON and SPONGENT are characterized as hardware-oriented hash functions.
3.2.2. Applying Cryptographic Hash Functions for Authenticated Encryption. To achieve the confidentiality and integrity of TPMS packets, we apply the Enc-then-MAC mechanism as is proposed in [16]. To reduce the implementation cost, for integrity protection of the TPMS communication, we again propose to use PRFs based on Lesamnta-LW as MAC generation algorithms. Note that the $\pi$ function is changed from those used in PRFs for KDF. For TPMS-packet confidentiality protection, following the use of a block cipher in counter mode proposed in [16], we apply the underlying block cipher used in Lesamnta-LW in the counter mode. By reusing Lesamnta-LW as the cryptographic primitive, we expect to reduce the total cost for integrity protection as well as key derivation.

For each data field in the TPMS packet, Table 2 lists which property is protected in terms of confidentiality (C) and/or integrity (I).

3.2.3. FELICS-Enhanced Performance Evaluation. We choose FELICS [19] as the evaluation tool. FELICS is a free and open-source benchmarking tool designed for software implementations of lightweight cryptographic primitives for embedded devices. It evaluates the performance of 21 lightweight block ciphers and three lightweight stream ciphers on the target microcontrollers: 8-bit AVR ATmega 128. The metrics are the execution time, RAM consumption,
Table 2: Confidentiality (C) and integrity (I) protection for each data field in the TPMS packet.

| Mechanism                              | Sensor ID | Pressure | Temperature | Reference |
|----------------------------------------|-----------|----------|-------------|-----------|
| KATAN32-based protocol                 | C         | I        | I           | [12]      |
| PRESENT-based protocol                 | C, I      | C, I     | C, I        | [6]       |
| SPECK-based protocol                   | C, I      | C, I     | C, I        | [6]       |
| PRESENT-based Enc-then-MAC             | C, I      | C, I     | C, I        | [16]      |
| Lesamnta-LW-based PRF                  | C, I      | C, I     | C, I        | This paper|

and binary code size. 32 general purpose registers are present. In its Harvard memory architecture, there is 128 kB of Flash and 4 kB of SRAM. This microcontroller has more implementation resources than those of SP37 as shown in Section 2.1.1. The limitations of our approach for implementations are mentioned in Section 5.

FELICS is an implementation performance evaluation tool for block ciphers and stream ciphers on microcontrollers. However, hash functions are not considered in the FELICS evaluation.

We first explain what is investigated regarding the interface of hash functions. To evaluate hash functions on FELICS, we view them as the composition of a mode of operation and the underlying cryptographic primitive such as a block cipher. For example, Lesamnta-LW employs the AES-based block cipher as its underlying cryptographic primitive, whereas SHA-256 employs the SHACAL-2 block cipher [39]. Therefore, we evaluate hash functions on FELICS using the following processes:

(i) Implement the internal process of hash functions as the block cipher
(ii) Implement an iterative process that depends on the message length as the evaluation scenario in FELICS

We also implement hash function-based modes of operation such as PRF, HMAC, and Enc-then-MAC as evaluation scenarios in FELICS. Our work of FELICS extension is summarized in Figure 7 where the files we added are indicated in italic.

It is important to evaluate the performance of the PRFs taking input messages shorter than 16 bytes. This is because we study how small the communication cost can be.

As for data units, the minimum data unit for all of our implementations is the uint8_t adopted by the FELICS encryption process evaluation adopts.

4. Our Evaluation Results on PRF Employing a Lesamnta-LW Hash Function

For application to TPMS, we clarify the specification of the Lesamnta-LW-based PRFs introduced in Section 2 by specifying the π functions. Moreover, we evaluate their performance in the extended FELICS as explained in Section 3.2.3. We also evaluate the performance of HMAC employing the SHA-256 hash function to show the effectiveness of the Lesamnta-LW-based PRFs compared with those based on a general purpose hash function.

4.1. Specification of π Function. We consider that PRF is used for generating session keys, namely, K_enc and K_auth, and the MACs in the vehicle ECU and four tires. As we use distinct values for the session keys in tires, different tires need different π functions. Therefore, our Enc-then-MAC mechanism uses five π functions. We now specify the π functions. The conditions on them are given as follows:

(1) Any pair of distinct permutations π, π′ ∈ Π, π(x) ≠ π′(x) for every x ∈ D
(2) π(IV) ≠ π′(IV′) for any π, π′ ∈ Π ∪ {id} and IV, IV′ ∈ V, such that (π(IV) ≠ (π′(IV′))

In [28], the consideration of π function is given as follows:

Remark 1 (see [28]). Let t_v and t_p be integers such that t_v + t_p = n/2. Let V = {IV_1, IV_2, ..., IV_a} and Π = {π_1, π_2, ..., π_d}. Let v_1, v_2, ..., v_d be distinct constants in Γ. Let c_1, c_2, ..., c_d be distinct nonzero constants in Σ. Suppose that IV_j = v_1 || c_j, such that π_j(x) ≠ (0^j || c_j) for 1 ≤ j ≤ d. Then,

(i) Π ∪ {id} is pairwise distinct everywhere
(ii) Since π_j(IV_j) = v_1 || c_j, π_j(IV_j) ≠ π_j′(IV_j′) if (i, j) ≠ (i′, j′)

The proofs of security of PRFs including the situation of Remark 1 are given in [28]. Therefore, we determine five π functions as follows: π_0(y) = id, π_1(y) = y || 0x1, ..., π_d(y) = y || 0x4. These functions fulfill condition 1. We use IVs that have the same value in four bits from the least significant bit (LSB) to fulfill condition 2. Since our π functions fulfill condition 1, they derive different values from the IVs.

4.2. Our Optimized Implementations of Lesamnta-LW and SHA-256. There is a reference implementation of Lesamnta-LW written by Kuwakado [40]. In his implementation of the underlying AES-based block cipher, a key scheduling process is performed until all round keys are generated. This implementation requires RAM to store all of the round keys. Based on this, we develop RAM-optimized implementations of cryptographic primitives in Lesamnta-LW.

Our implementation of Lesamnta-LW sequentially performs an encryption process and a key scheduling process in the round function. This implementation reduces the RAM required for data by decreasing that required for round keys.

In our implementations for both Lesamnta-LW and SHA-256, we mainly use uint32_t integers. The interfaces of input value in FELICS use uint8_t integers. Referring to the
code of Trivium [41] in FELICS, we optimize the process in changing uint8_t to uint32_t. When we define a uint32_t array for storing uint8_t input values, we use a pointer as follows:

\[
\text{unit } 32 \_t * \text{ex32} = (\text{unit } 32 \_t * )\text{ex},
\]

where \( \text{ex} \) and \( \text{ex32} \) are the uint8_t and uint32_t arrays, respectively. In this case, we modify the byte order of \( \text{ex32} \) to match that of \( \text{ex} \). Since \( \text{ex32} \) shares RAM with \( \text{ex} \), we can reduce the RAM consumption.

In our implementation of S-box and the round constants of both Lesamnta-LW and SHA-256, we use table-lookup implementations and store constants of S-box in ROM.

### 4.3. Our Results on Lesamnta-LW-Based PRFs for KDFs and MACs

Table 3 presents our implementation results on PRF employing Lesamnta-LW, namely, Lesamnta-LW-PRF/\( \pi \) for \( 0 \leq i \leq 4 \), and HMAC employing SHA-256, namely, HMAC-SHA-256, on an AVR ATmega 128 platform. Note that only implementations in C are considered here, and we use an 8-byte message.

According to Table 3, PRF employing a Lesamnta-LW hash function shows a better performance than HMAC-SHA-256 in terms of each metrics. Interestingly, our results show that Lesamnta-LW-PRF/\( \pi \) is about ten times faster than HMAC-SHA-256, and the amount of RAM on Lesamnta-LW-PRF/\( \pi \) is about one-tenth of the amount of RAM on HMAC-SHA-256. Since execution time is obtained from the number of cycles consumed in the cryptographic process, the fewer the cycles cryptographic process requires, the faster the cryptographic process is. Our results show that Lesamnta-LW-PRF/\( \pi \) can have an advantage over HMAC-SHA-256, in terms of RAM and time for the sensors for TPMS.

### 4.4. Our Results on Lesamnta-LW-Based Authenticated Encryption

In Table 4, we present our implementation results on Lesamnta-LW-based authenticated encryption. Note that only implementation in C is considered here, and we use an 8-byte message. We evaluate the performance of the Lesamnta-LW-based Enc-then-MAC mechanism. In our implementations, RAM (Data) contains data of the block, message, encryption key, authentication key, counter, and IV. Our approach requires 120 (\( = 32 + 8 + 16 + 16 + 32 + 16 \)) RAM (Data) bytes. Remarkably, our mechanism only requires 183 (\( = 120 + 63 \)) RAM bytes.

### 5. Limitation

Our experimental results on 8-bit AVR microcontrollers are at the simulation level, whereas the real implementation environment for TPMS, such as SP37, might be more severe regarding the implementation resources available for cryptographic mechanisms. Therefore, further investigations would be needed.

All the codes we developed and evaluated here are written in C language. Since the optimization level depends on the compiler, the optimization for performance is limited.

Our key management method is available for the management of session keys. The method of the management of the master key is important but is not provided in our paper.

We show the authenticated encryption scheme based on Lesamnta-LW by using the Enc-then-MAC technique. The comparison between our scheme and the Lesamnta-LW-based AEAD scheme is not provided in this paper because our paper has been submitted before the presentation of the Lesamnta-LW-based AEAD scheme.
6. Conclusion

In TPMS, the implementation cost constraints are severe, particularly the RAM cost on 8-bit microcontrollers for vehicle ECUs. In this paper, we considered the lightweight crypto stack for TPMS and proposed the application of the known multiple PRFs based on lightweight hash function Lesamnta-LW to TPMS to ensure the confidentiality/integrity of data packet as well as to offer reasonable solutions for the key derivation in line with the NIST SP 800-108-specified KDF framework.

We confirmed the significant advantages of these proposed methods over the standard stack, namely, HMAC-SHA-256, by conducting experiments and evaluating the performance on the AVR 8-bit microcontrollers, on which we consider simulating TPMS sensors.

We expect that our results on Lesamnta-LW-based PRFs achieving 128-bit security contribute to the TPMS development from perspectives of its cost efficiency and of the long life cycle of the vehicle.

Furthermore, our proposed KDF shows an interesting property that the session key sequences for the four tires are independent of each other. We consider key compromise to be a serious issue. Having the key separation property that our KDF offers, the negative impact when this event happens would be minimized.

In future work, binding TESLA to our stack should help TPMS developers in terms of their cryptographic applications and implementations.

Table 3: Implementation comparison on AVR ATmega 128 platform.

| Name                      | Code (byte) | RAM (data) | RAM (stack) | No of cycles @16 MHz | Time (ms) | Compiler option |
|---------------------------|-------------|------------|-------------|----------------------|-----------|-----------------|
| Lesamnta-LW-PRF/π^*       | 1722        | 64         | 57          | 75925                | 4.75      | O1              |
| Lesamnta-LW-PRF/π^*       | 1780        | 64         | 52          | 68361                | 4.27      | O2              |
| Lesamnta-LW-PRF/π^*       | 2300        | 64         | 42          | 53956                | 3.37      | O3              |
| Lesamnta-LW-PRF/π^*       | 1702        | 64         | 59          | 77281                | 4.83      | O-               |
| Lesamnta-LW-PRF/π_i (for 1 ≤ i ≤ 4) | 1732        | 64         | 57          | 75932                | 4.75      | O1              |
| Lesamnta-LW-PRF/π_i (for 1 ≤ i ≤ 4) | 1790        | 64         | 52          | 68368                | 4.27      | O2              |
| Lesamnta-LW-PRF/π_i (for 1 ≤ i ≤ 4) | 2310        | 64         | 42          | 53963                | 3.37      | O3              |
| Lesamnta-LW-PRF/π_i (for 1 ≤ i ≤ 4) | 1712        | 64         | 59          | 77288                | 4.83      | Os              |
| HMAC-SHA-256              | 2432        | 608        | 97          | 659469               | 41.22     | O1              |
| HMAC-SHA-256              | 2384        | 608        | 99          | 659552               | 41.22     | O2              |
| HMAC-SHA-256              | 2782        | 608        | 107         | 674392               | 42.15     | O3              |
| HMAC-SHA-256              | 2468        | 608        | 107         | 703960               | 44.00     | Os              |

*We consider that the process of xoring 0x0 is skipped by optimization of the compiler.

Table 4: Implementation results of Lesamnta-LW-based authenticated encryption on AVR ATmega 128 platform.

| Mechanism                      | Code (byte) | RAM (data) | RAM (stack) | No. of cycles @16 MHz | Time (ms) | Compiler option |
|--------------------------------|-------------|------------|-------------|-----------------------|-----------|-----------------|
| Lesamnta-LW-based Enc-then-MAC | 1846        | 120        | 74          | 155652                | 9.73      | O1              |
|                                | 1962        | 120        | 68          | 144449                | 9.03      | O2              |
|                                | 2726        | 120        | 63          | 114963                | 7.19      | O3              |
|                                | 1836        | 120        | 81          | 157802                | 9.86      | Os              |
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