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Abstract—In this paper, we address the problem of online quadrotor whole-body motion planning (SE(3) planning) in unknown and unstructured environments. We propose a novel multi-resolution search method, which discovers narrow areas requiring full pose planning and narrow areas requiring only position planning. As a consequence, a quadrotor planning problem is decomposed into several SE(3) (if necessary) and $\mathbb{R}^3$ sub-problems. To fly through the discovered narrow areas, a carefully designed corridor generation strategy for narrow areas is proposed, which significantly increases the planning success rate. The overall problem decomposition and hierarchical planning framework substantially accelerate the planning process, making it possible to work online with fully onboard sensing and computation in unknown environments. Extensive simulation benchmark comparisons show that the proposed method is one to several orders of magnitude faster than the state-of-the-art methods in computation time while maintaining high planning success rate. The proposed method is finally integrated into a LiDAR-based autonomous quadrotor, and various real-world experiments in unknown and unstructured environments are conducted to demonstrate the outstanding performance of the proposed method.

I. INTRODUCTION

Quadrotors with a large thrust-to-weight ratio can perform extremely aggressive maneuvers, enabling applications like searching and rescuing in highly complex unstructured environments. With the whole-body motion planning (SE(3) planning), which simultaneously considers the position and attitude of a drone, quadrotors can fly through areas that are smaller than the robot’s body in normal flights (e.g., narrow gap shown in Fig. 1).

Traditional motion planning for quadrotor like [1]–[5] simply ignore the shape and orientation of the drone, by planning a position trajectory ($\mathbb{R}^3$ planning). Although $\mathbb{R}^3$ planning is computationally efficient, they are over-conservative since they prohibits some trajectories which are really feasible if the drone is at a certain attitude.

Some existing works consider the drone’s attitude (SE(3) planning). However, two main challenges remain to be addressed: (1) Planning in unknown and unstructured environments: some existing works either make a strong assumption about the environment (e.g., [6]–[10] assume the shape of small gaps is known or have specific visual feature) or have a low success rate in unknown, cluttered environment [11], which are not suitable for real-world applications. (2) Computational efficiency: Although some methods like [11], [12] can be modified to accommodate online planning, they take hundreds of milliseconds to a few seconds to compute, which limit their application in real-world online quadrotor navigation.

To address above challenges, in this paper, we propose a multi-resolution search method, which actively discovers narrow areas requiring certain drone attitude and large areas that impose no such requirement. Distinguishing narrow areas from large areas allows to decouple SE(3) planning, which is very time-consuming, from normal $\mathbb{R}^3$ planning, which is much more efficient, thus reducing the overall computation time significantly. Moreover, the awareness of narrow areas allows more dedicated planning around that area, which also improves the success rate. Requiring no prior information (e.g., position, pose, shape) of the narrow area, our method is applicable to general unknown and unstructured environments. To sum up, the contributions of this paper are listed below:

1) We propose a novel parallel multi-resolution search (MR-search) method which actively discovers narrow areas requiring certain drone attitude and large areas that impose no such requirement.

2) Based on the multi-resolution search, we propose a
hierarchical planning framework that separates the SE(3) planning from the $\mathbb{R}^3$ planning.

3) We present a compact LiDAR-based quadrotor that is fully autonomous and integrated onboard sensing, localization, planning, and control modules. To the best of our knowledge, this is the first time a fully autonomous quadrotor can perform online whole-body motion planning and navigation in unknown and unstructured environments.

4) Various simulation benchmarks comparisons show the advantages of the proposed method in terms of computation efficiency and success rate over the state-of-the-art baselines. Furthermore, extensive real-world tests show the proposed method’s outstanding real-world performance.

II. RELATED WORKS

Collision avoidance is a key component of robot motion planning. The mainstream planning approaches modeled the robot as a sphere [1]–[3], [13]–[16]. In this way, the configuration space (C-space) can be easily obtained by inflating the obstacles by the largest axis length of the robot and then simplifying the drone into a mass-point and planning in the C-space (i.e., $\mathbb{R}^3$ planning). However, this leads to conservatism by prohibiting some trajectories that are feasible if the attitude is right. Planning both the robot’s attitude and position is commonly referred to as whole-body planning, or SE(3) planning, which is necessary to navigate a robot in narrow, cluttered environments [12].

One problem of whole-body motion planning is distinguishing narrow areas requiring full pose planning. [8], [10] focus more on the planning and control problem while the pose and shape of the narrow gap in the environment are priorly known. Falanga et al. [17] use an onboard fish-eye camera to detect the narrow gap. However, it requires the gap to have specific visual features (e.g., black and white lines) and pre-known shapes; hence cannot apply to general unstructured environments. Our proposed method uses a novel multi-resolution search strategy to distinguish narrow areas requiring SE(3) planning from normal areas. The proposed method does not require any instrumentation of the environment nor the specific shape of the narrow area, thus applicable to general unstructured environments.

Another problem is the trajectory generation. Liu et al. [12] proposed a search-based method for quadrotor SE(3) planning. They generate a set of motion primitives and perform a graph search. To select a feasible primitive, they model the drone to an ellipsoid, then perform a collision check by verifying if any ellipsoid on the trajectory intersects with obstacles. While requiring no instrumentation of the environment or specific shape of the narrow area similar to our method, this approach cannot guarantee finding a feasible solution due to the limited discretization resolution of the motion primitive library. Also, it takes several seconds to find a trajectory, preventing this approach from an online (re-)planning framework. [9]–[11] follow a two-step pipeline: they first perform convex decomposition to represent the free space by a series of convex polyhedrons. Then take the polyhedrons as the geometry constraints of the optimization problem to ensure whole-body collision avoidance. Those methods are one to several orders of magnitude faster than [12] in computation time. However, they still need hundreds of milliseconds (considering the computation time of both steps) to generate a trajectory due to the large number of constraints brought by considering the robot’s attitude. Moreover, without distinguishing the narrow areas, these methods’ success rates are not satisfactory, as they often generate infeasible corridors in narrow areas. In contrast, our proposed method actively discovers narrow areas and thus can perform a dedicatedly designed corridor generation strategy in narrow areas, significantly increasing the planning success rate. Furthermore, the active discovery of narrow areas makes it possible to decompose of the time-consuming SE(3) planning from normal $\mathbb{R}^3$ planning without planning the entire trajectory in SE(3) [9]–[11]. This hierarchical planning strategy significantly reduces the computation time. The high success rate and high computational efficiency enable the proposed method to perform online quadrotor whole-body planning in unknown and unstructured environments.

III. PRELIMINARIES

A. System Modeling and Polynomial Trajectory

A quadrotor system is proved to be differential flat [18] with the flat output $\sigma = [x, y, z, \psi]^T$ where $p = [x, y, z]^T$ is the position of the quadrotor in the world frame and $\psi$ the yaw angle. Since the quadrotor yaw is decoupled, we specify the yaw angle trajectory $\Phi(t)$ as the tangent direction of $p(t)$ such that the quadrotor is always facing forward during a flight. In this way, we only need to plan the position trajectory $p(t)$. Define the quadrotor’s state as: $s = [p, v, a, j] \in \mathbb{R}^{12}$, where $v, a, j$ are the associated velocity, acceleration and jerk, respectively. And the kinodynamic constraints includes: $\|v(t)\| \leq v_{max}, \|a(t)\| \leq a_{max}, \|j(t)\| \leq j_{max}$.

Following [10], we adopt piece-wise polynomials to represent the trajectory:

$$p(t) = \begin{cases} p_1(t) = c_1^T \beta (t - 0) & 0 \leq t < T_1 \\ \vdots & \\ p_M(t) = c_M^T \beta (t - T_{M-1}) & T_{M-1} \leq t < T_M \end{cases} \quad (1)$$

where $c_1, \ldots, c_M \in \mathbb{R}^{2s \times 3}$ is the coefficient matrix of the $M$ pieces, and $\beta(t) = [1, t, t^2, \ldots, t^{2s-1}]^T$ is the time basis vector. The state of the quadrotor can be easily obtained by taking derivative of the polynomial trajectory. In this paper, we use $s = 4$ to ensure the continuity up to jerk in adjacent pieces.
B. Safety Constraints

To avoid collisions, we use safe flight corridors (SFC) (which is a series of convex polyhedrons representing the free space) as the explicit spatial constraints. Each polyhedron is described by its $H$-representation [19]:

$$\mathcal{P} = \{ \mathbf{x} \in \mathbb{R}^3 | \mathbf{Ax} \leq \mathbf{b} \}$$  \hspace{1cm} (2)

Each piece of a polynomial is constrained in one polyhedron. For different planning missions, we introduce two types of corridor constraints.

1) Corridor constraints for $\mathbb{R}^3$ planning: For $\mathbb{R}^3$ planning, we model it to a sphere with a radius equal to its largest axis length $r$ (see Fig. 2(a)). Then, we can get the configuration space by inflating all obstacle points with $r$. Finally, the corridors are generated in the configuration space. In this way, the corridor constraints for the $i$-th piece can be written as:

$$\mathbf{A}_i \mathbf{p}(t) - \mathbf{b}_i \leq 0, \forall t \in [T_{i-1}, T_i]$$  \hspace{1cm} (3)

2) Corridor constraints for SE(3) planning: For SE(3) planning, we model the geometrical shape of the quadrotor as its outer John ellipsoid (see Fig. 2(b)) following [10]:

$$\mathcal{E}(t) = \{ \mathbf{R}(t) \mathbf{Q} \mathbf{x} + \mathbf{p}(t) | \| \mathbf{x} \|_2 \leq 1 \}$$,  \hspace{1cm} (4)

where $(\mathbf{R}(t), \mathbf{p}(t))$ is the drone pose computed from the state $\mathbf{s}(t)$ based on the quadrotor differential flatness [18] and $\mathbf{Q} = \text{diag}(r, r, h)$ is the shape matrix where $r$ is the radius of the drone and $h$ is half the height of the UAV.

As described in [10], the ellipsoid along the $i$-th piece polynomial trajectory $\mathbf{p}_i$ inside the $i$-th polyhedron $\mathcal{P}_i$ can be expressed as

$$\left[ \mathbf{A}_i \mathbf{R}(t) \mathbf{Q}_i \mathbf{1} \right]^2 + \mathbf{A}_i \mathbf{p}_i(t) - \mathbf{b}_i \leq 0,$$

$$\forall t \in [T_{i-1}, T_i],$$  \hspace{1cm} (5)

where $\mathbf{1}$ is an all-ones vector with an appropriate length, $[.]^2$ and $[.]^\frac{1}{2}$ are entry-wise square and square root, respectively.

C. Trajectory Generation

In this paper, the $\mathbb{R}^3$ trajectory generation problem is described as: for a given start state $\mathbf{s}_s = [\mathbf{p}_s, \mathbf{v}_s, \mathbf{a}_s, \mathbf{j}_s]$ and goal state $\mathbf{s}_g = [\mathbf{p}_g, \mathbf{v}_g, \mathbf{a}_g, \mathbf{j}_g]$, generates a trajectory that is collision-free and satisfies all kinodynamic constraints. The collision-free condition is described in (3). Since quadrotor’s $\mathbb{R}^3$ planning is well studied, our $\mathbb{R}^3$ trajectory generation method is a combination of [20] and [10]. We first generate a series of SFC $\mathcal{S} = \{ P_1, P_2, \ldots , P_N \}$ using RILS [20], then perform MINCO trajectory optimization [10] with the SFC constraints. We called this process $\text{GenerateSE3Trajectory}(\mathcal{S})$.

For the SE(3) trajectory generation, we modeled the quadrotor to an ellipsoid as mentioned in Sec. III-B.2. Our SE(3) trajectory optimization is based on [10], which generates a trajectory satisfying all kinodynamic constraints and safety constraints (5) within a given SFC $\mathcal{S}$. The SE(3) trajectory generation is encapsulated as $\text{GenerateSE3Trajectory}(\mathcal{S})$.

IV. PLANNER

The overview of the proposed method is shown in Fig. 3, including: 1) Colliding segments extraction for sub-problem generation (Sec. IV-A); 2) Parallel multi-resolution search for planning problem decomposition (Sec. IV-B); 3) SFC generation and trajectory planning for SE(3) sub-problems (Sec. IV-C); 4) $\mathbb{R}^3$ planning and trajectory stitching (Sec. IV-D).

A. Colliding Segments Extraction

In the first step, we generate a global optimal trajectory $\mathcal{T}_g$ to connect the global start state $\mathbf{s}_g$ and the global goal state $\mathbf{g}_g$ (see orange curve in Fig. 3(a)) without consider any obstacles by solving the Linear Quadratic Minimum Time (LQMT) problem following [21]. Then a collision check process is performed to extract $N$ pairs of colliding segments $\mathbf{S} = \{ \mathbf{s}_i = (s_i, e_i) | i = 1, 2, \ldots , N \}$, where $s_i$ is the start point and $e_i$ is the end point (see red and yellow points in Fig. 3(a)).

B. Parallel Multi-resolution Search

The key of our multi-resolution search is a dual-resolution map respectively called $\text{low-resolution map}$ (LRM) and $\text{high-resolution map}$ (HRM). The LRM’s
resolution is equal to the length of the quadrotor’s largest axis length (i.e., \( r \)), while the HRM’s is equal to the smallest axis length (i.e., \( h \)), both maps are inflated by one grid to represent the configuration space. As a result, a path in the free space of the LRM is guaranteed to be collision-free regardless of the quadrotor attitude, and a path in the free space of the HRM requires a certain attitude of the quadrotor.

As shown in Fig. 3(b), for the segment \( S_i \), to determine whether it requires SE(3) planning (e.g., \( S_2 \)) or normal \( \mathbb{R}^3 \) planning (e.g., \( S_1 \)), we perform two parallel A* search, one on the high-resolution map (i.e., the high-resolution search (HRS)), and the other on the low-resolution map (i.e., low-resolution search (LRS)), both from \( s_i \) to \( e_i \). If the LRS completes first, this segment is marked as a \( \mathbb{R}^3 \) sub-problem, and the HRS is terminated. Otherwise, if the HRS completes first, this segment is marked as a candidate SE(3) sub-problem, and the LRS is suspended and may be woken up later if the candidate SE(3) sub-problem does not have a feasible trajectory.

C. SE(3) Trajectory Generation

If a segment \( S_i \) has been marked as a candidate SE(3) sub-problem with searched A* path \( Q \) connecting \( s_i \) to \( e_i \), we proceed to plan a SE(3) trajectory \( \mathcal{Q} \) connecting \( s_i \) and \( e_i \). To do so, we adopt the framework in [10], which is encapsulated as \texttt{GenerateSE3Trajectory}(\( S \)) as explained in Sec. III-C. A prerequisite for the algorithm is SFC \( S \), which consists of a series of convex polyhedrons, connecting the starting \( s_i \) and end point \( e_i \) of \( S_i \). However, generating convex polyhedrons around narrow areas like a small gap is not easy, existing methods like [9], [11], [20] that generates SFC directly from \( Q \) often lead to small overlaps between two adjacent corridors. As shown in Fig. 4(a,b), the overlapped part is too narrow to accommodate a quadrotor, making the trajectory optimization infeasible.

To address this problem, we present a simple seed generation method shown in Fig. 5. The goal is to generate a line seed denoted by \( L_s(d_s, p_s, l_s) \), where \( d_s \) is the direction, \( p_s \) is the midpoint and \( l_s \) is the length of the line segment. To do so, we leverage the path \( Q \) generated by the high-resolution search (see purple points in Fig. 5(a)) and the high resolution map (HRM) without any inflation. For each waypoint \( q_i \in \mathcal{Q} \), we find its nearest occupied grid on the HRM \( \mathcal{O}_{i} \) (see orange points in Fig. 5(b)). Then, we search the first occupied grid on the HRM \( \mathcal{O}_{i} \) (see yellow points in Fig. 5(b)) along the direction of \( q_i - \mathcal{O}_{i} \) (see gray arrows in Fig. 5(b)) and within distance \( d_c = 2r \) from \( q_i \). If such point \( \mathcal{O}_{i} \) is found, \( \mathcal{O}_{i} \) and \( \mathcal{O}_{i} \) are added to \( \mathcal{O} \), the set of points on the narrow area obstacle (see red points in Fig. 5(c)), and \( q_i \) is added to \( \mathcal{N} \), the set of path waypoints passing through the narrow area (see blue points in Fig. 5(b)). If no such point \( \mathcal{O}_{i} \) is found, we proceed to the next point on \( \mathcal{Q} \). After this process, the line direction \( d_s \) is the average direction of \( \mathcal{N} \) (see blue arrow in Fig. 5(c)) and the midpoint \( p_s \) is center of \( \mathcal{O} \) (see the green point in Fig. 5(c)). The length of the line segment \( l_s \) is set to the length of \( \mathcal{N} \) when projected to \( d_s \). The found line seed \( L_s \) is depicted by the green line in Fig. 5(c).

With the found line seed \( L_s(d_s, p_s, l_s) \), three high-quality corridors \( \mathcal{S} = \{ \mathcal{P}_1, \mathcal{P}_2, \mathcal{P}_3 \} \) can be generated by RILS [20] on the HRM without any inflation as shown in Fig. 5(d). The \( \mathcal{P}_1 \) and \( \mathcal{P}_2 \) are respectively generated by taking the two endpoints of the \( L_s \) as point seeds, and \( \mathcal{P}_2 \) passing through the small gap is generated by taking \( L_s \) as a line seed. Then we perform trajectory optimization with \texttt{GenerateSE3Trajectory}(\( S \)) as described in Sec. III-C. If the optimization is successful (which means all safety and dynamic constraints are satisfied), this segment will be marked as an SE(3) segment; If not, this segment is marked as a \( \mathbb{R}^3 \) sub-problem, and the LRS is waken up, which will continue to find a detour path in LRM.

D. \( \mathbb{R}^3 \) Trajectory Generation

With the steps mentioned above, we have a set of \( K \) pieces of SE(3) trajectories with start states \( s_1, s_2, \ldots, s_K \) and goal states \( g_1, g_2, \ldots, g_K \), respectively. Between the global start state \( s_g \) and the first SE(3) trajectory, two consecutive SE(3) trajectories, or the last SE(3) trajectory and the global goal state \( g_g \), there are \( \mathbb{R}^3 \) path searched from the LRS (yellow dotted line in Fig. 6) and collision-free trajectory segments from \( T_g \) (orange curve in Fig. 6), we use them as the seed
to produce flight corridors on the inflated low-resolution map (LRM) and plan a smooth trajectory within the corridor. The trajectory generation process is encapsulated by $\text{GenerateR3Trajectory}(s, g)$ as explained in Sec. III-C, where $s$ is the global start state or the end state of the preceding SE(3) trajectory and $g$ is the global goal state or the start state of the succeeding SE(3) trajectory.

![Fig. 6. The blue curves represent the $R^3$ trajectories and the red curves represent the SE(3) trajectory. The start and end states of the $R^3$ trajectory are restricted to be the same as the adjacent SE(3) trajectories, ensuring the continuity up to jerk of the final trajectory.](image)

V. EXPERIMENTS

A. Benchmark Comparison

In this section, we compare the proposed method with a search-based SE(3) planning method [12] (Liu et al.), and a corridor optimization-based method [11] (Han et al.). Note that for Liu et al.’s [12] method, it generates a set of motion primitives and performs a graph search on it. However, it heavily suffers from the curse of dimensionality. Only a search on the x-y plane with a fixed height (i.e., 2D search) can find a feasible solution in all of the test environments below. So we manually adjust the height of the searching plane to fit the start position, goal position, and narrow gaps.

![Fig. 7. The generated trajectory of the three methods in Office.](image)

We make the comparison in three different simulation environments, including: 1) Office, which is open sourced\(^1\) from Liu et al. [12]. 2) Zhangjiajie, which is open sourced\(^2\) from Han et al. [11]. (3) Maze: our custom environment. In each environment, the dynamic constraints are set to the same for all approaches.

Since environment 1) and 2) are both static, the generated trajectory of the three methods are all the same in different trials. The generated trajectories are shown in Fig. 7 and Fig. 8. The computation time $t_c$, trajectory tracking execution time $t_e$, and the total trajectory length $l$, are shown in Table. I with bold font indicating better physical meaning. The proposed method can generate trajectories with similar quality, but takes substantially less computation time.

Our customized environment randomly generates narrow gaps on the walls with different random seeds. We set different start and goal positions making the trajectory pass through one to ten narrow gaps. For each number of walls and gaps, we tested ten times with ten different random seeds and counted the success rate. A planning is successful only if it connects the start and goal points while satisfying all dynamic constraints and ensuring collision-free. The generated trajectories are shown in Fig. 9. And Fig. 10 shows the computation time and success rate. As can be seen, [10] has a low success rate due to the reason explained in Fig. 4. [12] achieves a high success rate due to exhaustive search in a fine-grade motion library, but requires tremendously high computation time. Our proposed method is several times faster than the other two.

![Fig. 8. The generated trajectory of the three methods in Zhangjiajie.](image)

![Fig. 9. The generated trajectory of the three methods in Maze.](image)

![Fig. 10. The computation time and success number of the three methods in Maze.](image)

\(^{1}\)https://github.com/sikang/mpl_ros

\(^{2}\)https://github.com/ZJU-FAST-Lab/Fast-Racing
orders of magnitude faster than the baselines while maintaining a high success rate.

B. Real-world Tests

To verify the real-world performance of the proposed method, we build a LiDAR-based quadrotor platform equipped with an Intel NUC onboard computer with CPU i7-10710U. The platform has a total weight of 1.5 kg and a thrust-to-weight ratio over 4.0.

High-accuracy and robust localization and mapping modules (e.g., [22]–[24]) are necessary for the quadrotor to perform aggressive maneuvers. We use the Livox Mid360 LiDAR and Pixhawk’s built-in IMU running FAST-LIO2 [24], which provides 100 Hz high-accuracy state estimation and 50 Hz point cloud. The extrinsic and time-offset between the LiDAR and IMU are pre-calibrated by [25]. We use an on-manifold model predictive controller [26] to perform high-accuracy trajectory tracking. To realize online planning and cope with newly sensed obstacles during the flight, we adopt a distance-triggered receding horizon planning scheme from our previous work [3]. The planning horizon is set to $D = 15$ m.

![Fig. 11. The composite image of the 9 tests. The point cloud is superimposed by the nine independent tests, and in each test, there is only one narrow gap. All tests start from $s$. Test 1-6 run the path $a$: $s \rightarrow g^1_1 \rightarrow g^1_2 \rightarrow g^1_3$, and pass through the narrow gap in red dashed ellipsoid. Test 7-9 run the path $b$: $s \rightarrow g^3_1 \rightarrow g^3_2$ and pass through the narrow gap in blue dashed ellipsoid. The location of the narrow gap in each test is changed to increase the diversity.](image)

![Fig. 12. The computation time of each (re-)planning process in the nine real-world tests.](image)

We conduct nine tests and succeed in all of them (see Fig. 11). The computation time of (re-)planning in each test is shown in Fig. 12, which shows the proposed method can perform over 30 Hz online (re-)planning with an onboard computation unit.

Due to the space limit, we only show the detail of one typical experiment called Test 1 and more details can be found in the attached video.

In Test 1, as the drone travels forward, it automatically avoids obstacles and gradually senses the narrow gap (see Fig. 13(a-c)). Then it plans a piece of SE(3) trajectory as shown in Fig. 13(d). The maximum position tracking error in the middle of the gap is less than 5 cm.

VI. CONCLUSION AND FUTURE WORK

In this work, we proposed an online planning framework for quadrotor whole-body motion planning in unknown and unstructured environments. We first perform a parallel multi-resolution search to decompose the planning problem into several SE(3) and $\mathbb{R}^3$ sub-problems. Then SE(3) problem is solved with a dedicatedly designed seed generation approach which significantly increases the success rate. The overall hierarchical planning process dramatically reduces the computation time, making it possible to perform online aggressive flights in cluttered environments with a fully autonomous drone.

One limitation of the proposed method is that the sensor can only perceive one side of the narrow area, if the narrow area is long (not a thin wall), the narrow area is not actually passable since the quadrotor cannot maintain a nonzero roll angle without inducing lateral motion. One possible direction to address this problem is to adopt perception-aware planning, which actively detects the narrow areas and reduces the influence of partial perception. In the future, we will explore these designs and extend this method to more challenging environments and missions.
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