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Abstract: Today’s technological development inevitably defies educational approaches in terms of future demand for skills to be imparted. Among other skills, the capacity to operate and communicate effectively within multidisciplinary realms is duly considered as the fundamental one. Educational robotics (ER) and STEM do constitute a suitable framework for the development of these specific skills. Moreover, competences such as computational (CT) and design thinking (DT) have already been nominated as necessary to adapt to the future and relevant for innovation. The years of independent development and evidence of practical implementation justify the maturity of the related methodological approaches and emerging gradual shift towards their combination. In this regard, the actual work presents a pilot experience of the combined application of computational design thinking and educational robotics in the case of a 9-to-11-year-old target audience. The approach utilizes a novel platform developed under the project Coding4Girls combining design thinking and game-based learning and introduces physical computing through consecutive assembling and programming an IR-controlled robot-car. The core of the learning path consists in the development of primary programming skills and their gradual transfer into the physical realm. The method, as the study demonstrates, is capable of helping keep students both motivated and result-oriented throughout the duration of the course.
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1. Introduction

Over the last few years, European schools have widely recognized computational thinking (CT) as one of the fundamental skills for the twenty-first century [1], thus favoring that coding be taught starting from primary school [2]. Stemming back from the constructionist work of Seymour Papert [3,4] and formulated and re-defined by Jeanette Wing [5,6], today the generalized definition of CT is synthesized as “the conceptual foundation required to solve problems effectively and efficiently (i.e., algorithmically, with or without the assistance of computers) with solutions that are reusable in different contexts” [7]. Coding, being closely adjacent to CT, concretizes its concepts and turns them into a tool for effective learning, due to promoting the abstractions of the real-world problem by designing and reasoning on computation artefacts such as programs [2]. From the other side, design thinking (DT) [8,9], representing a paradigm for dealing with problems in many professions [10], has matured into the approach for creative problem solving [11] that focuses on multidisciplinary teams and the involvement of all perspectives [12–14]. In education, sometimes referred to as “design-based learning” (DBL) [15], the method is perceived as “a model for enhancing creativity, endurance, engagement
and innovation” [16]. When combined with CT methodology, DBL has recently been shown to empower the impact of the former [17–19], despite being less frequently adopted in general [20]. Similarly, educational robotics (ER) with its deep roots in problem-solving [21–24], collaborative learning, and engineering mindset cultivation [25–27] has also been universally acknowledged to favor and advance CT skills development [28–34].

Nevertheless, despite being closely related and mutually beneficial, e.g., in emphasizing various CT components [7], the methods have mainly been considered in their different pairwise combinations [30,35–40], but rarely complete [31,41–43]. For example, the study of Leonard et al. [31,42] looked at the potential of engaging youth in three areas: (a) robotics, (b) digital gaming, and (c) computational thinking through the use of LEGO® robotics kits, MINDSTORMS® software (LEGO Group, Billund, Denmark), and AgentSheets/AgentCubes object-based programming environments used for game design. Among other significant results, upon the constructs of videogaming, computer gaming, and computer use by type of treatment (gaming only or robotics/gaming) examination, the authors revealed that students in the robotics/gaming clubs had significantly higher scores on video gaming. They rightfully believe that “the excitement of getting a robot to move and perform a task combined with the creativity associated with developing a game from scratch influenced this result”. Whereas the work of Valls et al. [41], through the use of Scratch and LEGO MINDSTORMS®, has demonstrated creativity to be a fundamental pillar in STEAM teaching. In particular, the final results revealed that contextualized activities, art, motivation, and collaboration enabled the control group to generate more creative, complex, and varying solutions and obtain better results in the areas of competence and knowledge of technology platform in a shorter time. Along with this, it is worth noting that in the works cited, the creative element has been considered as an essential, albeit auxiliary tool. In their work, Cross et al. [43] synthesized frameworks to identify talents in CT and Engineering Design (ED) through the originally developed Arts & Bots program [40,44] combining robotics components, craft materials, a custom programming environment, and transdisciplinary curricula to bring creativity-oriented technology experiences to students. By training non-technical teachers to be aware of computer science and engineering component skills, the authors reasonably believe that the diversity of future STEM innovators can be improved, which is perfectly in line with the actual needs outlined in [45]. The authors underline that despite being highly relevant to modern society, CT and ED are still out of the formal curricula. Besides, Ehsan et al. [46] add that there is still little research exploring how children’s engagement in both engineering and computational thinking can support each other.

Moreover, as mentioned in [47], the expanding variety of new devices, from smartphones and tablets to electronic learning toys poses a steady challenge in defining developmentally appropriate activities and content for children of different ages; however, when a suitable curriculum is adopted children can be interested and able to learn many aspects of robotics, programming, and computational thinking.

In view of the above, this work aims at complementing existing literature on combined learning experiences unifying CT, DBL, and ER. The core of the approach presented consists in the development of the primary coding skills and concepts mastery with their subsequent transfer into the physical realm. While the first part utilizes the platform developed within the framework of the Coding4Girls project, the second represents the set of activities aimed at the assembly and programming of an IR-controlled robot car.

The article is organized as follows. First, the research design is outlined. Then the methodologies adopted for each phase, including the description of the platform developed under the Coding4Girls and robotics activities are presented. Finally, the results achieved throughout the work are given and analyzed.
2. Research Design

With a focus on verifying the effectiveness of CT, DBL, and ER combination, the present work was intended as an exploratory research for evaluating the preliminary feedbacks of the target audience to the proposed learning path. The activities were structured into a couple of consecutive sections. The first one was aimed at the introduction to the basic concepts of coding through the platform developed within the framework of Coding4Girls project. Subsequently, the skills mastered were deployed further in the second section, aimed at encouraging participants to deal with more complex tasks through assembling and programming an IR-controlled robot car.

A small group of participants (10 students aged 9 to 11) was considered, to enable more effective supervision of the learning environment and also merely due to the limited availability of hosting spaces and equipment (laptops, tablets, Arduino kits, etc.). The participation call was open for both genders. However, the only registered participants were the boys. Also, given the focus outlined and since the participation was voluntary, the variable “gender” was not considered as relevant at this stage.

Being extracurricular, the direct involvement of children in activities could be easily managed without the authorization of the teachers’ council or the headmaster. Therefore, the authors, being the only ones participating in the teaching activities, were able to collect qualitative data and determine the learning context for a further in-depth study.

The training events were originally planned in the form of 25 informal meetings for a total of 50 h organized directly at the headquarters of EU-Track. However, in consequence of the critical situation that occurred due to the COVID-19 epidemic, face-to-face activities were not easy to manage. The corresponding measures taken are outlined in Section 4.1.

Thus, the pilot study aimed to answer the following general questions:

- How the planned activities will be perceived by the audience?
- What kinds of instruments (software/hardware) attract more attention?
- How may the skills deployment during the transfer between virtual and physical realms be assisted and optimized?

3. Methodology

The methodology of the learning path was meant to support the continuity of the skills to be mastered starting from the very beginning with their subsequent transfer into the physical realm. Below, the detailed presentation of the instruments adopted for both phases, namely “Coding and computational skills development” and “Educational robotics”, is given. The participation of children in both phases mainly implied an individual involvement unless the particular activity required teamwork. In the last case, the students were divided in two subgroups of 5 members in each. The formation of teams was not based on any limiting criteria, thus pursuing the stimulation of communication skills and principles of self-organization.

3.1. Coding and Computational Skills Development

The first part of the designed learning path aimed to develop coding and computational thinking skills through game-based learning and design thinking approach. To do that, the Coding4Girls project methodology and tools were used [19]. This project was realized with the support of European Commission under the Erasmus+ Program and coordinated by the University of Ljubljana (Slovenia); and intends, mainly, to overcome the existing gap between male and female participation in computer science education and careers by introducing early methodological learning interventions that make computer science attractive to everyone.

The theoretical framework, upon which the new proposed pedagogical methodology has been designed, is a combination of design thinking and game-based learning approaches.
The design thinking approach is a creative process that helps students to design meaningful solutions collaboratively with their peers. Therefore, the design process is highly effective, thanks to its structured framework for identifying challenges, gathering information, generating potential solutions, refining ideas, and testing solutions. The process is recursive by nature and demands interaction. Each stage in the process is revisiting and invoking to encourage experimentation, solution feasibility, and reflection throughout a learning experience [15]. Thus, the related activities enable highly collaborative experience in and outside the classroom. Students are directly engaged in information gathering, knowledge generation, communication, and presentation.

In the Coding4Girls project, the designed thinking approach exploits the main advantages of game-based learning to encourage and motivate students in their learning processes. It uses some important game elements (e.g., points and challenges) and scenarios which make a certain activity more fun by increasing the degree of involvement, motivation, and results achieved.

In particular, the use of the challenges while helping students to see the big picture before designing a detailed solution encourages and challenges them to think entrepreneurially about digital technologies and how they can be used to address real-world problems.

On the base of this approach, the project team has developed the software consisting of two different interconnected parts. The first one is the Teachers’ Platform and the second is the Students’ Game Environment [48].

The students are encouraged to design and code games that address specific needs or issues (depending on teachers’ choice). It is a “low entry high ceiling approach” allowing students to start with easy problems until engaging more challenging tasks. Teachers design and present to their students “half-baked” scenarios in which a solution is partially ready by challenging them to complete the task. Therefore, teachers can prepare small and manageable modules by using Coding4Girls (C4G) software suitable for their students’ needs and knowledge level. The Snap! scenarios originally developed by the partnership and published in the Teachers’ Platform and the Students’ Game Environment were aimed more at girls than boys, but both the genders can benefit from the tools and the approach proposed.

Following the Design Thinking approach, the project team prepared some courses and learning scenarios designed to challenge students on solving a specific coding issue. The scenarios have different levels from basic to advance for more capable students. The tasks can be solved individually and collaboratively by arousing group discussion in the classroom or, virtually, on the Students’ Game Environment. The software offers a brainstorming space where students can discuss and share their ideas by placing and managing multimedia post-it, as shown in Figure 1. All the students involved in the course can write and post their contribution which is visible to everyone enrolled in that specific course.

![Figure 1. Brainstorm zone in the Students’ Game Environment for students’ contribution and discussion [19].](image)
These specific coding courses are designed and prepared by the teachers by using Snap! canvas and published in the Teachers’ Platform, a web-based platform (Figure 2).

![Teachers’ Platform and some coding courses available in it.](image1)

**Figure 2.** Teachers’ Platform and some coding courses available in it.

These courses are constituted as a grouping space for thematically related activities, all connected to an overarching issue. The problem is presented at the very beginning of the course to the students who can brainstorm together to collaboratively elaborate tentative solutions. They can use post-its on a virtual board to discuss their ideas by using text, images or video (Figure 1). After the brainstorming phase, the students are given, in a step-by-step fashion, specific activities (presented in consecutive order) designed to present the tools necessary to solve the overarching problem. These coding activities will be presented by using Snap! canvas, through both the half-baked tasks to challenge the students in the problem solution and the final solution presentation.

In Figure 3, the structure of each C4G course published in the Teachers’ Platform is shown.

![Structure of a Coding4Girls (C4G) course](image2)

**Figure 3.** Structure of a Coding4Girls (C4G) course [19].

The grouped activities in the course are called challenges, which are presented to students in a specific order set by the teacher (Figure 4). For example, if a teacher wants to create a course on basic programming knowledge, the first activity could concern the concept of Booleans, the second could concern conditional structures and the last one, the loops. This will allow teachers to prepare
customized learning steps for their students in the Teachers’ Platform and the students to be led gradually to the final learning objective in the Students’ Game Environment.

![Figure 4](image.png)

**Figure 4.** An example of challenges in a coding course in the Teachers’ Platform.

Of course, students need to play and solve all the challenges in the order established by the teachers before achieving the final solution.

Each challenge might be associated with a mini game developed by the project team. The aim is to help the students understand better what could be the result of a specific coding property studied.

For example, if a challenge is concerned with the study of “loop” property, Match-3 is one of the mini games developed that could be associated with it. Therefore, each challenge might have, besides the Snap! canvas to solve the task, a mini game that the student will need to play following a page with instructions defined by the teacher during their preparation in the Teachers’ Platform. However, it is not mandatory to include a mini game in the challenge.

The students will access these challenges through the Students’ Game Environment that is a Unity 3D videogame downloadable software where students can discover and complete the courses prepared by their teachers in a fun, engaging, and playful manner.

All the games offered (currently 11) to the students are related to and simplify the actual programming concepts upon which the C4G courses and scenarios have been designed.

The courses, using elements of the design thinking approach, present to the students an overarching issue to solve and present the tools to solve it in a step-by-step approach. The courses as mentioned above, are prepared by teachers and published in the Teachers’ Platform, but students can access them through the Students’ Game Environment. **Figure 5** shows the panel of challenges in the Students’ Game Environment of the course created by the teacher in the Teachers’ Platform. The number from 0 to 13 represents the challenges. When selecting one of them, the topic to be studied in the selected
challenge appears; for example, in our case is the “Conditional challenge”. Besides the challenge topic, the system shows the 3D mini game associated with it, e.g., “Find your path”.

![Image of challenges panel](image1.png)

**Figure 5.** The panel of challenges in the Students’ Game Environment [19].

In the Students’ Game Environment, each challenge is structured as follows: one introductory minigame illustrating the coding concept; one instructional page for the task to be fulfilled in Snap!; two Snap! canvases—one to be used to solve the task and the other to display the activity solution.

The teachers can decide which mini-game (optional) their students will play by selecting one of the existing minigames, such as Match3 game, Dice game (Figure 6), Inventory game, Find your path game, Stepping game, Sound game, Snake game, Puzzle game, Pattern matching game, and a multiple-choice question quiz.

![Image of Dice Game](image2.png)

**Figure 6.** An example of available mini-game - Dice Game [19].

The instructional page is in HTML, usually enriched by images or videos, to present the context and specific aim of the learning task to be fulfilled in Snap!

This page will be followed by a Snap! canvas, based on a template provided by the teacher containing the coding activity or problem to be executed or solved by students. Another Snap! canvas will be provided to display the solution of the challenge proposed. However, only the teacher can
decide if solution canvas is shown or not. It will depend on the teaching process management selected by the instructor.

Since every course assembles more challenges, these steps will be repeated as many times as the number of the total challenges identified by the teachers. This allows breaking one complex coding activity into simple elementary steps where the answer and/or the solution to the preceding activity becomes the template in which the next activity is to be executed.

In the end, the course is constituted of a certain number of challenges which present the programming teaching through an incremental scaffolding process.

Once the students have completed all the challenges of the course (Figure 7), they are led back to the initial coding problem and asked to synthesize the new knowledge they just acquired. At the very end of the course, the players can see also all the solutions to the problem proposed by the other students by arousing confrontation moments.

In the framework of the Coding4Girls project, specific validation activities are foreseen and addressed to teachers from primary and secondary school with 10-to-16-year-old students coming from Slovenia, Bulgaria, Croatia, Greece, Italy, Portugal, and Turkey. In this context, the authors decided to use the project approach and tools to let the young participants have the first-hand experience with coding tasks, before starting with a more complex environment of programming, which Arduino IDE (Arduino S.r.l., Monza, Italy) can be. The details of the data analysis methodology are covered below in Section 3.3.

Although some of the pupils were at their first experience with coding, the methodology and tools provided were revealed to be a good means to let them understand and familiarize themselves with the main principles of programming. Therefore, at the end of the initial phase, the skills developed through personalized training activities allowed children to deal better with the second part addressed to introduce physical computing ideas, instruments, and reasoning.

### 3.2. Educational Robotics

This part of the learning path aimed at the further deployment of skills mastered previously with their gradual complementing by the hardware related issues. The variety of educational activities at this stage of the course can be divided into three basic types: background activities, introductory microcontroller programming, and direct work on the project using Arduino IDE. Following the paradigm shift in educational robotics and STEAM specified in [49,50], this part of the learning path aimed at encouraging learners to become makers of their own “transparent
robotics artefacts” [49]. Below, the methodology adopted in background activities and introductory microcontroller programming are given. Whereas the final part, related to the robot assembly and programming, is covered in the Results section.

3.2.1. Background Activities

The methodology adopted in background activities is as follows (Figure 8). Firstly, the corresponding physical phenomenon was introduced through a live demonstration. Afterwards, the related physical artefacts were shown and discussed. In particular, the audience was encouraged to provide different examples and situations where the components in question were met previously, thus leading towards the idea of the functionality of the elements. Once the basic functionality was formulated, to enable students’ further grasping of the underlying concept deeper, they practiced playing with the argument both in real and virtual fashion.

![Figure 8](image_url) An example workflow of the educational robotics (ER) classes: (a) physical phenomena introduction; (b) related artefacts discussion; (c) playing with a concept virtually and in reality.

For example, playing around basic circuitry, the students used “Crack the circuit” [51], PhET Colorado University interactive simulations [52], and a customized breadboard. In such a way, given the concepts treated are seen and played with both virtually and physically, according to the authors’ opinion, enables children to develop an expanded view of the artefacts’ behavior. This, in turn, is perfectly in line with the microcontroller mindset initiation.

The background activities aimed to provide the primary acquaintance with the fundamental concepts of current, tension, resistance, and electric current power. Their units of measure, decimal prefixes, and the values are supposed to be dealt with while working on the final project. Without the concepts adequately grasped, any further movement may be superficial and therefore inadequate.

IR control, which was supposed to be introduced in the narrow sense of the concept during the last workshops of the course, at the beginning was nominated concerning the electromagnetic spectrum. The development of the concept demonstration involved a wide range of wave phenomena and harmonic motion. Starting from the simplest kind of harmonic motion of the pendulum, and students were accompanied to the hearable range of sound waves passing through several experiments using a couple of tuning forks demonstrations including Chladni plate [53] (using the function generator app [54] as the adjustable sound frequency source). From this perspective, as we have seen it, the students acquired a multi-perspective view of the phenomena in their different forms and physical manifestations.

Besides helping the students become accustomed to the interpretation of the breadboard circuitry (showing different combinations of resistors assembly) with the corresponding schematics representation (Figure 9a), the game-based activities foster the understanding of complex concepts for their age. In particular, there were several combinations of 10 resistors connected in series and parallel to be reproduced in a physical arrangement by the group of students (Figure 9b).
3.2.2. Introductory Microcontroller Programming

To start imposing the “microcontroller mindset”, during the introductory microcontroller programming activity, the micro:bit [55] platform was used. Due to its simplicity and visual “Scratch-like” online development environment, it has been found to be simple and effective in terms of further developing the microcontroller mindset. While going through several entry-level mini-projects [55], the students got accustomed to the association of the coding logics with concrete physical artefact’s behavior in a playful manner. Moreover, seeing the similarity of the basic micro:bit code structure, in particular, “on start” and “forever” loops (see Figure 10), this is quite handy when introducing the basic components of the Arduino code, which is crucial in terms of assistance during the transfer between virtual and physical realms.

In addition, the micro:bit platform was used to enhance the previously acquired computational thinking skills. In this regard, the available guidelines provided by micro:bit educational foundation [56] were partially adopted.
3.3. Data Collection Tools

Given the exploratory character of present research aimed at evaluating the preliminary feedbacks of the target audience to the proposed learning path, the two structured questionnaires on the base of the Coding4Girls approach and tools were administered only for the first section before and after the training course. They were constructed in the framework of a wider validation strategy foreseen in the Coding4Girls project activities according to the following dimensions:

- the programming level evolution;
- the motivation for coding;
- the programming environment usability.

Specifically, the aim was to verify if the proposed pedagogical framework meets the target groups’ needs in terms of relevance, acceptance, usability, and effectiveness. Also, the items related to the specificity of the second part, regarding the exploration of educational robotics through the Arduino environment, were integrated into the inquiry.

The qualitative data were collected through observation methods and short interviews. The observation method was led through a grid of open questions. In particular, three aspects were considered in the work:

- the ease of understanding of the concepts to be studied for the target group;
- the achievement of the predefined learning goals for each assignment and the corresponding level of performance;
- the effectiveness of the combination of both methods (CT and ER) and equipment used during the whole designed training path.

The observation was accompanied by a short interview of the students to deepen the three aspects above mentioned and, in particular, when unexpected factors could take place during the accomplishment of the given tasks. For example, in the case of the mental fatigue, if it was caused by prolonged time in school (usually the school time in Italy is from 8:30 a.m. to 13:30 p.m., however, some variations can be found, like from 8:30 a.m. to 4:00 p.m.) or by the difficulty of the tasks at hand.

The analysis of the data gathered through the above-described tools is presented below in Section 5.1.

4. Results

4.1. COVID-19 Emergency Impact

To alleviate the impact of the forced break and to keep contact with the audience, three video lessons were prepared: electric current [57]; robot and its parts [58]; and the control of motors [59]. Videos followed the methodology outlined in the background activities section, i.e., providing the virtual and real representation of the issues considered. The tutorials, as the practice has demonstrated, were quite useful for the underlying information refreshment and the preparation for the final stage of activities. The interested reader is welcomed to get acquainted with the videos by following the links provided [57–59].

Another important effect of the COVID-19 emergency was the organization of the course delivery. After the lockdown, the group was divided into two subgroups of 5 children. The classes were held three times a week in the morning due to the end of the school curricula activities by that moment. It is worth noting that this organization has essentially improved the quality of interaction with the audience.
4.2. Robot Assembly and Programming

The last part of the activities was intended for the purposeful construction of the robot. The work performed by the students was subdivided into the following stages as summarized in Table 1 and Figure 9 below.

Table 1. Overview of the stages for the robotics part.

| Stage | Concepts Covered/Activities Performed | Examples of Coding Projects Executed During the Stage |
|-------|--------------------------------------|-----------------------------------------------------|
| 1     | A brief introduction to Arduino IDE; The concept of the procedure; The basic components of the Arduino code (void setup(); void loop()) supported with the micro:bit environment. | LED blinking |
| 2     | Assembling the robot chassis; motor movement inversion through the power supply polarity altering. Visualizing the polarities alternation through the LEDs connected to a couple of Arduino digital outputs. Underlining the difference between the power necessary to control the digital inputs of L298N and the power supplied to move the motors through the corresponding measurements demonstration. | Two LEDs alternating blinking, connected to a couple of Arduino outputs (conceptual demonstration of the motors polarity changing) |
| 3     | Working on different combinations of the controlling outputs necessary to move the robot forward, backward, left and right. Adjusting eventual discrepancies between the software procedures (corresponding to left, right, forward, and backward) and the actual physical movement. | Forming the corresponding procedures: left(); right(); forward(); backward(); stop(). |
| 4     | Introducing the IR remote control, a concept of a library, and remote controller instructions decoding procedure. | Working with the IR remote controller, assignment of the HEX codes to the controlling buttons. |
| 5     | Addition of the home-brought auxiliary IR remote controllers to the control of the robotic car; introduction of the OR logical operator. | Putting all together. Control of the car with a couple of different remote controllers. |

As one can note from Table 1, the complexity of the activities held during the phase gradually increased. However, despite the seeming difficulty, the passage from a single LED blinking to the development of the code capable of moving a robot-car in four directions is not that long and, therefore, is quite immediate. Figuratively, the related hardware in use, i.e., the L298N bridge, does permit one to concentrate their attention just on the appropriate combination of the “on” and “off” LEDs [59]. As the results have demonstrated (see a top-right image of Figure 11), the children succeeded with the task quite speedily and began to play races, enclosing the forward procedure in a loop.

Certainly, the most challenging passages did require special assistance, particularly during the phases of more advanced coding of IR remote control of the robot. However, the intervention basically consisted of providing examples of the related code at the beginning. Thus, the level of independence of some of the participants in terms of adding the second auxiliary IR remote controller was manifested in their willingness to help their peers (bottom left image of Figure 11).
5. Discussion

5.1. The Results of Data Analysis

The corresponding results obtained are summarized in Table 2 and the diagrams below. Regarding the programming level (Table 2), it is worth mentioning that nobody selected the option “I was/am able to design a solution of a problem in the form of a program” neither before nor after the course. Despite the last being quite indicative in terms of self-positioning, consciousness, and sincerity, the general trend demonstrated, as one can see, a positive evolution of the skills development (comparing before (blue) and after (green) options checked) in each particular case.

Table 2. The programming level evolution of respondents.

| No. of a Student | I Have Never Used Coding or Programming Before | I Was/Am a Beginner Programmer (Have Basic Ideas) | I Could/Can Code Simple Programs | I Was/Am Able to Program (Create a Complete Program) |
|------------------|-----------------------------------------------|-----------------------------------------------|---------------------------------|-----------------------------------------------|
| 1                |                                               |                                               |                                 |                                               |
| 2                |                                               |                                               |                                 |                                               |
| 3                |                                               |                                               |                                 |                                               |
| 4                |                                               |                                               |                                 |                                               |
| 5                |                                               |                                               |                                 |                                               |
| 6                |                                               |                                               |                                 |                                               |
| 7                |                                               |                                               |                                 |                                               |
| 8                |                                               |                                               |                                 |                                               |
| 9                |                                               |                                               |                                 |                                               |
| 10               |                                               |                                               |                                 |                                               |

As to the motivation for coding, the options offered were the following:

(a). I am not motivated;
(b). I want to succeed in classroom programming;
(c). I want to demonstrate to other students that I can code;
(d). I want to pursue a career in programming;
(e). I enjoy solving logic problems and puzzles.

The results showed that only one respondent declare having no motivation, while the most popular option selected revealed the major propensity (6 respondents) towards solving logic problems and puzzles. Ultimately, the desire to demonstrate other students the capacity of coding was revealed as suitable for one person only, while the idea of pursuing a career in programming was shown to be attractive to three of the respondents.

Regarding the learning methodology and the usability of the programming environment the diagrams below contain the options provided and the corresponding number of respondents. Note, the options that acquired the positive responses only (“Strongly agree”—SA, “Agree”—Agree), namely: “I found the programming motivating” (4—SA, 6—A), “I have enjoyed programming” (8—SA, 2—A), “Learning in this way is fun” (9—SA, 1—A)—of the learning methodology, and “The tools were easy to use” (3—SA, 7—A)—of the usability of the programming environment) are not included in the general diagram.

As can be seen (Figure 12), just two respondents perceived programming as a challenging task, while the majority, taking into account the bar chart related to the easiness of programming perceived coding, due to the methodology followed, as feasible. As a consequence, the programming concepts covered were proven to understandable. Besides, whereas the presented results of the two last dimensions (relevance and the clearness) provide enough space to perform future work, the commitment to the way of learning, in turn, may in principle, justify the appropriateness of the used methodological and didactical tools.

![Figure 12. Attitude towards programming.](image)

The first bar chart of the usability of the programming environment diagram (Figure 13) confirms the previous conclusions, i.e., the majority of the respondents expressed a desire to participate in these activities frequently. The symmetry of the next bar chart (the complexity of the activities), undoubtedly reflects the relative difficulty of the tasks, especially during the last stage, and may be attributed to the whole set of the activities performed, and in particular to the programming environment (Arduino IDE) itself (see the corresponding bar chart), which certainly is relatively difficult to get used to at this age. It is worth underlining that this first-hand experience was aimed at rather the conceptual introduction into the matter rather than forcing the audience to master all the intricacies of Arduino programming, which is impossible at this age.
Ultimately, this shows that all the beginning work, meant as preliminary work on coding skills development through the Coding4Girls methodology and tools, contributed to preparing students to perform more complex tasks with Arduino IDE.

Therefore, the general approach seems to be amply justified, especially taking into account the trends of the bar charts representing the need for teacher support and confidence during the activities. Surprisingly, the need to learn many things before starting the activities was an issue for three participants only. Whereas the most controversial issue, regarding the feasibility of the course in terms of coding skills acquisition rapidity, could have been caused by the multiperspectiveness of the activities, where coding is seen in conjunction with the hardware and, as a consequence, as a part of a broader spectrum of the concepts covered.

In response to three basic questions outlined in the Research Design section and according to the results achieved, the authors conclude:

- the activities held were perceived quite positively, given the majority had expressed the desire to be involved in such kind of events and the level of the confidence revealed during the first phase (Figure 13); as well as the characteristic tenacity in achieving the set goal (an IR-controlled robot car assembly and programming, Figure 11);
- the typical features of the most attractive instruments are the following: immediate feedback (microbit [55], PhET interactive simulations [52]); entertaining/gaming context (“Crack the circuit” [51], building the resistor networks in groups (Figure 9b)); and visual interactivity (PhET interactive simulations [52]).

Regarding the approach to assist the transfer between virtual and physical realms, the authors found appropriate the gradual familiarization with basic programming concepts through Snap! activities followed by the subsequent introduction of the physical concepts and artefacts. Once the basics of coding are grasped and children have witnessed numerous cause-effect manifestations in different programming scenarios contexts, the next step is to gradually shift their attention towards the physical realm. This can be achieved by combining both in vivo demonstrations and using the appropriate virtual counterparts (using, e.g., [52]), allowing children to try them independently while having fun in a safe environment. In this way the physical phenomena and artefacts are seen and manipulated from different perspectives, thus significantly enhancing the underlying concept
acquisition. Finally, to converge virtual and physical realms, the gradual introduction of microcontroller programming, starting from user-friendly micro:bit and ending with first steps in Arduino IDE, seems to be didactically appropriate and justified given the results achieved.

6. Conclusions

The course outcomes have demonstrated the feasibility of the adopted methodology for the students to reach the final goal while staying motivated for programming and entertained at the same time. Moreover, the tools involved have been characterized as easy to use, mainly for the Students’ Game Environment. On the base of the first results achieved, the proposed methodology favors the development of students’ potential because it provides immediate and concrete applications. This contributes to the competences and knowledge construction in STEM from one side and in entrepreneurship and language from the other.

Nevertheless, the final survey has underlined that some small weakness has to be taken into account in the future implementation of the methodology. For example, the long-forced pause due to COVID-19 emergency interrupted the learning flow which would have gained by the face-to-face modality and the personal interaction with the teacher and peers. Of course, the personal preferences of each student were the dominant factor influencing the results in this “intermittent” experience.

Undoubtedly, the gained experience and the current quality of the projects accomplished may furnish the solid fundament for future implications in the project’s development and the didactic path. Being modular and highly adjustable, the training structure, constituted of both the coding preparatory section (on the base of the Coding4Girls platforms) and robot’s development, permits a wide range of further advancements throughout the whole learning path. While the platform flexibility enables the creation of a truly unlimited study path with different complexity levels by responding the students’ real needs, the second component of the course, the creation and development of the robotic elements, with little effort, may see further advancement through the introduction of additional sensors set, functionality, and behavior scenarios. In view of the responses received to the initially posed exploratory questions, the experience gained will certainly play a fundamental role for the next editions of the course.

Thus, the future work will be dedicated to the further enhancement of the concepts covered with particular attention towards the interrelation between the algorithms complexity, microcontroller programming, and the corresponding response of the hardware, as well as by involving a major number of young users in the testing phase to have more complete feedback on the proposed approach. Thanks to the results achieved and the increased and sustained motivation and interest of students at the end of the training, the course will be proposed again with a larger number of participants, but still subdivided into the groups of 5 to follow the general lines of Ministry of Education due to epidemic issues, from November 2020 onwards.
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