Fingerprint Matching Using Bozorth3 Algorithm and Parallel Computation on NVIDIA Compute Unified Device Architecture
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Abstract. This paper studied fingerprint matching employing Bozorth3 Algorithm for matching fingerprint and parallel computation employing NVIDIA Compute Unified Device Architecture (NVIDIA CUDA). The objective of this study obtains the percentage and time processing of matching fingerprints. In this study, the fingerprint matching is done with parallel computing is applied to the GPU (Graphics Processing Unit). GPU device used in this study is the CUDA (Compute Unified Device Architecture), which is an Application Programming Interface (API) developed by NVIDIA. The development of applications with fingerprint matching serial computing on CPU and parallel computing on GPU can be applied to the CUDA API. The results from this study can be found in the performance process on the CPU and GPU. The results of this research are the process on CUDA execution time is better than the execution time on the CPU, the process is done at both the computation is to find a match in the fingerprint value.

1. Introduction
Fingerprint matching using Bozorth3 algorithm [1] and parallel computation on NVIDIA CUDA study is how to match the fingerprints and obtain the percentage and time processing of matching fingerprint. Bozorth3 algorithm used to match the minutiae fingerprint, and NVIDIA CUDA used to parallel computation to matching for one fingerprint to many fingerprints. Biometric technologies are automated methods of verifying or recognizing the identity of a living person based on physiological or behavioral characteristics [2-4]. One of the areas of biometrics is used as the object in this study is the physical form of a human fingerprint. Security system using fingerprints safer than pins or passwords because of humans’ fingerprints have different types and will not be the same from one person to another person that is not easy to imitate or be known by others. Fingerprint minutiae are one of the critical elements in the fingerprint matching process due to the number and location of these minutiae; the human fingerprint image can be recognized Process of fingerprint matching computation, which aims to determine the degree of match between a fingerprint with the other. Minutiae fingerprint used in this study is fingerprinted on a human thumb hand and minutia of data that has been extracted through the minutiae detection. From these minutiae, it can be calculated distances and angles between minutiae in a fingerprint that can be used for fingerprint matching process with the other.

The previous study showed on matching fingerprint employing the Bozorth algorithm and Boyer-Moore and obtained processing time of matching fingerprint in serial processing [5]. In paper [6] studied the proposed scheme for fingerprint recognition system using the bozorth3 algorithm and successful in
recognizing the fingerprint to paperless documentation. In paper [7] studied the fingerprint recognition system towards minimizing the effect of partial images and obtain the performance of the fingerprint recognition influenced by the excellent quality of the fingerprint image. Sudiro and Yuwono [8] studied the performance evaluation for single fingerprint extraction on valley structure using the Bozorth3 algorithm and obtained 12.37% of minutiae error detecting. Pablo et al. [9] Research in the fingerprint matching system for large databases employing minutia cylinder-code (MCC) based on GPU and obtained the GPU time for the matching process from 603.6ms to 105424.8ms. Ghafoor et al. [10] Studied the efficiency of matching fingerprint using the matcher, which integrated on GPU and obtained the excellent performance for large-scale applications of automated fingerprint image systems with the average matching speed from 26 seconds to 50 seconds.

The purposes of this research to obtain a better percentage of matching minutiae fingerprints and time processing of matching. The methods used in this research are the Bozorth3 algorithm and NVIDIA CUDA. Bozorth3 algorithm used to match the minutiae for fingerprint, and NVIDIA CUDA used to match the fingerprint on parallel computation in GPU.

2. Methods
2.1. Bozorth Algorithm
Bozorth3 algorithm is an algorithm that focuses on the process of its match minutiae points that have the location (x, y) and orientation angle theta (t) is represented as xyt files using the rotation and translation invariant. Bozorth3 algorithm consists of three critical steps, as follows:[5,6,10-12]

a. Construct Intra-Fingerprint Minutiae Comparison Tables
Creating a table containing the distance and angle values between minutiae in a fingerprint. One table for probe and one table for the gallery (shown in Figure 1).

![Figure 1. Minutiae Intra-fingerprint][11]

b. Construct an Inter-Fingerprint Compatibility Table
Comparing the distance and angle values that have been stored in each table on the probe and gallery (shown in Figure 2).

c. Traverse the Inter-Fingerprint Compatibility Table
Calculate and display the final value of the fingerprint matching process of step two.
2.2. Compute Unified Device Architecture (CUDA)

CUDA is a parallel computing platform and programming model invented by NVIDIA and implemented by the General Processing Unit (GPU) [14-25].

Examples of CUDA processing flow: [23–25]
1. Copy data from main memory to GPU memory
2. CPU instructs the process to GPU
3. GPU execute parallel in each core
4. Copy the result from GPU memory to main memory

The way to execution sequence of instructions in CUDA using a set of threads in a block is executed simultaneously. Here is an example of a program in parallel instruction execution in CUDA thread [23-25]. Figure 3 described the example code to execution the instructions on CUDA thread.

```c
// Kernel definition
__global__ void MatAdd(float A[N][N], float B[N][N], float C[N][N]) {
    int i = threadIdx.x;
    int j = threadIdx.y;
    C[i][j] = A[i][j] * B[i][j];
}

int main() {
    ...
    // Kernel invocation with one block of N * N * 1 threads
    int numBlocks = 1;
    dim3 threadsPerBlock(N, N);
    MatAdd<<<numBlocks, threadsPerBlock>>>(A, B, C);
    ...
}
```

Figure 3. Execution of instructions on CUDA thread
3. Results and Discussion

The problem of this research is how to incorporate a fingerprint minutiae existing fingerprint minutia matching way by calculating the distance and angle of fingerprint minutiae, and parallel computing to process fingerprint matching. The final stage of this system will make the process of computing on NVIDIA CUDA.

The modeling for fingerprint matching is assumed that it will fingerprint is matched fingerprints right-hand thumb. The fingerprints will be matched minutiae points existing as well as the location has been changed in the form (x, y) and orientation theta t. Stages in the fingerprint matching process consist of three stages:

1. Started with the process of incorporating minutiae points \{x, y, t\} to the database in the probe (test data) and entered into a database gallery (data testers).
2. Started by calculating the distance and angle on both the fingerprint in the probe and the gallery.
3. Started by comparison of distances and angles fingerprints on the probe and gallery and calculate the value of the fit.

Software development on a parallel computing program is to send the value of \{x, y, t\} into shared memory so that the distance and the angle can be calculated. Values \{x, y, t\}, which has been sent to the shared memory, will speed up the process of access distance and angle values by a thread.

Each thread will do the process of parallel computing from the data input, which has been obtained from the stages or steps described in the previous section. The results of computation on each thread to one fingerprint are the distance, and angle values are displayed in a single array for one unit of time. The results are then sent back to the host in the form of an array. The process of computing the last of these, the host will compare the value of the array as a whole on the value in the probe and in the gallery and provide information on the percentage of the value matches the fingerprint comparison.

Stages of tests performed on computing fingerprint matching are done with two types of parallel computing systems and computing with the Serial system (host). The process of fingerprint matching is done on a parallel system using the NVIDIA CUDA. The results of this test are to get some output values to be analyzed, such as performance serial computing and parallel computing on CUDA C and variable research to analyze the performance of computing.

The explanation of the diagram block for Figure 4 described as follows. Fingerprint data already contains minutiae points \{x, y, t\} are used in this study derived from data from the National Institute of Standards.
and Technology (NIST) in the form of a fingerprint image namely file xyt of minutiae detection process (MINDTCT).

Parameters or variables of the study:
- File fingerprint minutiae with file formats *.xyt;
- Compliance calculation result data in serial and parallel computing;
- Execution Time on GPU and CPU.

Testing Steps:
- Computing fingerprint matching is obtained from the value of fingerprint minutiae location \{x, y\} and orientation \theta;
- The process of testing computing one-to-one. Values obtained from the input of the fingerprint data that already exists;
- Perform a comparison of serial and parallel computing processes.

The performance test occurred in two categories, such as test one-to-one and test one-to-many. Tests performed on the set of minutiae from one fingerprint with the fingerprint else have calculated the value of the distance, the angle, and obtained the value of matching both percentage and processing time shown in Table 1 and Table 2.

### Table 1. Test Results of the one-to-one method of fingerprint matching

| No. | Testing minutiae | Matching value (%) | GPU time-Parallel Processing (ms) | CPU time-Serial Processing (ms) |
|-----|------------------|-------------------|---------------------------------|-------------------------------|
| 1   | 1.xyt to min1.xyt| 95                | 1.024                           | 6.93                          |
| 2   | 1.xyt to min100.xyt| 0            | 1.021                           | 6.91                          |
| 3   | 100.xyt to min100.xyt| 91         | 1.024                           | 6.93                          |
| 4   | 1.xyt to min200.xyt| 71.5             | 1.028                           | 6.95                          |
| 5   | 2.xyt to min2.xyt| 96.7             | 1.024                           | 6.93                          |

Table 1 described the results of matching fingerprints employing one by one file of minutiae of the fingerprint. The matching value obtained the higher percentage if the value of one minutiae file, which compared with other minutiae file has the same value. The fingerprints of the testing minutiae have a comparable value for the identic fingerprint on 95 to 96.7% and for the different fingerprint has the values from 0 to 71.5%. These results of identic or same fingerprint have error detected from 5 to 3.7%, and still better than the other research which using the same Bozorth3 algorithm on research [8] obtained 12.3% error detecting of the fingerprint matching.

### Table 2. Test Results of the one-to-many method of fingerprint matching

| No. | Testing Minutiae | Matching value (%) | GPU time-Parallel Processing (ms) | CPU time-Serial Processing (ms) |
|-----|------------------|-------------------|---------------------------------|-------------------------------|
| 1   | 1 to 100         | 99.2              | 10.23                           | 69.26                         |
| 2   | 1 to 200         | 0.5               | 16.73                           | 113.26                        |
| 3   | 1 to 300         | 92.9              | 23.23                           | 157.27                        |
| 4   | 1 to 400         | 73.5              | 29.73                           | 201.27                        |
| 5   | 1 to 500         | 91.6              | 36.23                           | 245.28                        |

Table 2 shows the results of matching fingerprints employing one file, then comparing it with many files of minutiae fingerprints. The matching value obtained the higher percentage if the value of one minutiae file, which compared with many minutiae files have the same value.

The processing time, both Table 1 and Table 2, obtained the GPU time faster than CPU time on this research and many files compared need more time to match the minutiae files. This research results
obtained a better performance both of CPU time and GPU time on matching fingerprint process than the other research in [9,10].

4. Conclusion

Based on the testing and analysis that has been done a few conclusions can be drawn as follows: the fingerprint matching model that has been used in the testing process has the same data with the serial matching process; results match fingerprints similar to testing a one-to-one match maximum percentage more than 90%; execution time on the GPU looks faster when compared to the execution time on the CPU. The use of threads in computing a significant impact on improving the performance of computing itself. Suggestions for the development of systems in this study are: the research can be continued by making fingerprint recognition system is directly connected to a device; research can be developed for fingerprint matching in parallel using the method of one-to-many on Bozorth3 algorithms; it is expected that the application of parallel computing can be applied to an institution such as the Bank or educational institutions, so that the security system more secure and faster execution time of the serial computing.
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