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ABSTRACT: Many application domains need to recommend resources for users. The development of solutions focused on the reuse of Recommender System components creates an interesting scenario from a Software Ecosystem perspective. Besides the interaction between actors and technology, a Software Ecosystem for the development of Recommender Systems should allow for integration with systems and platforms that support other ecosystems. The problem addressed by this study is the integration of methods, techniques, and approaches of existing Recommender Systems in a systematic way, facilitating the implementation of new solutions, their reuse and sharing, and the collaboration among the actors involved. This study, therefore, aims to propose R.ECOS, a Software Ecosystem platform to support the development and management of Recommender Systems, allowing for integration between multiple applications and other Software Ecosystems. The evaluation was conducted in two stages. First, two feasibility studies were carried out to validate both technology and architecture. Later, two case studies were conducted in real-world contexts. The results point to the viability of the proposal.
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1. INTRODUCTION

With the increasing use of the internet, a considerable volume of online information is spread over 1.3 billion websites [1], which contain, in general, information that is irrelevant to users. In an attempt to reduce these shortcomings, some of these environments have software applications that filter the data and improve the user’s experience while browsing. These specific software applications are known as Recommender Systems (RS).

Designing a recommender system is not a trivial task, as it requires specialized and often interdisciplinary knowledge. So, some barriers have emerged, as the difficulty in developing and reusing specialist RS solutions, which often leads to rework [2].

There are different strategies for intensive software development, which requires the involvement of different actors with specific expertise. One of these approaches is the Software Ecosystem (SECO) perspective [3], which allows various institutions and organizations to contribute with solutions and innovations for the development of specific systems, such as Recommender Systems. These systems are increasingly abundant in the diversity of content, services, experiences, and ability to find personalized resources aligned with the user’s real needs in a specific domain.

Given the variety of recommender systems solutions [2, 4] and the demand for presenting relevant and personalized information to users [5], it is necessary to think about free and open-source solutions that are reusable and easily adapted to different application domains. It is an interesting scenario for the adoption of solutions from open-source software ecosystems [6] with the reuse and integration of recommendation features.

Without the possibility of defining architecture standards, and the benefits related to techniques and recommendation approaches of reuse and sharing [7], the granularity of recommendation solutions demonstrate the need for establishing a common technological platform to create solutions and take advantage of
the existing ones [2]. This scenario encourages research in these two main areas: Recommender Systems and Software Ecosystem. The present study addresses the integration of various methods, techniques, and approaches of Recommender Systems aiming to facilitate the development of new solutions, to promote reusing and sharing of such solutions, and to enhance collaboration among the actors involved.

Based on the motivation and the stated problem of this study, the research question that arises is the following: How do the proposal of a recommender system approach, from a software ecosystem perspective, favor the development, reuse, and sharing of recommendation solutions, allowing for integration with other systems and platforms?

The general objective of this paper is to propose R.ECOS (Recommender systems ECOSystem), an online, free, and open-source platform to support a software ecosystem in the development and management of Recommender Systems. Specific objectives include: (i) to define the R.ECOS platform, with its technological and social components, (ii) to develop and make the R.ECOS platform available, allowing for the development of Recommender Systems, and the sharing and reuse of their solutions, and (iii) to present the results of an evaluation of R.ECOS in a real scenario.

The study followed four main steps: (i) reviewing the literature; (ii) defining an architecture for a Software Ecosystem platform for Recommender Systems; (iii) implementing and making the platform available online; and (iv) evaluating the proposal through two case studies.

The literature review included a tertiary study to detect Recommender Systems solutions and then find secondary studies that help reveal the state of the art.

The architecture comprises of techniques, methods, and approaches with distinct recommender systems functionalities. An exploratory study was carried out to identify and validate the technologies and actors required to define the technological core.

A platform was built with the components identified for the proposal evaluation. At this step, the technologies for the implementation of the system were defined, considering open-source and free solutions. An Application Programming Interface (API) was also developed to specify the communication pattern between the platform components and measure the users’ access level according to their actor roles. Two feasibility studies helped to decide on the technologies that should be used. Later, two case studies were carried out on real-world contexts to evaluate the proposal. This study is part of the BROAD Project [8–10].

This paper is organized as follows: Section 2 discusses the main concepts; Section 3 presents related work; Section 4 discusses recommender systems from a software ecosystem perspective, identifying the necessary technological and social components, and designs the R.ECOS architecture; Section 5 presents the evaluation; final remarks are made in Section 6.

2. BACKGROUND

GOLDBERG et al. proposed one of the first systems with recommendation’s characteristics and defined the term “collaborative filtering,” referring to an experimental email system designed to prevent users from receiving large amounts of irrelevant messages [11]. Other proposals have emerged since then [12, 13], and, later, RESNICK and VARIAN proposed the term, Recommendation System (RS), justifying that collaboration in these systems is not always explicit [14]. Based on this initial definition, many RS-related surveys have been carried out, and several definitions have been attempted. The present study used the following one: Recommender Systems are systems that present a set of resources (items, videos, articles, services, among others) to users, considering their interests [15].

Users are an essential part of recommender systems because, based on their profile and context, it is possible to recommend resources as closely as possible to their interests [5]. The profiles can be extracted in two ways: explicitly or implicitly [9]. Explicit extraction occurs when users fill in their information through forms, surveys, and even evaluations presented to them, which helps to define their initial profile. Implicit extraction occurs when the data is obtained without any explicit user action; i.e., it is usually drawn on the user’s behavior in an environment. Systems typically use both extraction approaches.

Considering the context of users or groups of users, any information that can be obtained should be considered by the system (historical data, behavior when using the system, sensors, among others). In this paper, context is categorized as internal (user using the system, user skills, previous knowledge, and preferences) and external (temporal information, location, or even the physical environment). The categorization most frequently used in the literature divides the filtering types into (i) content-based, (ii) collaborative, (iii) demographic, (iv) social, and (iv) hybrid, when two or more filtering approaches are used together in the same recommender system [16] [17, 18, 19, 20].

The ways in which resources can be presented to users are relevant in recommender systems, i.e., the repositories from where the resources are obtained and the interface in which they are recommended. Among the most common ways mentioned in the literature is “top-N,” where the N most indicated resources for a user or group of users are chosen and sorted in a list to be recommended. This list is generated by considering the
resources already consumed by other similar users, and by ordering the candidate resources to be presented in decreasing order of relevance [21]. An optional component can evaluate these recommendations. The evaluation may be implicit when the system evaluates whether users liked or disliked the recommended resource through their actions (consuming the resources or not), or explicit, when the users themselves evaluate the recommended resources, sending their feedback.

In order to propose a Software Ecosystem platform that helps in Recommender Systems development, it is necessary to understand how monolithic systems have evolved to the present days. Organizations will adopt the SECO perspective mainly when: (i) their necessity for developing functionalities is greater than their capacity to produce them; (ii) they believe that the support of external actors is an effective mechanism to assist in the customization of available solutions; (iii) attract new users when promoting the platform; (iv) accelerate the production process through shared innovation; (v) reduce the platform cost by sharing solutions with partners [22]. According to Manikas [23], it is not possible to develop a software ecosystem architecture without considering social aspects, along with management (technological) processes and business rules. There must be interaction among actors, as well as between actors and the platform that supports the ecosystem.

One way of analyzing the SECO perspective is considering the three dimensions that support it, involving software reuse, architecture, cooperative work, social networks, socio-technical aspects, software quality, and resource-saving [24]. The “technical dimension” focuses on the platform that supports the ecosystem, the technology used, and the required organization and infrastructure. The “transactional dimension” works on the knowledge flow, its artifacts, resources, and information. The “social dimension” focuses on the actors involved with the software ecosystem and their possible relationships.

In a general way, we can define the actors’ functions as keystones (platform owners), dominant players (key players in the development of the platform), complementors (assisting in developing the components on an existing platform), and integrators (aiding the integration of elements of different actors) [23]. Besides these essential positions, it is possible to identify other roles that can be performed according to the domain. Based on the actors’ role defined in the first version of this proposal [25], the social dimension components of the proposed SECO were categorized as keystones, consumers, and contributors.

3. RELATED WORK

A tertiary study was conducted to identify related papers addressing the following research topics: integration of methods, techniques and recommender systems approaches; use of free or open-source technologies and available solutions to accelerate and reduce the cost of implementing new recommender system approaches; papers discussing the reuse and sharing of RS solutions. The purpose of the tertiary study was to identify published secondary studies and its related research topics [26].

Three surveys addressing, in some way, the research topics of this work were detected [2, 4, 5]. In [5], news recommender systems are discussed. According to the authors, there are a variety of approaches adopted for the design, construction, and evaluation of news recommendation systems. In the end, they present an overview of the surveyed news recommender systems papers, making it possible to identify some frameworks focused on RS solutions sharing.

An overview of existing applications of recommendation technologies in the IoT context is presented in [4]. Although the authors focus on IoT, they surveyed recommendation algorithms, where it was possible to find libraries proposed to facilitate the design of recommender systems.

There are RS solutions that are not reused, and the reasons for that are presented in [2]. The authors claim that an open-source recommendation framework containing the most promising approaches could help to transfer research results into practice. This framework would also help new researchers in the field to access various baselines which to compare their approaches. Finally, they also highlight some recommender system frameworks.

As no more recent tertiary studies were found, we also conducted an ad-hoc search to find other solutions in Recommendation Systems focused on the research topics of this work. A summary of the articles and a discussion are presented below.

MyMediaLite [27] is a Recommender System library developed in C#, which runs on a .NET platform, whose target audience are industries and researchers. In this study, two scenarios were discussed in the collaborative filtering: rating prediction from explicit user evaluations using a scale of 1 to 5 stars, and even item prediction from implicit user evaluations looking for clicks or other user actions in the environment. The library has extensive documentation and tutorials for carrying out typical activities, such as inserting recommendations into a program, implementing a new recommender system, or using available devices in MyMediaLite. The authors use standard practices in free and open-source projects by making all the code available in public repository databases. This library is limited to only two collaborative filtering scenarios, which limits its importance as regards recommendation solutions. Although it has a considerable amount of documentation to aid
in its use, and its code is open and public in a repository, the library still depends on being downloaded and installed in an environment with specific requirements, and this can become a complicated task for users.

Reclab [28] is a system developed to allow the creation and testing of recommendation algorithms for e-commerce sites. The main component of the system is the Reclab Core, where the interfaces and APIs for interaction in the Reclab environment are defined. It also provides simple implementations that help developers in designing, testing, and debugging quickly and efficiently the algorithms without having to configure an environment on their own. The Reclab system has become a commercial, closed-source, industry-focused tool. Like other proposals, this system is designed for e-commerce domains. Although the focus is to ensure that building a Recommender System be quick and easy, the system is not used in projects of the users themselves and with recommendations in real-time. First, users should test their algorithm in a testing environment, then submit it to the service provided by the developers. If approved by the system creators, the algorithm is used in virtual stores chosen by the creators. We believe that a platform that would allow users to build their algorithms and readily use them in their virtual stores would be more attractive to the Recommender Systems community.

PEN recsys [29] is a framework for online recommender system evaluation, following the Software-as-a-Service (SaaS) paradigm and implemented using Java EE. Some recommendation algorithms are already available in it. To develop a new algorithm, the creators of the framework must implement a new getRecommendations() method. The framework has a control panel that allows the user to configure the general behavior of the environment, activate or deactivate the desired algorithms, among other parameters. There is also a page with metrics on algorithm performance, such as success@k, MAP, and average clicks per visit. Although it is possible for the user to configure the Recommender System, PEN recsys does not specify the roles that users can perform during the RS planning, development, and use. Also, external users can’t include new methods in the framework — the framework is specific to news recommendation, and no platform promotes user interaction, which is essential as regards reuse-based solutions.

Recalot [30] is a RESTful web service framework for resource recommendation. It is reusable, generic, and designed to aid in the recommendation system algorithms analysis. This framework provides an API that can be used by applications from multiple domains. Besides, as evaluation tools, a recommendation algorithm library is available. The architecture follows the SaaS paradigm, allowing the framework to be executed in a centralized location. In this framework, an environment for interaction between actors is not foreseen, nor is the availability of solutions developed by third parties. Different roles that actors can play during the life cycle of an RS have not been defined either.

MMRecommender [31] is an open architecture that contains the necessary components for recommender systems building. It is composed of 4 essential steps: (i) Extraction, (ii) Filtering, (iii) Method, and (iv) Recommendation – besides the Enrichment sub-step. The objective was not to propose new models or techniques, but rather an architecture to assist in the creation of the recommender system, based on different strategies, constraints, and domains. The authors believe that the proposal has several benefits, such as the flexibility requirements of different domains; the adoption of models that guarantee the interoperability of components; the availability of models, techniques, and algorithms that allow access to solutions already tested in similar systems; the contribution to the development of high-quality systems for its users. The open architecture was used as the basis for the kernel the platform proposed in this paper. However, MMRecommender did not provide a free and open-source environment for the development of recommender systems, not even a framework from which it would be possible to develop a new solution.

OpenRec [32] is an open and modular Python framework that supports adaptive and extensible recommender system research. Each system is modeled as a graph consisting of a structured set of reusable modules connected through integrated interfaces. For the authors, the philosophy behind the framework is to transform the construction of a complex system into several small ones, making them able to receive new functionalities. OpenRec was developed with a focus on demonstrating the advantages of modularization and reusability in this research area. Another positive point is the possibility of the user to easily exchange modules that make up the system and perform tests, verifying the performance after the change. However, it does not have a platform where a recommender system can be created and used in real systems, so this forces users to download the framework and configure the environment where it will be installed.

3.1. DISCUSSION

The previous proposals present different ways of assisting in recommender systems development, from libraries and frameworks to architecture models and the definition of necessary recommender system components. The main objective of this paper is to define a technological platform to support a software ecosystem for recommender systems. This proposal describes the modules for building recommender systems, the technical components that help in the implementation and consumption of this system, and the roles that users can play in this platform. The following features are considered relevant to the current study:
Table 1 presents a comparative study with the main characteristics of the related work addressed and the R.ECOS proposal.

| MyMedia Lite | Reclab | PEN recsys | Recatol | MM Recommender | Open REC | R.ECOS |
|--------------|--------|------------|---------|----------------|----------|--------|
| C1           | No     | Yes        | Yes     | Not applicable | Yes      | Yes    |
| C2           | No     | No         | No      | Yes            | No       | Yes    |
| C3           | No     | No         | No      | Yes            | No       | Yes    |
| C4           | Yes    | No         | No      | Yes            | Not applicable | Yes    |
| C5           | Yes    | No         | Yes     | Yes            | Yes      | Yes    |
| C6           | Yes    | Yes        | No      | Yes            | No       | Yes    |
| C7           | Yes    | Yes        | Yes     | No             | Not applicable | No    |
| C8           | No     | Yes        | No      | No             | Not applicable | Yes    |
| C9           | No     | No         | Yes     | No             | No       | Yes    |

Based on the exposure by [2] and the purpose of this work in promoting the reuse and sharing of solutions in recommendation systems, R.ECOS was defined considering some elements of previous studies. Thus, in the present paper, we are using the MMRecommender architecture [31] as the basis for determining the kernel of our architecture, the RS modularization presented in OpenREC [32] and Recatol [30], panels with indicators of the metrics most often used concerning RS [27–29], the use of API for communication with the library or framework components [28, 30], and the definition of Recommendation Services based on the RESTful architecture [30].

4. R.ECOS PLATFORM

This section presents an approach to an open-source ecosystem platform of Recommender Systems (RS), being able to integrate different methods, techniques, and approaches of a recommender system in a systematic way, facilitating the reuse and development of systems with recommendation mechanisms.

4.1. RECOMMENDER SYSTEM COMPONENTS

The authors in [31], through a systematic mapping, identified the main recommender system components in the literature. They defined the necessary characteristics to compose an RS and the four main steps thereof: *profile and context extraction, filtering, model, and recommendation*, as well as the optional *enrichment* step to aggregate information to user profile/context and assist in the filtering steps. The kernel of the R.ECOS platform was based on these components (Figure 1). To enable the reuse and sharing of solutions, R.ECOS is based on web services. These services can integrate heterogeneous applications, allowing business resources to be available to customers, suppliers, and partners over the internet.

In the R.ECOS platform architecture, recommendation services are currently categorized as:

i) **Profile and context extraction services** are those used to define the user’s or group of users’ profile and context, implicitly or explicitly identified. When analyzing user or group, the context itself can be defined as internal (social, tasks, skills, history, preferences, and goals) or external (geolocation, environment and time);

ii) **Filtering services** define how the resources to be recommended will be selected. They are categorized between content-based (based on choices made by users), collaborative (based on the preferences of similar users), demographic (linking users to groups considering personal characteristics), social (based on social network recommendation), or hybrid (combining two or more different filter);

iii) **Enrichment services** are responsible for improving the extracted profile and context through information from social networks, linked data, and ontologies;

iv) **Model services** apply the filtering strategy to relate users with the most appropriate resources and are categorized as *model-based* (creates a model for profile definition and the user or group preferences), *memory-based*, or hybrid;

v) **Recommendation services** are responsible for presenting the resources to individuals or groups of individuals through the features defined in previous steps. The resources can be available in internal or external repositories.
After defining the R.ECOS kernel, a literature review was carried out to identify technologies, actors, and their relationships in recommender systems by analyzing papers published between 2009 and 2019. In addition to this review, components presented in other software ecosystem proposals [23, 33–35] were also considered. The relevance of the components was evaluated by experts in an exploratory study (details of this exploratory study are available in Google Drive\(^2\)). Using the categorization defined by [23], the technological and social components are described below.

**4.2. SOCIAL COMPONENTS**

Given the actors identified in the literature review and validated in the exploratory study, several roles can be discovered, which were primarily categorized as *keystones, providers or consumers*, adapted from [25, 35]. Figure 2 shows where these actors interact with the platform and its corresponding services.

**Keystones** represent the main category of actors responsible for defining, creating, and managing the platform. Maintainers, developers, internal developers, and a support team are included in this category. **Providers** represent the actors’ category that adds value to the platform, with contributions that are crucial to the ecosystem. Some specific actors in this category are external developers, content developers, researchers, and support people. Finally, **consumers** are actors who use software ecosystem solutions, i.e., they are the *end-users* of the platform or the individuals who will receive personalized resources from the system. Table 2 summarizes the social components identified, their function, and some examples of each role.

\(^2\) https://drive.google.com/file/d/1FRtoZCchHuh-We-DCzhS9GHdJi_5LEG/view?usp=sharing
Table 2 - Social Components, Functions, and Examples

| SOCIAL COMPONENT | FUNCTION | EXAMPLE |
|------------------|----------|---------|
| Maintainers      | Create and maintain the technological platform that supports the software ecosystem. | Research Centers |
| Promoters        | Encourage project development. | Support agencies |
| Internal Developers | Implement the technological components of the platform that supports the software ecosystem, as well as recommendation services. | Developers, database administrators |
| Master Support   | Assist other actors in using resources of the platform. | Help desk, attendants |
| External Developers | Implement recommendation services to be available to the software ecosystem community. They are responsible for developing only RS solutions, while Internal Developers can also develop solutions for the platform itself. | Programmer, Developers |
| Content Managers | Develop resources such as videos, texts, audios, games, or any other media that can be recommended. | You tubers, paper authors, news reporter, game developers |
| Researchers      | Propose new solutions in recommender systems or software ecosystem. | Researchers, graduate students |
| Support          | Assist users with the adapter layer configuration in the interface where resources are presented to individuals or groups, as well as any other functionality in the process of using the platform. | System administrator |
| Users            | Use the technological platform and build the recommender system according to the available recommendation services. | Teacher in a Virtual Learning Environment (VLE), owner of a news website |
| Individuals or Groups | Receive recommended resources. | Students in a VLE, navigators on a news website |

4.3. TECHNOLOGICAL COMPONENTS

In addition to the social components, it is necessary to define the technological ones that, together with the business components, are the main elements of a software ecosystem. Figure 3 shows the technological components according to their functionality:

i) The **platform** is the supporting technological infrastructure for the development of Recommender Systems. It is through the platform that an actor connects to other actors and the technological components; 

ii) The **software** can be used by the actor for support and use of the platform, and the development of technological components. Among the most relevant platform software are Marketplace, scoreboard (indicator panels), discussion forum, and helpdesk systems; 

iii) **Servers** of the technological platform are the infrastructure where the deployed code and databases are stored. In order to use open-source technology, the servers are based on free tools; 

iv) **API** is a set of specifications used to enable interoperability and integration of internal and external services. There are also data security rules; 

v) **Digital resources** are static or dynamic objects recommended to the appropriate actors; 

vi) **Social networks** are structures that connect people, communities, and organizations through many types of relationships. Through a social network, it is possible to extract or enrich the profile/context of individual or group of individuals who are candidates for receiving resource recommendation; 

vi) **Ontologies** are models that represent concepts and their relationships in a specific domain and can be used to infer new knowledge. When using an ontology to represent the user’s interests and features, it can also help define an individual’s profile and context; 

vii) **Linked data** is a set of structured and organized data so that it can be interlinked and become more useful through semantic queries; 

viii) **Digital resource repositories** are the structures that store resources or information about them, which are recommended through the system. They are also used to store information about user’s recommendation evaluations and even their behavior in the system;
ix) The documentation for the technological platform usage contains information that guides the users. It is available in HTML pages, discussion forums, and wikis. Table 3 presents the technological components identified in this study, their functions, and some examples.

![Platform Services Diagram]

**Figure 3 - Technological components in R.ECOS**

| TECHNOLOGICAL COMPONENTS | FUNCTION | EXAMPLES |
|--------------------------|----------|----------|
| Platform                 | The technological infrastructure of the system. | Android, Net, BROAD-ECOS, R.ECOS |
| Software                 | Systems for actors’ support and development of technological components. | Windows, Moodle, WordPress, Android, Marketplace, scoreboard |
| Platform Servers         | Storage systems for the codes and databases implemented. | Apache, Postgres, MySQL |
| API                      | Set of specifications for interoperability and integration of services. | MeaningCloud, YouTube API, R.ECOS-API |
| Digital Resources        | Digital objects recommended to individuals or groups. | Video, scientific paper, websites |
| Social Network           | Structures that connect people, communities, or organizations across a variety of relationships. | Facebook, ResearchGate, LinkedIn |
| Ontology                 | Models that represent concepts and their relationships in a specific domain. | FOAF Ontology |
| Linked Data              | Set of structured and organized data to facilitate understanding their concepts and definition. | DBPedia |
| Digital Resources Repositories | Structures that store resources or their information, which are recommended by a recommender system. | YouTube, DailyMotion, ACM Digital Library |
| Documentation            | Documents to guide users on the correct use of the technological platform. | Blog, Wiki, forums, tutorial |

Several definitions in the literature specify that there must be relationships between the software ecosystem’s components, both between actors mutually and between actors and technologies. Such relationships are discussed in the proposal evaluation.
4.4. R.ECOS ARCHITECTURE

The architecture of a Software Ecosystem platform is defined as the structure of a SECO concerning its elements, the properties of such elements, and the relationship between them. Software ecosystem elements are systems, the components of those systems, actors, and relationships between actors and the platform [36].

The recommender system domain is a scenario with fragmented and specific solutions, where several services are developed by different organizations and are tightly integrated into a unified solution. In order to improve this scenario, the current study proposes the R.ECOS reuse-based platform for resources recommendation from a software ecosystem perspective, defining its structure, rules, technologies, and possible actors’ roles.

Figure 4 shows the R.ECOS architecture, with its kernel, configuration layers, adapter, and interface, as well as its technological and social components. The **Services layer** is the kernel of the R.ECOS architecture. Actors with internal or external developer roles interact through the implementation of services. From the composition of the available services, it is possible to build Recommender Systems. As previously defined, the categories of the services available are profile and context extraction, profile and context enrichment, filtering, modeling, and recommendation.

The **Configuration layer** is in charge of actors with maintainer roles. In this layer, the *R.ECOS documentation* (with the specifications of its integrations, functions, parameters) and *wikis and discussion forums* are available, facilitating the platform usage and encouraging the social dimension. In this layer, the servers (hosting the technological components and services) were configured. Actors with internal developer roles also interact in this layer, as they are responsible for the implementation of services to make the platform more user-friendly.

The **Adapter layer** was defined to enable the interaction between R.ECOS solutions and environments where the recommendations will be presented. The Adapter layer of R.ECOS is defined with similar characteristics to those proposed by [33]. This layer is directly adapted to user environments where resources are recommended, such as VLEs, social networks, websites, or any other environments where users can be connected. The adapter is presented as an intervention in the environment source code, a plug-in, or an extension.

Finally, the **Interface layer** represents the place where individuals and groups receive the recommended resources. From these actors’ point of view, no knowledge about the use of a platform is required to implement these recommendations. Examples of this layer are websites, VLEs, and even smartphone applications.

![Figure 4 – The R.ECOS architecture, with its layers and social and technological components](image)

The definition of a consistent and easy-to-use API favors the ecosystem, enabling the consumption of available solutions in addition to helping in its integration with external software ecosystems. The R.ECOS-API follows the REST architecture standards. From the user’s point of view, R.ECOS-API works like a black box, without prior technical knowledge to make requests when following the standards available in the platform documentation.
4.5. FEASIBILITY STUDIES

Considering the solution amplitude, this section presents a training evaluation of R.ECOS through two feasibility studies. The objective is to test the platform, verifying the feasibility of the architecture and technologies adopted in the proposal development. The main goal of a feasibility study is to create a sufficient amount of knowledge about the platform without trying, in principle, to find a definitive answer to the research question [37].

The platform was developed to promote integration with external services, using free and open-source solutions. Some features were added to the platform, such as non-restriction to technology when using a communication architecture that can be consumed by systems of different languages and standards; integration with external APIs already known by the community, encouraging the implementation of solutions within the R.ECOS, and recommendation services marketplace, where external users and developers can have access to existing solutions, promoting and facilitating the reuse of those services.

The R. ECOS platform was developed based on a Service-Oriented Architecture (SOA), with transparent communication with other solutions and services. The adoption of SOA was considered according to the following principles [33]: (i) development efficiency; (ii) service reuse; (iii) composition of applications from services; and (iv) agility, flexibility and alignment with an architecture that defines information standards and models, allowing compliance validation against the established standard.

In the context of this study, the technical feasibility is demonstrated, also the technologies chosen to develop the platform. Thus, the first feasibility study evaluates the operation of technological components adopted in R. ECOS, used by an external collaborator to register a new recommendation service on the platform. The second feasibility study presents the design of a recommender system on a website, through which video resources on specific subjects of the site are recommended. The structure used in the feasibility studies was adapted from the case study formalization presented by [38]: (I) study definition; (II) objective formalization; (III) planning; (IV) execution; and (V) presentation of the observed evidence. A synthesis of these feasibility studies is presented in Table 4 and Table 5.

| Table 4 - Feasibility Study I |
|-------------------------------|
| **Registration of new services by external developers** |
| **Description** | This feasibility study evaluates the operation of the technological components of the platform. These components were used by an actor with an EXTERNAL DEVELOPER role, whose objective was to register a new recommendation service on the platform. The service developed by the external user is a PROFILE AND CONTEXT EXTRACTION, named recos-profiling-researchgate, which extracts information about users from the ResearchGate Social Network, analyzing the relationships of types “follows,” “followed” and “collaborates with.” The actors involved in this feasibility study are EXTERNAL DEVELOPER, MAINTAINERS, SUPPORT, and INDIVIDUALS. The technological components are PLATFORM, DISCUSSION FORUM, HELPDESK, OFFICIAL DOCUMENTATION, MARKETPLACE, SOCIAL NETWORK, and SERVICE. Figure 5 shows the technological and social components involved in this feasibility study. Its complete description is available at 3. |
| **Observed Evidence** | Some of the technological components identified in the literature review were validated, such as discussion forum, helpdesk system, and Marketplace. Forum and helpdesk proved to be relevant in streamlining troubleshooting and facilitating new services implementations. The Marketplace helped to publicize the services by presenting all solutions implemented and available for use in the platform. Although the available resources were enough to solve the problems faced by the external developer, s/he reported that it would be interesting that the platform had a chat box for instant communication. Among the actors involved in the feasibility study, the external developer was able to satisfy his/her need to implement and disseminate a new profile extraction service using the R. ECOS platform. For the implementation and availability of new services in R. ECOS, the external developer needed to have technical knowledge in the programming language (PHP), as well as the communication standards of R. ECOS-API, available in the documentation. According to the developer, the documentation was beneficial during the process. Still, s/he reported some points in the documentation that could be better described and presented, for instance, more tutorials and examples of the R. ECOS-API. Finally, evidence was found that the platform and its components facilitated the registering of new services by external developers, using the online platform, documentation, discussion forum, and helpdesk system. |

3 https://drive.google.com/file/d/1mFpjV7R0HyD4ohMx47On-edOxO28RcIa/view?usp=sharing
Table 5 - Feasibility Study II

| Description | Recommendation of videos on school management |
|-------------|-----------------------------------------------|
| **Description** | An external USER needs to incorporate recommendation components into his/her website, which deals with school management. The USER received the access link to R.ECOS to evaluate the platform regarding resource recommendation in an uncontrolled environment because unknown INDIVIDUALS access the website through online search services, such as the Google engine. In this study, services already existing in the R.ECOS MARKETPLACE, together with the SCOREBOARD used for decision making, were analyzed. The analysis considered two main aspects: (i) the quality of recommendations made on the proprietary website, where articles related to school management are published; and (ii) the use of the R.ECOS platform by the USER. The actors involved in this second feasibility study were: USERS, INDIVIDUALS, and SUPPORT. The technological components were: MARKETPLACE, SCOREBOARD, and R.ECOS-API. Figure 6 shows technological and social components present in this feasibility study, including the services that make up the recommender system created in the project. Its complete description is available at 4. |

| Observed Evidence | Looking at the progress of the feasibility study, the use of the platform by external USERS in the context of R.ECOS proved successful. Also, the implementation of a recommender system on a website with the help of R.ECOS proved viable. Through an informal interview with the USER, some aspects of the platform were highlighted. The scoreboard provided the USER with information to analyze the system behavior, enabling him/her to improve the quality of recommendations. The USER regarded this as a significant contribution because, without these indicators, s/he would not be able to know if the recommended resources were matching INDIVIDUALS' interests. Another highlight pointed out by the USER was the easy way to change the services of his/her project. Since s/he immediately visualized the changes in the indicators, s/he could see an improvement in the recommendation adherence. Also, the USER was able to develop the recommender system and integrate it into his/her website, demonstrating that the R.ECOS platform has components that enable and support such implementation. The use of the platform by the USER did not require previous knowledge of the technologies thereof. However, the actor with a SUPPORT role was needed to know the standards of R.ECOS-API and the technologies used in the USER’s website, given that a small intervention in the website source code was necessary. In conclusion, it is possible to state that the objective of the study was achieved as it enabled the creation of a Recommender System composed of services available on the online platform. |

---

4 https://drive.google.com/file/d/1wKMmVOPR3t0smQeFcGvwtHi9r1j_kvg/view?usp=sharing
4.5.1. Analysis of the Feasibility Studies Results

The feasibility studies relied on informal data collection, whose main results were described in the Observed Evidence. From the presented evidence, the technical feasibility of the platform was confirmed. It offers components that can facilitate external actors’ contributions, and the platform can recommend resources in the interface desired by the user. The technologies were sufficient for the full operation of the platform. The first indications of technical feasibility arose when carrying out these studies. Problems in the platform were identified and corrected (such as pages not found or broken links), as well as some adjustments (usability and organization of information for users), improving relevant aspects.

After analyzing the results of the feasibility studies, some improvements were necessary for the platform. After that, we carried out two case studies to increase the reliability of the evaluation process of the present proposal.

5. RECOS EVALUATION

In this section, the following characteristics of RECOS were evaluated: the integration with other ecosystems and API, the quality of recommendations produced by the proposed solution, and the contribution of external actors. The scope of each case study was defined according to the Goal/Question/Metric (GQM) approach [39], and are described as follows: “To analyze the RECOS platform, considering its technology, actors, and relations for the purpose of verifying the viability of supporting users in relation to the development, reuse, and sharing of Recommender System solutions from the point of view of stakeholders and actors involved in the context of engineering software for recommender systems.”

Based on the scope defined above, the general Research Question (RQ) was formulated: “How do the proposal of a recommender system approach, from a software ecosystem perspective, favor the development, reuse, and sharing of recommendation solutions, allowing for integration with other systems and platforms?”. This research question unfolds into the following specific questions:

RQ1: Is it possible to allow the reuse of recommender system solutions, considering external users?
RQ2: Is it possible to develop a recommender system using the RECOS platform?
RQ3: Is it possible to allow the integration with external solutions enhancing reuse and sharing of RS solutions?
RQ4: Is it possible to recommend personalized resources to both users and groups of users?

Two case studies were conducted to answer the above questions, each with specific objectives based on GQM. A case study, in the context of Software Engineering, is an empirical investigation based on different sources of evidence, used when the object of the study is a contemporary phenomenon that is difficult to study in an isolated way. The main advantages of a case study are the ease of planning and the fact that they are relatively more realistic. At the same time, a disadvantage can be the difficulty in generalizing and interpreting the data obtained.

This evaluation contributes to verify the developed artifacts (platform and technological components) and to answer the research question. In order to conduct these case studies, adapted steps were used according to the case study pattern introduced by [38].
5.1. Case Study I - Integration with external services and software ecosystem

Case Study I consisted of evaluating the integration of R.ECOS with external services and another software ecosystem. This integration involved BROAD-ECOS [33] – an e-Learning ecosystem that required a system for educational resources recommendation, and MeaningCloud and YouTube APIs.

BROAD-ECOS represents an approach from an e-Learning ecosystem perspective that identifies individuals, communities, organizations, and software resources in an environment. It defines the architecture to transform existing e-Learning environments into platforms that allow external services integration and favor the development, reuse, and sharing of compatible educational services in an inter-organizational context.

The Virtual Learning Environment (VLE) used in this study was Moodle, which is open-source and free for commercial use, with an active online community. Currently, there are more than 125 million Moodle users worldwide, with more than 93,000 registered websites [40].

![Figure 7 - Technological and social components of Case Study I.](image)

The integration was implemented to assist teachers and students in the use of the VLE in question. In the context of this case study, the TEACHER wanted to recommend educational resources to distance learning students who use Moodle at the Federal University of Juiz de Fora, Brazil. The class had a total of 55 students, and the recommendation needed to be automatic and personalized to each student’s profile. The educational profile in this study is defined at the cognitive and behavioral levels (students’ involvement in the VLE activities and forums) [25].

For the R.ECOS platform to recommend educational resources, it was necessary to obtain student profiles and context and present the resources in the student’s Moodle class. As BROAD-ECOS can receive requests for information about students, classes, and activities, the integration between the two software ecosystems seeks to share and reuse solutions about e-Learning and recommender system.

The actors involved in this case study were MAINTAINERS, INTERNAL DEVELOPERS, SUPPORTERS, INDIVIDUALS (in this study as students), and USER (the teacher). The technological components were PLATFORM, REPOSITORIES, SERVICES, R.ECOS-API, and DOCUMENTATION. Figure 7 shows the technological and social components present in Case Study I, including the services that compose the system.

Objective

The purpose of this case study is to analyze the R.ECOS platform and its components in order to demonstrate its integration with external services and software ecosystems with respect to components available on the platform from the point of view of the involved actors in the context of educational resources recommendation.

Planning

The BROAD-ECOS platform is already integrated with Moodle [33], but no service extracts students’ profiles and context. Thus, an actor with a DEVELOPER role in BROAD-ECOS had to implement a new service, named
BROAD-MOODLE-INFO, where information about STUDENTS’ educational profiles is returned, besides information about the class activities.

In R.ECOS, an actor with DEVELOPER role, either internal or external to the platform, implements the services that compose a project for resources recommendation according to the STUDENTS’ needs. Two of these services must integrate with the BROAD-MOODLE-INFO service (BROAD-ECOS): recos-profiling-moodle and recos-repository-youtube. Other services that make up this recommender system are the content filtering service (recos-filtering-contentbased) and the memory-based model category service (recos-model-euclidean), the latter using Euclidean distance to calculate the similarity between resources and students.

Figure 8 presents an overview of integration solutions between R.ECOS and BROAD-ECOS. The execution of this case study is described below, explaining the process of requests between the platforms.

![Figure 8 - Integration between R.ECOS and BROAD-ECOS.](https://www.meaningcloud.com/developer/apis)

**Execution**

With the view to enable students (INDIVIDUALS) to receive further recommended resources to complement the content of their class, the teacher (USER) requested that educational resources be recommended considering the profile and context of the students. Since R.ECOS can develop recommender systems as a module of another system but does not have an interface with Moodle, it was necessary to reuse the services already available in BROAD-ECOS. Thus, to reduce the development time of new services, the integration between two platforms that support Software Ecosystems, R.ECOS and BROAD-ECOS, was provided.

The INTERNAL DEVELOPER built the recos-profiling-moodle service to perform requests in BROAD-ECOS, through BROAD-ECOS-API, and to obtain information on the educational profile of the STUDENTS. The INTERNAL DEVELOPER also built the recos-repository-youtube service to enable the semantic analysis of the activities description. This service was responsible for making requests to other services outside R.ECOS and BROAD-ECOS, in particular MeaningCloud API. This API performs the semantic analysis of texts, identifying the main concepts and entities. To use the YouTube API, the DEVELOPER had to register with Google services, access the Google APIs panel, and register the API key.

After the previous steps, information about the extracted videos was obtained, such as descriptions, titles, and access links. The recos-repository-youtube service filters the resources according to some STUDENTS’ features to improve recommendation quality. Some used filters are: evaluations already carried out by the student that are stored in the REPOSITORIES (Moodle); access to class forums; reported questions; messages exchanged with the TEACHER. Finally, through the adapter layer, the service presents, in the VLE Moodle account of each student, a personalized list with three videos classified as most appropriate at the moment of the student’s access.

Having confirmed his/her registration and login in the R.ECOS platform, the TEACHER was allowed to register a new project. After confirming the project registration, the token of the project was delivered. With...
the project registered, an actor with a SUPPORT role needed to assist the TEACHER during the Moodle environment configuration. The SUPPORT helped the TEACHER to make an intervention in the Moodle source code to enable requests in R.ECOS-API. Figure 9 shows part of the VLE Moodle of a student with three resources recommended to him/her, along with the mechanism of recommendation evaluation. The student can choose either “liked” (stating that this recommendation was appropriate for his/her current needs) or “disliked” (saying that the resource was not relevant to him/her at the time).

![Recommendations for you](image_url)

Figure 9 - Resource recommendation with the evaluation device on Moodle.

With the users’ feedback and the evaluations about the R.ECOS platform’ REPOSITORY, it is possible to adjust the preferences of each STUDENT according to the recommended resource features, thus leading to better recommendations.

**Observed Evidence**

This case study examined how R.ECOS integrates with other services, such as proprietary API and even other SECO. In addition to the integration with BROAD-ECOS, integrations were also possible with proprietary APIs, such as MeaningCloud API and YouTube API. Another evaluation carried out referred to the components present in the R.ECOS platform. Among the components and their relationships, this case study highlights the activities carried out by MAINTAINERS, INTERNAL DEVELOPER, and TEACHER (intending to recommend educational resources to his/her STUDENTS).

It was possible to evaluate one of the ways to present resources in the Moodle through the Adapter layer and to make an intervention in the VLE source code when it was necessary. This intervention took place by following the examples available in R.ECOS DOCUMENTATION.

Some limitations were observed while using the external services, as they were beyond the control of the maintainers and platform users. For example, the MeaningCloud API has a limit of up to 20,000 requests per month, with only two requests per second. Beyond these limits, the service using this external API may underperform.

As regards the actors, the platform and technologies used thereof by the TEACHER did not require much technical knowledge. They were able to register projects according to the services available. However, the TEACHER reported that the documentation, although assisting in the environment settings, was insufficient to incorporate a recommender system into Moodle. As a result, other materials were added to R.ECOS DOCUMENTATION.

From the SUPPORT perspective, knowledge about PHP programming language was required, as an intervention in the Moodle code was necessary. Concerning MAINTENANCE and INTERNAL DEVELOPER, the full understanding of the platform and the technologies involved in it was mandatory; however, it was not a barrier as the actors had participated in the design and implementation process of the R.ECOS platform.

Considering the results, the objective of this case study was achieved and showed that it is possible to integrate different software ecosystems, services, and external APIs to perform resource recommendations.

### 5.2. Case Study II - Recommendation for groups of students

Case Study II used a Moodle database designed for the Algorithm class, part of the curriculum of the Computer Science Program of the Federal University of Juiz de Fora (UFJF), Brazil, with 128 enrolled students. The educational profile of each student was defined by their test results, grades, and participation in discussion forums [25].

In a class, it is often necessary to organize groups of students to carry out activities or identify current levels of knowledge about a given topic. Recommender Systems can enhance learning through recommendations adherent to the profile of a group of individuals. Identifying a group of students with similar characteristics helps the teacher to select educational resources that support students learning and recap class subjects. Also, it increases the students’ engagement in in-class activities.
In this second case study, an automatic resource recommendation service for groups was developed and made available on the R.ECOS platform. The clustering algorithm was performed through the integration between the Ecosystems formed in Case Study I to obtain students’ information. The clustering service extracts profile and context, named recos-profiling-moodle-group, to form groups for the recommendation of resources to them (groups), not for users individually. Other services that made up this system were the recos-filtering-content-based (content-based filtering service); the recos-model-euclidean (memory-based model service) using Euclidean distance to calculate educational similarity among students; and a recommendation service named recos-repository-algorithms with resources in different formats and contents about the Algorithm class.

The service developed uses the homogeneity approach to identify the groups whose members have similar characteristics. The clustering process is automatic, categorized as auto clustering detection. Data were collected implicitly in Moodle using data mining algorithms for group creation.

The TEACHER wanted to group STUDENTS according to the syllabus learning objectives and recommend resources to the group in which these students were distributed. In this way, s/he expected to improve the STUDENTS’ performance and identify students that were about to drop out for their poor performance and who had not interacted with the virtual environment.

The actors of this case study were the USER (teacher), INDIVIDUALS (students), and the INTERNAL DEVELOPER. The technological components were PLATFORM, SERVICE, REPOSITORIES, and SOFTWARE (such as MARKETPLACE and VLE).

Objective
The objective of this case study is to analyze the R.ECOS platform and its services in order to develop and provide a clustering service with respect to the similarity of students’ educational profile from the point of view of the teacher in the context of reuse and sharing of educational resources recommendation services for groups.

Planning
When recommending resources for groups of individuals with similar profiles, it is necessary to consider which information could be used and analyzed. In VLE Moodle, several kinds of information are available, such as grades on assignments and evaluations, participation in forums and chats, number of accesses, among others. For this study, information about the results of class evaluations and the level of student interactivity in VLE were considered. To obtain these data, the services described in Case Study I were used, configuring integrations with BROAD-ECOS based on the VLE Moodle used in the Algorithms class.

Execution
Before using the R.ECOS MARKETPLACE services, actors with a DEVELOPER role need to implement these SERVICES. For the current case study, an INTERNAL DEVELOPER had to implement a group profile extraction (recos-profiling-moodle-group) SERVICE. After testing it, the service was available on MARKETPLACE for R.ECOS’ users.

The use of the recos-profiling-moodle-group service – an adaptation of the recos-profiling-moodle service – allowed obtaining the educational profile of all the students enrolled in the Algorithm class. It was possible then to analyze and perform similarity calculations among all students, getting STUDENT GROUPS with similar educational profiles.

Based on state of the art, different strategies were identified to create users’ groups. In this case study, the proximity between the values of their attributes was analyzed, which is a common clustering strategy. After calculating the similarities among the students, the service disregards relationships between students with lower values, i.e., it only considers users to be similar once they have a high similarity value. Figure 10(a) shows the graph of a student with his/her similarities calculated concerning all the other students, where edges are the similarity values and nodes are students. Figure 10(b) presents the same student with the most relevant similarities. Following this reasoning, graphs with all relationships among students of the class were defined and, later, edges with low similarity value were disregarded and removed. In this process, we consider the average and standards deviation of the edges to set the lower threshold. The tool used to build the graphs was the Neo4J\(^6\) database.

---

\(^6\) www.neo4j.com
Following this criterion, the recos-profiling-moodle-group performs the clustering of these students and returns student groups along with their profiles, allowing recommending educational resources appropriate for the groups’ profiles. Representation of students and their similarities is displayed in Figure 11, where students are grouped according to their most similar peers.

In the class analyzed, three groups of students were identified by the service. The first group consists of students who have poor academic performance (below the class average minus standard deviation) and do not actively participate in the VLE, i.e., students who are likely to drop out. The second group consists of students with average academic performance and moderate participation in forums and activities. These students need attention but may receive recommendations for more advanced educational resources. Finally, the third group consists of students with good academic performance (above the class average plus standard deviation). Although many teachers believe that third-group students do not need special attention, it is essential to keep them motivated. The recommendation of educational resources addressing advanced subjects can motivate them.

In order to recommend resources to each group, the recos-repository-algorithms recommendation service was used, where resources were obtained according to the needs of the groups, also considering different media, such as videos, scientific articles, and educational games, following the class plan defined by the TEACHER.

The first group received basic resources, and to encourage student participation, some resources such as educational games were provided. The use of resources with gamification characteristics promotes the involvement of students in VLE activities [41].

The second group received intermediate and advanced resources because they are students who have already demonstrated basic knowledge about the topic. The resources selected were videos and scientific articles.

The third group received resources with advanced information in an attempt to improve their knowledge and maintain students motivated. The teacher wanted to deliver these recommendations according to
the students’ profiles in the group, showing that they were prepared for other topics beyond those previously presented in class. Recommended resources include videos with advanced content and scientific articles.

The recommendations were evaluated by the teacher by tracking his/her students learning progress throughout the course: (i) students at risk of dropping out of the class continued studying, (ii) performance of students in groups 1 and 2 improved, and (iii) students in the third group enjoyed the advanced content suggested.

**Observed Evidence**

In this case study, it was possible to group students attending Algorithm class considering their educational profile similarities, such as grades on tests and activities and their behavior in the VLE. Students’ behavior was characterized by their access to both VLE and available materials and their participation in discussion forums.

A novelty here concerning the previous case study is the possibility of extracting profiles of individuals and grouping them using the same profile/context extraction service. This service identifies groups of students along with their profiles, rather than returning only individual profiles.

When recommendations were addressed to groups of students, it was possible to overcome one of the limitations encountered when using an external API, such as MeaningCloud API. Since it is a proprietary API, and after some requests, it becomes a paid service, the clustering strategy is attractive because fewer requests are made for the resources to be returned. For example, in a group of 30 students using an individual recommendation strategy, 30 requests are made to the API. In comparison, a group of 30 students with similar profiles requires only one request to the same API.

The actors involved in the case study were INDIVIDUALS (students) and GROUPS formed by students, whose profiles were extracted from specific information about their behavior. This service can be reformulated if necessary, but in this case, only the actors with an INTERNAL DEVELOPER role are authorized to do so.

The case study showed that it is possible to group individuals using the R.ECOS platform and its components and recommend resources to groups of users.

**5.3. Discussion**

In order to verify whether the aims were achieved, it is worth recalling the research question previously established, which was divided into four secondary questions. Each of them will be resumed below.

**Research Question:** “How do the proposal of a recommender system approach, from a software ecosystem perspective, favor the development, reuse, and sharing of recommendation solutions, allowing for integration with other systems and platforms?”.

Again, to address this question, four secondary ones were proposed, each of them evaluating a particular aspect.

**RQ1:** Is it possible to allow the reuse of recommender system solutions, considering internal and external users?

Through the R.ECOS platform, it was possible to enable users to share and develop their recommender system solutions but also to reuse others. The existence of a recommendation services marketplace was decisive during this process because the recommendation services designed during Case Study I were made available for reuse. In Case Study II, a clustering algorithm service was developed and made available on Marketplace, while other recommendation services were reused to design the Recommender System for groups of students. In this vein, we can consider that the Marketplace allows users to both share and reuse solutions.

**RQ2:** Is it possible to develop a recommender system using the R.ECOS platform?

As observed in both case studies, it is possible to develop recommender systems using R.ECOS. As seen during the evaluation, some particularities had to be contemplated by the platform, but users were able to create and use their recommender systems.

**RQ3:** Is it possible to allow the integration with external solutions enhancing reuse and sharing of RS solutions?

A characteristic raised in the present proposal was the non-restriction to technology for solutions generated in the R.ECOS platform. This requirement was possible by using communication standards in the JSON format, where systems with the most diverse programming languages can read and process the information. In the Case Study I, the return of all requests made for R.ECOS-API use JSON notation.
Another characteristic evaluated was the integration with external services already used by the community, encouraging the use and also the implementation of new solutions within the R.ECOS platform. Case Study I presented the integration between R.ECOS and BROAD-ECOS – a software ecosystem for e-learning environments --, along with integrations between R.ECOS services and free YouTube API as well as with MeaningCloud API – another free API but with a limited number of requests.

RQ4: Is it possible to recommend personalized resources to both users and a group of users?

From Case Studies I and II, it was possible to verify the R.ECOS performance in building recommender system solutions in a real-world context. In all the cases, the main goal of building a recommender system was to present personalized resources to end-users. Notably, Case Study II demonstrated that it is possible to recommend to both individuals and groups of individuals using the R.ECOS platform.

In Case Study II, a clustering service was developed and made available in the R.ECOS platform, so other users can reuse it when developing recommender systems for groups of users. In this vein, R.ECOS can be regarded as a platform that facilitates the development, reuse, and sharing of solutions.

Considering the users’ feedback, we can affirm that using the systems developed with the support of the R.ECOS platform recommending personalized resources to both users individually and to a group of users was enhanced.

With the presentation of feasibility studies, case studies, and the answers to the research questions, we have evidence that the R.ECOS’ technological components can promote interaction between actors and the platform, in addition to facilitating the use of the components available for building recommender systems.

6. FINAL REMARKS

Dresch, Lacerda, and Antunes [42] have defined seven fundamental characteristics that must exist in a scientific research project: (I) creation of an artifact to (II) solve a specific problem, (III) whose utility must be explained through an appropriate evaluation of its applicability, and (IV) contributions and results of the study should be shared among stakeholders. To ensure its validity, (V) investigations must be carried out with rigor and (VI) possible forms of solution analyzed, and (VII) results should be disclosed and communicated to interested parties.

This study was therefore structured to follow the seven characteristics defined by the above authors, proposing (I) the R.ECOS platform to (II) centralize and systematize the development of Recommender Systems, favoring solutions reuse and sharing (III) to evaluate the technological platform by validating the mandatory social and technological components in a Software Ecosystem for Recommender Systems through literature reviews and an exploratory study with researchers in the relevant areas, and (IV) presenting the obtained results to the community through this paper and also making the platform available on the internet. We have maintained (V) methodological rigor during the platform development, (VI) analyzed possible solutions of libraries and frameworks for Recommender Systems, and finally (VII) published our research results.

Considering the research question that guided this study, we can affirm that there are signs that the idea and spread of a recommender system approach from a software ecosystem perspective do favor the reuse and sharing of solutions, allowing for integration with other systems and ecosystems.

The main objective of this study was achieved with R.ECOS, which allowed integrating solutions and encouraging the development, reuse, and sharing thereof. Specific goals, as the platform architecture definition with its technological and social components, and the development and availability of this platform were also fulfilled. The R.ECOS platform is online, working, and available at http://www.diplomaster.com/recos, along with its technological and social components.

Defining a recommendation services marketplace has proved of great value for the advance of recommender system research as it promotes the reuse and sharing of existing solutions, given that many users and researchers can benefit from them. Another contribution was the fact that the platform helps users with diverse roles, such as “people who want to recommend resources on their system,” “those who want to advance in RS research,” “those who want to disseminate their solutions,” among others.

Although some frameworks and libraries facilitate recommender system research, proposals similar to R.ECOS were not found in recent literature. Therefore, another significant contribution of this paper is the fact that it promotes an advance in the Software Ecosystem and Recommender System areas.

Concerning the solutions implemented, the platform and its technological components are still prototypes. Regarding information security, no devices were defined to protect the platform and its information against malicious attacks. Neither were backup routines created for files and databases, although the platform was implemented following good development practices and is hosted on known and trusted hosting services.

Tests concerning platform interface and usability were not addressed in this study, so improvements are still necessary. No tests were carried out with many simultaneous requests and accesses, and this information is
not available in this study. At the current stage of the platform, there is not yet a significant number of users required to perform such analyses.

As future work, the proposed technological platform shall be continued, implementing improvements and making new technological components available. Specific components for integration with R.ECOS solutions can also be presented, such as plug-ins, to perform requests in R.ECOS-API in a more straightforward manner than that of the code intervention required in the recommendation interface.

Some other projects are being conducted by researchers at the NEEnC, and these can be incorporated into the R.ECOS project, for instance, using sentiment analysis in user profile and context definition, using predictive models to improve recommendation performance, among others.

In future versions of R.ECOS, it will be possible to add new indicators to the platform and to the recommender systems built through it, which have not been previously added as the platform is at its initial stage.
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