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Abstract

Figgie is a card game that approximates open-outcry commodities trading. We design strategies for Figgie and study their performance and the resulting market behavior. To do this, we develop a flexible agent-based discrete-event market simulation in which agents operating under our strategies can play Figgie. Our simulation builds upon previous work by simulating latencies between agents and the market in a novel and efficient way. The fundamentalist strategy we develop takes advantage of Figgie’s unique notion of asset value, and is, on average, the profit-maximizing strategy in all combinations of agent strategies tested. We develop a strategy, the “bottom-feeder”, which estimates value by observing orders sent by other agents, and find that it limits the success of fundamentalists. We also find that chartist strategies implemented, including one from the literature, fail by going into feedback loops in the small Figgie market. We further develop a bootstrap method for statistically comparing strategies in a zero-sum game. Our results demonstrate the wide-ranging applicability of agent-based discrete-event simulations in studying markets.

1 Introduction

Until 2019, there were “no broadly available high-fidelity market simulation environments” [1], preventing research into the interaction of agents like the high-frequency traders of May 6, 2010 Flash Crush. Agent-based simulations like ABIDES [1] (in which traders interact by placing buy and sell orders on a market) are useful in helping to understand the interactions between traders. They also provide a space to examine strategies in which—unlike when historical data is used—implementing a strategy affects the market.

Existing research on trader interaction has focused on how different proportions of different simplified types of traders affect the behavior of prices [2], and how simulating trades between these types of agents can recreate various statistical properties of real markets [3][6]. This research has shown the effectiveness of agent-based modeling when applied to markets.

Figgie is a card game that simulates a market with just 4 assets and 4 traders [5]. We develop trading strategies for this simple version of a market and study how they perform in simulations, grounding our work in similar simulations of real markets. Expanding on previous work, we examine not just the resulting behavior of the market, but the performance of different strategies under different simulation settings.

We discuss multiple analogues of real trading strategies as applied to Figgie, including fundamentalists, chartists, noise traders, and a social trading strategy based on the completely transparent market of Figgie.

2 Methods

2.1 Simulation

Framework The simulation is an agent-based, discrete-event simulation. Every trader in the market is represented as a separate agent in the simulation, and an event can happen at any time in R+. There are two kinds of events that can occur:

• Consideration event. In this event, an agent takes a look at the market, and either decides to make an order, in which case an Add Order event is added to the queue, or decides to not make an order, in which
case a new Consideration event is added to the queue. When a new Consideration event is being created for agent \( i \), its time is \( t_0 + X \), where \( X \sim \text{Exp}(C_i) \) and \( E(X) = 1/C_i \). \( t_0 \) is the current simulation time and \( C_i \) is the agent’s consideration rate.

- **Add Order event.** In this event, a buy/sell order for asset \( j \) is added to the corresponding buy/sell queue in asset \( j \). Since this is the only time that asset \( j \)’s order book can change, this is also when asset \( j \)’s order-matching mechanism functions. Once the Add Order event finishes, a new Consideration event is created for the agent. Thus the assumption is that agents will only be willing to start considering making a trade again once their order has entered the order book.

The event-handling behavior is implemented efficiently in the simulation by storing events in a min-heap ordered by event time. This makes the time complexity of finding the next event \( \Theta(1) \) and that of adding an event \( O(\log n) \), where \( n \) is the number of events in the heap [4].

**Order-matching mechanism** Every time an Add Order event occurs, the order-matching mechanism for the corresponding asset runs. It fulfills matching buy and sell orders and removes them from the order book.

**Algorithm 1:** Order-matching mechanism

1. Get the lowest buy order \( b \) and the highest sell order \( s \), set \( b_p \) and \( s_p \) to their prices respectively.
2. while \( b_p \geq s_p \) do
   3. Set \( v = \min(\text{buy volume}, \text{sell volume}, \text{seller inventory}) \)
   4. if \( v > 0 \) then
      5. Subtract \( v \) from the seller’s inventory and add it to the buyer’s
      6. Subtract \( v \times b_p \) from the buyer’s cash and add it to the seller
   else
      7. No trade happens
   8. if \( b \) or \( s \) has not been fully fulfilled by the trade then
      9. add the unfulfilled order back to the order book with the remaining volume to be fulfilled
   10. Get the lowest buy order \( b \) and the highest sell order \( s \), set \( b_p \) and \( s_p \) to their prices respectively
11. Add \( b \) and \( s \) back to the order book

Algorithm 1 is implemented efficiently in the simulation by storing the buy and sell orders in min-heaps and max-heaps respectively. As in the event handler, this gives \( \Theta(1) \) time complexity for finding the next order to check and \( O(\log n) \) time complexity for adding an order, where \( n \) is the number of orders in the order book [4].

**Latency** Latency is the difference in time between when the buyer/seller sends order and the order book receives it. The simulation can handle latencies between trader agents and the market. Unlike ABIDES, which implements a latency matrix containing latencies between every pair of agents [1], this means that market information does not need to be passed in messages between the exchange and the traders, as seeing time-delayed information is easily simulated.

Consider an agent \( a \) with a latency of \( \Lambda \) which is considering making a trade at time \( t_0 \). \( a \) should see the market as it was at time \( t_0 - \Lambda \), and, if it decides to add an order, the order will be added to the order book at time \( t_0 + \Lambda \). There are two ways to implement this:

(a) Give a a consideration event at time \( t_0 \), letting it see historical market data from \( t_0 - \Lambda \). This would require storing a copy of all of the order books or a data structure that could generate past order books.

(b) Give a a consideration event at time \( t_0 - \Lambda \), letting it see the market at that time, and delay the add order event by \( 2\Lambda \) instead of \( \Lambda \). In practice, this means that \( a \) uses market data from time \( t_0 - \Lambda \) to come up with an order that is added at time \( t_0 + \Lambda \), which is exactly the desired result.

These two methods are illustrated in Figure 1 (a) was considered but determined to be too inefficient due to the storage of intermediate market data, so (b) is used in the simulation.
2.2 Figgie Rules and Modifications [5]

Figgie is a trading card game meant to model open-outcry commodities trading. In practice, either 4 or 5 players can participate in a game, but for the purposes of this paper we only consider the case of 4 player gameplay.

In Figgie, a card deck consists of 40 cards, with each of the cards being one of 4 suits: spades, clubs, hearts or diamonds. The composition of the deck, however, varies between games, with the only constraint being that one suit must have 12 cards, another must have 8, and the remaining two must have 10. There are thus 12 possible decks, which are shown in Table 1. Prior to the start of the game, no player has any information on the composition of the deck.

For a given deck composition, the suit consisting of 12 cards is the common suit. The suit which is of the same color as the common suit, but not the common suit itself, is the goal suit (note that, as in a traditional 52 card deck, hearts and diamonds are both red while spades and clubs are black). The only cards which give any payoff are those of the goal suit (detailed further below). Apart from their suit however, individual cards are indistinguishable from each other.

At the start of the game, each player is given 350 chips to make trades with. Each round, each player must ante 50 chips to form the pot (for a 200 chip pot in total) and then a randomly chosen deck is selected, from which each player is dealt 10 cards. Throughout the round, players negotiate prices with each other to trade chips for cards, with the goal of making as much money as possible. There are 2 ways of making money:

1. Profiting off of the trades themselves (sell off your initial cards or resell cards for prices higher than you purchased them)
2. Collecting goal suit cards

Each round lasts for 4 minutes, and at the end of the round, the goal suit is revealed, and each player receives 10 chips from the pot for each goal suit card which they possess. Additionally, the player with the majority of the goal suit cards receives the rest of the pot, which works out to 100 chips when the goal suit consists of 10 cards and 120 chips when the goal suit consists of 8 cards. In the case of ties for majority, the remainder of the pot is instead split.

In the case of our simulation, we have made some slight modifications to the game:
- Agents trade in continuous amounts of cash rather than chips
- Rather than lasting 4 minutes, games last 10000 events (detailed in the simulation framework description previously)
- Rather than running consecutive rounds where agents have a running total of cash, in each iteration of gameplay an agent starts off with the same amount of cash so that consecutive runs of gameplay can be more easily compared
| Deck 0 | Spades | Clubs | Hearts | Diamonds | Majority | Payoff |
|-------|--------|-------|--------|----------|----------|--------|
|       | 12     | 8     | 10     | 10       | 5        | 120    |
| Deck 1| 12     | 10    | 8      | 10       | 6        | 100    |
| Deck 2| 12     | 10    | 10     | 8        | 6        | 100    |
| Deck 3| 8      | 12    | 10     | 10       | 5        | 120    |
| Deck 4| 10     | 12    | 8      | 10       | 6        | 100    |
| Deck 5| 10     | 12    | 10     | 8        | 6        | 100    |
| Deck 6| 8      | 10    | 12     | 10       | 6        | 100    |
| Deck 7| 10     | 8     | 12     | 10       | 6        | 100    |
| Deck 8| 10     | 10    | 12     | 8        | 5        | 120    |
| Deck 9| 8      | 10    | 10     | 12       | 6        | 100    |
| Deck 10| 10    | 8     | 10     | 12       | 6       | 100    |
| Deck 11| 10   | 10    | 8      | 12       | 5       | 120    |

Table 1: Composition of each of the 12 possible compositions of a Figgie card deck, as well as the number of suits required to reach a majority and the associated payoff for doing so. Note that for each deck, the yellow highlighted suit corresponds to the common suit while the green highlighted suit corresponds to the goal suit.

2.3 Agent Strategies

In our model, we formulated three different kinds of agents that use different algorithms to perform trades in Figgie. All of the trading strategies implement the same trading algorithm based on a calculated expected value for an asset, as demonstrated in Algorithm 2 below, similar to [2] but without considering risk, as we assume the goal of the agents is to maximize their expected return.

**Algorithm 2:** Order-sending based on expected value for asset $j$

1. Get two expected values $p_b$ and $p_s$, for buying and selling asset $j$ respectively.
2. Randomly choose to buy or sell, with probability 0.5
3. If buying
   4. Get a price $p$ according to $\text{Uniform}(0, p_b)$
   5. Let $s$ be the lowest sell order price in the market for asset $j$
   6. Send a limit buy order for asset $j$ with price $\min(p, s)$
4. Else
   8. Get a price $p$ according to $\text{Uniform}(p_s, 2p_s)$
   9. Let $b$ be the highest buy order price in the market for asset $j$
  10. Send a limit sell order for asset $j$ with price $\max(p, b)$

Note that, for all trading strategies designed but the fundamentalist, $p_b = p_s$.

**Noise Trader** The noise trader simply computes its expected value for an asset according to:

$$p_j^* = b_j e^Z, \quad Z \sim N(0, \sigma^2)$$

Where $p_j^*$ is its expected value for asset $j$, $b_j$ is the price of the highest-price buy order in asset $j$’s order book, and $\sigma^2$ is the noise trader’s variance factor, a parameter of trader that is set to 1 by default.

**Fundamentalist** This agent uses different expected values dependent on whether it is to buy or sell a card, and determines these values by calculating a posterior distribution given the total number of distinct cards it has seen throughout the game as well as the number of cards of each suit it currently possesses. Algorithm 3 describes how a fundamentalist can keep track of the number of distinct cards seen of a particular suit.

Using these tallies for each agent, the fundamentalist can then add the values of a given suit for each agent together to get the total number of distinct cards which it has seen throughout the whole game for each distinct suit. Then, given this collection of cards, the agent calculates the total number of possible combinations by which it could be formed for each of the 12 decks. Finally, a distribution of likelihoods for
Algorithm 3: Card-counting method for asset $j$, returning a list of known asset cards each agent holds

1. Set $n$ to how many units of asset $j$ you are initially dealt
2. Initialize a 4 element list $L$, such that for $x = \text{self.num}$ we set $L[x] = n$, and all other elements of $L$ are 0
3. Let $T$ be the list of trades for asset $j$, ordered by time
4. for $i \leftarrow 0$ to $|T| - 1$ do
   /* Since $T$ only grows, in practice we can store the data persistently and just run the for-loop for the new trades in $T$. */
   5. Let $b$ be the buyer in trade $T[i]$, and $s$ be the seller
   6. Let $v$ be the volume
   7. if $L[s, \text{num}] < v$ then
      8. Add $v$ to $L[b, \text{num}]$
      9. Set $L[s, \text{num}]$ to 0
   10. else
       11. Add $v$ to $L[b, \text{num}]$
       12. Subtract $v$ from $L[s, \text{num}]$
5. Return $L$

the possible deck is computed by dividing each of these numbers by their total sum, and the multinomial distribution $m$ is represented as follows:

$$[m_0, m_1, m_2, m_3, m_4, m_5, m_6, m_7, m_8, m_9, m_{10}, m_{11}]$$

where $m_i$ is the probability that the deck being used in the game is deck $i$ as described in Table 1.

Unlike other traders, the fundamentalist agent has two different expected values for an asset - one for buying and one for selling. Intuitively this makes sense, as the number of cards a player possesses ultimately affects the value of each card individually. As an example, if a player possesses 6 spades, the most they can expect to gain from the purchase of an additional spade is 10 as they already are guaranteed a majority, while the sale of a spade could cost them up to 60 (loss of half the pot) plus an additional 10 in the event that spades is the goal suit. Likewise, if a player possessed only 4 spades, they would be willing to buy at a higher price than if they possessed 6 (i.e. already were guaranteed a majority). Thus, the expected value of a card must depend both on whether the agent is buying or selling that particular suit, as well as the number of cards of said suit it possesses.

We next introduce some notation. Allowing spades, clubs, hearts, and diamonds to be labelled as assets 0, 1, 2 and 3 respectively, we have that given any suit $j$ that decks $3j$, $3j+1$, and $3j+2$ are the only ones in which the suit is the goal suit. We define expected value functions $e_b(j, j_n, m)$ and $e_s(j, j_n, m)$ representing the expected values for buying and selling a suit $j$ respectively, given that the agent currently possesses $j_n$ cards of that suit and the probability distribution for the deck in play is $m$, as follows:

![Fundamentalist’s view of goal suit’s value over time](image-url)

Figure 2: Note how the expected values change over time, particularly during the second half of the simulation. For this reason, clearing trades which no longer accurately reflect the expected value is essential to prevent the agent from performing poorly.
\[
\begin{align*}
\ell_b(j, j_n, m) &= \sum_{i=0}^{11} m_i \ell_v(i, j, j_n) \\
\ell_s(j, j_n, m) &= \ell_b(j, j_n - 1, m)
\end{align*}
\]

where \( \ell_v(i, j, j_n) \) is a measure of the value of purchasing a card of suit \( j \) assuming the deck in play is play \( i \) and you have \( j_n \) cards of suit \( j \) in your hand. Furthermore, \( \ell_s \) is calculated as above due to the fact that intuitively, the expected value one gains by purchasing a card of a suit one possesses \( j_n \) cards of is equivalent to the expected value one loses by selling a card of said suit when one possesses \( j_n + 1 \) of these cards. Calculating \( \ell_v(i, j, j_n) \) is done as follows:

\[
\ell_v(i, j, j_n) = \begin{cases} 
0 & \text{if } i \neq 3j, 3j + 1, 3j + 2 \\
10 + \ell_v(m, i) & \text{if } i = 3j, 3j + 1, 3j + 2
\end{cases}
\]

where \( \ell_v \) is the portion of a card’s value arising from the final payout by way of possessing majorities (or tying for majority), which is given by:

\[
\ell_v(m, i) = \begin{cases} 
p_i(1-r) r^{j_n} & \text{if } j_n < x_i \\
0 & \text{if } j_n \geq x_i
\end{cases}
\]

where \( x_i \) represents the number of goal suit cards needed to guarantee a majority for deck \( i \), and \( p_i \) represents the payout for doing so. The constant \( r \) is a parameter that is agent specific, and is such that if the price of purchasing a certain card of a suit \( j \) when an agent possesses \( 0 \) cards of this suit is \( a_i \), then the value towards obtaining a majority of purchasing a card of this suit given the agent currently possesses \( n \) such cards is \( a_i r^n \) for some \( r > 1 \) when \( n < x_i \), and is \( 0 \) otherwise. The reason this valuation was decided upon was due to the fact that as an agent gets closer to reaching a majority, the more likely they will be able to successfully be able to obtain it, and hence the more they should be willing to spend in doing so.

The value of \( a_i \) is computed for each deck \( i \) such that:

\[
p_i = a_i + a_i r + \ldots + a_i r^{x_i - 1}
\]

This way, the portion of the expected value associated with buying each card, assuming an agent started with \( 0 \), would sum to the total value gained from the payout for a majority. Solving for \( a_i \), we find that:

\[
a_i = \frac{p_i(1-r)}{1-r^{x_i}}
\]

as desired.

Using the above equations, the algorithm which the fundamentalist agent uses is shown in Algorithm 4 below.

Note that upon each iteration, all orders currently in the market that no longer agree with the agent’s expected values are cleared by way of lazy deletion. Each agent has an associated order book for buy orders as well as an associated order book for sell orders for each asset which contains the orders which it has placed. Lazy deletion allows for efficient deletion of these orders (as compared to removing them from the min and max-heaps directly). Furthermore, doing so is necessary, as the agent’s expected values can fluctuate significantly throughout the game, as seen in Figure 2 below, due to the fact that the price is a reflection not only of the belief state of the deck, but of the cards the player currently possesses.

**Bottom-Feeder** The bottom-feeder is a social trader. It calculates its expected value for an asset by estimating that of other agents (its “prey”) from their order histories, and averaging them. When looking at an agent, it looks at its past \( k \) buy order prices and past \( k \) sell order prices and computes their mean. In our model, we used \( k = 4 \). Effectively, the bottom-feeder calculates the expected value for asset \( j \) according to:

\[
p_j^* = \frac{1}{|A|} \sum_{i \in A} \frac{1}{2} \left( \frac{1}{k} \sum_{p_b \in B_{ji}(k)} p_b + \frac{1}{k} \sum_{p_s \in S_{ji}(k)} p_s \right),
\]
Algorithm 4: Fundamentalist trading algorithm for asset $j$

1. Let $m$ be the multinomial distribution obtained by card counting and the methods detailed above
2. Initialize a two element list $L = \{e_b(j, j_n, m), e_s(j, j_n, m)\}$
3. Let $O_b$ and $O_s$ be the agent’s own order books for buy and sell orders respectively for asset $j$
4. for $i \leftarrow 0$ to $|O_b| - 1$ do
5.  Let $o$ be the order $O_b[i]
6.  if $o.price > L[0]$ then
7.     Let $o.deleted$ be True
8. for $i \leftarrow 0$ to $|O_s| - 1$ do
9.  Let $o$ be the order $O_b[i]
10. if $o.price < L[1]$ then
11.     Let $o.deleted$ be True
12. Return $L$

where $p_{t}^{*}$ is the bottom-feeder’s expected value for asset $j$, $A$ is the set of prey, $k$ is how many buy and sell orders the bottom-feeder will examine for each agent, and $B_{ji}(k)$ and $S_{ji}(k)$ are sets of the $k$ most recent buy and sell orders respectively of agent $i$ for asset $j$. This strategy produces good estimates of an agent’s expected value for an asset under the assumption that their buy and sell orders are, on average, the same distance from the agent’s expected value. Note that, in practice, if an agent the bottom-feeder is looking at has not sent $k$ buy orders and $k$ sell orders for an asset, it is not included in $A$.

Chartist

The chartist trader only looks at the price series data to estimate an expected value for an asset. It does this by estimating the average rate of return of an asset and assuming that it will continue. For example, if the average rate of return is high, then the chartist will be willing to buy the asset for a high price as the price in the future should be even higher.

There are several ways to estimate an expected return. Chiarella et. al. give the following formula [2]:

$$\bar{r}_t^i = \frac{1}{\tau^i} \sum_{j=1}^{\tau^i} r_{t-j} = \frac{1}{\tau^i} \sum_{j=1}^{\tau^i} \ln \frac{p_{t-j}}{p_{t-\tau^i-1}},$$

where $\bar{r}_t^i$ is the average spot return, $\tau^i$ the chartist’s time horizon (i.e. how far back in the data the chartist will look), $r_{t-j}$ is the spot return at time $t - j$, and $p_{t-j}$ is the price at time $t - j$. The estimated future value using this method is then $p_t \exp(\bar{r}_t^i \tau^i)$ [2]. Note that the logarithm telescopes such that:

$$\bar{r}_t^i = \frac{1}{\tau^i} \sum_{j=1}^{\tau^i} \ln \frac{p_{t-j}}{p_{t-\tau^i-1}} = \frac{1}{\tau^i} \sum_{j=1}^{\tau^i} \ln(p_{t-j}) - \ln(p_{t-\tau^i-1})$$

$$\bar{r}_t^i = \frac{1}{\tau^i} \ln \frac{p_{t-1}}{p_{t-\tau^i-1}}, \quad (1)$$

making the formula effectively discount all of the data between the current price and the price at the beginning of the time horizon.

Another option is to compute a linear regression on a part of the time series, according to the model:

$$\ln(p_t) = y_t = \beta_0 + \beta_1 t + \epsilon, \quad (2)$$

on a set of times and their associated prices within the time horizon of the chartist. The estimated future value is then $\tilde{p}_t = \exp(\beta_0 + \beta_1 t)$.

3 Results

In this section, we are going to demonstrate the performance of our agents and evaluate our model using statistics. Note all bar graphs in this section use the same bar color and labeling for each kind of agent:
• Fundamentalist: blue bars with label (f, f0, f1, ...)
• Bottom-feeder: orange bars with label (b, b0, b1, ...)
• Noise trader: green bars with label (n, n0, n1, ...)

3.1 Strategy performance
We run the simulation 100 times for each possible combination of the three types of agents. The height of a bar is average final gain of an agent with the line in the middle of each bar representing mean final cash. Bars are ±2SE, with the grey ones being the standard error of the mean cash and the black ones being the error of the final gain. The grey dotted line represents beginning cash level ($350 per agent) and the black dotted line ($400) is the average bonus of the game (since each player put $50 into the pot at the beginning of each round) We observe that noise trader’s overall performance is worse than the other two in any simulation setup.

Fundamentalist When there are only fundamentalists and noise traders involved in the simulation (see Figure 3, we observe the fundamentalists earn more, on average, compared to noise traders. We observe the fundamentalist also have a much higher standard deviation than the noise trader, mainly due to unsuccessful guesses of the actual goal suit in some rounds. However, the overall performance of fundamentalists is much better than noise traders, with the general trend that the more fundamentalists exist in a game the less the average gain is per fundamentalist due to increased market competition between themselves.

Bottom-Feeder In our model, the bottom-feeder chooses one or more agents as its prey. We discover that when all bottom-feeders choose other bottom-feeders as its prey, it will not make any trade. Bottom-feeders only make trade after observing its prey’s trade, when all bottom-feeders are looking after each other, no trade will be made. Thus, we will only consider the cases when at least one bottom-feeder chooses another type of agent as prey.

When bottom-feeder is added into the fundamentalist - noise trader system, results are pretty different depending on its prey. When using the fundamentalist as its prey (see Figure 5 and Figure ??, the bottom-feeder outperform the noise trader, but gains less on average than the fundamentalist. Since the bottom-feeder is only following the fundamentalist, it is always one step slower. Thus, the resulting average cash and payout for the fundamentalist in this case is actually higher than a fundamentalist in two-fundamentalist-two-noise-trader case shown in Figure 8.

Figure 3: 100 simulations each for 3 setups of fundamentalists against noise traders.
Figure 4: One bottom-feeder with all fundamentalists in the game as preys. (We discovered there is no statistical significance between using one fundamentalist as prey or all fundamentalists in the game as prey, so only demonstrating one case here.)

Figure 5: Two bottom-feeders with all fundamentalists in the game as preys.

When the bottom-feeder uses the noise trader as its prey, it gains similar average cash but more bonus than the noise trader. Since the bottom-feeder tries to follow its prey’s expectations, we expect it perform a little worse than its prey. However, when put into three-bottom-feeder-one-noise-trader system (see Figure 5) with the noise trader as its prey, the bottom-feeders actually outperforms the noise trader.

Figure 6: Three bottom-feeders with the left using noise trader as prey and right using itself as prey (Ex: b0 is using b0 as prey and b1 is using b1 as prey).
Figure 7: Three bottom-feeders with the left using fundamentalist as prey and right using itself as prey.

**Chartist** Neither of the algorithms implemented for the chartist’s estimation of future expected value functioned within the simulation framework. Both produced estimates extreme enough to be too large to store in double-precision floating point numbers. The reasons for this will be discussed later.

**Homogeneous set-ups** When the simulation is run with all agents being of one type with the same parameters, the final payoff, cash, and bonus for each agent are $400, $350, and $50 respectively. This is obvious, as agents with identical strategies cannot, on average, outperform each other. But what is not obvious is how much variability there is in the overall payout, cash, and bonus of each agent in these homogeneous simulations. Table 2 describes the standard deviations of the three. The standard deviation on the bottom-feeders’ cash is 0 because, in a game with four bottom-feeders, no trades occur as their trading behavior requires observing trades, as mentioned in the bottom-feeder paragraph in this section.

### Table 2: Standard deviations of Noise, Fundamentalist, and Bottom-feeder strategy final wealth in $n = 100$ games each where all 4 players are of one strategy. All one-tailed tests between standard deviations of each category have $p < 10^{-5}$, except that the standard deviation of the fundamentalists’ payouts are greater than that of the noise traders with $p = 0.013$

| Strategy   | Final payout | Cash | Bonus |
|------------|--------------|------|-------|
| Noise      | 201.04       | 188.52 | 61.36 |
| Fundamentalist | 61.75       | 33.11 | 68.62 |
| Bottom-feeder | 48.63       | 0    | 48.63 |

3.2 Expectations

An agent’s expectation of an asset during one round of Figgie is determined by its algorithm as introduced in Section 2.3. Since the noise trader’s expectation is random, we will focus only on the fundamentalist and bottom-feeder in this section. Theoretically, the fundamentalist should have a guess on the goal suit after a few trades have been made, therefore its expectation for all other three suits will drop to zero except for the potential goal suit, as shown in Figure 8. In this round of simulation, the fundamentalist correctly guessed the goal suit. Its expected buy price rose to over $80 because the fifth goal suit card will not only bring the $10 bonus, but also the $100 extra bonus at the end. After that peak, the expected buy price for the fundamentalist dropped to $10, which is exactly what the fundamentalist can get out of this additional goal suit card. Notice the expected sell price for the goal suit card skyrocketed to over $80 for the fundamentalist at the same time as the peak in buying price, because selling that additional goal suit card (the sixth one) means the fundamentalist has the potential to lose half the $100 bonus. The selling price remaining high represents the fundamentalist ending up with exactly five goal suit cards until the end of this game. Otherwise the price would drop since the seventh card is not worth as much to the fundamentalist as the sixth card because of the majority rule in Figgie. In this round of simulation, the bottom-feeder’s prey is the fundamentalist so that we can better observe the relationship between the two agents’ expectations. We can observe that the bottom-feeder’s expected price for suit 2 rise after the sudden peak of the fundamentalist’s expectations. By investigating all the trades made in this simulation, we can see that the fundamentalist bought suit 2 three times at a relatively high price, above $10. Notice since $10 is the bonus for owning
one goal suit card, buying a card at prices above $10 means this agent is pretty confident that this suit is the goal suit. After observing the fundamentalist’s actions, the bottom-feeder’s expected price also rises to about $10 (see Figure 9).

3.3 Latencies

As described in Section 2.1, to test the effect of latencies on agents’ performance, we run a homogeneous simulation filled with fundamentalists and give one of them (fast) a latency of 0 and three (slow, slow1 and slow2) a latency of 100. The results are displayed in Figure 10, which displays the rewards, and Table 3, which displays confidence intervals. Note that the confidence intervals are bootstrapped intervals of the difference between two means. The bootstrap is used because:

- Figgie is a zero-sum game, so agents’ wealth, cash, and payout are not independent. This precludes tests that identify whether two sets of independent variables have different means.
- We find that the distributions of wealth, cash, payout, and of their differences between agents, are bimodal. This again makes it difficult to conduct standard statistical tests.
The fast agent tends to finish with less cash than the others, but appears to receive slightly more of the payout on average. We speculate that is because the fast agent made several unsuccessful trades at the beginning of the simulation.

Table 3: Bootstrapped 95% confidence intervals on the mean difference between fast and its competitors' wealth, cash, and payout and. Positive values indicate that the competitor had more than fast. In all but payout, the slower agents, on average, receive more than fast. In payout, fast tends to receive more.

3.4 Simulation statistics

Autocorrelation of returns with different time period lengths

Figure 11: Autocorrelation of the returns from 100 simulations, each of which is represented by a grey line. Taken from simulations with one fundamentalist and three noise traders. Autocorrelations are centered around 0, getting more extreme with longer time period lengths.

Auto-correlation The auto-correlation function is often used on the series of returns of a particular asset, where a return is the ratio of the closing price of one trading day to that on the previous trading day. Since our simulation has no concept of trading periods, we can arbitrarily set periods and observe the behavior of the autocorrelation. The autocorrelation of the return series for some time periods is shown in Figure 11. Figure 12 shows the autocorrelation of the entire return series, without setting any time periods.
4 Discussion

Success in simulating the fundamentalist  Fundamentalist trades according to its own expected value of the asset, and we have successfully implemented the card-counting method for each asset for the fundamentalist such that its overall performance is satisfying. When put into a market with other kinds of traders, as shown in Figures 3, 5, and ?? in the results section, it can always land in at least the same average cash level as the beginning cash ($350), and its ending bonus is also higher than both the noise trader and the bottom-feeder. The average cash for the fundamentalist of all cases shown in the result section is $407.5 and average bonus is $75.43.

Possible Improvements for the bottom-feeder  Currently our bottom-feeder’s prey is manually chosen before the start of each simulation, thus its according performance will totally based on its prey. In future development of this model, we plan to add an algorithm that enables the bottom-feeders to pick its own prey based on each agent’s performance it observes in one game. This is challenging since the total time of the game is relatively short, thus not much data is collected. But if the model is expanded and the time for each round is extended, this will be a meaningful improvement.

Failure of chartist trading strategies  There are two key differences between our market model as applied to Figgie and previous work that, combined, may be the reason for the failure of chartist strategies.

1. Small market: Figgie is, by nature, a very small game. It contains just four traders and four assets, and trades happen on the order of dozens or hundreds, not thousands or millions. This means that, if the chartist is using Equation (12), it is likely that the current price is the price of the chartist’s most recent buy order. If a chartist slightly over-estimates the asset’s value, and then uses that over-estimate again to define the most recent price and calculate a new estimate, the new estimate will be even higher. This can evidently go on until the estimated value becomes absurd. The linear regression model in Equation (2) is slightly more robust, as it takes into account all of the recent prices, but overestimates create orders which create outliers in the price series, which then increase the estimates, etc.

2. Risk ignored: As agents are trying to maximize their average returns, risk is ignored by the agents in our simulation. This removes one method through which chartists’ price estimates are moderated downwards, exacerbating the problem of an overestimation feedback loop.

It is unclear how to make a chartist trading strategy that ignores risk and functions in a small market without creating extreme estimates. One option is to have it exclude its own orders when calculating the current price. However, this may not work, as noise traders’ orders will follow the market price, which, for a small moment, is set by the chartist. Note also that, in line with previous work, the chartists did increase...
volatility in the market. But the volatility induced by a single chartist in the small market was too great for the limitations of double-precision floating-point numbers.

**Autocorrelations** When arbitrarily setting time periods, Figure 11 shows that the autocorrelation of the returns is centered around 0. This indicates that a chartist strategy, even if a robust one were created, would not be able to generate returns if splitting the data into periods. Figure 11 also shows that the autocorrelation gets more extreme as the lengths of the time periods ($\Delta t$) increase. This is likely a result of an increase in $\Delta t$ reducing the number of time periods when holding the duration of the simulation constant. With just a few points in the series of returns, it is more likely for there to be a spurious correlation between returns at various lags.

When not splitting time periods, as in Figure 12, the autocorrelation of the returns is generally above 0 and decreases towards 0 as the lag increases. This indicates that there is room for a chartist strategy to exploit this correlation and generate returns, as seeing a positive/negative return would tell it that the next return is likely to be positive/negative, and it should make buy and sell orders accordingly. However, as noted above, the chartist strategies tested failed in Figgie due to feedback loops, so a more robust strategy would need to be developed to exploit this pattern.

**Latency** As shown in Table 3, a lower latency relative to other fundamentalists decreases a fundamentalist’s mean cash and wealth, but might increase its mean payout. The increase in mean payout is to be expected, as a trader with lower latency should be better able to acquire cards of the goal suit, and always trades with slightly more recent information about which suit might be the goal suit. The result that mean cash and wealth decrease is surprising, as the low-latency trader should be able to make the best possible trades as it always sees the current market prices. One possible explanation for this is that a lower latency means a higher trading frequency, because in the simulation agents will only start considering making a trade again after their order is added to the order book. This might make the trader make more unfavorable trades in the beginning of the game, when its estimated asset values fluctuate rapidly (see, for example, Figure 2).

Table 3 also demonstrates the robustness of our simulation and of the effectiveness of the bootstrap method. The confidence intervals on the differences in wealth, cash, and payout between fast and slow0, slow1, and slow2 are very close for all of fast’s competitors. This shows that different instantiations of identical agents in our simulation do indeed perform the same, on average. The similarity of the confidence intervals also shows that the bootstrap method, even with just 100 simulations, can be used to statistically compare strategies in Figgie.

**5 Conclusion**

In this paper, we have developed a general agent-based discrete-event simulation for modelling trading dynamics in a market. Our simulation is flexible enough to extend far beyond the Figgie setting, allowing for various market conditions including number of traders, assets, and latencies to be set as parameters and the easy user testing of new trading algorithms. One innovation of our simulation is the efficient implementation of latencies between traders and the market. While this method is unable to simulate latencies between traders, it is enough to capture a market where traders do not directly communicate with each other.

We have designed and implemented a few different trading strategies for Figgie, with our fundamentalist strategy taking advantage of its unique payout structure and our “bottom-feeder” strategy taking advantage of its nature as a market where everything is visible. We have also implemented a chartist trading strategy from the literature and designed our own. The failure of the chartist strategies demonstrates that, if chartists ignore risk and operate in a sufficiently small market, they may enter a feedback loop where high estimates cause high prices, which cause even higher estimates, etc. We recommend further research into the design of robust chartist trading strategies which do not fall into feedback loops, as well as the exact conditions required for feedback loops to occur.

We have demonstrated the utility of the bootstrap procedure in statistically comparing the outcomes of strategies in zero-sum games, in which traditional statistical tests fail due to the nonstandard distributions that arise and the dependence of outcomes between agents.
The discrete-event nature of our simulation allows us to study how the autocorrelation of an asset’s returns differs when setting different trading period lengths and when not using periods at all. This ability demonstrates an advantage of discrete-event simulation over market simulations where time passes in fixed steps.
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