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ABSTRACT
The popularity of Android system, not only in the handset devices but also in IoT devices, makes it a very attractive destination for malware. Indeed, malware is expanding at a similar rate targeting such devices that rely, in most cases, on Internet to work properly. The state-of-the-art malware mitigation solutions mainly focus on the detection of the actual malicious Android apps using dynamic and static analyses features to distinguish malicious apps from benign ones. However, there is a small coverage for the Internet/network dimension of the Android malicious apps. In this paper, we present ToGather, an automatic investigation framework that takes the Android malware samples, as input, and produces a situation awareness about the malicious cyber infrastructure of these samples families. ToGather leverages the state-of-the-art graph theory techniques to generate an actionable and granular intelligence to mitigate the threat imposed by the malicious Internet activity of the Android malware apps. We experiment ToGather on real malware samples from various Android families, and the obtained results are interesting and very promising.
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1 INTRODUCTION
Mobile devices are important gadgets in our lives. Nowadays, mobile systems, especially Android, and their applications (apps) dominate most of our daily economic and social interactions. Android has the biggest share in the mobile computing industry [13] due to its open-source distribution and sophistication. Besides, it became not only the dominant platform for mobile phones and tablets, but is also gaining increasing attention and penetration in the realm of Internet of Things (IoT) [8, 9]. The ubiquitous nature and popularity of Android OS made it the first target of malicious threats in mobile computing platforms [11]. Indeed, malware apps are not only targeting conventional devices such as phones and tablets, but also more critical systems such as home IoT devices. The latter could allow the adversary to achieve more severe attacks, which could inflict physical damages [5] as the attacker could gain access to physical system controllers of cars, air conditioning systems, refrigerators, etc.

Mobile and IoT devices are more critical than personal computers in many ways: (i) In contrast with personal computers, they are equipped with sophisticated sensors, from cameras and microphone to gyroscope and GPS. These various sensors open a whole new world of applications for end-users. However, they also unleash unprecedented potential cyber-threats that could be committed by adversaries who gain access to these resources through Android malware apps. (ii) Thin devices (smart handsets and IoT devices) have limited resources in terms of computation, energy power, and network bandwidth compared to PCs. This makes extensive security analyses very expensive, if not impossible in some cases, to track maliciousness indicators whether dynamic or static in nature. Therefore, the adversary needs less sophisticated malicious apps compared to PC ones to achieve the attack. (iii) A thin device could inflict more damage than a PC due to its high portability, and hence could infect/damage a large number of networks (e.g., work, home, restaurant, airport). Indeed, infected thin devices could play the role of a payload transporter to harm other systems and networks. (iv) In terms of deployment, the number of thin devices (including Android ones) is by far larger than the number of PCs. Therefore, an adversary that leverages malicious apps could infect more IoT devices than PCs. The attacker could infect and control (tens of) thousands of PCs and use them as her/his malicious cyber-infrastructure. Nowadays, malicious cyber-infrastructures could reach (tens of) millions of devices if we include devices in TVs, smart watches, connected cars, etc. (v) Finally, the centralized mechanism through which Android apps are distributed using App repositories [12] allows for the distribution of malicious apps that bypass vetting systems and hence be available on a huge number of end-user devices.

The aforementioned factors highlight the urgent need to design and implement new methodologies, techniques and tools to mitigate cyber-threats against Android mobile and IoT devices, especially that we are witnessing a convergence between Android and IoT devices. IoT devices could run Android OS or a lightweight version of it. In this context, Google proposes AndroidThing [9], an Android-based IoT operating system. On the other hand, Android may animate other IoT devices that control systems such as smart homes or smart buildings. To mitigate these cyber-threats [11], we need to have an accurate situational awareness of the threat landscape. The state-of-the-art Android security solutions mainly
concentrate on: (i) Static analysis [22, 34, 44, 58], where the emphasis is on the actual Android malware file (Android Packaging APK). Here, the community tends to fingerprint Android malware using approximate fingerprints or learning models that leverage statistical features engineered from the static content. Static analysis is not generally effective in the presence of obfuscation techniques. (ii) Dynamic analysis [18, 28, 52, 60] based on the reports generated after executing the actual malware in a sandboxing system: The security analysis leverages these reports to discover and fingerprint malicious behaviours of Android malware samples. The dynamic analysis tends to be more resilient against obfuscation. However, it is more time consuming compared to static analysis. (iii) Hybrid approaches [23, 36, 55, 59] leverage both static and dynamic analyses techniques to achieve a higher detection performance.

However, current Android malware solutions do not address the network dimension of mobile and IoT security. Furthermore, a common important characteristic between IoT devices and smart handsets is Internet access. Therefore, having malicious apps could allow the adversary to connect to infected devices at any time. Besides, Internet access is far from being a suspicious permission in Android vetting system. More precisely, the gap resides in the lack of situational awareness about malicious cyberinfrastructures that relate Android malware apps and their families. By cyber-infrastructure, we mean all the domains and IP addresses, i.e., the network information that is used by the adversary to control, download, upload, or at least, collect sensitive information through malicious apps that are already installed on infected Android devices (e.g. smart handset and IoT devices). Solutions, such as [26] [48], address malicious infrastructures in general focusing on malware samples and their families but without a special emphasis on Android-based platforms. In other words, there is a need for online solutions that leverage the large number of detected Android malware samples from different families. The latter should be the starting point of security solutions to achieve a situational awareness about malicious cyber-infrastructures underlying daily Android malware at different granularity levels. In other terms, the intention is to achieve a better understanding and focus on the malicious cyber-infrastructures underlying one Android malware sample, one malware family of samples, or several families at the same time.

In this respect, we propose ToGather, an automatic investigation framework for Android malware cyber infrastructures. ToGather framework is a set of techniques and tools together with security feeds to automatically achieve a situational awareness about Android malware. Actually, ToGather characterizes the cyber-infrastructure of a given malware sample, a set of samples, family or families as a multipartite graph that relates malware samples and the corresponding network footprint in terms of IPs and domains. ToGather goes even a step further by dividing this cyber-infrastructure into sub-infrastructure components based on the connectivity between the nodes. The result is in fact multiple network communities representing many sub-cyberinfrastructures that are related to the Android malware sample or family. To this end, ToGather leverages the enormous amount of cyber-threat intelligence that is derived from various sources such as spam, Windows malware, darknet, and passive DNS to ascribe cyber-threats to the corresponding cyber-infrastructure. Accordingly, the input of ToGather framework is made of malware samples, and the output is networks of cyberinfrastructures together with their network footprint, which would give the security practitioner an overview of Android malware cyber-activities on the Internet.

The process of ToGather framework starts by taking, as input, Android malware samples. First, we extract network information from these malicious apps. For this purpose, we use a hybrid approach, where both static and dynamic analyses are applied on malware. The resulting network information (IPs and domain names) of the malware sample represents the malicious nodes of its malicious cyber-infrastructure. However, the network information could be very noisy, as it might include several benign domain names of well-known sites, and the same applies to IP addresses. Hence, ToGather filters these entries through whitelisting in order to remove such IPs and domain names. Afterwards, ToGather correlates the network footprint with a passive DNS database to enrich the network information in two ways: (i) Get the IP addresses resolved from the current domain names list. (ii) Get the domain names that point to the collected IP addresses. The result is an enriched network information that has more coverage in terms of malicious cyber activity of the input malware samples. However, this information could be richer if we structure it; hence, ToGather builds from the network information a multi-partite graph connecting the hashes of malware samples to the corresponding IP addresses and domain names. The heterogeneous graph is used to derive abstract homogenous graphs where the emphasis is put on the network information while abstracting away from the malware hashes (since they have the same family in a typical use case). The homogeneous graphs, namely threat networks, represent cyberinfrastructures of Android malware. ToGather applies a highly scalable community detection algorithm [24] on this threat network to extract sub-threat networks with high connectivity aiming to give a more granular view to the security practitioner. Besides, we apply page ranking algorithm on these sub-cyberinfrastructures in order to rank the nodes (information network) according to their importance in terms of connectivity among sub-graphs. This indeed results in actionable intelligence that could be leveraged for instance to take-down operations. Finally, for each sub-threat network, we correlate the resulting cyber-infrastructure with well-known malicious information networks to label the underlying malicious activities. ToGather framework automates the previous steps to help security analysts achieve a great deal of situational awareness on Android malware and its activities on the Internet. As such, our contribution is essentially the framework as a whole and not only the components.

The main contributions of this paper are:

(1). We design and implement ToGather, a simple, yet practical framework to generate a granular situational awareness report on the malicious cyber infrastructures underlying Android malware.

(2). We propose a correlation mechanism with multiple cyber-threat intelligence feeds, which enrich, not only the resulting malicious cyber-infrastructure intelligence, but also the labeling of the tracked malicious activities.

(3). We evaluate ToGather framework on real Android malware samples from Drebin malware dataset. The evaluation shows promising and interesting findings.
2 OVERVIEW

2.1 Threat Model

We position ToGather as a detector of malicious cyber-infrastructures of Android malware. It is designed to uncover threat networks and the sub-networks from a seed of Android malware samples. However, malware detection is described in existing proposals [22, 28, 36, 44, 52, 59] and is out of the scope of this paper. ToGather does not guarantee zero false-positives due to the large number of benign domain names and IP addresses that might not be filtered out with ToGather whitelists. ToGather is very resilient to obfuscation during the extraction of the network information from Android malware because it applies both static and dynamic analyses. Hence, if the static content is heavily obfuscated, ToGather is still able to collect IP addresses and domain names from dynamic analysis reports.

2.2 Usage Scenarios

ToGather is designed to be practical and efficient in the hands of security practitioners.

- Security analyst uses ToGather framework as an investigation tool to minimize the efforts of generating threat networks for a given Android malware family. The analyst leverages the IP addresses and domain names ordered by their importance in the generated threat network to prioritize the takedown and mitigation operations.
- ToGather acts as a monitoring system. It analyzes a malware feed of Android malware family (e.g., new samples on a daily basis) to generate a snapshot for threat network and uncover the malicious activities (spam, phishing, scanning, and others). Periodic reporting gives insights into the cyber evolution and the malicious behaviors of a given malware family over time.
- ToGather measures the Android malware activity on top of cloud vendors by reporting that a given Android malware family is using a specific cloud vendor infrastructure for its malicious activity during a period of time.

3 METHODOLOGY

In this section, we present the overall workflow of ToGather framework, as shown in Figure 1, starting from the Android malware samples ending with the produced relevant security intelligence:

1) The first step in ToGather framework consists of deriving network information from Android samples in a given window analysis (e.g., day, week, month) whether they are from the same malware family or not. However, we consider one malware family as a typical use-case of ToGather, as presented in the evaluation section. ToGather conducts dynamic and static analyses where each analysis produces a report for each Android malware sample. Therefore, a given malware has two reports from dynamic and static analyses. Leveraging both analysis types enhances the resiliency of ToGather against common obfuscation techniques. The latter aims to hide relevant information about malicious activities such as domain names and IP addresses (network information). Afterwards, ToGather extracts network information strings from the analysis reports. At this point, we apply a simple text pattern search to find IP addresses and domain names. In static analysis, we mainly concentrate on the Dalvik compiled code (classes.dex) for the extraction. We collect network information more efficiently from dynamic analysis reports since they are more structured and have labeled fields.

2) Next, we filter the extracted network identifiers from noise information such as non-routed IP addresses. Also, we filter domain names and URLs that use Unicode characters. For the current ToGather implementation, we do not consider domain names and URLs written in other languages such as Japanese or Arabic. In the case of URL links, we keep only domains. To this end, we have a set of valid IP addresses and domain names found in Android malware. It is important to notice here that each network information is tagged by the underlying malware hash and this tag will be kept during all the workflow steps of ToGather. To minimize false positives, ToGather applies whitelisting mechanisms. For domain names, ToGather leverages the complete Alexa [3] and Quantcast [15] (more than one million domain name). However, the number of white domain names is a hyper-parameter in ToGather that we could use to control the amount of false positives. In the case of IP addresses, we leverage a set of public white IPs such as Google DNS servers and other ones [16]. It is important to stress that ToGather considers public cloud vendor IPs and domain names as a whitelist. The aim is to observe and then gain insight into the use the cloud infrastructure by Android malware. This idea originates from the observation that Android malicious apps (and malware in general) make more use of the cloud as a low-cost infrastructure for their malicious activity.

3) In this step, we propose a mechanism to enhance and enrich the malicious network information to cover related domains and IPs. In essence, ToGather aims at answering the following questions: (i) What are the IP addresses of current malicious domains? Here we investigate the IP addresses of server machines that host malicious activities. The latter are most likely related to the analyzed Android malware. (ii) What are the domain names pointing to the current malicious IP addresses? The intuition is that a malicious server machine with a given IP address could host various malicious contents and the adversary could use multiple domains pointing to such contents. To answer this question, ToGather has a module to enrich network information by using passive DNS replication. The latter is a technology that builds zones replicate without the cooperation from zone administrators, based on captured name server responses, as presented in Section 6.1. We use the network information, whether IP addresses or domains, as parameters to two functions applied on a passive DNS database. The goal of the function is to enrich the list of domains and IP addresses that could be part of the adversary threat network. The enrichment services are: (i) GetIP(Domain): This function takes a domain as a parameter to query passive DNS database. The result is all IP addresses which point to the domain. (ii) GetDomain(IP): This function gets all the domains that resolve to the IP address given as a parameter.

We consider passive DNS correlation for two reasons: (i) A small number of Android malware samples generally yields limited network information. (ii) Security practitioners aim at having a more comprehensive situational awareness about malware Internet activity. As such, they would like to consider all related IPs and domain names. The result of the correlation is a set of IP addresses and
domains enriched using passive DNS, related to Android malware apps. The correlation results could, however, overwhelm the investigation process. Passive DNS correlation is therefore optional if we have a big number of samples from a given Android family. ToGather applies network information enrichment using the passive DNS replication. The correlation with passive DNS could produce some known benign entries. For this reason, we filter the likely harmless network information by matching the newly found ones against top Alexa [3] and Quantcast [15] domain names and known public IP addresses [4].

5) At this stage, we have a set of network information tagged by malware hashes. To extract relevant and actionable intelligence, ToGather aggregates all the previous records into a heterogeneous network with different types of nodes: malware hashes, IP addresses and domain names. We consider the heterogeneous network that is extracted from a given Android malware family as the malicious activity map of that family on the Internet. We call such a heterogeneous network, a threat network. Furthermore, ToGather produces homogenous networks by executing multiple projections according to the node type (IP address or domain name). For example, in the IP projection, the projection of a malware hash connecting two IP addresses would be only the two IPs connecting to each other. Therefore, ToGather produces three homogeneous graphs, one only considers IP addresses connections, and the other only considers domain names connections. Finally, we consider a threat network with IPs and domains as one type network information. The goal of homogenizing the connection network is to apply graph analyses that need the graph homogeneity (i.e., IP threat network), domain threat network, and network information threat network.

6) Further, ToGather aims at producing more granular graphs (see Figure 2) from the generated threat networks derived in the previous step. In this respect, ToGather checks the possibility of community identification in these threat networks based on the connectivity between nodes. The higher is the connectivity between the nodes in a particular area of the network, the more is the possibility to have a malicious community in such area. For community detection (Section 4), we adopt a highly scalable algorithm [24] to enhance ToGather community detection module. The intuition behind using the community concept is: (i) Considering ToGather typical usage scenario, where we enter Android malicious apps from the same family, the community could define different threat networks that are related to the malicious activities. In other words, either one adversary is using these threat networks as backups or we have instead multiple adversaries. In the case of Android malware, the second hypothesis is more plausible because of the cheap repackaging of existing malware samples to suit the need of the perpetrator. (ii) In case ToGather receives Android malware from different families, the communities could be interpreted as the threat networks of different Android malware families to focus on the relation between them. The output of this step is a set of threat networks related to IPs, domains, and network information and their communities (sub-threat networks).

7) To produce actionable cyber-threat intelligence, we leverage Google page ranking algorithm (Section 5) to produce ranking scores for critical nodes of a given (sub) threat network. Consequently, the investigator would have some priority list when it comes to mitigation or take down of nodes that are associated with a malicious cyber-infrastructure. As a result, ToGather produces each (sub) threat network of the Android malware family together with the ranking of each node. Because ToGather generates multiple homogeneous graphs based on the node type (IP, domain, network information), it produces different ranking lists based on the node type. Therefore, the security practitioner will have the opportunity of selecting the node type when executing the mitigation or the take down to protect his system. In such case, an IP node could be more suitable as it could be blacklisted for instance. Also, it is important to mention that it is expensive for the adversary to get new IP addresses. In contrast, domain names could be frequently changed due to their affordability.

8) We do not focus only on Android malware. Instead, we aim at gaining insights into the shared network IP and domains with other platform malware families. Indeed, the adversary tends to have many malicious weapons in several operating systems to achieve the maximum coverage. Therefore, similarly to the first step, we conduct dynamic and static analyses on Windows and Linux malware samples to extract the corresponding network information. The same step is applied to this network information. Afterwards, we correlate the Android network information with the non-Android malware information to discover another dimension of the adversary network. The result will be all the IP addresses and the domains of Android malware in addition to all network records of a given non-Android malware family if they share some network information. It is important to notice that the information networks of non-Android malware are also labeled by malware families. Therefore, the result of this step is the previous (sub) threat networks tagged by Android malware family in addition to tags of other platform malware. So, the security analyst would have a clearer view on the Android cross-platform malicious activity.
9) In this final step of ToGather workflow, we leverage another cyber-threat source, namely sub-threat networks, to label malicious activities that are committed by the produced communities. Specifically, we leverage network information that is collected from different security data. The current ToGather implementation includes the correlation with spam emails, reconnaissance traces and phishing URLs. Therefore, the investigator will not only have the cyber-infrastructure of the Android malicious family but also if it is part of other cyber malicious activities that are conducted by the infrastructure.

We consider ToGather as an active service that receives at every epoch time (day, week, month) Android malware with its corresponding family (the typical use case) and produces valuable intelligence about this malware family.

4 THREAT COMMUNITIES DETECTION
A scalable community detection algorithm is essential to extract communities from the threat network. For this reason, we empower ToGather with the Fast Unfolding Community Detection algorithm [24], which can scale to billions of network links. The algorithm achieves excellent results by measuring the modularity of communities. The latter is a scalar value $M \in [-1, 1]$ that measures the density of edges inside a given community compared to the edges between communities. The algorithm uses an approximation of the modularity since finding the exact value is computationally hard [24]. Our main reason to choose the algorithm proposed in [24] is its scalability. As depicted in Figure 3, we apply the community detection on a million-node graph with a medium density ($P = 0.001$ probability of node $A$ is another node $B$), which we believe has a similar density to the threat network generated from Android malware samples. For the sake of completeness, we perform the same experiment on graphs with a different probability $P$. As presented in Figure 4(c), we are able to detect communities in 30,000-node graphs with ultra density (unrealistic) in a relatively small (compared to the time dedicated to the investigation) amount of time (3 hours).

Figure 2: Graph Analysis Overview

Figure 3: Scalability of the Community Detection

Figure 4: Graph Density Versus Scalability
The previous algorithm requires a homogeneous network, as input, to work correctly. In our case, the threat network generated from the network information is a heterogeneous network because it contains two main node types: (i) The malware sample identifier, which is the cryptographic hash of the malware sample. (ii) The network information: the domain names and the IPv4 addresses. In the current implementation, we do not consider IPv6 addresses and domain names in other languages. Also, we apply the projection on the first heterogeneous network to generate homogeneous graphs. To do so, ToGather makes the graph projection by abstracting away from the malware identifier and only takes the network information, i.e., if the malware identifier connects to two IPs, the projection would produce only the two IPs connecting to each other. To this end, we get different projection results based on the node abstraction: (i) General threat network contains both IP addresses and domain names. (ii) IP threat network contains only IP addresses. (iii) Domains threat network contains only domain names.

Furthermore, ToGather could mine sub-threat networks that have highly connected nodes compared to the rest of the cyber-threat network. The intuition here is that each sub-threat network could be a different malicious infrastructure that is used by an adversary. The security practitioner could automatically segregate possible cyber-infrastructures that could lead to different attacks even if we use only one Android malware family. To achieve such scenario, we apply the previous community detection algorithm on the different threat network to check for possible sub-graphs. Also, ToGather filters nodes (IPs, domains) with weak links to others nodes, as we interpret them as false positives (leaves or parts of tiny sub-graphs).

5 ACTIONS PRIORITIZATION

From the community detection, ToGather checks if there is possible sub-graphs in the threat network based on node connectivity. Even though the sub threat networks zoom into malicious cyber-infrastructures of a given Android malware family, the security practitioner could not mitigate against the whole threat network at once. For this reason, ToGather proposes an action priority system. The latter takes the IP, domain or both, and threat network and produces an action priority list based the maliciousness of each node. By leveraging the graph structure of the threat network, we measure the maliciousness of a given node by its degree, meaning, the number of edges that relate it to other nodes. From a security point of view, the more connections an IP or domain has, the more it is important for a malicious cyber-infrastructure. Therefore, our goal is to build a priority list sorted by the damage, an IP or a domain, which can inflict in terms of malicious activity. The importance of nodes in a network graph is known as node’s centrality. The latter represents a real-valued function produced to provide a ranking, which identifies the most relevant nodes ([25]). For this purpose, some algorithms have been identified, such as Hypertext Induced Topic Search (HITS) algorithm ([46]) and Google’s PageRank algorithm ([27]). In our approach, we adopt Google’s PageRank algorithm due to its efficiency, feasibility, less query time cost, and less susceptibility to localized links ([49]). In the following, we briefly introduce the PageRank algorithm and the random surfer model.

5.1 PageRank Algorithm

Definition 5.1. (PageRank). Let \( I(v_i) \) be the set of vertices that link to a vertex \( v_i \) and let \( deg\text{out}(v_i) \) be the out-degree centrality of a vertex \( v_i \). The PageRank of a vertex \( v_i \), denoted by \( PR(v_i) \), is provided in Eq. 1:

\[
PR(v_i) = d \left( \sum_{v_j \in I(v_i)} \frac{PR(v_j)}{deg\text{out}(v_j)} \right) + (1 - d) \frac{1}{|D|}
\]

The constant \( d \) is called damping factor, assumed to be set to 0.85 [27]. Eq. 1 produces one equation per node \( v_i \) with an equal number of unknown \( PR(v_i) \) values. The PageRank algorithm tries to find out iteratively different PageRank values, which sum up to 1 (\( \sum_{i=1}^{n} PR(v_i) = 1 \)). The authors of the PageRank algorithm considers the use case of web surfing, where the user starts from a web page and randomly moves to another one through a web link. If the web surfer is on page \( v_j \) with a probability or a damping factor \( d \), then the probability to change page \( v_j \) is \( \frac{1}{deg\text{out}(v_j)} \). The user could follow the links and teleport to a random web page in \( V \) with \( 1 - d \) probability. The described surfing model is a stochastic process, and \( W \) is a stochastic transition matrix, where node ranking values are computed as presented in Eq. 2:

\[
\tilde{PR} = d \left( W \cdot \tilde{PR} \right) + (1 - d) \frac{1}{|D|} \mathbf{1}
\]

The stochastic matrix \( W \) is defined as follows:

\[
\tilde{w}_{ij} = \begin{cases} 
\frac{1}{deg\text{out}(v_i)} & \text{if a vertex } v_j \text{ is linked to } v_i \\
0 & \text{otherwise}
\end{cases}
\]

The notation \( \tilde{R} \) stands for a vector where its \( i \text{th} \) element is \( PR(v_i) \) (PageRank of \( v_i \)). The notation \( \tilde{1} \) stands for a vector having all elements equal to 1. The computation of PageRank values is done iteratively by defining a convergence stopping criterion \( \epsilon \). At each computation step \( t \), a new vector \( (\tilde{PR}, t) \) is generated based on previous vector values \( (\tilde{PR}, t - 1) \). The algorithm stops computing values when the condition \( |(\tilde{PR}, t) - (\tilde{PR}, t - 1)| < \epsilon \) is satisfied.

6 SECURITY CORRELATION

6.1 Network Enrichment Using Passive DNS

Passive DNS [57] replication is the process of capturing live DNS queries and/or their responses, and using this data to build partial replicas of as many DNS zones as possible. Passive DNS aims to make replication of the domain zones without the collaboration of zone administrators. A DNS sensor is used to capture the inter-server DNS communications. Afterwards, the records of passive DNS are stored in a database where they can be queried. We can benefit from the passive DNS database in many ways. For instance, we can know the history of a domain name as well as the IP addresses it is/was pointing to. We can also find what domain names are hosted on a given name server or what domains are/(have been) pointing to a given IP address. There are a lot of use cases of passive DNS for security purposes (e.g., mapping criminal cyber-infrastructure [21], tracking spam campaigns, tracking malware command and control systems, detection of fast-flux networks, security monitoring of a
Given cyber-infrastructure and botnet detection. In our context, we correlated ToGather with a passive DNS database (30 Billion record) to enrich the investigation of Android malware by: (i) finding suspicious domains that are pointing to a malicious IP address extracted from the analysis of a malware sample. (ii) Finding suspicious IP addresses that are resolved from a malicious domain that is extracted from the analysis of malware sample. (iii) Measuring the maliciousness magnitude of an IP address: a server identified by a malicious IP address that hosts many malicious activities. We could measure the maliciousness by counting the number of domains that resolve to this malicious IP address. Typically, these domains could be related to different malicious activities or a single one. (iv) Filtering outdated domain names: The passive DNS query generally returns timestamp information. ToGather could leverage the timestamps to filter out old domain names that are no longer active.

![Figure 5: Threat Network With(out) Correlation](image)

We consider passive DNS correlation as an optional component in ToGather workflow for two reasons. First, passive DNS could be missing to reproduce ToGather framework, since the security practitioner may not have access to such database. Second, the corpus of Android malware samples is enormous, and there are new feeds of malware samples every day. Hence, such large number of samples could fill the gap of passive DNS correlation due to the amount of the extracted network information. For example, as presented in Figure 5, the threat network generated from three malware samples could be enhanced by the correlation with passive DNS.

### 6.2 Threat Network Tagging

ToGather produces, from Android malware samples, a threat network that summarizes their malicious activities. Afterwards, ToGather detects and produces threat sub-networks if any. Besides, it helps prioritizing the actions to be taken to mitigate this threat using the PageRank algorithm. In this section, we go a step further towards the automatic investigation by leveraging other security feeds. Specifically, we aim at correlating threat networks with spam intelligence, reconnaissance intelligence, etc. The objective is to give a multi-dimensional view about the malicious activities that are related to the investigated Android malware family. Moreover, ToGather considers the correlation with network information from other platform malware; in the current setup, we correlate with PC malware from different operating systems.

**PC Malware:** The adversary tends to have different malware samples in their arsenals to achieve their goal. Besides, different types of malware could be used to cover distinct platforms. The used malware samples run on many platforms, but they might share the elements of the same cyber-infrastructure run by the attacker. Therefore, finding other platform malware that share a similar threat network with a given Android malware sample, could help discovering other malware that is in the attackers’ cyber-arsenals. Considering the previous case, ToGather tags every produced threat network by leveraging a database of network information extracted from PC malware VirusShare [17]. The malware database is continuously updated. The obtained information is identified by the malware hash and its malware family. The latter helps identifying PC malware (and their families) that share network information with the Android threat network.

**Spam:** ToGather takes advantage of a spam database (30 Million record) to report the relationship between spamming campaigns and a given threat network. This information is precious for security analysts who are tracking spam campaigns.

**Phishing:** Similarly to the spamming activity, we consider the phishing activity in ToGather tagging. Phishing activities aim at stealing sensitive information using fake web pages that are similar to known trusted ones. Typically, the attacker spread phishing sites using malicious URLs. We extract only the domain name and store it in a phishing database (5 Million record).

**Probing:** Probing [50] is the activity of scanning networks over the Internet. The aim is to find vulnerable services. Probing is a significant concern in cyber-security because 50% of cyber-attacks are preceded by network scanning activity [50]. For this reason, ToGather considers tags of the threat network nodes if they are part of a probing activity. This pre-supposes the availability of a probing database (300 Million record) that contains IP addresses that have been part of scanning activities within the same epoch. Probing could be derived from darknet traffic and the probing IP addresses could be persisted in a probing database.

### 7 EXPERIMENTAL RESULTS

In this section, we present the evaluation results of our proposed system. The evaluation’s goal is to assess the effectiveness of ToGather framework on giving a situational awareness from a set of Android malware samples. In our experimentation, we consider two cases of the entered malware samples: (a) The samples belong to the same Android malware family; here we look at the threat network with the given family and its sub ones. (b) The samples belong to different Android malware families; here we investigate the relation between the various families of Drebin dataset and how the threat network of the families could be distinguishable from other ones. Notice that the network information will be hidden in the result due the sensibility and confidentiality of this information (i.e., domains and IP addresses). Instead, we focus on the cyber-infrastructure of the malware samples, i.e., how the sub-threat networks could be apparent in the global threat network of Android malware family. Finally, we show the tagging result of the resulting threat network.

### 7.1 Android Malware Dataset

In the evaluation, we use a real Android malware dataset from Drebin [22], a known dataset that contains samples labeled with
their families. Drebin dataset [1] contains 5560 labeled malware samples from 179 families [1], as shown in Table 1.

It is important to stress that Drebin contains all the samples of Genome dataset [2]. As a ground truth for the malware labeling, we take the label provided by Drebin since there are some differences between Genome and Drebin dataset labeling. For example, Genome recognizes different versions of DroidKungFu malware (1, 2 and 4), where Drebin has only DroidKungFu.

| Malware Family       | Number of Samples |
|----------------------|-------------------|
| 0                    | FakeInstaller     |
| 1                    | DroidKungFu       |
| 2                    | Plankton          |
| 3                    | Opfake            |
| 4                    | GinMaster         |
| 5                    | FakeInstaller     |
| 6                    | DroidKungFu       |
| 7                    | BaseBridge        |
| 8                    | Constrain         |
| 9                    | Plankton          |
| 10                   | Kmin              |

Table 1: Dataset Description By Malware Family

7.2 Implementation

We have implemented ToGather using Python programming language. In the static analysis, to perform reverse engineering of the Dex byte-code, we use dexdump, a tool provided with Android SDK. We extract the network information from the Dex dis-assembly using regular expressions. Beside, ToGather extracts network information from static text content in the APK file of Android malware.

7.3 Drebin Threat Network

In this section, we present the results of applying ToGather framework on the samples of Drebin dataset with all the 179 families. Figure 7 depicts the threat network information (domain names and IP addresses) of Drebin dataset, where each family is represented by a different color. Although the threat network is noisy, we could visually distinguish some connected communities with the same nodes’ color, i.e., the same malware family. This initial observation enhances the need for the community detection module in the ToGather framework. The community here is a set of graph nodes that are highly connected even though they share some links with external nodes. In Figure 8, we consider only the domain names; here we could distinguish more sub threat networks having nodes from the same malware family. We choose to filter all the IP addresses for Drebin dataset due to our observation during the experimentation process: (i) Some malware samples contain a significant malware number of IP addresses; exceeding, in some cases, 100 IPs such as Plankton sample with MD5 hash 3f6936f4f4f6a5c00aa97bf0c00a0f2. The adversary could aim to deceive the investigator by overwhelming the app with fake IP addresses along with used ones; this issue will be discussed in Section 9. (ii) A big portion of the IP addresses are part of cloud companies infrastructure; we filter most of the public ones, but there are plenty of less known infrastructures in other countries. (iii) In most cases, the adversary utilizes domains for the malicious activity due to the low cost and the flexibility compared to IP addresses. In this experimentation, we consider only the domain names, but the security analyst could include the IP address when needed.

Using all Drebin dataset (179 malware families) to produce the Threat Network is an extreme use case for ToGather framework; few malware families is a typical use case when we aim to investigate the threat networks relations. However, even with all Drebin dataset, ToGather, as presented in Figure 8, shows promising results, where we could see many sub-threat networks with(out) links to other nodes. By considering only domain names in Figure 8, it is noticeable that the size of the threat network significantly decreases by removing the IP addresses; normally there are significantly more domains than IP addresses in the Android apps. However, this is due to the extreme whitelisting of domains compared to IPs (more than 1 million domain) and the size of Drebin dataset. At this stage, we do not present the community detection and page ranking on
Figure 7: Network Information Drebin Dataset

the threat network; this will be conducted on a one-family use case in the next section.

Figure 8: Domain Names Drebin Dataset

ToGather leverages different malicious datasets, as previously described in Section 6.2, to tag the nodes of the produced threat network. Figure 2 depicts the diverse malicious activities of the nodes from Drebin threat network. First, the table shows the top PC malware families which have shared network information with the Drebin threat network. For families’ names, we adopt the Kaspersky malware naming as our ground truth. Besides, Figure 2 shows the percentage of each malicious type in the Drebin threat network. The result shows that 56% of the shared nodes have a spamming activity, 40% are related to PC malware, 3% Scanning, and 1% Phishing activities. Notice that the previous percentages are only from the shared nodes and not from all the threat network. Also, as we will discuss in Section 9, these results are not exhaustive because of the correlation datasets that obviously do not contain every malicious activity. We could extend the current correlation datasets to cover more suspicious activities in future work.

7.4 Family Threat Networks

In this section, we present the results of ToGather in its typical usage scenario where malware samples from the same family are analyzed. Figure 9 shows the steps of generating the threat networks from the DroidKungFu family sample. First, ToGather produces the threat network including network information collected from the DroidKungFu analysis and Passive DNS correlation, as shown in Figure 9(a). Afterward, ToGather filters the whitelist network information. The results, as in Figure 9(b), depict bright separated sub-threat networks without applying the community detection algorithm. This could be an insightful result for the security practitioner, especially that this sub-threat network contains network information exclusively from some samples. ToGather goes a step ahead by applying both community detection (Resolution hyperparameter \( r = 3 \)) and page ranking algorithms (damping factor \( d = 0.85 \) and stopping criterion \( \epsilon = 0.001 \) hyperparameters) to divide the network and rank the importance of the nodes respectively. The result is multiple sub-threat networks, with high interconnection and low intra-connection, representing the cyber-infrastructures of DroidKungFu malware family.

Figure 10 shows ToGather results using Android malware samples from BaseBridge family. Similarly, after the filtering operation, we could easily distinguish small sub-threat networks. In same cases, the community detection task could be optional due to the clear separation between the sub-threat networks. For instance, Figure 11 depicts the threat networks for GinMaster, Adrd, and Plankton Android malware families before and after the community detection task. Here, Adrd family clearly has multiple sub-threat networks without the need of the community detection function since it does not affect much the results. In the case of Plankton, it is necessary to detect and extract the sub-threat network.

Tables 3 and 4 show the top PC malware families and samples that share the network information with BaseBridge and DroidKungFu threat networks. An important factor in the correlation is the explainability, where we could determine which network information is shared between the Android malware and the PC malware. This could help the security investigator to track the other dimension of the adversary cyber-infrastructure.

In addition to the PC malware tagging, we correlate with other cyber malicious activity datasets over the Internet. Figure 12 presents the malicious activities of DroidKungFu and BaseBridge families.
that are related to their threat network. Here, we found that both families could be part of a spam campaign and have some scanning activity. Notice that these results represent a fraction of the actual activity because of the limited datasets. However, the previous fraction could be a good indicator for the security practitioner in the investigation process.

8 DISCUSSION

The results in the previous section show promising insights about the underlying cyberinfrastructures of the Android malware families. The produced threat networks could show one side of the
adversary infrastructure, which is the Android malware one; this side could lead to the complete threat network. Furthermore, all the previous results could be extracted automatically and periodically from a feed of Android malware samples belonging to one or various families. This requires fixing the hyperparameter related to the used algorithms, the community detection and the page ranking algorithms, as we did in our experimentations. Moreover, the number of the malware samples and their families could be a major hyperparameter that impacts the produced result. ToGather framework could tolerate having different Android malware families as presented previously, where we consider all the families of DREBIN dataset (179 Families). Another important parameter is the whitelisting hyperparameter, which contains the number of domains from the top Alexa & Quantcast lists. The latter could affect the result by introducing a lot of false positive domains. In our case, we consider the complete lists, which leads to very few false positives. However, this could introduce false negatives by removing a site that is malicious.

The concept of sub-threat network gives an insight on the possibility of having different threat networks, meaning multiple adversaries are reusing a family sample or one adversary uses distinct threat networks. Moreover, the sub-threat network helps the security analyst to tackle the cyber-threat sequentially, by focusing on one sub-threat network. Finally, passive DNS database has a paramount role in discovering the related domains and IPs without having all the samples of the malware family. Therefore, with a relatively small set of samples, we could discover the threat network of the family. Finally, in the current implementation, we consider only the PC malware, spamming, phishing, and scanning, but the tagging could be extended to other security feeds.

9 LIMITATION AND FUTURE WORK
ToGather results depend mainly on the input malware samples, which could affect the result in two ways. First, the adversary could include noisy network information in the actual Android package, thus overwhelming the process of detecting the threat network. In the current ToGather setup, we consider both static and dynamic analyses to detect the network information. Afterward, we merge the result of each analysis to correlate with passive DNS and generate the threat network. This setup is vulnerable to such noise attack, but this could be mitigated by simply considering the intersection instead of the union of the network information analysis. Since the dynamic analysis result is more credible than the static one, the intersection of both analyses is much more credible. Also, the filtering operation could help mitigating such problem by removing possible noise that is part of the white list. To this end, ToGather adopts only static whitelisting, and we are planning to build a dynamic filtering system based on reputation similar to Notos [21]. Second, the Android malware family may rely on other malicious families and not the network dimension of the Android malware samples and their families. Differently, our work is novel in the sense that it represents the Android malware family by the underlying malicious cyber-infrastructure (i.e., threat network). The most similar work to our proposal is [26] [48], which studies the malicious threat networks in general. Our work is different from [26] [48] by considering the Android malware sample as the seed to build the threat network. However, [26] [48] deal with various sources as seeds. Besides, we propose ToGather as an online system to continuously generate the threat network of Android malware families in each epoch.

11 CONCLUSION
In this paper, we presented ToGather framework, a set of techniques, tools and mechanisms and security feeds bundled to automatically build a situational awareness about a given Android malware. ToGather leverages the state-of-art of graph theory and multiple security feeds to produce insightful, granular, as well as actionable intelligence about malicious cyber-infrastructures related to the Android malware samples. We experiment ToGather on real malware from DREBIN Dataset[22].
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