Abstract. In phylogenetics, tree-based networks are used to model and visualize the evolutionary history of species where reticulate events such as horizontal gene transfer have occurred. Formally, a tree-based network $N$ consists of a phylogenetic tree $T$ (a rooted, binary, leaf-labeled tree) and so-called reticulation edges that span between edges of $T$. The network $N$ is typically visualized by drawing $T$ downward and planar and reticulation edges with one of several different styles. One aesthetic criteria is to minimize the number of crossings between tree edges and reticulation edges. This optimization problem has not yet been researched. We show that, if reticulation edges are drawn x-monotone, the problem is NP-complete, but fixed-parameter tractable in the number of reticulation edges. If, on the other hand, reticulation edges are drawn like “ears”, the crossing minimization problem can be solved in quadratic time.
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1 Introduction

The evolution of a set of species is usually depicted by a phylogenetic tree [12]. More precisely, a phylogenetic tree $T$ is a rooted, binary tree where the leaves are labeled bijectively by the set of species. The internal vertices of $T$, each having two children, represent bifurcation events in the evolution of the taxa. The heights assigned to vertices indicate the flow of time from the root, lying furthest in the past, to the present-day species.

Evolutionary histories can however not always be fully represented by a tree [3]. Indeed, reticulate events such as hybridization, horizontal gene transfer, recombination, and reassortment require the use of vertices with higher indegree [8,13]. A phylogenetic network $N$ generalizes a phylogenetic tree in exactly this sense, that is, besides the root, leaves and vertices with indegree one and outdegree two, $N$ may contain vertices with indegree two and outdegree one.

Tree-Based Networks. Motivated by the question of whether the evolutionary history of the taxa is fundamentally tree-like, Francis and Steel [4] introduced a class of phylogenetic networks called tree-based networks, which are “merely phylogenetic trees with additional edges”. Formally, a tree-based network $N$ is
a phylogenetic network that has a subdivision $T'$ of a phylogenetic tree $T$ as spanning tree. Then $T$ is called the base tree of $N$ and $T'$ the support tree of $N$. Lately, tree-based networks have received a lot of attention in combinatorial phylogenetics and while drawings of several other types of phylogenetic networks have been investigated in the past, this has, to the best of our knowledge, not been done for tree-based networks. In this paper, we look at drawings of tree-based networks with different drawing styles inspired by drawings in the literature.

For a tree-based network $N$, we assume that both the base tree $T$ and the support tree $T'$ as spanning tree of $N$ are fixed. We call an edge not contained in the embedding of $T'$ into $N$ a reticulation edge. Therefore, we can perceive a drawing of $N$ as a drawing of $T$ (or $T'$) and the reticulation edges. A vertex of $N$ that is also in $T$ is called a tree vertex.

**Drawing styles.** Our drawing conventions are that $N$ is drawn downwards with vertices at their fixed associated height and $T$ is drawn planar in the style of a dendrogram, that is, each tree edge $(u, v)$ consists of a horizontal line segment starting at $u$ and a vertical line segment ending at $v$. For reticulation edges, we have different drawing styles; see Figure 1. In the horizontal style – the only style where the two endpoints of a reticulation edge must have the same height – reticulation edges are drawn as horizontal line segments. This style has for example been used by Kumar et al. [10, Figure 4]. We assume that all horizontal edges come with slightly different heights. The next two styles are inspired by Figures 3 and 6 by Vaughan et al. [15]. There, a reticulation edge $(u, v)$ is drawn with two horizontal and one vertical line segment and thus with two bends. The styles differ in where the vertical line segment is placed. We define vertex $\ell(u, v)$ as follows. If the lowest common ancestor (lca) $w$ in $T'$ of $u$ and $v$ is a tree vertex, set $\ell(u, v) = w$. Otherwise, set $\ell(u, v)$ to be the first tree vertex below $w$. In the ear style, the vertical line segment is placed to the right of the subtree rooted at $\ell(u, v)$. In the snake style, the vertical line segment lies between $u$ and $v$ and, in particular, its x-coordinate lies between the x-coordinates of the left and right subtree of $\ell(u, v)$.

![Fig. 1. Drawings of tree-based networks with the (a) horizontal, (b) snake, and (c) ear style for the red reticulation edges.](image-url)

The aesthetic criteria to optimize for when constructing a drawing of $N$, with either of the styles, is the number of crossings. Our focus is on crossings between
reticulation edges and tree edges. Crossings between pairs of reticulation edges may be minimized in a post-processing step.

We make the following important observation. The number of crossings in a drawing of \( N \) is fully determined by the order of the leaves or, equivalently, by the rotation of each tree vertex. Formally, we use a map \( c: V(T) \to V(T) \) that assigns to each non-leaf vertex \( v \) of \( T \) one of its children. In a drawing of \( N \), we then consider \( v \) to be \textit{rotated left}, if \( c(v) \) is its left child, and \textit{rotated right}, if \( c(v) \) is its right child. Two vertices are \textit{rotated the same way} if they are both rotated left or if they are both rotated right. Let \( \bar{c} (v) \) denote the child of \( v \) that is not \( c(v) \).

\section*{Contribution and outline.} First, we show that the number of crossings can be minimized in quadratic time for ear-style drawings. Second, we prove that the problem is NP-hard for the horizontal style. On the positive side, we devise fixed-parameter tractable (fpt) algorithms for the horizontal and the snake style.

\section*{2 Ear-Style Drawings: Polynomial-Time Algorithm}

Consider an ear-style drawing of a tree-based network \( N \). Let \( e = (u, v) \) be a reticulation edge of \( N \) and \( f = (x, y) \) a tree edge of \( N \). First, note that the vertical line segment of \( e \) is placed such that it does not cross any tree edge. Next, note that if the subtree \( T(\ell(u, v)) \) rooted at \( \ell(u, v) \) does not contain \( f \), then \( e \) and \( f \) cannot cross. Let \( l \) be the horizontal line segment of \( e \) starting at \( v \).

Assume \( T(\ell(u, v)) \) contains \( f \) and the y-coordinate range of \( f \) contains the y-coordinate of \( v \). Observe that \( l \) and \( f \) cross if and only if \( f \) is in the right subtree of \( \ell(v, y) \); see Figure 2(a). (An analogous condition holds for the horizontal line segment starting at \( u \).) Rotating \( \ell(u, v) \) thus changes whether \( f \) and \( l \) cross. Furthermore, in general, the existence of each possible crossing depends on the rotation of a single tree vertex. We can thus minimize the number of crossings in an ear-style drawing of \( N \) by deciding for each tree vertex which orientation results in less crossings. We show that this can be done efficiently.

\textbf{Theorem 1.} Let \( N \) be a tree-based network with \( n \) leaves and \( k \) reticulation edges. Then an ear-style drawing of \( N \) with minimum number of crossings can be computed in \( O(nk) \) time.

\textbf{Proof.} The idea of the algorithm is to sweep upwards through \( N \) and, whenever an endpoint \( v \) of a reticulation edge is met, to tell \( v \)'s ancestor tree vertices how many crossings it costs to have \( v \) in the left subtree. Each tree vertex is thus equipped with with two counters that inform about which rotation is less favorable; see Figure 2(a).

Let \( e = (u, v) \) be a reticulation edge. Above we observed that a horizontal segment of \( e \) can only have crossings with tree edges below \( \ell(u, v) \). Therefore, we first compute and store the lca for each pair of endpoints of each reticulation edge in \( O(n + k) \) time with an algorithm by Gabow and Tarjan [5, Section 4.6]. We then start the sweep from the leaves towards the root of \( N \). At every
endpoint $v$ of a reticulation edge $(u, v)$ (or $(v, u)$), determine in $O(n)$ time for every vertex $u$ of $T$ the width of its left and right subtree at the height of $v$; for example with a post-order traversal of $T$. Then from $v$ up to $\ell(u, v)$, add for each tree vertex $w$ the width of the subtree not containing $v$ to the respective counter; see Figure 2 (b). This way, we count potential crossings of the horizontal segment at $v$ with the vertical segments of all edges at the height of $v$ in this subtree at once. When the sweep reaches a tree vertex $w$, as in Figure 2 (c), pick the best rotation for $w$ based on its counters. In total we have $2k$ steps for endpoints of reticulation edges taking $O(n)$ time and $O(n)$ steps for tree vertices taking $O(1)$ time. Hence, the algorithm runs in $O(nk)$ time.

To minimize crossings between pairs of reticulation edges in a post-processing step, we only have to consider pairs of reticulation edges that have the vertical segment to the right of the same subtree and that are nested, that is, two reticulation edges $(u, v)$ and $(x, y)$ with $u$ above $x$ and $y$ above $v$. The vertical segment of $(u, v)$ should then be to the right of the vertical segment of $(x, y)$.

3 Horizontal-Style Drawings: NP-Completeness

In this section, we show that the crossing minimization decision problem for horizontal-style drawings is NP-complete. We prove the NP-hardness with a reduction from MAX-CUT, which is known to be NP-complete [6]. Recall that in an instance of MAX-CUT we are given a graph $G = (V, E)$ and a parameter $p \in \mathbb{N}$, and have to decide whether there exists a bipartition $(A, B)$ of $V$ with at least $p$ edges with one end in $A$ and one end in $B$.

**Theorem 2.** The crossing minimization problem for horizontal-style drawings of a tree-based network is NP-complete.

**Proof.** Firstly, since we can non-deterministically generate all the drawings of $N$ and count the number of crossings of a drawing in polynomial time, the problem is in NP. Concerning the hardness, we polynomial-time reduce a MAX-CUT instance with a graph $G = (V, E)$ to crossing minimization on a tree-based network $N$. In the following construction of $N$, assume that leaves are always (re)assigned the height 0.
The main idea is to have one edge gadget $N_e$ for each $e \in E$ that induces a crossing if and only if $e$ is not in our cut; see Figure 3. Let $h: V \to \mathbb{N}$ be an arbitrary vertex ordering. Let $e = \{u, v\} \in E$ and suppose $h(u) < h(v)$. The construction of $N_e$ then works as follows. We have a tree vertex $u_e$ with two leaves as children and a tree vertex $v_e$ with $u_e$ and a leaf as children. We set $c(v_e) = u_e$ and the heights of $u_e$ and $v_e$ to $h(u)$ and $h(v)$ respectively. We add a reticulation edge $f_e$ between $u_e, c(u_e)$ and $v_e, c(v_e)$. Note that $f_e$ and $u_e, c(u_e)$ cross if and only if $u_e$ and $v_e$ are rotated the same way. To connect all edge gadgets, we replace the leaves of an arbitrary rooted, binary tree with $|E|$ leaves and a downward planar embedding with the edge gadgets; see Figure 4.

Fig. 3. An edge gadget $N_e$; a vertex gadget $N_v$ based on the tree $T_v$.

We want to ensure that the tree vertices $v_1, \ldots, v_{\text{deg}(v)}$ corresponding to the same node $v \in V$ are all rotated the same way. If this is enforced, we can consider all nodes in $V$ where the corresponding tree vertices are rotated left as one partition set and all nodes in $V$ where the corresponding tree vertices are rotated right as the other partition set. If on the other hand a cut is given, we simply choose for each vertex the rotation of the corresponding tree vertices accordingly. Now, to ensure the same rotation for all corresponding tree vertices, we construct a vertex gadget $N_v$ for each node $v \in V$ (in some order); see Figure 3. We start with a rooted, binary tree $T_v$ on three leaves $l_1, l_2, l_3$ such that $l_1$ and $l_2$ have a common parent. Let $v^*$ denote the child of the root of $T_v$ and let $c(c(v^*)) = l_1$. Add a bundle of $k_1 = 2(|V| + 1) \cdot |E|$ reticulation edges between $l_2$ and $l_3$. We will see that $k_1$ is large enough such that this bundle does not induce crossings in a crossing minimum drawing. It thus enforces that $l_2$ lies between $l_1$ and $l_3$. We substitute $l_2$ by our current construction; see Figure 3.

Lastly, for $1 \leq i \leq \text{deg}(v)$, we add a reticulation edge between $v_ic(v_i)$ and the incoming edge of $l_1$, and a reticulation edge between $v_ic(v_i)$ and $l_3$. Note that if $v^*$ and $v_i$ are rotated the same way, we get two crossings less than otherwise. However, different rotations can save at most one crossing in the edge gadget containing $v_i$. Hence, in a crossing minimum drawing, $v^*$ and $v_i$ are rotated the same way. In fact, $v_1, \ldots, v_{\text{deg}(v)}$ are rotated the same way. This completes the construction of $N$. Note that $N$ has a size polynomial in the size of $G$.

Note that the order of the edge gadgets does not influence the number of crossings with the two reticulation edges added for $v_i$; this number is fixed for
crossing minimum drawings. Therefore, we can compute the total number $k_2$ of crossings induced by vertex gadgets. Furthermore, since $k_2 \leq 2|V| |E|$ and thus $k_1 \geq k_2 + |E| + 1$, we get that crossing one edge bundle would induce more crossings than we obtain from the vertex gadgets and from the edge gadgets. Hence, no bundle induces crossings in a crossing minimum drawing.

![Fig. 4. A crossing-minimum drawing of $N$ inducing a max-cut on $G$.](image)

We conclude that minimizing crossings boils down to minimizing crossings in edge gadgets. Finally, by the construction of $N$ and our observations, we get that $N$ admits a horizontal-style drawing with $k \leq k_2 + |E| - p$ crossings if and only if $G$ admits a cut of size at least $p$. The statement follows.

A snake-style drawing where endpoints of reticulation edges have the same height is a horizontal-style drawing; the reduction thus also works for this style.

**Corollary 1.** The crossing minimization problem for snake-style drawings of a tree-based network is NP-complete.

## 4 Snake-Style Drawings: FPT Algorithm

For the ear style, we have seen that whether a reticulation edge and a tree edge cross, depends on the rotation of at most one tree vertex, since horizontal line segments always go to the right. This is not the case for horizontal-style and snake-style drawings. However, fixing the rotation of $\ell(u, v)$ for each reticulation edge $(u, v)$, also fixes for the horizontal line segments of $(u, v)$ whether they go to the left or right. Further, while the vertical line segment may have a single crossing, this crossing occurs if and only if one endpoint of the reticulation edge is the lca of both endpoints. We can again conclude that the existence of each crossing of a horizontal line segment with a tree edge depends on the rotation
of a single tree vertex – with two differences to the ear style: (i) A horizontal line segment can now also go towards the left. (ii) A horizontal line segment of a reticulation edge \((u,v)\) ends between the two subtrees of \(\ell(u,v)\), i.e., one of the two subtrees can have crossings with only one of the horizontal line segments of \((u,v)\). With these observations we can now devise a fixed-parameter tractable algorithm.

**Theorem 3.** Let \(N\) be a tree-based network with \(n\) leaves and \(k\) reticulation edges. Then a snake-style drawing of \(N\) with minimum number of crossings can be computed in \(O(2^k \cdot nk)\) time. The computation is thus fixed-parameter tractable when parametrized by \(k\).

**Proof.** Let \(L = \{\ell(u,v) \mid (u,v)\) is a reticulation edge\}. Suppose the rotation for all \(v \in L\) is fixed. With the observation above, we can slightly adapt our algorithm from [Theorem 1] to compute for every \(v \notin L\) the rotation that induces less crossings. Namely, the algorithm has to differentiate whether line segments go to the left or right, and pick a rotation only for \(v \notin L\).

We try this for all possible combinations of rotations of vertices in \(L\) and then pick the drawing with the least crossings. Since there are \(O(2^k)\) such combinations, the statement on the running-time follows.

Note that this implies the same statement for the horizontal style.
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