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**Abstract**

This paper presents the main features of a new and updated version of the program **PArthENoPE**, which the community has been using for many years for computing the abundances of light elements produced during Big Bang Nucleosynthesis. This is the third release of the **PArthENoPE** code, after the 2008 and the 2018 ones, and will be distributed from the code’s website, \url{http://parthenope.na.infn.it}. Apart from minor changes, the main improvements in this new version include a revisited implementation of the nuclear rates for the most important reactions of deuterium destruction, $^2\text{H}(p, \gamma)^3\text{He}$, $^2\text{H}(d, n)^3\text{He}$ and $^2\text{H}(d, p)^3\text{H}$, and a re-designed GUI, which extends the functionality of the previous one. The new GUI, in particular, supersedes the previous tools for running over grids of parameters with a better management of parallel runs, and it offers a brand-new set of functions for plotting the results.
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**1. Introduction**

Nowadays, the success of the standard cosmological model (ΛCDM), which includes a radiation dominated epoch during the first stages after the Big Bang, is beyond doubt. One of the crucial processes during this
epoch is the Big Bang Nucleosynthesis (BBN), which explains the formation of the first light nuclei (mainly $^2$H, $^3$He, $^4$He and $^7$Li). The abundances of such elements established during BBN can be measured today and used to test the evolution of the Universe. The final analyses of the Planck satellite observations of the cosmic microwave background (CMB) [1] also determine with great precision the parameters of the ΛCDM model, including the effective number of neutrino species, $N_{\text{eff}}$, and the contribution to the total energy budget of the Universe provided by baryons, $\omega_b \equiv \Omega_b h^2$. The precise measurement of these quantities—in particular of $\omega_b$, which is constrained with a precision better than 1% in [1]—implies that standard BBN can be treated as an effectively parameter-free model. To this end, it also helps the precise measurement of the neutron lifetime $\tau_n = (879.4 \pm 0.6) \, \text{s}$ [2].

In order to obtain constraints, BBN analyses must employ the abundances of primordial light nuclei, especially $^2$H and $^4$He. These abundances are obtained from the observation of pristine astrophysical environments, and most of their experimental values are in good agreement with the theoretical expectations of both ΛCDM and the standard model of particle physics. The only exception is that of $^7$Li, whose theoretical prediction is a factor $\sim 2$–3 higher than the observed value. While it seems unlikely that the lithium problem can be solved in the framework of nuclear physics [3, 4], it could be produced by stellar depletion [5]. Note, however, that the interstellar lithium yield measured in the Small Magellanic Cloud is nearly equal to the BBN prediction, and in agreement with its value in stars older than 4 billion years [6].

Experimental and observational improvements give BBN excellent sensitivity to early-Universe effects from new physical scenarios. However, in order to transform such sensitivity into a useful tool to make predictions, it is necessary to achieve a high precision both on the theoretical calculations and on the experimental measurements of the primordial yields. Over the years, several studies contributed to refine BBN analyses. The improvements involved several different aspects both on the theoretical side (improved estimate of the neutron to proton weak conversion rates [7, 8, 9, 10, 11], detailed neutrino decoupling [12, 13, 14], careful analysis of key reactions in the BBN nuclear network [15, 16, 17]) as well as on the experimental one (where future improvements are expected from the use of 30 m class telescopes for deuterium [18] and from new observations of the damping tail of the CMB acoustic peaks for $^4$He measurements [19]).

From a theoretical perspective, the calculation of the nuclei abundances
relies on a solid understanding of the nuclear processes involved in the light elements’ production chain. The main reactions that control the production of light nuclei are those affecting $^2\text{H}$ and $^3\text{He}$, since they are the lightest elements that form from the free nucleon bath of the early Universe, hence participating at the earliest stages of BBN. Therefore, a precise experimental measurement of the rates of these nuclear reactions is needed to guarantee a precise estimate of their primordial abundances. In this vein, the reaction $^2\text{H}(p,\gamma)^3\text{He}$, which was one of the main sources of uncertainties in the determination of the deuterium abundance, has been recently measured \cite{20, 21} by the LUNA collaboration \cite{22} with a $\sim 3\%$ precision in the relevant center of mass energy for BBN.

Historically, a theoretical description of BBN had its origins in the studies of \cite{23, 24, 25, 26, 27}. After the pioneering work in \cite{26}, updated public codes are available today to the purpose of facilitating BBN calculations: PArthENoPE \cite{28, 29}, AlterBBN \cite{30, 31}, PRIMAT \cite{32}. The code whose update we present in this paper, PArthENoPE \cite{28}, was significantly improved to a new version (PArthENoPE 2.0) in \cite{29}. The main changes included a more portable set of libraries based on the ODEPACK package,\footnote{See the URL: \url{http://computation.llnl.gov/casc/odepack/}} which substituted the previously used NAG libraries,\footnote{See the URL: \url{https://www.nag.com/content/nag-library}} and the delivery of a Graphic User Interface (GUI) to facilitate the use of the code. In the update presented in this paper, PArthENoPE 3.0, we improve the code in two main aspects. On the one side we update the main reactions responsible for deuterium synthesis in light of the recent results described in \cite{21} and \cite{15}, as reported in Section 2. On the other side, we release a new version of the GUI, with improved running performances and new plotting functionalities, as detailed in Section 3. We conclude the paper in Section 4.

2. Update of nuclear rates

The accurate evaluation of the nuclear rates and uncertainties implemented in a nucleosynthesis code is the prerequisite for a precise determination of the primordial abundances. Such an evaluation has been reported in details in \cite{15}, to which we address the interested reader. Here we report on the implementation of these new rates in PArthENoPE together with the other main changes with respect to its previous version \cite{29}. 
There are three reactions that have been re-analysed by employing the method introduced in [33]: they are the $^2\text{H}(p,\gamma)^3\text{He}$ radiative capture and the deuteron-deuteron transfer reactions, $^2\text{H}(d, n)^3\text{He}$ and $^2\text{H}(d, p)^3\text{H}$ ($dp\gamma$, $ddn$ and $ddp$ in short). These reactions are those that mainly contribute to the total uncertainty budget on primordial deuterium. The first one, in particular, had an uncertainty of about $6 \div 10\%$ in the energy range relevant for BBN [34], before its measurement by the LUNA collaboration. The new data included in the analysis (in addition to the ones already considered for the previous fit released with PArthENoPE 2.0) are presented in [35, 21] for the $dp\gamma$ reaction, and [36] for the $ddn$ and $ddp$ reactions. We address the reader to the analysis reported in [15] for the detailed discussion of the new results and their comparison with other works in the literature. We only summarize here the main points.

We report in Fig. 1 the comparison between the $dp\gamma$, $ddn$ and $ddp$ rates of PArthENoPE 2.0 and PArthENoPE 3.0. Both the $dp\gamma$ and $ddp$ rates show an increase with respect to their previous value, while $ddn$ is almost unchanged. This translates in a decrease in the predicted abundance of deuterium, from $^2\text{H}/^2\text{H} = (2.58 \pm 0.09 \pm 0.03) \times 10^{-5}$ to $^2\text{H}/^2\text{H} = (2.51 \pm 0.06 \pm 0.03) \times 10^{-5}$, where we use $\omega_b = 0.02242 \pm 0.00014$ [1] and the two errors are obtained by propagation of the uncertainties on nuclear rates and baryon density. The theoretical $^4\text{He}$ mass fraction, $Y_p$, is instead almost the same, changing from $Y_p = 0.24684 \pm 0.00004 \pm 0.00012$ to $Y_p = 0.24687 \pm 0.00003 \pm 0.00012$. The dominant contribution to the uncertainty, 0.00012, comes from the one on the neutron lifetime, $\tau_n$, for which we adopt the most recent average and error $\tau_n = (879.4 \pm 0.6)\text{ s}$ [2].

The new rates implemented in PArthENoPE, with their low and high 1-$\sigma$ variations as functions of the temperature $T_9 \equiv T/(10^9\text{ K})$, are reported in Appendix A. Note that the high and low rate values give the total uncertainty band on the thermal rates, as described in detail in [33]. They are obtained from the estimated error coming from the $\chi^2$ analysis, by inflating it by the usual factor $\sqrt{\chi^2}$ and summing in quadrature the overall scale error for the given reaction.

We have also improved the PArthENoPE algorithm itself in some aspects, for example by increasing the figures for the quantities printed during evolution, and correcting minor bugs, irrelevant from the point of view of the final numerical results, that only affected the printed output.

Most importantly, the user can now choose different determinations for the rates of the three deuterium destruction reactions mentioned above, spec-
Figure 1: From top to bottom, the ratios between the $d\rho\gamma$, $ddn$ and $ddp$ rates of PArthENoPE 2.0 and PArthENoPE 3.0 versus the temperature in $10^9$ K.
| DPG         | DDN/DDP       |
|-------------|---------------|
| PIS2020     | PIS2020       |
| LUNA2019    | PIS2020noTH   |
| IL2016      | GI2017        |
| MARCII      | COC2015       |
| COC2015     | PIS2007       |
| MARCI       | CY2004        |
| AD2011      |               |

Table 1: Values of the keywords, and corresponding reference, for the possible choices of the three rates $R_{dp\gamma}$, $R_{ddn}$, and $R_{ddp}$.

ifying them in an auxiliary file, rates.dat. The default values for these three reactions (PIS2020) are selected in case no such file is present in the working directory of PArthENoPE 3.0. Table 1 shows the possible values for the three keywords DPG, DDN, and DDP, with the references that correspond to them. It is worth noting that the $dp\gamma$ rate PIS2020 is very similar to the LUNA2019 one, the only difference being the inclusion of the (almost irrelevant) data in [35], and that the DD rate PIS2020noTH do not include the Trojan Horse data of [36].

Notice that in order to run the Fortran code, either from command line or from within the GUI, the executable must be compiled. For ease of use, such a command has been included in the Makefile prepared for the GUI installation and can be invoked by using make without any option. The Makefile is configured to use the gfortran compiler as default, but the user can modify the first line of the Makefile to indicate a different compiler. A modification of the variable FLIBS in the Makefile is also required if the standard Fortran libraries are not available in the default paths, for example FLIBS=-L/Library/Developer/CommandLineTools/SDKs/MacOSX.sdk/usr/lib.

3. The new GUI of PArthENoPE

The new PArthENoPE GUI has been almost completely rewritten from the previous version. For the new GUI, we based all the graphical structure of the code on the Python package PySide2, also known as Qt for Python,
the official Python package for the Qt 5 library. This package allows to build a much more flexible and powerful GUI than the previously employed Tkinter package, and it is completely portable for Python versions above 3.6. Python 2.7 is still supported for Unix systems, while it does not work in Windows, because of the PySide2 requirements. Other Python packages that are required by the GUI are: appdirs (default paths), matplotlib (plotting functions), numpy (managing data and parameter grids), six (Python 2 and Python 3 compatibility).

To simplify the installation of the required packages, a simple setup.py file is provided. The dependencies can be installed using instructions of the make command, which must be executed from the same folder where the Makefile is located. If the user does not employ virtual environments nor Anaconda, we recommend installing with make installguiuser, which stores the required dependencies in the local user paths. Within a virtual environment, the previous command does not work and make installgui should be used instead. Moreover, in some cases sudo make installgui can be required, if superuser privileges are needed. These commands will use the default python version and the PyPI repositories to download and install the missing packages. If the user wants to select a different python version, we recommend to edit the option PY at the beginning of the Makefile. Alternatively, the user can specify it using for example make installguiuser PY=python3 to use the specific python3 instead of the default version.

For Anaconda users, we are aware of an incompatibility between the PySide2 library available in PyPI and the Qt version installed by Anaconda. Installing the dependencies using the setup.py or the pip command, therefore, is not a viable option: the command make installconda (or the bash script conda.sh) must be used instead. Note that this command will create a new environment named “parthenope3.0”, where all the dependencies will be installed using conda install. If the user wants to change the environment name, there is the possibility to pass the new name through make installconda CONDAENV=name or bash conda.sh name, respectively. Every time the user wants to open the GUI, in any case, the Anaconda environment must be activated. This can be done with conda activate

---

3During the development of the new PArthENoPE GUI, a newer version of the package, named PySide6 and based on Qt 6, was released. Nevertheless, we decided to let our code depend on PySide2 in order to preserve support for Python 2.7.
parthenope3.0, or using the chosen name.

In order to run the GUI, we provide the simple command `make rungui`, which is equivalent to use `python gui3.0.py &` in its default version. If the user wants to use a different python executable, it can be indicated in the Makefile as explained above, or the change can be explicited at runtime, for example using `make rungui PY=python3`. Alternatively, one can directly run `python3 gui3.0.py &`.

Since the GUI is composed of several fields that serve as input and the structure is quite complex, it may not work appropriately with small screen resolutions. If the user cannot see the entire content of the window in the screen, we recommend switching to a higher resolution.

Like the previous version of the GUI, the new one is meant to simplify the creation of input cards and running the Fortran code. The main improvements include the use of Pool from the multiprocessing package, which allows to generate a queue of calls to the Fortran code that are launched exploiting all the available CPUs, an improved control on the grid of input physical parameters for the Fortran code instances, and the presence of new functions that allow the user to generate a number of useful plots (see below).

3.1. Code structure

The new GUI code is contained in one executable (`gui3.0.py`) and one python package (`parthenopegui`), which contains a number of modules:

- `__init__.py`: in this file the version and content of the parthenopegui python package is defined.

- `basic.py`: this file contains the initial configuration of the code and the functions used by the main executable.

- `configuration.py`: it contains the functions and classes that are used to ask/set, store and manage the parameters when they are prepared for the creation of the input cards.

- `errorManager.py`: it contains the classes that show and save error messages into a log file (`gui.log`).

- `mainwindow.py`: it contains the classes that define the main window of the GUI, creating the “Home” tab and importing the other ones.
• **plotter.py**: it contains the classes that are used to read the output files of the Fortran code, store the relevant information in an organized way to produce plots, create the layout of the “Plot” tab and fill the figures.

• **plotUtils.py**: it stores some utilities for the plots, some of which can be imported from exported scripts (see below).

• **resourcesPySide2.py, resources.qrc, update_resources.sh** and the **images/ folder**: the icons and images used in the GUI buttons are stored in these files.

• **runner.py**: it provides the functions and classes that connect the GUI with the Fortran code, by running the **PArthENoPE** executable and indicating the progress status in the GUI.

• **runUtils.py**: it stores functions for preparing the input cards, compiling and running several instances of the code in parallel, and checking the status of the results. The functions in this file are imported also when running without the GUI (over ssh, for example).

• **setrun.py**: it contains the classes that constitute the layout of the “Run” tab, which are used to configure all the parameters that enter the input card of the Fortran code and prepare the runs.

• **tests.py**: it provides optional tests that check the consistency of all the functions used in the Python package and their correct behaviour. The test suite can be launched using the command **make testgui** to verify that everything is properly installed.

• **texts.py**: it contains all the strings used in the code (error messages, warnings, instructions and tips).

### 3.2. GUI structure

Since the aim of the GUI is to simplify the use of the **PArthENoPE** Fortran code, its layout is built in order to make immediately available to the user most of the possible configurations and functions, in an intuitive way. Most of the buttons and input fields have tooltips, which appear when the mouse hovers for a few seconds on them, in order to further help the user to understand how to use the interface. The main window is based on three tabs,
which are named “Home”, “Run” and “Plot”. The “Home” tab contains few information on the purpose of the code and a link to open the PArthENoPE web page. The other two tabs are described in the following subsections.

3.2.1. The “Run” tab

The “Run” tab contains all the controls for configuring the content of the input card and run the Fortran code. Its layout is presented in the Appendix where we provide some screen-shots of the GUI.

The top left panel allows us to select the size of the network of nuclides and reactions to be taken into account (small, intermediate or complete, depending on the number of nuclides, which is 9, 18 or 26 respectively).

When a network size is selected, the reactions table (center left) is updated to contain the appropriate number of lines (40, 73 or 100 respectively). Double clicking on the last column of each line allows the user to customize the reaction rate, changing it to the $\pm \sigma$ variations or adopting a different global normalization for rescaling the rate.

The panel on the bottom left controls the nuclides that constitute the output of the Fortran code. Only the evolution of the selected nuclides (left block) is saved in the output files, while those appearing in the right block are allowed, given the current network size, but not selected.

In the bottom center, two more input fields are located: one that controls the name of the folder where the output files of the PArthENoPE Fortran code must be saved, and one that activates or deactivates storing the full evolution of each (selected) nuclide. When the checkbox is not selected, only the final values will be available for further manipulation, not the evolution.

The top right panel is where the user defines the series of points in the physical parameter space that must be used in the execution of the Fortran code. Single points as well as grids can be selected in a separate dialog window that is opened when clicking the “Add a new point or grid” button. Within this dialog, one can easily select (column “Type”) between “single values” or a “grid” for each parameter. After closing this window, the selected values can be still modified using the “Edit” and “Delete” buttons that appear on the right of each grid/point summary table. The total number of points, displayed just above the summary tables, represents the number of independent calls to the Fortran code that will be executed when running.

The execution of the Fortran code is controlled by the bottom right buttons, which offer four options: “Run with default parameters”, to execute
the Fortran code only once with the default parameters and store the output in the selected folder; “Run with custom parameters”, to execute the Fortran code once for each chosen point in the parameter space; “Save default parameters” and “Save custom parameters”, to store the selected parameters in a file settings.obj inside the specified folder, for later use via command line. These last two functions are meant to let the user configure the runs via the GUI, and execute them in another pc (a cluster, for example), without the need of using the GUI again. If settings.obj is stored in some folder/, the execution of the Fortran code without the GUI is later performed with a command like python gui3.0.py folder/ (use the Python executable of your choice here). Note that the same python version must be used to save and later read the settings.obj file, which is also created in the folder chosen for the output files after pressing one of the “Run with” buttons.

When PArthENoPE is called within the GUI by clicking one of the “Run with default/custom parameters” buttons, a progress bar shows the amount of performed runs with respect to the total. The user also sees some information messages in the bottom right part of the tab.

3.2.2. The “Plot” tab

Most of the new functions of the GUI are included in the “Plot” tab, which contains the controls to read the output of the Fortran code and produce different kinds of figures. Its layout is presented in the Appendix B together with the one of the “Run” tab.

The plotting functionalities need to read the existing output files from a previous PArthENoPE run. Therefore, before starting the creation of a plot, a valid folder path must be passed through the button at the top left of the tab. In details, the folder must contain a settings.obj file previously created by the GUI with the same Python version, and the output files generated by the Fortran code.

The GUI offers the possibility to produce three types of plots: Evolution, 1D dependence and 2D dependence. All of them can be configured via the radio buttons at the top left. The Evolution button allows the user to plot how the element abundances (and other relevant quantities) change with respect to the temperature of the cosmic plasma. The 1D and 2D dependence buttons allow plotting the final values of a given quantity as a function of one or two physical parameters. Notice that, depending on the configuration of the grid, some of these plots may be unavailable. For example, grids where only one physical parameter is varied cannot be used to produce “2D
Dependence” plots.

Depending on the plot type, the content of the left part of the tab changes, as detailed below.

When requesting “Evolution” plots, a table with all the available points in the grid appears just below the radio buttons for selecting the plot type. By double clicking on a row, a new window appears. There, the user can select which parameter must be used to show its evolution in the figure, and define few properties for the line that will be plotted. After completing the configuration and accepting the content of the dialog, a green tick notifies that the selected point is in use in the left upper table. Moreover, a new row appears in the left bottom table, which summarizes the properties of each line currently configured in the plot. For each row in this table, the properties of their corresponding lines are organised in columns. By double-clicking on a column of this table, one can either modify the plot properties for the selected row, delete the corresponding line from the plot or reorder it in the table. The lines are plotted in the figure in the same order that appears in the table. This affects the overlapping of the lines and their order in the legend. An example of “Evolution” plot is shown in figure 2.

When selecting the “1D dependence” option, the structure of the interface...
remains the same as in the previous case, except for the fact that instead of single points in the parameter space, the code groups several of them. Within each group, represented by a row of the table, one physical parameter is varied while the others are kept fixed. Selecting the group, one can produce a plot that shows the dependence of the selected quantity with respect to the varying parameter. The rest of the interface remains the same as described above.

For the “2D dependence” option, instead, the interface changes a bit. Again, in the main table the points are grouped, this time two parameters are varying at the same time for each table row. Since in this case the figure should contain contours instead of lines, the options that are available in the dialog window that appears after double-clicking on a table line are slightly different. In the bottom table, in this case there is no option to reorder the contours, while the possibility to modify previously inserted settings or delete a contour are still available. See figure 3 for an example.

The interface also lets the user apply a Gaussian $\chi^2$ for producing both 1D and 2D plots. In such case, the user has to input a mean and standard deviation in the window appearing after clicking on a data row, and the code will compute the Gaussian $\chi^2$ for the given quantity with respect to the

Figure 3: Example plot produced by using the “Plot” tab of the GUI: 2D color plot for $Y_p$ values as a function of $\eta_{10}$ and $N_\nu$. 
Figure 4: Example plot produced by using the “Plot” tab of the GUI: deuterium $\chi^2$ for three values of $\Delta N_{\nu}$ as a function of $\eta_{10}$.

![Figure 4: Deuterium $\chi^2$ for three values of $\Delta N_{\nu}$ as a function of $\eta_{10}$.](image1)

Figure 5: Example plot produced by using the “Plot” tab of the GUI: 2D contours in the $N_{\nu}$-$\eta_{10}$ plane at 1-, 2-, and 3-$\sigma$ C.L. obtained combining the $\chi^2$ of $^2$H/H and $Y_p$.

![Figure 5: 2D contours in the $N_{\nu}$-$\eta_{10}$ plane at 1-, 2-, and 3-$\sigma$ C.L.](image2)
varying parameter. The user can also decide to plot the $\chi^2$, the likelihood or the log likelihood function. A combination of the $\chi^2$ on several parameters can be also performed: for example, a typical BBN-only analysis considers the combination of deuterium and helium information. Examples of the $\chi^2$ plots are shown in figure 4 (1D example for one parameter) and figure 5 (2D example for two parameters).

In the panel at the bottom right, the user has a preview of the final image, which is updated automatically when the content is changed. Several settings (axis labels, scales, limits, legend settings and more) can be adjusted using the three tabs above the figure: “Axes settings”, “Legend settings”, and “Figure settings”. In particular, in the axis and legend labels the user can use LATEX syntax to have the names properly rendered. Notice that, because of space constraints in the visible window, some of the settings cannot be applied to the figure shown in the GUI and the figure shape and appearance do not necessarily reflect the true image content. However, the correct appearance is guaranteed in the exported image (see below).

Five buttons just above the figure allow the user to, respectively, refresh the image content (after having modified some figure properties); revert the changes made by the user on the plot settings to the default values; reset the image content (this will revert the user changes on the plot properties and delete the existing plot content); save a copy of the image in an external file; or export the python script to generate the plots outside of the GUI, in case one wants to further customize the obtained figures. As an example, we report in Appendix C the script corresponding to figure 3.

4. Conclusions

BBN has evolved from being one of the pillars of the standard Big Bang scenario to one of the most useful consistency tools to test the standard cosmological model. PArthENoPE is a public tool developed since 2007 with the goal of helping researchers interested in this field. The code fulfills the requirements of precision and versatility. This updated version, in particular, represents an advance in both these requirements: we have implemented updated nuclear rates for the most important reactions of deuterium destruction, $^2\text{H}(p,\gamma)^3\text{He}$, $^2\text{H}(d, n)^3\text{He}$ and $^2\text{H}(d, p)^3\text{H}$, and re-designed the previous version of the GUI, extending its functionalities for an easy implementation of grid running and plot preparation, which we hope will be of some help to BBN researchers.
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Appendix A. Fits of the rates

In this section we collect the analytical expressions implemented in the new version of the code, PArthENoPE 3.0, for $R_{d_{p\gamma}}$, $R_{ddn}$, and $R_{ddp}$, as functions of $T_9$, together with their $1\sigma$ low and high variations. These functions correspond to the choice PIS2020 for the keywords in Table 1. The accuracy of the expressions is better than 0.06% on the range $0.01 \leq T_9 \leq 4.0$.

- $^2$H(p, $\gamma$)$^3$He

$$R_{d_{p\gamma}}(T_9) = T_9^{-2/3} \exp \left( -\frac{1.29043}{T_9^{1/3}} \right)$$

$$= (-6.194453 + 2.017433 \cdot 10^2 T_9^{1/3} - 2.817405 \cdot 10^3 T_9^{2/3} + 2.217193 \cdot 10^4 T_9^{4/3} - 1.090730 \cdot 10^5 T_9^{7/3} + 3.556680 \cdot 10^5 T_9^{8/3} - 8.125130 \cdot 10^5 T_9^{9/3} + 1.379646 \cdot 10^6 T_9^{10/3} - 1.781593 \cdot 10^6 T_9^{11/3} + 1.772252 \cdot 10^6 T_9^{12/3} - 1.364133 \cdot 10^6 T_9^{14/3} + 8.106062 \cdot 10^5 T_9^{11/3} - 3.683510 \cdot 10^5 T_9^{4/3} + 1.256020 \cdot 10^4 T_9^{13/3} - 3.109532 \cdot 10^4 T_9^{14/3} + 5.275483 \cdot 10^3 T_9^{5/3} - 5.484033 \cdot 10^3 T_9^{16/3} + 2.633404 \cdot 10^1 T_9^{17/3})$$

$$R_{d_{p\gamma,\text{low}}}(T_9) = T_9^{-2/3} \exp \left( -\frac{1.29043}{T_9^{1/3}} \right)$$

$$= (-2.509725 + 9.699233 \cdot 10^1 T_9^{1/3} - 1.501097 \cdot 10^3 T_9^{2/3} + 1.244791 \cdot 10^4 T_9^{4/3} - 6.170178 \cdot 10^4 T_9^{4/3} + 1.937398 \cdot 10^5 T_9^{5/3} - 4.084678 \cdot 10^5 T_9^{2} + 6.238214 \cdot 10^5 T_9^{7/3} - 7.051226 \cdot 10^5 T_9^{8/3} + 5.95309 \cdot 10^5 T_9^{3} - 3.742405 \cdot 10^5 T_9^{10/3} + 1.726787 \cdot 10^5 T_9^{11/3} - 5.679486 \cdot 10^4 T_9^{4} + 1.260333 \cdot 10^4 T_9^{13/3} - 1.690983 \cdot 10^3 T_9^{14/3} + 1.036004 \cdot 10^2 T_9^{5})$$

$$R_{d_{p\gamma,\text{high}}}(T_9) = T_9^{-2/3} \exp \left( -\frac{1.29043}{T_9^{1/3}} \right)$$

$$= (-2.670306 + 1.031982 \cdot 10^2 T_9^{1/3} - 1.597143 \cdot 10^3 T_9^{2/3} + 1.324437 \cdot 10^4 T_9^{4/3} - 6.564967 \cdot 10^4 T_9^{4/3} + 2.06136 \cdot 10^5 T_9^{5/3} - 4.34603 \cdot 10^5 T_9^{2} + 6.637357 \cdot 10^5 T_9^{7/3} - 7.502388 \cdot 10^5 T_9^{8/3} + 6.33399 \cdot 10^5 T_9^{3} - 3.981857 \cdot 10^5 T_9^{10/3} + 1.837273 \cdot 10^5 T_9^{11/3} - 6.04288 \cdot 10^5 T_9^{4} + 1.340973 \cdot 10^4 T_9^{13/3} - 1.799178 \cdot 10^3 T_9^{14/3} + 1.102291 \cdot 10^2 T_9^{5})$$
\[ \bullet \ ^2\text{H}(d, n)^3\text{He} \]

\[
R_{ddn}(T_9) = T_9^{-2/3} \exp \left( -\frac{1}{T_9^{1/3}} \right) \\
10^6 \cdot \left( 6.04006 - 87.0655 T_9^{1/3} + 532.179 T_9^{2/3} - 1789.78 T_9 + 3646.07 T_9^{4/3} \\
-4843.13 T_9^{5/3} + 4594.34 T_9^2 - 3108.11 T_9^{7/3} + 1485.45 T_9^{8/3} - 493.762 T_9^3 \\
+109.061 T_9^{10/3} - 14.1017 T_9^{11/3} + 0.739461 T_9^4 \right) \\
R_{ddn,\text{low}}(T_9) = T_9^{-2/3} \exp \left( -\frac{1}{T_9^{1/3}} \right) \\
10^7 \cdot \left( 3.72541 - 51.1407 T_9^{1/3} + 308.658 T_9^{2/3} - 1080.20 T_9 + 2442.53 T_9^{4/3} \\
-3787.02 T_9^{5/3} + 4175.06 T_9^2 - 3296.16 T_9^{7/3} + 1850.77 T_9^{8/3} - 721.825 T_9^3 \\
+185.745 T_9^{10/3} - 28.2884 T_9^{11/3} + 1.92205 T_9^4 \right) \\
R_{ddn,\text{high}}(T_9) = T_9^{-2/3} \exp \left( -\frac{1}{T_9^{1/3}} \right) \\
10^7 \cdot \left( -2.51740 + 33.7276 T_9^{1/3} - 202.222 T_9^{2/3} + 722.247 T_9 - 1713.32 T_9^{4/3} \\
+2818.40 T_9^{5/3} - 3256.20 T_9^2 + 2674.54 T_9^{7/3} - 1553.68 T_9^{8/3} + 623.072 T_9^3 \\
-163.932 T_9^{10/3} + 25.4681 T_9^{11/3} - 1.77416 T_9^4 \right) \\
\bullet \ ^3\text{H}(d, p)^3\text{H} \]

\[
R_{dpp}(T_9) = T_9^{-2/3} \exp \left( -\frac{1}{T_9^{1/3}} \right) \\
10^6 \cdot \left( 0.0524300 - 15.4274 T_9^{1/3} + 158.367 T_9^{2/3} - 652.819 T_9 + 1356.03 T_9^{4/3} \\
-1557.58 T_9^{5/3} + 1160.00 T_9^2 - 558.512 T_9^{7/3} + 168.251 T_9^{8/3} - 29.0298 T_9^3 \\
+2.19212 T_9^{10/3} \right) \\
R_{dpp,\text{low}}(T_9) = T_9^{-2/3} \exp \left( -\frac{1}{T_9^{1/3}} \right)
\]
\[10^6 \cdot \left(0.265188 - 17.8087 T_9^{1/3} + 169.592 T_9^{2/3} - 682.042 T_9 + 1402.55 T_9^{4/3} \
- 1605.11 T_9^{5/3} + 1191.63 T_9^2 - 572.304 T_9^{7/3} + 172.062 T_9^{8/3} - 29.6345 T_9^3 \
+ 2.23394 T_9^{10/3}\right)\]

\[R_{\text{ddp, high}}(T_9) = T_9^{-2/3} \exp\left(-\frac{1}{T_9^{1/3}}\right)\]

\[10^6 \cdot \left(-0.160328 - 13.0461 T_9^{1/3} + 147.141 T_9^{2/3} - 623.597 T_9 \
+ 1309.52 T_9^{4/3} - 1510.05 T_9^{5/3} + 1128.37 T_9^2 - 544.719 T_9^{7/3} + 164.439 T_9^{8/3} \
- 28.4252 T_9^3 + 2.15030 T_9^{10/3}\right)\]

Appendix B. GUI screen-shots

We show here three screen-shots from the current version of the GUI on a MacOS system. Figure B.6 shows the “Home” tab of the GUI, while Figure B.7 shows the layout of the “Run” (top panel) and “Plot” (bottom panel) tabs, together with a representative dialog window that is opened by performing an action. In the first case we can see the dialog window that permits the user to define a set of parameters for configuring the grid of runs, while in the second one we show the window where a \(\chi^2\) curve can be configured for the plot.

Figure B.6: “Home” tab of the GUI.
Figure B.7: Top panel: “Run” tab of the GUI, with the dialog window that is opened when clicking on the button “Add a new point or grid”. Bottom panel: “Plot” tab of the GUI, with the dialog window that is opened when double-clicking on an available point in the center-left table to add it to the plot content.
Appendix C. Example script produced by the GUI

We report here the python script corresponding to figure produced with the specific button of the “Plot” tab of the GUI.

"""File generated by the PArthENoPE GUI""
import numpy as np
import matplotlib
matplotlib.use('agg')
import matplotlib.pyplot as plt
from parthenopegui.plotter import PLine, PContour

fig = plt.figure(figsize=(8.0, 5.0))
plt.plot(np.nan, np.nan)

lines = []
contours = []
contours.append(
PContour(
   np.asarray([[5.0, 5.22222, 5.44444, 5.66667, 5.88889,
                  6.11111, 6.33333, 6.55556, 6.77778, 7.0]
               ]),
   np.asarray([[2.0, 2.5, 3.0, 3.5, 4.0]]),
   np.asarray([[0.230374, 0.230794, 0.23122 , 0.231599, 0.231985,
                 0.232331, 0.232683, 0.233005, 0.233324, 0.233617],
                 [0.2379 , 0.238325, 0.238736, 0.239133, 0.239499,
                  0.239856, 0.240196, 0.240539, 0.240831, 0.24114 ],
                 [0.244869, 0.245292, 0.245715, 0.246105, 0.246483,
                  0.246835, 0.247176, 0.247513, 0.247817, 0.248123],
                 [0.251352, 0.251782, 0.252209, 0.252588, 0.252967,
                  0.253325, 0.253668, 0.253977, 0.254314, 0.254621],
                 [0.257412, 0.257866, 0.258267, 0.258659, 0.259032,
                  0.259389, 0.259728, 0.260058, 0.260372, 0.26068 ]
               ]),
   0,
   0,
for c in contours:
    if c.filled:
        func = plt.contourf
    else:
        func = plt.contour
    options = {}
    if c.levels is not None:
        options["levels"] = c.levels
    if c.extend is not None:
        options["extend"] = c.extend
    options["cmap"] = matplotlib.cm.get_cmap(c.cmap)
    CS = func(c.x, c.y, c.z, **options)
    if c.hascbar:
        cbar = plt.colorbar(CS)
        cbar.ax.set_ylabel("$Y_p$", fontsize='x-large')
plt.xlabel("$\eta_{10}$", fontsize='x-large')
plt.ylabel("$N_{eff}$", fontsize='x-large')
plt.xscale('linear')
plt.yscale('linear')
plt.xlim((5.0, 7.0))
plt.xlim((5.0, 7.0))
plt.ylim((2.0, 4.0))
plt.tight_layout()
plt.text(
    1.0, 1.0,
    "Created with PArthEnoPE 3.0 GUI",
    color="#999999", fontsize="small",
    ha="left", rotation=-90,
    transform=plt.gca().transAxes, va="top"
)
plt.savefig('fig_210212_150932.pdf')
plt.close()
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