Aspect-oriented requirement analysis based on Formal method
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Abstract. Aspect-Oriented Programming (AOP) can effectively solve the code-tangling and code-scattering which are caused by crosscutting attributes. However, much work is presented on the programming and the implementation phase, and few works have addressed the early model stages. In this paper, we do research on the requirements engineering phase of software by using AOP technology. First in the requirements analysis phase, we identified the functional requirements and non-functional requirements by the separation of concerns, then to realize the functional requirements with components and the non-functional requirements with aspects. Then we represent the components and aspects by combining with the formal language Aspect-Z which have characteristics of accurate description; As actions accompany with conflicts while two or more aspects effect on the same joint point synchronously, we propose a method to solve by defining aspects priority level.
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1. Introduction

The software requirements phase is the first stage of the software development process. A well-defined requirements model avoids costly refactoring of the system in the later stages of design coding and implementation, thus reducing software development risk [1-2]. Software requirements include functional requirements and non-functional requirements. Functional requirement is the function that the software must realize, while the non-functional requirement is the quality attribute and function constraint provided to the software system to satisfy the user's business requirement, including the system's performance, reliability, security, guaranteeability and so on. Traditional demand specifications [3-4] often use non-formal abstractions language to describe non-functional requirements, but ambiguity-prone or neglected by developers, resulting in a mixture of functional requirements and non-functional requirements, making the code scattered, confusing, difficult to maintain.

Aspect-Oriented Software Programming (AOP) [5-7] separates functional requirements and non-functional requirements through crosscutting concerns. In the non-functional requirements, the aspect
is used to define and realize the cross-cutting concerns, the non-functional requirements of modular, loose coupling between modules to improve the software development process, improving system maintainability and reusability. Formal methods [8] have a description of the accuracy, no ambiguity, which is based on mathematics and used to describe the technology of the system nature. Formal specification method is through a clear mathematical definition of the semantics or language on software behavior for accurate, concise description. In the paper [10], an aspect-oriented non-functional requirements modeling approach is proposed, which extends UML to express aspect-oriented concepts. In the paper [11], the AOP technique is combined with the AspectJ language to analyze the system real-time system. In the paper [12], the Aspect-Z technology is used to analyze the simple example.

In this paper, AOP technology and the aspect of the formal language Aspect-Z are combined, and Aspect-Z is expanded. The formal specifications are used to the aspect-oriented requirements modeling, and the system can be non-functional requirements of the precise expression and processing, for the same joint point that needs to knit a number of aspects and aspects of conflict, through defining the priority of aspect to solve. The basic idea is to express the components and aspects through the Aspect-Z language, and realize the integration of the system through the weaving mechanism.

2. Related knowledge

2.1. The basic principles and related concepts of AOP

AOP is essentially a separation of concerns technique that achieves independent concerns in a loosely coupled fashion, and then combines these concerns to achieve the final system [3]. In traditional object-oriented development methods, these crosscutting concerns are scattered across multiple classes of software, as shown in Figure 1. The three different colors on the left of Figure 1 represent three different points of concern for the non-functional requirements of the system, which are scattered in the system. The programming or maintenance is not only cumbersome and easy to miss, but also brings to the development and maintenance of great difficulties. The right side of Figure 1 shows that AOP technology modularizes are used to divide 3 different concerns into 3 different aspects, which are encapsulated in crosscutting concerns, and are weaved into other functional modules. The maintenance and reuse of the program is becoming very simple, which is the essential characteristics of AOP.

Aspect-oriented Requirement Engineering (AORE) is a requirement engineering development method for AOSD. It defines and deals with requirements by separation of concerns, which separates functional requirements into the core concerns of the system, and non-functional requirements are separated into crosscutting concerns of the system by component language, encapsulated in the aspect to achieve some concern of the module unit. If there is no conflict between the components and the aspects, the two languages implement the system by the weaver weaving seamlessly; if multiple aspects need to be implemented at the same joint point of the component, it is necessary to determine the priority between the aspects to solve the conflict, and then weaving to achieve the system. As shown in figure2.

![Fig.1 The schematic diagram of cross cutting concerns in AOP](image-url)
2.2. Formal development methods and language
The formal method of software development is the Backus Normal Formula (BNF) proposed by Backus in the 1950s as a meta-language for describing programming grammar [7]. The basic meaning of Formal Method (Formal Method) is the use of mathematical methods to study the relevant issues of computer science. From a broad perspective, the formal method is the software engineering process analysis, design and implementation of systems engineering methods. In the narrow sense, it is the software specification and verification method. In this paper, the main discuss is the method of the software specifications. Formal specification is an accurate and concise description of the desired characteristics or behavior of the software by a grammatical and semantic method or language with well-defined.

Z is a formal language based on set theory and first-order predicate. It supports formal specification, normative reasoning and refinement of software, and is one of the most widely used formal languages so far. Schema is the basic structure of Z language, a better description of the software system's abstract state and operational functions. A pattern includes the name of the pattern, the declaration part, and the predicate part. The schema name (SchemaName) can be called anywhere in the specification process, and it can be used as a type name as well; Declaration of pattern introduce variables and their types, which are internal variables of the schema; Predicate describes the invariant relationship between the global variables among these local variables, or local variables before the model's declaration. As shown in figure 3.

![Fig.3 Original Z Schema](image)

3. Aspect-oriented formal language Aspect-Z
The Aspect-Z language is an extension of the traditional Z language by adding symbolic aspects [8]. In the phase of software development requirements analysis, a formal and complete modularization of the system is achieved by combining the formal language Aspect-Z and AORE. Aspect-Z adds the aspect mode to the Z-related mode of operation to indicate system-related properties and behavior.

The main idea of Aspect-Z support AOSD is based on requirement analysis by the concerns separation of components and aspect. Only considering the main steps of the operation, the operation mode of the functional requirement is set up as a component mode; the operation mode of the non-functional requirement is set up as an aspect mode, and the aspect mode is the crosscut of the component mode. The statement part of the aspect model can accurately describe the position of the joint point in the system, and the predicate part mainly expresses the function that needs to be realized at the joint point. Finally, the component mode and the aspect mode are integrated. The basic pattern of the Aspect-Z language is shown as follows [9]. As shown in figure 4.
When a pattern is named, it can be called in another mode by means of $\Delta$SchemaRef.

$\Omega$SchemaRef indicates that the current aspect pattern crosscut the schema named after SchemaRef.

Aspect-Z in the joint point is a precise point in the implementation of the system, which is the need to perform the relevant operations of aspect. PointcutDecl is a description of a series of joint points and the relevant properties between the joint points.

Advice is used to describe the pointcut in each joint point which should be the implementation of specific related operations, including insert operation and replace operation.

If two or more aspects of the same pointcut crosscut this pointcut, the priorities should be defined priorly between the two different aspects, avoiding conflicts in the aspect weaved. In this mode, $W(b, pc)$ is a binary operator, where $b$ is the name of the basic module, $pc$ is the name of the pointcut; the symbol "$\leq$" means that when the same joint point corresponds to many different aspects, the symbol shows the order between the different aspects and the preparation with the basic module [10]. Its structure is formalized as shown in the following figure 5.

For example, aspect-Z represents a basic module BaseModel and an aspect module AspectModel, and a simple example is given. As shown in Figure 6 and Figure 7.
From the AspectModel aspect, it can be seen that the advice of the Pointcut PC is to insert the condition \(\forall x, y \in A \cdot x \neq y \rightarrow * (x) \neq * (y)\) at each PC element by the special integrated symbol " + " to indicate the final weaving pattern, then the integrated mode IntegratedModel is:

\[
\text{IntegratedModel} = \text{BaseModel} + \text{AspectModel}.
\]

As shown in Figure 8.

4. Requirement analysis based on Aspect-Z

4.1. Formal requirement analysis method

In the requirement analysis of the system, the software system is composed of object layer and layer. Without modifying the object model, the function of the object is increased, and the original function of the object is not affected. The requirements analysis process based on Aspect-Z is as follows.

1) First of all, the requirements of the system are obtained, then the business model is constructed;

2) According to the business model, the system use case model is established;

3) According to the system use cases, the functional requirements and non-functional requirements of the system are extracted. Specific process as shown in figure 9.

4) Aspect-Z language is used to describe the object layer and aspect layer of the system. If we need to weave many aspects at the same connection point, we can solve the problem by defining the priority;

5) Weave the aspects into the object and integrate the complete system;

6) Finally, we prove the correctness of the specification and the description of the Aspect-Z.
Fig. 9 Framework for the realization of non-functional requirements of the system

4.2. Conclusion
This paper mainly studies and discusses the requirement analysis of software system by using AOP technology. It crosscuts the non-functional requirements of the system function and builds up the aspects, which improves the modularity and maintainability of the non-functional requirements in the requirement analysis. And the use of Aspect-Z for the aspect-oriented formal language combines with AOP technology, compared to non-formal lengthy requirements document, which can be clear, precise, abstract, concise specification to describe the software requirements, greatly improving Software security and reliability. This paper is to make full use of Aspect-Z language to aspects modular, by defining the priority to resolve the possible conflicts among the aspects. For the requirements analysis of the system, further research is needed. Such as, Combined with specific examples to analyze the reliability of the non-functional requirements of the system, the fault-tolerance of the system and aspect-oriented multidimensional cross-cutting formalization based on Aspect-Z.
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