Performance Analysis of Cryptographic Hash Functions Suitable for Use in Blockchain
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Abstract: A blockchain, or in other words a chain of transaction blocks, is a distributed database that maintains an ordered chain of blocks that reliably connect the information contained in them. Copies of chain blocks are usually stored on multiple computers and synchronized in accordance with the rules of building a chain of blocks, which provides secure and change-resistant storage of information. To build linked lists of blocks hashing is used. Hashing is a special cryptographic primitive that provides one-way, resistance to collisions and search for prototypes computation of hash value (hash or message digest). In this paper a comparative analysis of the performance of hashing algorithms that can be used in modern decentralized blockchain networks are conducted. Specifically, the hash performance on different desktop systems, the number of cycles per byte (Cycles/byte), the amount of hashed message per second (MB/s) and the hash rate (KHash/s) are investigated. The comparative analysis of different hashing algorithms allows us to choose the most suitable candidates for building decentralized systems type of blockchain.
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1. Introduction

Modern decentralized information systems and networks buit on the blockchain technology are increasingly distributes and uses in various applications. Thus, blockchain technologies are used in the construction of cryptocurrencies, for the construction of decentralized systems of different purpose and functional tasks, which unite, for example, key certification centers, in construction of distributed decentralized networks of electronic identification and electronic voting, in building information systems with support so-called smart contracts, etc. Selection of a specific hash function is one of the main task for designing a blockchain system. Till nowadays, there has been no extensive analysis of hash functions, which can be use in blockchain technology.

This work mainly focused on the performance analysis of cryptographic hash functions that can be used in blockchain systems. The most common and applicable cryptographic hashing algorithms, which are standardized internationally and nationally, are considered, as well as algorithms that, although not standardized, are used in most modern decentralized systems built on blockchain technology. In particular, the following cryptographic hashing functions are explored:

- the ARGON family of cryptographic algorithms (ARGON2D and ARGON2I hash functions) [1], used in some cryptocurrencies, such as MMXVI;
- the BALLOON hashing algorithm [2] is used in Deft cryptocurrency;
- the BLAKE cryptographic algorithm family consists of the following hash functions: BLAKE224, BLAKE256, BLAKE384, BLAKE512 [3-5]. This family of algorithms are used in such cryptocurrency as Monero, Blakecoin, Electroneum and other[5].
- the BMW Cryptographic Algorithm family consisting of the following hash functions as BMW224, BMW256, BMW384, BMW512 [6]. This family of algorithms are used in such cryptocurrency’s as CLOAK, Dark, XST, MXT, ONION, etc.;
- the CUBEHASH family of algorithms consisting of the following hash functions: CUBEHASH224, CUBEHASH256, CUBEHASH384, CUBEHASH512 [7-10]. This family of hashing algorithms are used in such cryptocurrency mining algorithms as X17, X13, X11, etc.;
• the DJB-2 hashing algorithm [11]. This hashing function is not cryptographic, but it is still used in the X17 cryptocurrency mining algorithm;
• family of ECHO cryptographic algorithms such as ECHO224, ECHO256, ECHO384, ECHO512 [12]. This algorithms are used in such cryptocurrency’s as DarkCoin, Navcoin, PinkCoin, etc.;
• the ED2K hashing algorithm [13, 14], used in file sharing networks and eDonkey2000 and Overnet file sharing programs [14];
• the EDONR family of algorithms such as EDONR256 and EDONR512 [15, 16];
• the DAGGER-HASHIMOTO hashing algorithm and its further development and improvement - ETHASH algorithm [17-19]. It was later replaced by the Ethash algorithm;
• the FUGUE family of cryptographic algorithms (FUGUE224; FUGUE256; FUGUE384; FUGUE512) [20]. This algorithms are used in such cryptocurrency’s as Navcoin, MinersCoin, KoboCoin etc.
• cryptographic hashing algorithm GOST34.11-94-256 [21];
• the GROESTL cryptographic algorithm family (the GROESTL224 hash function; GROESTL256; GROESTL384; GROESTL512) [22, 23], is used in some blockchain systems, including the Verge cryptocurrency project;
• the HAMSI family of cryptographic algorithms consisting from the hashing functions HAMSI224, HAMSI256, HAMSI384, HAMSI512 [24]. This algorithms used in such cryptocurrency’s as Firecoin, Orlycoin, EverGreenCoin etc.;
• the Has160 hashing algorithm [25];
• the J-H hashing algorithms such as J-H224, J-H256, J-H384, J-H512 [26]. They are used in such cryptocurrency’s as Orlycoin, EverGreenCoin, XSH, Dash etc.;
• the KECCAK hashing algorithms such as KECCAK224, KECCAK256, KECCAK384, KECCAK512, which are standardized as SHA3) [27, 28]. Nowadays this family of algorithms is one of the most widespread in different cryptocurrencies. They are used in such cryptocurrency’s as Quark, METH, SMART, BIFI, GLN, TALK etc.;
• the Kupyna hashing algorithm (Kupyna256 and Kupyna512 hash functions) [29]. This algorithm is adopted as the national standard of Ukraine DSTU 7564: 2014;
• the LOSELOSE hashing algorithm [30]. The LOSELOSE hashing function is not cryptographic, but it is used in the X17 cryptocurrency mining algorithm;
• the LUFFA family of cryptographic algorithms (LUFFA224 hash function; LUFFA256; LUFFA384; LUFFA512) [31]. This hashing functions is used in such cryptocurrency’s as Dash, Navcoin, Halcyon, Orlycoin etc.;
• the LYRA hashing algorithms: LYRA2RE, LYRA2REV2 [32, 33]. This family of algorithms is used in such cryptocurrency’s as Orlycoin, MoneroCoin and many others;
• the MD family of hashing functions (MD4 and MD5) [34, 35];
• the PANAMA256 cryptographic hashing algorithm [36];
• the PROGPW hashing algorithm [37]. The first cryptocurrency on the ProgPoW algorithm was Bitcoin Interest (BCI) [38];
• the RIPEMD160 cryptographic hashing algorithm [39], used in many modern cryptocurrencies [40];
• the SCRYPT cryptographic hashing algorithm [41]. Scrypt is used in many cryptocurrencies as a validation algorithm. The algorithm was first implemented for Tenebrix (released in September 2011) and became the basis for Litecoin and Dogecoin. Also the scrypt algorithm is used by ProsperCoin, CashCoin, MonaCoin, Mooncoin and many others;
• the SHA1 cryptographic hashing algorithm [42];
• the SHA2 family of cryptographic algorithms (SHA2-256 and SHA2-512 hash functions) [43], are used in such cryptocurrencies as Peercoin, Bitcoi, NXT, Namecoin and others [44];
• the SHABAL family of hashing functions such as SHABAL256 and SHABAL512 [45]. This cryptographic algorithms is used in such cryptocurrencies as Firecoin, KoboCoin, Orlycoin etc.;
• the SHAVITE family of hashing functions (SHAVITE224, SHAVITE256; SHAVITE384; SHAVITE512) [46]. This algorithms are used in such cryptocurrencies as Dash, PURA, SNRG, EverGreenCoin etc.;
• the SIMD hashing functions such as SIMD224, SIMD256, SIMD384, SIMD512 [24]. This algorithms are used in such cryptocurrencies as Dash, EverGreenCoin, MLM, DeepOnion etc.;
• the SKEIN family of cryptographic algorithms (SKEIN224; SKEIN256; SKEIN384; SKEIN512) [47]. These algorithms are used in such cryptocurrencies: Hshare, Pura, BitSend, KoboCoin etc.;
• the SNEFRU256 hashing algorithm [48];
• the STREEBOG hashing algorithm (in STREEBOG256 and STREEBOG512 variants) [49]. This algorithm was described in the standard GOST R 34.11-2012. Open-source blockchain izzz.io and intellectual contracts for the use of cryptographic libraries with the STREEBOG algorithm implemented: BitCoen, NWP Solution, Buzcoin, NS Platform etc. [50];
• the TIGER hashing algorithm [51], used in Gnutella, Gnutella2, Direct Connect file sharing protocols, as well as in Phex, BearShare, LimeWire, Shareaza, DC ++ and Valknut file sharing;
• the WHIRLPOOL hashing algorithm [52] is used in such cryptocurrency’s as Halcyon, Orlycoin, KoboCoin, Verge etc.;
• hashing algorithms from the “X” family (algorithms X11; X12; X13; X14). The “X” family of algorithms has a high degree of protection against hacker attacks.

The algorithms of the “X” family got their name according to the number of hash functions used in them. For example, the following hash functions are used in the X11 algorithm: Echo, Shavite, Luffa, Keccak, Groestl, Blake, Bmw, Jh, Skein, Cubehash, Simd. The X13 algorithm uses such hash functions as Keccak, Groestl,Blake, Bmw, Jh, Skein, Cubehash, Simd, HAMSI, FUGUE. The X17 algorithm uses the following 17 cryptographic functions: Echo, Shavite, Luffa, Keccak, Groestl, Blake, Bmw, Jh, Skein, Cubehash, Simd, HAMSI, FUGUE, SHABAL, WHIRLPOOL, LOSELOSE, DJB-2 [53]. The first cryptocurrency whose blockchain was built on X11 was DarkCoin. To date, hashing algorithms of the X family are widely used in cryptocurrencies. For example, the X15 algorithm is used in such cryptocurrencies: KOBO, HAL, NMB, SHLD, SOLE, MARYJ, XWT, DUB, EGC, TAGR, ORLY, OMA, FIRE, CRAB, FOREX, XOR, HTML5, DKD. The X13 algorithm is used as a cryptocurrency mining tool: DANK, AERO, AGS, APEX, BOST, CLOAK, JUDGE, NAV, OPAL, PSEUD, SLG, SSV, UTIL, XST, EKN, KORE, STV, AM, TRI, QBK, BOOM, FUTC, HEDG, CON, BLITZ, and this list is constantly growing.

The above hashing algorithms have been constructed using different information message processing schemes and using different mathematical transformations of data blocks for calculating hash codes. The different ideology of constructing these algorithms is due to the considerations of the research authors and their subjective ideas about the rational construction of the hashing function by the criteria of stability / complexity. Our focus is, first of all, on the possibility of using the studied algorithms in the construction of decentralized blockchain networks, in particular, cryptocurrencies, distributed technology projects, smart contracts, etc. The hashing algorithms considered in this paper are applied to over 90% of existing decentralized systems projects [54-57].

2. Related Work

The article [58] considers the main cryptoalgorithms used in cryptocurrencies to create hash functions. Special attention devoted to the study of security and confidentiality of the blockchain technology.

In the paper [59], was proposed lightweight hash-based blockchain architecture for IloT. In the proposed architecture, the following hash functions were used - QUARK, PHOTON, and SPONGENT. Authors provides a comparison of security and performance of hash functions QUARK, PHOTON, and SPONGENT. The article also provides top 10 hash functions for blockchain-based coins.

The article [60] considers the peculiarities of the use of cryptographic protocols transactions on blockchain technologies. The advantages and disadvantages of the most popular and used on any blockchain platform algorithms for reaching consensus are given.

In the paper [61] was proposed to use streaming hash functions for blockchain systems in the non-financial sphere. The authors showed that stream hash functions which based on the theory of linear sequential schemes satisfy all the minimum requirements and can be widely used in non-financial areas.

In the article [62] was analyzed the hashing functions for their application in the Blockchain systems. Authors focused their attention on the results of the comparative analysis of the main properties of hash functions and recommendations for their application. For the use in modern blockchain systems, 512-bit hash functions was recommended: SHA-2 512, SHA-3 512 and Kupyna 512.

In this article, we continue the research on the performance of hashing algorithms, which we began in [56]. We are investigating hash rates across multiple computing platforms, including desktop systems and GPUs. In our study, we summarize the test results from [56] and consider over 80 different algorithms, including both internationally standardized hash functions and little-known specialized algorithms [54].

3. Comparison of Explorings on Desktops

For comparative explorings, etalon and (if any) optimized software implementations of information hashing algorithms were used.

The explorings is conducted on the following computer desktops:

• 64-bit computing platform with using AMD Ryzen Threadripper 2970WX 24-Core Processor 3.0 GHz.;
• 64-bit computing platform with using Intel Core i9-7980 2.60 GHz.

These computing platforms are the most common with high computing performance.
Performance studies were conducted on three criteria:
the number of cycles of the computing system per byte (Cycles/byte);
• message volume per second (MB/s);
• the number of generated hash codes per second (KHash/s).

These criteria characterize both absolute (second and third indicators) and specific performance indicators (first indicator). The obtained data contains the results of testing hash rate for different lengths of input. In particular, inputs (consecutive counter values) $2^{10}$ and $2^{20}$ bytes were sent to the input of each algorithm.

The following tables summarize the results of comparison of the performance of these algorithms for each of the computing desktops used. In particular, Table 1 summarizes the results of comparison of the performance of different hashing functions on 64-bit computing platform using AMD Ryzen Threadripper 2970WX 24-Core Processor 3.0 GHz.

In this case, $2^{10}$ and $2^{20}$ bytes of data were supplied as input. In the table 2 we show values of performance of the explored algorithms for the 64-bit computing platform Intel Core i9-7980 2.60 GHz bytes.

The analysis and researches show that the fastest algorithms are DJB-2 and LOSELOSE. But according to their specification these are not cryptographic algorithms. These hash functions calculate the normal checksum and the search for prototypes for such transformations is trivial. Further along the speed of conversion are the algorithms MD4, EDONR-256, EDONR-512, ED2K and other cryptographic transformations, the stability of which is not satisfactory to date. Most cryptographic features have comparable aspects rates of hash code generation, including algorithm Kupyna (Ukraine’s national standard). The slowest hashing algorithms were the X-family hash functions and the ARGON2D, ARGON2I, and SCRYPT algorithms.

### Table 1. Testing results for different algorithms (AMD Ryzen Threadripper 2970WX 24-Core Processor 3.0 GHz)

| Algorithm name | $2^{10}$ byte input text | $2^{20}$ byte input text |
|----------------|--------------------------|--------------------------|
|                | Cycles/byte | MB/s | KHash/s | Cycles/byte | MB/s | KHash/s |
| ARGON2D        | 2605872.83  | 0.001149 | 0.001122 | 2531.66 | 1,182,493 | 0.001128 |
| ARGON2I        | 2232922.54  | 0.001335 | 0.001304 | 2180.86 | 1,367,934 | 0.001305 |
| BLAKE-224      | 11.67       | 256.69  | 250.67  | 10.89    | 274.93   | 0.26  |
| BLAKE-256      | 11.77       | 254.39  | 248.42  | 10.98    | 272.71   | 0.26  |
| BLAKE-384      | 8.18        | 366.63  | 358.04  | 7.15     | 418.59   | 0.40  |
| BLAKE-512      | 8.21        | 364.85  | 356.30  | 7.17     | 417.26   | 0.40  |
| BMW-224        | 5.92        | 505.83  | 493.97  | 5.23     | 572.68   | 0.55  |
| BMW-256        | 5.89        | 508.28  | 496.36  | 5.20     | 575.82   | 0.55  |
| BMW-384        | 3.52        | 851.12  | 831.17  | 2.79     | 1073.26  | 1.02  |
| BMW-512        | 3.51        | 853.89  | 833.88  | 2.78     | 1076.57  | 1.03  |
| CUBEHASH-224   | 20.31       | 147.48  | 144.02  | 15.17    | 197.17   | 0.19  |
| CUBEHASH-256   | 20.54       | 145.53  | 142.12  | 15.35    | 195.16   | 0.19  |
| CUBEHASH-384   | 20.32       | 147.48  | 144.02  | 15.17    | 197.58   | 0.19  |
| CUBEHASH-512   | 20.37       | 147.02  | 143.58  | 15.19    | 197.10   | 0.19  |
| DJB-2          | 2.52-10.5   | 2.13-107 | 2.08-107 | 2.48-10.5 | 1.91-107 | 18181.8 |
| ECHO-224       | 27.72       | 108.21  | 105.68  | 24.56    | 121.91   | 0.12  |
| ECHO-256       | 27.40       | 109.31  | 106.74  | 24.32    | 123.17   | 0.12  |
| ECHO-384       | 52.56       | 57.01   | 55.67   | 45.92    | 65.23    | 0.06  |
| ECHO-512       | 51.13       | 58.53   | 57.16   | 45.43    | 65.90    | 0.06  |
| ED2K           | 4.02        | 747.38  | 729.86  | 3.75     | 798.00   | 0.76  |
| EDONR-256      | 3.89        | 765.94  | 747.99  | 3.66     | 816.65   | 0.78  |
| EDONR-512      | 2.17        | 1377.89 | 1345.60 | 1.91     | 1569.72  | 1.50  |
| FUGUE-224      | 19.23       | 155.81  | 152.15  | 17.11    | 175.14   | 0.17  |
| FUGUE-256      | 19.13       | 156.53  | 152.86  | 17.06    | 175.52   | 0.17  |
| FUGUE-384      | 31.62       | 98.87   | 96.55   | 26.40    | 113.49   | 0.11  |
| FUGUE-512      | 37.46       | 79.89   | 78.01   | 33.01    | 90.72    | 0.09  |
| GOST34.11-94   | 43.74       | 68.44   | 66.83   | 42.19    | 70.97    | 0.07  |
| GROESTL-224    | 23.23       | 128.93  | 125.91  | 21.10    | 141.83   | 0.14  |
| GROESTL-256    | 22.98       | 130.32  | 127.27  | 20.88    | 143.44   | 0.14  |
| GROESTL-384    | 31.30       | 95.62   | 93.38   | 26.67    | 111.92   | 0.11  |
| GROESTL-512    | 31.39       | 95.43   | 93.19   | 26.25    | 114.06   | 0.11  |
| HAMSI-224      | 32.69       | 91.67   | 89.53   | 32.51    | 92.07    | 0.09  |
Table 1. Continuation

| Algorithm name | 2^32 byte input text | 2^32 byte input text |
|----------------|----------------------|----------------------|
|                | Cycles/byte MB/s KH/s | Cycles/byte MB/s KH/s |
| HAMS1-256      | 32.91 90.99 88.86 32.18 93.02 0.09 |
| HAMS1-384      | 84.47 35.75 34.91 82.00 36.50 0.03 |
| HAMS1-512      | 83.53 35.83 34.99 81.97 36.56 0.03 |
| HAS160         | 5.41 554.22 541.23 5.05 592.42 0.56 |
| JH-224         | 33.28 90.68 88.56 30.63 97.81 0.09 |
| JH-256         | 32.74 91.44 89.30 30.72 97.53 0.09 |
| JH-384         | 33.19 90.15 88.03 31.17 96.25 0.09 |
| JH-512         | 32.68 91.61 89.46 30.63 97.73 0.09 |
| KECCAK-224     | 10.94 273.21 266.81 9.59 311.15 0.30 |
| KECCAK-256     | 10.98 272.85 266.46 10.21 293.14 0.28 |
| KECCAK-384     | 13.79 218.18 213.07 13.40 223.10 0.21 |
| KECCAK-512     | 20.54 145.72 142.30 19.33 154.91 0.15 |
| KUPYNA-256     | 19.45 157.04 153.36 17.83 173.03 0.17 |
| KUPYNA-512     | 34.29 89.77 87.66 28.72 106.81 0.10 |
| LOSELOSE       | 2.49 10.5 1.94 107 1.89 107 2.47 10.5 1.97 107 18867.9 |
| LUFFA-224      | 12.21 240.55 234.92 11.35 265.06 0.25 |
| LUFFA-256      | 12.04 248.65 242.83 11.23 266.47 0.25 |
| LUFFA-384      | 17.57 170.58 166.59 15.86 188.42 0.18 |
| LUFFA-512      | 23.54 127.42 124.44 21.36 140.30 0.13 |
| LYRA2REV2      | 30.96 96.73 94.46 10.97 273.07 0.26 |
| LYRA2RE        | 30.22 99.20 96.88 10.90 275.22 0.26 |
| MD4            | 3.97 756.00 738.28 3.74 802.28 0.77 |
| MD5            | 5.63 532.00 519.53 5.26 568.03 0.54 |
| PANAMA-256     | 3.42 873.81 853.33 1.58 1906.50 1.82 |
| RIPEMD-160     | 13.57 220.71 215.53 12.75 234.84 0.22 |
| SCRPT          | 883.21 3.41 3.33 23.40 128.19 0.12 |
| SHA1           | 8.80 340.12 332.14 8.25 362.95 0.35 |
| SHA2-256       | 12.60 237.66 232.09 11.80 253.71 0.24 |
| SHA2-512       | 8.71 344.47 336.40 7.68 389.95 0.37 |
| SHABAL-256     | 8.28 360.71 352.25 6.58 454.32 0.43 |
| SHABAL-512     | 8.32 359.96 351.53 6.55 458.49 0.44 |
| SHAVITE-224    | 16.86 176.32 172.19 15.89 188.29 0.18 |
| SHAVITE-256    | 16.60 180.42 176.19 15.62 191.73 0.18 |
| SHAVITE-384    | 27.45 109.06 106.50 24.42 122.78 0.12 |
| SHAVITE-512    | 27.21 110.04 107.46 24.17 123.90 0.12 |
| SIMD-224       | 22.27 134.05 130.91 20.97 142.84 0.14 |
| SIMD-256       | 22.30 134.35 131.20 20.96 142.82 0.14 |
| SIMD-384       | 27.11 110.73 108.13 24.09 124.24 0.12 |
| SIMD-512       | 27.04 110.81 108.21 24.00 124.77 0.12 |
| SKEIN-224      | 4.57 657.41 642.01 4.22 707.54 0.67 |
| SKEIN-256      | 4.59 654.54 639.20 4.25 703.74 0.67 |
| SKEIN-384      | 4.69 638.60 623.63 4.34 690.31 0.66 |
| SKEIN-512      | 4.53 661.15 645.65 4.21 710.90 0.68 |
| SNEFRU-256     | 108.35 27.63 26.99 105.08 28.49 0.03 |
| STREEBOG-256   | 35.10 85.31 83.31 29.98 100.02 0.10 |
| STREEBOG-512   | 35.01 85.52 83.52 29.86 100.28 0.10 |
| TIGER          | 4.25 705.16 688.63 3.95 758.19 0.72 |
| WHIRLPOOL      | 18.05 166.18 162.28 16.93 177.24 0.17 |
| X11            | 45.04 66.50 64.95 7.28 411.37 0.39 |
| X12            | 52.14 57.40 56.06 7.26 412.83 0.39 |
| X13            | 58.66 50.81 49.62 7.22 414.62 0.40 |
| X14            | 61.13 48.97 47.83 7.25 413.15 0.39 |
Table 2. Performance testing of hashing algorithms for 64-bit computing platforms (Intel Core i9-7980 2.60 GHz)

| Algorithm name | 256 byte input text | 512 byte input text |
|----------------|---------------------|---------------------|
|                | Cycles/byte | MB/s | KHash/s | Cycles/byte | MB/s | KHash/s |
| ARGON2D        | 1904191.27   | 0.001361 | 0.001329 | 1880.48 | 1.386180 | 0.001322 |
| ARGON2I        | 1905170.88   | 0.001360 | 0.001328 | 1866.23 | 1.378617 | 0.001315 |
| BLAKE-224      | 10.25        | 259.23   | 253.15   | 9.20     | 281.65   | 0.27    |
| BLAKE-256      | 9.80         | 264.93   | 258.72   | 9.22     | 281.12   | 0.27    |
| BLAKE-384      | 6.63         | 392.14   | 382.98   | 5.81     | 446.38   | 0.43    |
| BLAKE-512      | 6.74         | 385.36   | 376.33   | 5.92     | 438.00   | 0.42    |
| BMW-224        | 5.57         | 462.34   | 451.50   | 4.96     | 524.29   | 0.50    |
| BMW-256        | 5.73         | 465.62   | 454.71   | 4.92     | 527.19   | 0.50    |
| BMW-384        | 3.01         | 862.32   | 842.11   | 2.39     | 1073.26  | 1.02    |
| BMW-512        | 3.05         | 851.12   | 831.17   | 2.43     | 1064.54  | 1.02    |
| CUBEHASH-224   | 20.20        | 127.94   | 124.94   | 14.94    | 173.40   | 0.17    |
| CUBEHASH-256   | 20.13        | 128.75   | 125.74   | 14.91    | 173.84   | 0.17    |
| CUBEHASH-384   | 20.71        | 125.16   | 122.22   | 14.69    | 176.59   | 0.17    |
| CUBEHASH-512   | 20.22        | 128.20   | 125.20   | 14.95    | 173.15   | 0.17    |
| DJB-2          | 1.53-10-5    | 2.27-107 | 2.22-107 | 1.00-10-5 | 2.03-107 | 21276.6 |
| ECHO-224       | 24.11        | 107.46   | 104.94   | 21.41    | 121.04   | 0.12    |
| ECHO-256       | 24.05        | 107.86   | 105.33   | 21.35    | 121.46   | 0.12    |
| ECHO-384       | 46.74        | 55.45    | 54.15    | 41.32    | 62.69    | 0.06    |
| ECHO-512       | 45.03        | 57.55    | 56.21    | 39.91    | 64.77    | 0.06    |
| ED2K           | 3.32         | 780.19   | 761.90   | 3.11     | 835.52   | 0.80    |
| EDONR-256      | 3.69         | 699.52   | 683.12   | 3.44     | 756.00   | 0.72    |
| EDONR-512      | 1.86         | 1387.01  | 1354.50  | 1.64     | 1572.08  | 1.50    |
| FUGUE-224      | 17.63        | 147.21   | 143.76   | 15.62    | 165.94   | 0.16    |
| FUGUE-256      | 17.58        | 147.46   | 144.00   | 15.69    | 165.16   | 0.16    |
| FUGUE-384      | 28.14        | 92.07    | 89.91    | 25.29    | 102.47   | 0.10    |
| FUGUE-512      | 35.86        | 72.31    | 70.62    | 31.25    | 82.89    | 0.08    |
| GOST34.11-94   | 36.76        | 70.44    | 68.79    | 35.85    | 72.40    | 0.07    |
| GROESTL-224    | 21.74        | 118.46   | 115.68   | 19.22    | 134.92   | 0.13    |
| GROESTL-256    | 20.86        | 124.28   | 121.37   | 19.22    | 136.11   | 0.13    |
| GROESTL-384    | 30.30        | 85.65    | 83.64    | 25.25    | 102.58   | 0.10    |
| GROESTL-512    | 33.12        | 85.24    | 83.25    | 26.06    | 102.69   | 0.10    |
| HAMSI-224      | 30.21        | 85.33    | 83.33    | 29.13    | 88.95    | 0.08    |
| HAMSI-256      | 29.49        | 87.94    | 85.88    | 28.94    | 89.66    | 0.09    |
| HAMSI-384      | 88.41        | 29.30    | 28.61    | 85.88    | 30.20    | 0.03    |
| HAMSI-512      | 87.49        | 29.31    | 28.62    | 85.98    | 30.33    | 0.03    |
| HASE160        | 5.03         | 514.51   | 502.45   | 4.72     | 548.99   | 0.52    |
| JH-224         | 30.40        | 83.81    | 81.84    | 28.42    | 91.23    | 0.09    |
| JH-256         | 29.69        | 87.48    | 85.43    | 27.85    | 91.26    | 0.09    |
| JH-384         | 30.37        | 85.42    | 83.42    | 28.46    | 91.12    | 0.09    |
| JH-512         | 30.35        | 85.60    | 83.59    | 27.86    | 92.64    | 0.09    |
| KECCAK-224     | 9.45         | 274.07   | 267.64   | 8.36     | 310.51   | 0.30    |
| KECCAK-256     | 9.64         | 268.87   | 262.56   | 8.96     | 289.50   | 0.28    |
| KECCAK-384     | 12.08        | 214.70   | 209.66   | 11.82    | 217.68   | 0.21    |
| Algorithm name | Cycles/byte | MB/s | KHash/s | Cycles/byte | MB/s | KHash/s |
|----------------|------------|------|---------|------------|------|--------|
| KECCAK-512     | 17.41      | 149.28 | 145.79  | 16.40      | 158.11 | 0.15   |
| KUPYNA-256     | 19.24      | 134.85 | 131.69  | 17.46      | 148.59 | 0.14   |
| KUPYNA-512     | 31.92      | 81.63  | 79.72   | 26.86      | 96.91  | 0.09   |
| LOSELOSE       | 1.41-10-5  | 2.55-107 | 2.49-107 | 1.41-10-5  | 2.38-107 | 22727.3 |
| LUFFA-224      | 11.87      | 218.09 | 212.98  | 11.25      | 230.56 | 0.22   |
| LUFFA-256      | 12.12      | 213.82 | 208.81  | 11.46      | 226.62 | 0.22   |
| LUFFA-384      | 18.07      | 143.54 | 140.18  | 16.34      | 158.66 | 0.15   |
| LUFFA-512      | 23.46      | 110.97 | 108.37  | 20.70      | 125.23 | 0.12   |
| LYRA2REV2      | 28.52      | 90.86  | 88.73   | 9.49       | 276.67 | 0.26   |
| LYRA2RE        | 25.67      | 100.92 | 98.56   | 9.44       | 274.50 | 0.26   |
| MD4            | 3.31       | 783.69 | 765.32  | 3.10       | 836.19 | 0.80   |
| MD5            | 4.91       | 527.45 | 515.09  | 4.62       | 561.04 | 0.54   |
| PANAMA-256      | 3.23       | 806.60 | 787.69  | 1.49       | 1747.43 | 1.67   |
| RIPEMD-160     | 11.85      | 218.04 | 212.93  | 11.15      | 232.40 | 0.22   |
| SCRYPT         | 722.61     | 1.80  | 1.75    | 20.56      | 125.73 | 0.12   |
| SHA1           | 7.81       | 331.83 | 324.05  | 7.41       | 349.76 | 0.33   |
| SHA2-256       | 13.46      | 192.54 | 188.03  | 12.68      | 204.88 | 0.20   |
| SHA2-512       | 7.94       | 327.37 | 319.70  | 7.02       | 369.87 | 0.35   |
| SHABAL-256     | 6.15       | 420.61 | 410.75  | 4.94       | 524.55 | 0.50   |
| SHABAL-512     | 6.31       | 416.60 | 406.83  | 5.01       | 507.78 | 0.48   |
| SHAVITE-224    | 14.19      | 180.07 | 175.85  | 13.46      | 191.91 | 0.18   |
| SHAVITE-256    | 14.33      | 178.63 | 174.45  | 13.53      | 189.93 | 0.18   |
| SHAVITE-384    | 24.41      | 105.95 | 103.47  | 21.67      | 119.52 | 0.11   |
| SHAVITE-512    | 23.77      | 106.31 | 103.82  | 21.04      | 123.14 | 0.12   |
| SIMD-224       | 19.98      | 130.05 | 127.00  | 18.78      | 138.13 | 0.13   |
| SIMD-256       | 19.32      | 134.62 | 131.47  | 18.14      | 142.92 | 0.14   |
| SIMD-384       | 24.52      | 105.58 | 103.10  | 21.74      | 119.05 | 0.11   |
| SIMD-512       | 23.88      | 108.45 | 105.91  | 21.66      | 119.13 | 0.11   |
| SKEIN-224      | 4.12       | 629.78 | 615.02  | 3.88       | 669.16 | 0.64   |
| SKEIN-256      | 4.02       | 643.69 | 628.61  | 3.78       | 684.45 | 0.65   |
| SKEIN-384      | 4.15       | 627.14 | 612.44  | 3.90       | 666.19 | 0.64   |
| SKEIN-512      | 4.02       | 645.67 | 630.54  | 3.78       | 685.79 | 0.65   |
| SNEFRU-256     | 89.21      | 29.02  | 28.34   | 86.62      | 29.95  | 0.03   |
| STREEBOG-256   | 30.40      | 85.40  | 83.40   | 25.96      | 99.85  | 0.10   |
| STREEBOG-512   | 31.59      | 82.20  | 80.28   | 26.84      | 96.91  | 0.09   |
| TIGER          | 3.51       | 739.48 | 722.14  | 3.31       | 787.81 | 0.75   |
| WHIRLPOOL      | 15.57      | 166.60 | 162.69  | 14.62      | 177.27 | 0.17   |
| X11            | 40.95      | 63.76  | 62.26   | 5.91       | 439.47 | 0.42   |
| X12            | 48.72      | 53.19  | 51.94   | 5.98       | 433.12 | 0.41   |
| X13            | 54.36      | 47.66  | 46.54   | 5.93       | 437.09 | 0.42   |
| X14            | 55.84      | 46.40  | 45.31   | 5.93       | 437.64 | 0.42   |
Fig. 1. Productivity of hash functions on AMD Ryzen Threadripper 2970WX 24-Core Processor 3.0 Ghz(MB/s)
Fig. 2. Productivity of hash functions on Intel Core i9-7980 2.60 GHz (MB/s)
4. Performance of Hashing Algorithms on GPU

Performance comparison was produced for the following hashing algorithms: GOST 34.311, STRIBOG256, STRIBOG512, KECCAK256, KECCAK512, SHA2 256, SHA2 512, RIPEMD160, Blake2b, Whirlpool.

We selected the following widespread hardware for analysis the performance of hash algorithms on computer graphics systems:

- Geforce 740M 2GB;
- Geforce GTX1050ti 4GB;
- Rx580 Aorus 4GB;
- Rx580 Sapphire Pulse 8GB;
- Sapphire Vega 56 8GB.

During the comparative analysis, the HashCat program was used [63]. Hashcat is one of the world’s fastest password recovery tools. The program was proprietary until 2015, but now released as free software. Versions are available for Linux, macOS and Windows and can be CPU or GPU based. Examples of hashing algorithms supported by hashcats are Microsoft LM, MD4, MD5 hashes, SHA family, Unix Crypt formats, MySQL, and Cisco PIX. Nowadays, Hashcat is actively used for brute-force WPA / WPA2 passwords, crack passwords from MS Office documents, PDF, 7-Zip, RAR, TrueCrypt. The selection of passwords recommended running on the GPU, since the GPU is able to sort out combinations much faster.

Hashcat assumes to use a various types of attacks for effectively crack all kinds of hashes. It could be such attack as Mask attack, Dictionary attack, Permutation attack, Table-lookup attack (only on CPU) etc.

Checking the correctness of the implementation of hashing algorithms in the utility HashCat was performed as follows (for example for Sha2-256):

1. Calculate the hash value of the string "zxcvbn";
2. Sha2-256 ("zxcvbn") = E8F56862D74EF5599AF4EECA73924BFA44A6773A497AF0C29C48E18729BA6FF0
3. As an input to the program HashCat, we use previous value and enable the brute force attack mode:
   
   `hashcat64.exe -m1400 -a3
   E8F56862D74EF5599AF4EECA73924BFA44A6773A4
   97AF0C29C48E18729BA6FF0 –O`

4. As a result, we receive a message about the successful restoration of the prototype;
5. Perform a speed check with the following command:

   `hashcat64.exe -m1400 –b.`

The results of productivity of hashing algorithms with the use HashCat program are given in Tables 4 and 5. Table 3 shows the results of the Benchmark, that is, estimates of the hashing speed by consistent hashing of the input information.

Table 4 shows hashing speed for different algorithms for one OpenCL computing core of the applied graphics video card.

Figure 3 illustrates the data from the table 3. From the diagram, we can see that the fastest is the algorithm RIPEMD160. In the second and third places, respectively, are the algorithms SHA2 and Blake2b. Other algorithms are follow.

Figure 4 illustrates the hashing speed for one computing core of the graphics video card. From the diagram we can conclude, that the indicators for performance for the algorithms is almost the same. The algorithms RIPEMD160, SHA2 and Blake2b are take the first places in performance, but their native speed values have changed. Each graphics hardware has a different quantity of cores. The hash speed for computing core of a graphics computer is the highest for Geforce.

Based on the results, we conclude that hashing algorithms RIPEMD160, SHA2 and Blake2b are the fastest algorithms and have the greatest performance. These algorithms are the most common and widely used nowadays. In additional, from the conducted research we can see that different in structure and mathematical transformations hash functions give different acceleration on different devices. Graphical or specialized computing devices give the best results.
The obtained results of comparative analysis make it possible to choose cryptographic hashing functions according to the criteria of performance on different devices and to substantiate their practical application for the construction of decentralized systems such as blockchain.[60-62].

Table 3. Estimates of the hash rate by sequential hashing of the dataset using HashCat utility (KHash/s)

|                     | GOST 34.311 | STRIBOG2 56 | STRIBOG 512 | KECCAK2 56 | KECCAK5 12 | SHA2 256 | SHA2 512 | RIPEMD160 | Blake2b | Whirlpool |
|---------------------|-------------|-------------|-------------|------------|------------|----------|----------|-----------|---------|-----------|
| Geforce 740M 2GB    | 10442,9     | 3512,6      | 3518,4      | 38149,7    | 38285      | 133400   | 38794,4  | 177000    | 96515,9 | 12516,8   |
| Geforce GTX1050ti 4GB | 65337,9     | 13613,5     | 13569,5     | 260400     | 262400     | 889600   | 297300   | 1383100   | 585100  | 64773,3   |
| Rx580 Aorus 4GB     | 89450       | 56751,7     | 55207,8     | 320400     | 326400     | 1700900  | 405600   | 2356200   | 1103300 | 324500    |
| Rx580 Sapphire Pulse 8GB | 91932,3    | 55162,9     | 56635,9     | 327800     | 334400     | 1755900  | 421600   | 2437700   | 1132800 | 333200    |
| Sapphire Vega 56 8GB | 233100      | 99485       | 99641,5     | 529600     | 538700     | 3088100  | 710100   | 4129100   | 1738000 | 591400    |

Table 4. Estimates of the hash rate which accounts for one OpenCL computing core of the applied graphics video card (KHash/s)

|                     | GOST 34.311 | STRIBOG2 56 | STRIBOG 512 | KECCAK2 56 | KECCAK5 12 | SHA2 256 | SHA2 512 | RIPEMD160 | Blake2b | Whirlpool |
|---------------------|-------------|-------------|-------------|------------|------------|----------|----------|-----------|---------|-----------|
| Geforce 740M 2GB    | 5221,45     | 2706,3      | 1759,2      | 19074,8    | 19142,5    | 66700    | 19397,2  | 88500     | 48257,9 | 6258,4    |
| Geforce GTX1050ti 4GB | 10889,65    | 2268,9      | 2261,5      | 43400      | 43733,3    | 148266,6 | 49550    | 230516,6  | 97516,6 | 10795,5   |
| Rx580 Aorus 4GB     | 2484,7      | 1576,4      | 1533,5      | 8900       | 9066,6     | 47247,2  | 11266,6  | 65450     | 30647,2 | 9013,9    |
| Rx580 Sapphire Pulse 8GB | 2553,6     | 1532,3      | 1573,2      | 9105,5     | 9288,8     | 48775    | 11711,1  | 67713,8   | 31466,6 | 9255,5    |
| Sapphire Vega 56 8GB | 4162,5      | 1776,5      | 1779,3      | 9457,1     | 9619,6     | 55144,6  | 12680,3  | 73733,9   | 31035,7 | 10560,7   |

Fig.3. Comparison of productivity of different hashing functions on graphical computing systems
Hashing is a procedure for converting an input data array of arbitrary length into an output bit string of fixed length. Hash functions are widely used in cryptography, as well as in many data structures—Hash tables, Bloom filters, and Cartesian trees. A good hash function must satisfy two properties: calculate quickly and minimize the number of collisions.

Blockchain technology and the cryptocurrency market demonstrate dynamic development and attract close attention. The innovation of this technology is that transaction information is not stored in a centralized database, but transferred to the computers of all network members who store data locally. In fact, blockchain technology is a universal way to store and process information in almost any field of activity. Hashing ensures the security and reliability of the blockchain system, protects it from collisions and possible hacking. Nowadays there are many hash functions. The actual problem is to choose a hash function for a blockchain system. Protected blockchain systems are built on such properties of hashing functions as unpredictability and irreversibility.

The problem of choosing hash functions compounded by the fact that powerful computers being developed exclusively for mining bitcoins. These computers are able to offer hashes much more often than the average computer, which allows them to find the prototypes much faster. Therefore, the study of hash functions and the formation of recommendations for their choice for the use in modern blockchain systems is certainly important and extremely relevant scientific task.

In our article, we are making a comparison of the productivity of different hash functions. These hash functions are used or promising for use in blockchain systems. For all of the algorithms considered, we made a comparative analyses of performance of hashing algorithms on different computing platforms and with different input parameters. Obtained results are partially summarized in Tables 1-4. In particular, it is found that most distributed network projects use reliable and time-tested cryptographic hashing algorithms (such as KECCAK, SHA2, RIPEMD160, etc.) that have relatively high speed performance. But in recent years, other hash functions have begun to be used to protect ASIC miners, though they may be even faster than KECCAK, SHA2, or RIPEMD160, but have some vulnerabilities to the irreversibility properties. Examples include the use of MD4, EDONR-256, EDONR-512, ED2K, or even the simplest DJB-2 and LOSELOSE features. Due to the simplicity of calculating certain indicators, one cannot neglect the violation of irreversibility properties, especially if they are based on the main advantages of blockchain networks.

The obtained in this study results make it possible to choose hashing functions according to the criteria of performance and use them on different devices for the construction of decentralized systems such as blockchain.

Our studies also include the iterative cryptographic hash function "Kupyna". This function is adopted as the national standard of Ukraine DSTU 7564: 2014 [29]. This research will be useful in the case of development of national blockchain systems.

In our research work we used the most common high-performance hardware and proven software. The results of this work were reported at international conferences and received positive feedback [55, 56].
Further research can be focused on comparing the statistical properties of hash algorithms. It will also be reasonable to conduct additional research of productivity of hash functions on the most popular computing desktop systems.

In addition, the obtained research results can be useful for various methods of increasing the security of cryptographic systems [64-72].
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