Octree-based, multiresolution environment mapping for efficient calculation of collision-free paths for industrial robots
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Abstract. For the automatic calculation of collision-free robot paths, an environment model is required for collision avoidance. The accuracy requirements for the environment model depend very much on the specific task of the robot. The computation time of the collision calculation increases strongly with higher resolution and dimensions of the environment model. For this reason, the demand for high accuracy and fast calculation of the collision-free path is contradictory. To solve this contradiction, we propose a method based on the multi-resolution property of octree based maps. Using a subdivision of the workspace into different subareas and a set of poses to be connected by path planning, a multi-resolution map is created. The individual resolution levels depend on the accuracy requirements of the subareas which are defined by the process requirements. The presented method is evaluated using the "KaBa" path planning framework. For the evaluation, point clouds scanned with a line laser are tested in two path planning scenarios.
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1 Introduction

In production technology, the trend towards individualization of products is playing an increasingly important role. While the complexity of manufactured products is increasing, product life cycles are becoming shorter and shorter. In the case of highly customizable parts, a variant may only be manufactured once over the entire life cycle of the product. Meeting the requirements down to lot size one poses great challenges for production technology. This applies in particular to the cost-effectiveness of manufacturing. Innovative manufacturing systems with a high degree of automation and flexibility are necessary to enable the manufacturing industry to meet the new challenges of the changing market. Industrial robots offer this necessary flexibility to produce small series efficiently. Constantly decreasing acquisition and operating costs also support their use. Nevertheless, industrial robots have so far been used mainly in the automated production of large series such as in the automotive industry and are
rarely found in small series production. The main reason for this is that the existing difficulties in preparing robot tasks prevent their economical use in small series manufacturing. The programming of industrial robots is a difficult task. Despite the use of the CAD/CAM chain, in practice several iterations of robot programming are necessary. This means that the programming time is often longer than the actual production time. This is especially true for small series. In addition, an individual program must be created for each variant. To enable the economic use of industrial robots in small series manufacturing, downtimes resulting from the preparation of tasks such as programming must be reduced or avoided. This can be achieved by automatic path planning for industrial robots. In this case, compliance with the process requirements and avoidance of collisions of the robot with the environment or with itself must be ensured. A complete model of the environment and the robot is required for the planning. Path planning and collision detection should be performed with high accuracy and as fast as possible. However, these two requirements are contradictory. For an exact path calculation, the space must be explored very precisely. At each explored point in space, the inverse kinematics must first be solved to check whether the point can be reached kinematically. For all reachable points, it has to be checked if there are no collisions of the robot with itself or its environment. The calculation of collisions is computationally intensive and depends mainly on the accuracy of the collision models of the robot and its environment. To resolve the contradiction between fast and accurate path calculation, the use of efficient maps as environment models plays a particularly decisive role. Therefore, this paper presents a novel environment model that allows fast and accurate path planning by using different resolutions within the same map.

2 State of the art

Models for 3D environment mapping represent a key role in the automatic path planning of robots. Especially in the field of mobile robotics this topic is intensively investigated. With recent advances of automated path planning for industrial applications like welding or assembly, environment modeling gets more important in the field of industrial robotics as well. Early work mainly focused on the registration of height maps by distance sensors [5]. In this early works, maps were composed of a fixed, two dimensional grid with a height value at each grid point. Multi-height maps followed up on this approach. These can store more than one height value per field and can therefore also display passages [8]. However, since industrial robots move in three-dimensional space and have 6-DOF for approaching poses, this type of map is not suitable for path planning of industrial robots. First approaches for 3D environmental models were based on a fixed grid whose cells represented voxels [6]. However, due to the fixed grid, each field must be stored and initialized whether it is occupied or not. This makes the memory requirements for larger maps very high and hence the approach unsuitable for many applications. In addition to grid-based approaches, the use of point data from distance sensors such as LIDAR or depth cameras is widespread. Here
the map information is stored as point cloud data [1]. The work of [2] deals with multi-resolution maps based on point clouds. The disadvantage of using point clouds is that they do not provide a volumetric representation of the environment. This makes collision detection more complicated since collisions between points can remain undetected. Furthermore, these maps are very susceptible to noise from the used sensor [7]. Using octrees as a data structure to store maps solves the main problem of grid-based maps [9]. By using the octree, the entire map does not have to be initialized. Nodes are gradually inserted into the map. The use of octrees is very memory efficient. Initially Octree based maps only modeled the occupancy of space [3] [10]. The work of [13] and [7] presents a novel probabilistic octree based map called Octomap. The Octomap 3D occupancy mapping framework models occupied, free and unknown space. The Octomap is used as an environment map in a framework for camera-based path planning for industrial robots (KaBa) [12]. The path planning framework automatically calculates collision-free paths for industrial robots. The calculated paths can be executed directly on a robot controller. The KaBa framework first captures a 3D point cloud of the environment and generates an Octomap. The point cloud is used to localize components. This allows the path planning to be adapted to deviations of the component from the target geometry and deviations of the orientation and position. The KaBa framework has the objective of making the use of industrial robots in small series production cost-efficient.

3 Methodology

3.1 Problem Formulation

For a given path planning request consisting of a discrete sequence of \( n \) poses \( P_i, i \in [0, n - 1] \), a collision-free path must be determined. The path planning calculates a smooth, collision-free path connecting these poses. For each segment \( S_{i-1,i} \) between \( P_{i-1} \) and \( P_i \), a feasible set is defined. The path must be contained within this subset of the space. The requested path and maximum tolerance are process dependent. A welding or assembly process may require very small tolerances. Whereas the tolerance for a handling task, where the only goal may be the collision-free path, can be selected accordingly large. The computation time of automatic path planning depends mainly on two factors. First, the step size of the path planning has a strong impact on the calculation time [4]. For each pose explored in space, the inverse kinematics of the manipulator must be solved. If the pose can be reached kinematically, collisions must be discarded [12]. Second, the resolution of the environmental model. This has a direct influence on the number of necessary collision checks at each location. Therefore, a reduction of the map resolution directly leads to shorter planning times. However, it also reduces the accuracy of path planning. This may violate the process requirements regarding precision. In order to overcome the contradiction between accuracy and computation efficiency, the environmental model has to be reduced without having a negative impact on planning accuracy.
Based on the segments $S_{i-1,i}$ and the corresponding tolerances $\delta_i$, the area in which the tool center point moves along the planned path is limited. The process takes place in this area. A reduction of the resolution has a direct effect on the process execution. Therefore, the resolution of the environmental model cannot be reduced in this area. Nevertheless, collisions must be checked with the remaining areas of the map. It must be ensured that the robot does not collide with one of its elements during path execution. By splitting the map into several subareas, the overall map size can be reduced without affecting the required accuracy along the path. This reduction reduces the planning time. The environment model, divided into several subareas, is called Multimap. The Multimap is built on octree based maps. There are three reasons for choosing octrees as a basis. First, maps based on an octree as an internal data structure contain several resolutions inherently. This property can be used directly to generate the Multimap. Secondly, an octree represents voxels. A voxel models a volume other than a point cloud. If the resolution of a point cloud is greatly reduced, the distances between the points may become so large that collisions between them cannot be detected. This is not the case with voxels. Third, operations on the octree can be performed very efficiently [11].

3.2 Resolution areas

Subareas in Multimap can be parameterized and are dependent on the desired path and the corresponding process tolerances. Resolution subareas are defined as cylinders with hemispheres at the ends. The subareas are aligned to the path segments $S_{i-1,i}$. Each subarea has a defined voxel size. The figure 1 shows the division of the map into subareas. The parts of the map that are not within any subarea are assigned the parameterized minimum resolution.

![Fig. 1: Subarea division](image)

The maximum and minimum resolution, as well as the number of resolution subareas, can be configured. Since the exact voxel sizes are already defined through the underlying octree it is not possible to create the Multimap with arbitrarily sized voxels. Therefore, the desired highest and lowest resolution is
mapped to the nearest, higher resolution contained in the octree. The resolutions of the areas between the minimum and maximum level are interpolated and mapped to an octree depth as well.

The parameterization of the multimap is done by the user based on the task and the setup of the robot. The minimum voxel size is determined based on the process requirements and tolerances. Also, the physical dimensions of the robot and especially the end effector must be considered. If the voxels are chosen too large, a path may not be possible due to collisions with the environmental model. The size of the end effector must also be taken into account when defining the size of the areas. For the number and size of the areas as well as the maximum voxel size, the calculation efficiency and the resulting movement restriction for the robot must be considered.

### 3.3 Multimap Generation

Each path planning request contains an existing octree as an environment model. For each request, a multimap based on this octree is generated in a pre-processing step. This step consists of two parts. In the first step, the resolution areas around each segment of the requested path are created accordingly to the parameterization. Cylinders are used to specify the different areas because whether a point is contained by a cylinder can be checked very efficiently. However, any set that provides a method to check if a point is contained or not can be used. The calculated resolution areas specify the maximum depth of the octree for each location. The algorithm 1 shows the procedure for determining which nodes of the octree are included in the multimap.

```
input : A octree and subareas  
output: A list of nodes that are included in the Multimap
1 for node ← first node to last node do
2   the root (first node) is in the multiMap by default;
3   if node is in the multiMap then
4     if depth of node == depth of one of the resolutionAreas then
5       area := the one of the resolutionAreas at this depth ;
6       if node is inside area then
7         mark node with true; // node and children are added
8       else
9         mark node with false; // node is added
10      end
11    else
12      mark node with true;
13    end
14  end
15 Algorithm 1: Node selection algorithm
```
First, the algorithm iterates over the complete tree and checks for each node whether it is part of the Multimap or not. All children of a node that is outside the resolution areas are not added to the Multimap. Only the nodes in the depths that correspond to a resolution area have to be checked. The others are set to the minimum parametrized resolution. Since a lot of nodes are ruled out early by not being contained in any resolution area, the determination is fast, even as the number of nodes expands drastically with every depth. The nodes that are part of the multimap are stored in a list.

```
1 Function addToTree (octoMapNode, multiMapNode) input: one node of octoMap and multiMap each
2 if octoMapNode is marked and octoMapNode has children then
3     for i ← 0 to 7 do
4         if child i of octoMapNode exists then
5             add child i to multiMapNode;
6             call addToTree (child i of octoMapNode, child i of multiMapNode);
7         end
8     end
9 end
```

Algorithm 2: Map building algorithm

In the next step, the Multimap is created by building a new octree. The procedure to build the Multimap based on the node list from the first step is shown in algorithm 2. This algorithm constructs a new octree containing the previously identified nodes.

4 Experiments

Since the Multimap is generated for each path planning request based on the already existing octree this step leads to a calculation overhead in comparison to using the existing map. The idea behind the Multimap is to reduce the overall number of voxels per map and hence speed up the path planning due to the reduced amount of collision queries needed.

This section evaluates the effectiveness of the Multimap. For this purpose, two path planning requests are planned and evaluated using the path planning framework "KaBa" from [12]. The framework for camera-based path planning scans the environment and generates an Octomap from the registered point cloud. The framework includes a multi-level collision detection based on bounding volume hierarchy and approximate convex decomposition of the robot geometries for use with the GJK algorithm. Collisions along the requested path are avoided by using algorithms like RRT or A* without violating the defined path tolerances.
The used Octomap contains a box on a pallet. The map was created from a point cloud scanned with a line laser. The first test case is a path along one edge of the box. In the second test case, the robot moves the tool into the box. For this experiment, file-based Octomaps are used. The path planning is done in Matlab. The Octomap import and the generation of the Multimap are done in C++. The goal of the Multimap is to speed up the path planning process. To achieve this, the time-saving in collision detection has to be big enough to compensate for the computation time of the Multimap. If it has almost the amount of nodes that the Octomap has, it cannot speed up the collision detection, and additionally, take a long time to build. In contrast, the Multimap is especially useful if the important areas are small.

Three different parametrizations of Multimap are tested. Multimap 1 has three resolution areas, with the radiiuses 70mm, 140mm, and 250mm. The minimum requested voxel size is 40 mm. The resolution resulting from that request is 25.6mm. The maximum allowed voxel size is 300mm. This leads to 204.8mm sized voxels. Multimap 2 uses the same minimal and maximal voxel sizes, but only one resolution area with radius 140. Multimap 3 uses two resolution areas with radii 100 and 250, but with the requested maximum voxel size of only 150, resulting in the voxel size 102.4mm. The resulting Multimaps of test case
1 are shown in figure 3. The Voxels are colored according to their size. Three resolution areas result in four different voxel sizes. The three voxel sizes in the corresponding areas, and the voxel size outside of any subarea. The resulting maps for test case 2 are shown in figure 4.

4.1 Reduction of voxels

The reduction of the voxels by the multimap depends on the parameters. This reduction increases with smaller resolution areas. Table 1 shows the number of voxels in each layer of the Octomap and the generated Multimaps. Which layers are compressed depends on the parameterization of the Multimaps. Multimap reduces the number of voxels in the required resolution (depth 7) between 83% and 97.5% compared to Octomap. In the Octomap all resolutions are included and take up memory space, although they are never used. In the Multimap, the resolutions that are finer than necessary are cut.

|          | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
|----------|---|---|---|---|---|---|---|---|---|----|
| Octomap  | 4 | 8 | 20 | 55 | 196 | 701 | 2901 | 11442 | 42465 | 76848 |
| Multimap 1-1 | 4 | 8 | 20 | 55 | 57 | 68 | 115 | 0 | 0 | 0 |
| Multimap 2-1 | 4 | 8 | 20 | 55 | 24 | 90 | 425 | 0 | 0 | 0 |
| Multimap 3-1 | 4 | 8 | 20 | 55 | 196 | 132 | 147 | 0 | 0 | 0 |
| Multimap 1-2 | 4 | 8 | 20 | 55 | 99 | 80 | 72 | 0 | 0 | 0 |
| Multimap 2-2 | 4 | 8 | 20 | 55 | 29 | 100 | 479 | 0 | 0 | 0 |
| Multimap 3-2 | 4 | 8 | 20 | 55 | 196 | 218 | 106 | 0 | 0 | 0 |

Table 1: Octree nodes per layer in Octomap and Multimap

4.2 Planning times

Table 2 shows the resulting planning times for the two test cases. All times are the averages of six runs. The first column of 2 shows the time to import
the Octomap. This includes reading the binary file, creating the multimap and converting it into a Matlab-compatible format. The import of the Octomap takes the most time, therefore the time difference between the import of the Octomap and the Multimap is only between 0.05481s and 0.0954s. The times for the path planning are different. Multimap times are usually shorter. In test case 1 Octomap is partially faster. The reason for this is that there are no collisions. Altogether the collision calculation takes less time. Since no collisions have to be avoided here, space is only explored along the requested path. Nevertheless, the total planning time, which also includes times for path preprocessing and other additional times, is always shorter with Multimap. Multimap shows an advantage in memory consumption and since its tree is pruned, it can be traversed faster. The use of Multimap accelerates the overall process.

|          | preprocessing | path planning | total time |
|----------|---------------|---------------|------------|
| Octomap -1 | 0,23059s     | 1,2367s       | 3,1995s    |
| Multimap 1-1 | 0,29217s     | 1,40057s      | 2,38873s   |
| Multimap 2-1 | 0,30200s     | 1,19960s      | 2,18203s   |
| Multimap 3-1 | 0,28667s     | 1,72902s      | 2,90948s   |
| Octomap -2  | 0,22969s     | 1,92518s      | 6,16085s   |
| Multimap 1-2 | 0,29150s     | 1,44633s      | 3,86993s   |
| Multimap 2-2 | 0,32517s     | 1,44283s      | 3,90612s   |
| Multimap 3-2 | 0,2845s      | 1,25317s      | 3,56523s   |

Table 2: pathplanning times of Octomap and Multimap in comparison

5 Conclusion

This paper presents a method for generating 3D maps for the automatic path planning of industrial robots. The Multimap uses octrees as a basis and allows the direct use of multiple resolution levels of the octree for path planning. The division of the map into subareas of different resolution offers the possibility to solve the contradiction between exact and fast path planning. The first experiments show that the Multimap leads to overall faster planning times despite the calculation overhead. In further steps, the Multimap needs to be examined further using the example of a more complex path planning scenarios with many collisions and space exploration where the benefit of Multimap can be seen more clearly.

Due to the promising first results, the multimap should be integrated into the native implementation of the KaBa path planning framework for subsequent work. The change from the Matlab implementation to the native variant of KaBa allows much shorter planning times and allows experimental validation on a real robot cell. Besides, the question of how the parameterization of the multimap can be carried out in practice by the user must be further investigated.
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