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1 INTRODUCTION

Solving optimization and decision problems is a central task in computer science with numerous real-world applications [2, 6, 12]. However, not all problems can be solved in polynomial time, assuming that the conjecture \( P \neq NP \) [11] holds. The complexity class \( P \) contains the problems which can be solved with a polynomial-time algorithm. In \( NP \) are the problems for which a given solution can be verified in polynomial time, whereby \( P \subseteq NP \). Another complexity class worth mentioning is \( NP \)-hard, which consists of the problems for which probably no polynomial solution algorithm exists. A problem is called \( NP \)-complete if it is in both \( NP \) and \( NP \)-hard.

However, numerous relevant problems, such as the Traveling Salesman Problem (TSP) or Satisfiability (SAT), lie in \( NP \)-hard [2, 6, 12, 21]. For this reason, among others, there has been a recent growth of interest in quantum computers, with the hope that their non-deterministic computations will provide advantages in solving optimization and decision problems.

There are two basic approaches to quantum computing, the Quantum Gate Model [19, 34, 37] and Adiabatic Quantum Computing [1, 22], with Quantum Annealing [15, 28] in particular. While Quantum Annealing is specifically designed to solve optimization problems, Gate Model Quantum Computing is somewhat more general, with the Quantum Approximate Optimization Algorithm (QAOA) [14] existing here, which can solve optimization problems. Since current quantum computers are still small and error-prone [32], recent work has also been done on quantum-inspired classical computers, such as the Digital Annealer [3], which is also specifically designed to solve optimization problems. All of the solution methods mentioned here use Quadratic Unconstrained Binary Optimization (QUBO) [16] or isomorphic Ising [4] as the formulation language for the optimization problems to be solved. Thus, in order to solve an optimization problem using the above methods, it must first be translated to QUBO. The translation should be as efficient as possible in order to be able to solve larger problem instances on the limited hardware.

In this paper, we would like to contribute by presenting two QUBO formulations for \((\text{Max}) \) \( k \)-SAT and Hamiltonian Cycles which scale better than the currently existing ones. We further present the QUBO formulations not as mathematical expressions, but as algorithmic functions, making them easier to understand and also easier to reuse, for example as part of bigger and more complex QUBO formulations. In arithmetic QUBO formulations (for example using pyqubo [38]), all objectives are formulated together as a QUBO matrix. The idea behind our algorithmic QUBOs is that imperative control structures are used to select which objectives (with which parameters) are inserted into the QUBO matrix.
2 BACKGROUND

In this section, we want to formally introduce the problem classes QUBO, (Max) SAT, and Hamiltonian Cycles.

2.1 Quadratic Unconstrained Binary Optimization (QUBO)

Given a symmetric (n x n)-matrix $Q$ and a binary vector $x$ of length $n$, a QUBO [29] is a function of the form:

$$H(x, Q) = \sum_{i=1}^{n} \sum_{j=1}^{n} x_i x_j Q_{ij}$$

(1)

The function $H$ is called Hamiltonian. We will refer to the matrix $Q$ as the “QUBO matrix” in this paper.

The optimization task is to find a binary vector $x$ which is as close to the optimum $x^* = \text{argmin}_x H(x, Q)$ as possible. This is what we want to delegate to the machine. Our task, on the other hand, is to specify a function for a problem class such as TSP, which maps a concrete problem instance $p$ from this problem class to a QUBO matrix $Q$ in such a way that the solution $p$ (e.g. the shortest route in TSP) for the problem instance $P$ can be derived from the solution vector $x^*$.

Numerous well-known optimization problems such as boolean formula satisfiability (SAT), knapsack, graph coloring, the traveling salesman problem (TSP), or max clique have already been translated to QUBO form [9, 10, 17, 25, 26]. Throughout literature these translations have mostly been given via purely arithmetic expressions without imperative control structures [5, 9, 17, 25, 26].

To solve a QUBO matrix using quantum annealing (QA), it must first be embedded on a special graph [25, 29, 31], where the nodes represent the qubits and the edges represent the connections. In this paper, we will not elaborate on embedding the QUBO matrices of our algorithms on these graphs.

2.2 Satisfiability (SAT)

Satisfiability (SAT) is one of the best known and most fundamental problems in computer science. In SAT a set of boolean variables $X$ is given, as well as a boolean formula $f$, which contains only variables from $X$. The question to be answered is whether there is an assignment $\bar{x}$ of truth values (1 and 0) so that $f$ evaluates to 1. If there is such an assignment $\bar{x}$ it is called model for $f$ and $f$ is called satisfiable.

Any boolean function can be written in conjunctive normal form. Conjunctive normal form is a conjunction over any number of clauses, where a clause $C$ is a disjunction over any number of literals (a literal $l$ is a variable $x$ or its negation $\neg x$). Assuming there are $|f|$ clauses, then $f$ can be written as

$$f = \bigwedge_{i \in C_l} l$$

(2)

Thus, for $f$ to evaluate to 1, each clause $(\bigwedge_{i \in C_l} l)$ must evaluate to 1. k-SAT is a special case of SAT where each clause contains exactly $k$ literals. For $k \geq 3$ k-SAT is NP-complete [20], for 2-SAT there exists a polynomial algorithm [24]. Max k-SAT is the optimization problem where the aim is to find the assignment that satisfies as many clauses as possible. If $f$ is satisfiable, then every solution for Max k-SAT is also a model for k-SAT. Algorithms for Max k-SAT therefore trivially also solve k-SAT.

2.3 Hamiltonian Cycle

In graph theory a cycle is a path following the edges of that graph where only the start and the end vertices are equal. In the Hamiltonian Cycle problem, a graph with a set of vertices $V$ and a set of directed or undirected edges $E$ is given. The question now is whether there is a cycle that visits every vertex of the graph. For each consecutive pair of vertices $(a, b)$ in the cycle there must be a corresponding (directed) edge in $E$. The Hamiltonian Cycle problem is NP-complete as well [23].

3 RELATED WORK

Chancellor et al. [8] presented a QUBO formulation for Max k-SAT in which each clause is represented by Hamiltonian $H^{(2)}_{\text{clause}}$. For a clause with $k$ literals ($\sigma_i^l$), $k$ ancillae ($\sigma_i^a$) are necessary. Each clause Hamiltonian is given via

$$H^{(2)}_{\text{clause}} = J \sum_{i=1}^{k} \sum_{j=1}^{k} c(i) c(j) \sigma_i^l \sigma_j^l + h \sum_{i=1}^{k} c(i) \sigma_i^a + J' \sum_{i=1}^{k} \sum_{j=1}^{k} c(i) \sigma_i^l \sigma_j^a + h' \sum_{i=1}^{k} \sigma_i^a \sigma_i^a$$

(3)

where $c(i) = 1$ if literal $i$ is positive (not a negation) and $c(i) = -1$ if literal $i$ is a negation. The parameters $J$, $h$, and $h'$ are chosen as $J = J'$, $h = -J'^2$, $h' = -J'^2(2i - k) + qi$ with

$$qi = \begin{cases} \frac{g}{2} & \text{if } i = 0 \\ 0 & \text{else,} \end{cases}$$

where $g/2 \ll J_a$. The Hamiltonian of the entire formula is then obtained by adding all the clause Hamiltonians.

Choi [9, 10] used a different approach for 3-SAT, which can be easily generalized to k-SAT and also grows linearly in $k$.

Lucas [26] presented the current state-of-the-art QUBO formulation for Hamiltonian Cycle, which grows quadratically in the number of vertices $N$. The QUBO matrix is given via

$$H = A \sum_{i=1}^{n} \sum_{j=1}^{n} (1 - N x_{b,j})^2 + A \sum_{j=1}^{n} \sum_{k=1}^{n} (1 - N x_{a,j})^2 + A \sum_{(u,v) \in E} \sum_{j=1}^{N} x_{u,j} x_{v,j+1}$$

(4)

The first summand represents the constraint that each node appears at exactly one position of the cycle, the second summand represents the constraint that there is only one node at each position of the cycle, and the third summand ensures that two adjacent nodes in the cycle really have an edge connecting them.

Vargas-Calderón et al. [36] presented a TSP formulation (Hamiltonian Cycle is TSP with equal edge weights), which requires only $N \cdot \log(N)$ qudits, where N-level qudits must be available. Our approach, however, requires only qubits (2-level qudits).
Besides quantum annealing, there are also gate model approaches to solve the Hamiltonian Cycle problem [27, 33], where [33] is an explicit algorithm for Hamiltonian Cycles, while [27] proposes the Grover algorithm [18] to find the Hamiltonian Cycle, whereby Grover provides quadratic speedup compared to brute force.

Although there has been an approach [30] to code the constraints of an optimization problem with a programming language, which allows for loops and control structures which is then translated via hard-wired mechanisms into a QUBO matrix, still most QUBO formulations are presented via a mathematical expression as we have seen above. Our approach (algorithmic QUBO formulation) goes in a different direction: We formulate the QUBO not directly (neither via a mathematical expression nor via classical code which can be directly translated to a QUBO matrix) but indirectly via classical code which outputs a QUBO. If we want to consider the QUBO matrix as the “program” for a quantum annealer, then the classical program thus acts as a meta-program.

In this paper we want to show why algorithmic QUBO formulations are superior to mathematical QUBO formulations since mathematical QUBO formulations get complicated and chaotic very quickly as the complexity of the underlying constraints increases. We present algorithmic QUBO formulations for (Max) k-SAT and Hamiltonian Cycles for which we make use of base2 encoding, which was already mentioned in [25], [26], [35].

4 ALGORITHMIC QUBO FORMULATION FOR (MAX) k-SAT

In arithmetic QUBO formulations (for example using pyqubo [38]), all objectives are formulated together as a QUBO matrix. The idea behind our algorithmic QUBOs is that imperative control structures are used to select which objectives (with which parameters) are inserted into the QUBO matrix (at which position in the matrix, i.e., with which qubits).

As mentioned in Section 3, the QUBO matrix grows linearly in $k$ in the current state-of-the-art formulation for (Max) k-SAT. We now show an algorithmic QUBO formulation for (Max) k-SAT which grows only logarithmically in $k$. We first present the basic idea behind our algorithm, followed by the more detailed description of the algorithm, an analysis of the scaling function of the QUBO matrix as a function of $k$, and a discussion.

4.1 Idea

Assume $C$ is a clause consisting of $k$ literals. The idea is to model a linear equation which counts how many literals of $C$ are satisfied. To count from 0 to $k$ we need $h = \lceil \log_2(k + 1) \rceil$ binary variables ($A_1, ..., A_h$), which we call auxiliary variables. If the clause is satisfied by at least one literal, at least one auxiliary will have value 1. We can thus form an artificial clause $newC = \{A_1 \lor ... \lor A_h\}$, which will evaluate to true if $C$ evaluates to true and which evaluates to false if $C$ evaluates to false. We proceed recursively with anchor 2-SAT and 3-SAT for which we use the known formulations [8, 17].

Since the formulations for 2-SAT and 3-SAT actually solve Max 2-SAT and Max 3-SAT, our algorithm actually also solves Max k-SAT, which trivially solves k-SAT.

4.2 Algorithm

We first present the linear equation which counts by how many literals a clause is satisfied.

$n(C)$ is the number of negative literals in $C$ and $x(l)$ returns the assignment (0 or 1) of the variable of literal $l$. $\text{sign}(l)$ returns $-1$ if $l$ is a negation and $+1$ if it is not a negation. The linear equation is thus given by formula (5)

$$n(C) + \sum_{l \in C} \text{sign}(l) \cdot x(l) = \sum_{j=1}^{h} 2^{j-1} \cdot x(A_j)$$ \hspace{1cm} (5)

The auxiliary variables (right side of the equation) model the number of literals that satisfy clause $C$. If all $h$ auxiliary variables are 0, then clause $C$ is not satisfied. For $C$ to be satisfied, at least one literal must satisfy the clause and thus the right-hand side of the equation must be greater than 0, i.e., at least one of the $h$ auxiliary variables must be 1.

Ensuring that at least one of the auxiliary variables is 1 corresponds to another clause $\{A_1 \lor ... \lor A_h\}$, which only has $h$ (positive) literals.

We proceed in this way recursively until the clause consists of two or three literals, for which we then use the well-known formulations for OR (for clauses with two literals) or the 3-SAT matrices from [8, 17] as anchors of the recursion.

In order to integrate the linear equation into a QUBO, it must be represented as a quadratic optimization function. This is easily done by putting all terms of the equation on one side and then squaring it (see formula (6)):

$$\left(n(C) + \sum_{l \in C} \text{sign}(l) \cdot x(l) - \sum_{j=1}^{h} 2^{j-1} \cdot x(A_j)\right)^2$$ \hspace{1cm} (6)

Let $f$ be the set of clauses, $X$ the set of variables, and $n(C)$ the number of negative literals in the clause $C$. $\text{C}[i]$ is the $i$-th literal of clause $C$, $\text{x}(\text{C}[i])$ is therefore the assignment (0 or 1) of the corresponding variable of that literal. $\text{x}(A_j)$ is correspondingly the assignment of the $j$-th auxiliary variable. $\text{len}(C)$ returns the number of literals in clause $C$. Algorithm 1 shows the computation of the QUBO matrix $Q$.

To facilitate the understanding of this QUBO algorithm, we would like to demonstrate it with a small example.

Let $C = \{\text{-1, 2, 3, -4, -5}\}$ be a clause with five literals. For this clause three auxiliary variables $(6,7,8)$ are needed, which model with the help of the objective (6), by how many literals the clause is satisfied. For example, for the assignment $1 = \text{False}$, $2 = \text{True}$, $3 = \text{False}$, $4 = \text{False}$, $5 = \text{False}$, $C$ is satisfied by four literals $(1, 2, 4$ and $5)$. The three auxiliary variables would therefore have the assignment $6 = \text{False}$, $7 = \text{False}$, $8 = \text{True}$, since $2^0 \cdot 0 + 2^1 \cdot 0 + 2^2 \cdot 1 = 4$. The auxiliary variables $(6,7,8)$ now form a new clause for which we proceed in an analogous manner. Since $\text{len}(C)=3$ is the anchor of our recursion, we use the well-known 3-SAT formulation with
the help of another auxiliary variable (9). If the clause $C$ would not be satisfied (i.e. $1 = \text{True}, 2 = \text{False}, 3 = \text{False}, 4 = \text{True}, 5 = \text{True}$), the three auxiliary variables would have the assignment $6 = \text{False}, 7 = \text{False}, 8 = \text{False}$. Since $(6, 7, 8)$ constitute a new clause and all three literals are positive and have the assignment $\text{False}$ the new clause is also not satisfied.

Algorithm 1: QUBO algorithm for (Max) $k$-SAT

```plaintext
fillQ(Formula: f)
1 | init empty QUBO matrix $Q$;
2 | for $C \in f$ do
3 |    implementClause($Q$, $C$);
4 | return $Q$;

implementClause(QUBO matrix: $Q$, Clause: $C$)
5 | if len($C$) = 2 then
6 |    $Q \leftarrow \text{OR}(C)$;
7 | else if len($C$) = 3 then
8 |    $X \leftarrow [A_1]$;
9 |    $Q \leftarrow 3$-SAT($C$, $A_1$);
10 | else
11 |    $h = \lfloor \log_2 (\text{len}(C) + 1) \rfloor$;
12 |    $X \leftarrow [A_1, \ldots, A_h]$;
13 |    $Q \leftarrow$ formula (6);
14 |    newC $= [A_1 \lor \cdots \lor A_h]$;
15 |    implementClause($Q$, newC);
end
16 | return $Q$;
```

In the algorithm “$Q \leftarrow \text{Formula}$” can be interpreted as the addition of $\text{Formula}$ to the current matrix $Q$ (simple element-wise addition). Note that different auxiliary variables are needed for every clause. Thus, in lines 8 and 12 of the algorithm, the size of $Q$ grows by 1 and $h$, respectively.

If $f$ is satisfiable, then the assignment that satisfies $f$ is encoded in the first $|X|$ elements of the solution vector $x^*$. The QUBO matrix built from this algorithm only grows logarithmically in $k$ and it needs additionally one QUBO variable for each SAT variable. The algorithm uses imperative statements and control structures as well as recursion. Besides that, it reuses the QUBO formulation of the OR function, the 3-SAT function, and recursively the function itself. Once a better way to encode 3-SAT is found, we only have to plug in the new code in lines 8 and 9 of our algorithm, without any further changes.

4.3 Discussion

As in [8], we also formulate each clause individually and the QUBO matrix for the whole formula is then obtained as the (element-wise) addition of all clause QUBO matrices. Figure 1 plots the scaling behaviors of the previous state-of-the-art QUBO formulation and our QUBO algorithm for $k$-SAT. The x-axis of this graph represents the number of literals in the clause $k$ and the y-axis represents the number of auxiliary variables needed. As can be seen, for $k = 8$ our algorithm still needs as many auxiliary variables as [8], i.e., 8 auxiliary variables ($4 + 3 + 1$). Thus, our QUBO algorithm for $k$-SAT is really advantageous only for $k \gg 8$, which is not feasible on current quantum computers.

Therefore, to verify the correctness of our QUBO algorithm, we solved QUBO matrices using a classical QUBO solving method, more specifically QbSolv [7]. We created 30 random, solvable formulas for $k = 4, 6, 8, 10$ for different clause-to-variable ratios. By “solvable” we mean that we used a classical SAT solver (Minisat [13]) to check whether a model exists for the formula (i.e., whether it is satisfiable). Then we solved the QUBO matrices using QbSolv. For all formulas, the best QUBO solution corresponded to a model of the formula, which means that the QUBO formulation was indeed correct for these 120 formulas.

As stated earlier, we use a base2 encoding for both algorithms presented in this paper. As analyzed in [35], current hardware seems to have more problems with base2 encodings than with one-hot or unary encodings. Therefore, it seems to us that an important future work regarding the hardware is the improvement of the solving capability of base2 encodings.

Algorithmic QUBOs, such as the QUBO algorithm for (Max) $k$-SAT presented in this chapter, differ from arithmetic QUBOs (such as pyqubo) in that not all specified objectives are formulated together as a QUBO, but instead imperative control structures can be used to control which objectives (with which parameters) are inserted (at which position of the matrix, i.e. using which qubits) into the QUBO matrix using a special (element-wise) QUBO addition function $Q \leftarrow \text{Formula}$.

4.4 Size of $Q$ as a function of $k$

Assuming the original boolean formula $f$ has $|X|$ variables and $|f|$ clauses, the size of the QUBO matrix now no longer grows linearly
in $k$, as in the current state-of-the-art, but logarithmically. The size of the resulting QUBO matrix $Q$ (the quadratic $(n \times n)$-matrix) can be recursively calculated via $n = |X| + |f| \cdot r(k)$, where

$$r(k) = \begin{cases} 
0 & \text{if } k = 2, \\
1 & \text{if } k = 3, \\
\lfloor \log_2 (k + 1) \rfloor + r(\lfloor \log_2 (k + 1) \rfloor) & \text{if } k \geq 4.
\end{cases}$$

## 5 Algorithmic QUBO Formulation for Hamiltonian Cycle

In this section, we consider the Hamiltonian cycle problem. Without loss of generality we assume all edges to be directed. We use the logarithm trick [25, 26] and present an algorithmic QUBO formulation which only grows linearly in the number of edges and logarithmically in the number of nodes of the graph, which together can be sub-quadratic given that not all possible edges are used.

### 5.1 Idea

The current SOTA formulation for Hamiltonian Cycle formulates the optimization problem as a search for which of the $n - 1$ vertices is positioned at which of the $n - 1$ positions of the cycle.

We propose a different approach which is based on the search for the edges which together constitute the Hamiltonian Cycle. Thus, a solution $x$ consists of the position numbers in the cycle for all directed edges of the graph. Each position number is represented by $z = \lfloor \log_2 (|V| + 1) \rfloor$ binary variables of $x$.

$$P_{ab} \in \mathbb{N}_0$$ is the position of the edge $(a, b)$, which is given by the $z$ position variables $x(a,b)_1, \ldots, x(a,b)_z$ and the linear equation

$$P_{ab} = \sum_{i=1}^{z} 2^{(i-1)} \cdot x(a,b)_i \quad (7)$$

Here, $x(a,b)_i$ is the assignment value (0 or 1) of the $i$-th variable of the subgroup of the QUBO solution vector $x$ belonging to the edge $(a, b)$. If the edge $(a, b)$ is not part of the cycle, then by definition $P_{ab} = 0$.

The Hamiltonian Cycle problem is fully described by the following three hard-constraints:

1. The continuation of the cycle is deterministic, i.e., for all edge pairs $(a, b)$ and $(c, d)$ in the Hamiltonian Cycle $a \neq c$ and $b \neq d$ holds.
2. Every edge has a continuation, i.e., if the edge $(a, b)$ is part of the cycle, there exists an edge $(b, c)$ for some $c$ in the cycle.
3. There is an edge out of the start node $V_1$ (an arbitrary node of the graph) at position 1 and an edge back into the start node at position $|V|$, where $|V|$ is the number of vertices of the graph.

Constraint (1) is very easy to implement by preventing the simultaneous activation of two variables from the subgroups of two conflicting edges by an appropriately high value in the matrix $Q$. The value $2|V|^2$ is sufficiently high. Constraint (2) can be ensured by the following objective: $Q \leftarrow (P_{bc} - P_{ab} - 1)^2$. This objective ensures that if the edges $(a, b)$ and $(b, c)$ are part of the Hamiltonian Cycle, then for the position $P_{bc}$ it holds that $P_{bc} = P_{ab} + 1$.

Constraint (3) actually allows us to reduce the number of needed variables further: Since edges of the form $(V_i, a)$ must be either at position 0 (i.e., not part of the Hamiltonian Cycle) or at position 1, only $z = 1$ variables are needed for these edges. The same holds for edges of the form $(z, V_i)$, which must be either at position 0 or $|V|$. The objectives that model these constraints as a quadratic function are given by

$$Q \leftarrow (P_{V_i, a} - 1)^2 \quad \text{and} \quad Q \leftarrow (P_{zV_i} - |V|)^2.$$
Algorithm 2: QUBO algorithm for Hamiltonian Cycles

```plaintext
Algorithm 2: QUBO algorithm for Hamiltonian Cycles

\[ \text{fillQ}(\text{Vertices} : V, \text{Edges} : E) \]

1. init empty QUBO matrix \( Q \);
2. for \((a, b) \in E\) do
   3. if \( b = V_1 \) then
      4. \( Q \leftarrow 2P_{ab}^2 - 2P_{ab} \cdot (|V| + 1) \);
   5. else
      6. \( Q \leftarrow 2P_{ab}^2 \);
   end
3. for \((c, d) \in E\) do
   4. if \( a = c \) XOR \( b = d \) then
      5. \( Q[(a, b), (c, d)] \leftarrow 2|V|^2 \);
   6. else if \((b = c \land b \neq V_1) \lor (a = d \land a \neq V_1)\) then
      7. \( Q \leftarrow -2P_{cd}P_{ab} \);
   end
4. end
5. return \( Q \);
```

5.3 Discussion

To verify the correctness of our QUBO algorithm for Hamiltonian Cycles, we implemented it and applied it to a total of 100 randomly generated graphs with up to 40 nodes and different meshing degrees and solved it using QbSolv [7]. Since Hamiltonian Cycles, like \(k\)-SAT, is NP-complete (which means it is also contained in the complexity class NP), it is easy to check whether the solution is indeed correct or not. In all cases, the best QUBO solution corresponded to a valid Hamiltonian cycle which means that the QUBO formulation was indeed correct for these 100 graphs.

Since in our QUBO algorithm, unlike in [26], the size of the QUBO matrix depends on the number of edges of the graph, we evaluated the scaling behavior for different values of \(|E|\) (number of edges) as a function of \(|V|\) (number of nodes). Figure 2 shows the scaling behavior for the case of fully-connected graphs.\(^1\) The x-axis for the figure describes the number of nodes of the graph and the y-axis represents the size of the resulting QUBO matrix.

As can be seen, our algorithm scales significantly worse than the current state-of-the-art formulation in the case of the fully-connected graph.

Figure 3 shows the case where the number of edges grows only linearly in the number of nodes of the graph (in this example \(|E| = 4|V|\)). Here, our method shows a much better scaling behavior than the current method.

5.4 Size of \(Q\) as a function of \(|V|\) and \(|E|\)

The graph contains at most \(2|V|\) edges from or into the start node, which only require one variable each to model the position. For the remaining edges, \([\log_2 (|V| + 1)]\) position variables are needed to model the position of each edge. Since there are \(|E|\) edges, the size of the QUBO matrix is equal to \(n \leq |E| \cdot [\log_2 (|V| + 1)]\)

\(^1\)We only want to show the scaling behavior here and disregard the meaningfulness, since fully-connected graphs of course trivially contain Hamiltonian Cycles.
6 CONCLUSION

In this paper, we presented QUBO algorithms (meta-programs) for (Max) k-SAT and Hamiltonian Cycles. Our algorithmic QUBOs differ from arithmetic QUBOs (such as pyqubo) in that not all specified objectives are formulated together as a QUBO, but instead imperative control structures can be used to control which objectives are inserted into the QUBO matrix (with which parameters and with which qubits) using a special (element-wise) QUBO addition function $Q ← Formula$.

Our QUBO algorithm for (Max) k-SAT only grows logarithmically in $k$, while the current best formulation grows linearly in $k$. We have also shown an algorithmic QUBO formulation for the Hamiltonian Cycle problem that is more efficient if the edges are sufficiently sparse.

To enable larger and more complex QUBO formulations, the development of these formulations must become simpler and more concise. In this paper, we have filled the QUBO piecwise with reusable functions (meta-programs) using the familiar control structures from classical programming, such as loops, branching and reusable functions (meta-programs) using the familiar control structures. We have exemplified this method on (Max) k-SAT and Hamiltonian Cycles, but we see potential for improvement in numerous other problems in the future.

The Python code for the two QUBO algorithms presented here is available on GitHub:

https://github.com/JonasNuesslein/AlgorithmicQUBOs
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