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\section*{Abstract}
Scientific computing is currently performed by writing domain specific modeling frameworks for solving special classes of mathematical problems. Since applied category theory provides abstract reasoning machinery for describing and analyzing diverse areas of math, it is a natural platform for building generic and reusable software components for scientific computing. We present \texttt{Catlab.jl}, which provides the category-theoretic infrastructure for this project, together with \texttt{SemanticModels.jl}, which leverages this infrastructure for particular modeling tasks. This approach enhances and automates scientific computing workflows by applying recent advances in mathematical modeling of interconnected systems as cospan algebras.

\section*{Introduction}
The AlgebraicJulia ecosystem is a suite of software libraries for building scientific computing software in Julia based on categorical logic. The core components are \texttt{Catlab.jl}, which provides the data structures and algorithms for symbolic computing in a categorical setting, and \texttt{SemanticModels.jl}, which facilitates several metamodeling tasks by representing models as open systems using decorated cospans\cite{1;2}. This paradigm allows metamodeling tasks to be rigorously defined in the language of category theory and then applied across diverse scientific domains. \texttt{SemanticModels.jl} leverages these categorical definitions to both facilitate the metamodeling process and generate solvers for the new models.

\section*{GATs and Partially Symbolic Computing}
\texttt{Catlab.jl} implements a computer algebra system for the fragment of dependent type theory known as \textit{generalized algebraic theories} (GATs)\cite{3}. These theories provide a formal language for defining algebraic structures that includes all the familiar algebraic objects such as groups, rings, and modules, as well as order structures such as preorders, posets, and lattices, and categorical structures such as categories, monoidal categories, bicategories and double categories, and quantum computing’s ZX calculus. In the case of monoidal categories, including those with extra algebraic gadgets like comonoids or internal homs, \texttt{Catlab.jl} provides three syntactical systems for representing morphisms. The first is a point-free formula notation like \((f \otimes g) \cdot h\) which is stored as an abstract syntax tree (AST) like the LISP program \((\text{compose} (\text{otimes} f g) h)\). The second is a wiring diagram or string diagram notation illustrated in Figure 1a. The third is a program syntax, shown in Figure 1b, that provides a familiar interface for programmers to express morphisms. The goal of \texttt{Catlab.jl} is to bridge the divide between symbolic computing, where programs reason about mathematical models, and scientific computing, where programs compute numerical simulations of mathematical models.

\begin{figure}[h]
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\begin{subfigure}[b]{0.5\textwidth}
\centering
\includegraphics[width=\textwidth]{string-diagram}
\caption{Catlab can draw string diagrams representations of morphisms using TikZ, Graphviz, or \texttt{Compose.jl}.}
\end{subfigure}
\begin{subfigure}[b]{0.5\textwidth}
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\begin{verbatim}
p = @program MonoidalCategory (a::A, b::B) begin
  return h(f(a), g(b))
end
\end{verbatim}
\caption{\texttt{Catlab.jl} supports an imperative program syntax for defining morphisms in a syntax familiar to programmers.}
\end{subfigure}
\caption{The expression \((f \otimes g) \cdot h\) depicted in the different syntactic representations supported by \texttt{Catlab.jl}.}
\end{figure}

\section*{Model Composition}
We can construct a scientific open system as a model, \(N: X \to Y\), where \(X\) and \(Y\) are sets of “input” and “output” variables respectively. We can then represent this system as a cospan \(f: X \to N, g: Y \to N\) in some category \(C\) drawn \(X \to N \leftarrow Y\)\cite{4}. In order to represent open scientific systems, we define this category \(C\) as a symmetric monoidal bicategory with cospans as morphisms, following Courser’s example\cite{1}. Therefore, \(C\) not only has composition, defined as \(G \circ F: X \to Z\) for cospans \(F: X \to Y\) and \(G: Y \to Z\), but also a monoidal product, de-
defined as the bifunctor $\otimes: C \times C \to C$ where if $F: X_1 \to Y_1$ and $G: X_2 \to Y_2$ then $F \otimes G: X_1 \otimes X_2 \to Y_1 \otimes Y_2$. In this category, composition represents the serial combination of two open systems. This composition is equivalent to the first system executing given an input and passing its output to the second system, which then executes and produces the final output. The monoidal product of two open systems represents the models running independently in parallel, where the resulting system’s input is the union of the original models’ inputs, the output is the union of the original models’ outputs, and the model simulates the two systems executing simultaneously. When $C$ is $\text{FinSet}$, this monoidal product is the coproduct or disjoint union, meaning we can represent objects as tuples of variables with $X \otimes Y$ formed by concatenation.

Using these two operations as an interface, we can build a framework where scientists can easily create more complex models by manipulating and composing basic models. Consider the open Petri net models$^{1,2}$ in Figure 2. Model $F$ (Figure 2a) has states $S$ and $I$ which represent susceptible and infected populations respectively, and $\alpha$ which represents an interaction between a susceptible and an infected person that results in two infected people. Similarly Model $G$ (Figure 2b) has states $I$ and $R$ which represent infected and recovered populations respectively, and transition $\beta$ which represents when an infected person recovers. Figures 2c and 2d depict the model $G \circ F$, an SIR epidemiology model$^8$.

Figure 3 demonstrates the monoidal product of two instances of model $G$ results in $Y \otimes Y \to N \otimes N \leftarrow Z \otimes Z$.

![Figure 3](image3.png)

Figure 3: The monoidal product of two instances of the model $G$ results in $Y \otimes Y \to N \otimes N \leftarrow Z \otimes Z$.

Using these two operations as an interface, we can build a framework where scientists can easily create more complex models by manipulating and composing basic models. Consider the open Petri net models$^{1,2}$ in Figure 2. Model $F$ (Figure 2a) has states $S$ and $I$ which represent susceptible and infected populations respectively, and $\alpha$ which represents an interaction between a susceptible and an infected person that results in two infected people. Similarly Model $G$ (Figure 2b) has states $I$ and $R$ which represent infected and recovered populations respectively, and transition $\beta$ which represents when an infected person recovers. Figures 2c and 2d depict the model $G \circ F$, an SIR epidemiology model$^8$.

Figure 3 demonstrates the monoidal product of two instances of model $G$ (Figure 2b). Model $G \otimes G$ can be interpreted as two non-interacting infected populations recovering from their respective illnesses separately.

**Model Comparison** This method of building models compositionally extends beyond just model construction to support more complex metamodeling tasks, which can be viewed as higher order operations on models. For example, the categorical representation of models provides an intuitive method of model comparison. Scientists make decisions about the governing laws of the phenomena of interest with significant uncertainty. In this case they need to rapidly compare the results of simulating many similar models. By describing models with morphism formulas, we can rapidly compare models that are formed by substituting different components into the same expression.

![Figure 4](image4.png)

Figure 4: Comparison of the open system representations of (a) an SIR epidemiological model expressed as the composition $G \circ F$ and (b) an SIRD epidemiological model expressed as the composite $H \circ F$. In both models the relationship between between susceptible and infectious individuals is the same.

Figure 4 demonstrates this method of model comparison by presenting two models. Figure 4a presents an open system representation of an SIR epidemiology model which can be defined as $G \circ F$ where $F$ is the infection model from Figure 2a and $G$ is the recovery model from Figure 2b. Figure 4b presents an SIRD epidemiology model defined as $H \circ F$ where $H$ is an alternative recovery model, boxed in blue, with a new transition, $\gamma$, that represents a spontaneous reaction where a person moves from the infected state ($I$) to the dead state ($D$). With this approach of comparing model structures, we not only identify the different states and transitions between the models, but we recognize that they are instances of the infection model $F$ composed with different recovery models. In this way, the hierarchical formula representation gives us a way to describe the relationships between models.

**Implementation** SemanticModels.jl$^{[9]}$ implements these model composition and comparison ideas to create a generalizable and extensible scientific metamodelling framework. While standard approaches to software development with category theory (namely functional programming) treat programs as morphisms in a $\text{Set}$-like category, we implement category theory as a library within the Julia programming language$^{[10]}$. In this paradigm, the scientific models are represented as morphisms in a category and implemented as data structures within a program, in contrast to viewing the program itself as a morphism in a category.

SemanticModels.jl depends on Catlab.jl$^{[11]}$, an applied category theory framework in Julia, to automate these metamodelling tasks for scientists, such as comparing and composing categorically defined models. Additionally,
SemanticModels.jl utilizes features in Catlab.jl to interface these categorically defined models with existing modeling frameworks, such as Petri.jl [12] and DifferentialEquations.jl [13], to calculate simulations and solutions. This allows categorical construction of models with an intuitive method of formally describing new models, and provides a method of generating solvers for these new models with minimal software development effort.

Figure 5: Wiring diagram representation of the composition of epidemiology infection and recovery models to create a new model that simulates a complex dual infection system. $S_p$ and $I_p$ represent “susceptible” and “infected” people, respectively, while $S_m$ and $I_m$ represent “susceptible” and “infected” mosquitoes.

For example, Figure 5 shows a wiring diagram produced by SemanticModels.jl where each box is a decorated cospan and the input and output wires show the applied composition operations. Using simple building blocks that simulate infection and recovery, we can easily build a complex system that models the dynamics between two populations that are affected by malaria spread in a dual infectious manner. SemanticModels.jl can then interpret that wiring diagram and automatically generate a simulation that takes as input parameters and initial conditions and produces a solution trajectory as shown in Figure 6.

**Conclusion** Catlab.jl and the associated ecosystem of tools support scientific progress by enabling the rapid adaptation and extension of models from existing works to new scientific phenomena and engineering problems. By implementing and building upon the recent developments in decorated cospans, we are able to create a general-purpose meta-modeling framework. This framework can use known models and domain-specific concepts as building blocks for modeling novel systems, can easily compare models both structurally and numerically, and can automatically generate simulations without time consuming and error prone programming effort.
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