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ABSTRACT
GitHub hosts millions of software repositories, facilitating developers to contribute to many projects in multiple ways. Most of the information about the repositories is text-based in the form of stars, forks, commits, and so on. However, developers willing to contribute to projects on GitHub often find it challenging to select appropriate projects to contribute to or reuse due to the large number of repositories present on GitHub. Further, obtaining this required information often becomes a tedious process, as one has to carefully mine information hidden inside the repository. To alleviate the effort-intensive mining procedures, researchers have proposed npm-badges to outline information relating to build status of a project. However, these badges are static and limit their usage to package dependency and build details. Adding visual cues such as badges, to the repositories might reduce the search space for developers. Hence, we present GitQ, to automatically augment GitHub repositories with badges representing information about source code and project maintenance. Presenting GitQ as a browser plugin to GitHub could make it easily accessible to developers using GitHub. GitQ is evaluated with 15 developers based on the UTAUT model to understand developer perception towards its usefulness. We observed that 11 out of 15 developers perceived GitQ to be useful in identifying the right set of repositories using visual cues such as badges. The source code and tool are available for download on GitHub at https://github.com/gitq-for-github/plugin, and the demo can be found at https://youtu.be/c0yohmIat3A.
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1 INTRODUCTION
GitHub is extensively used among the available open-source code sharing platforms and currently hosts more than 72 million users1, with nearly 43 million public repositories2. GitHub facilitates collaborative coding [17] and enables users to identify their peer developers’ goals and suggest updates through pull requests, issues and commit messages [8, 16]. Most developers fork a repository to reuse its source code if they find repositories with similar requirements [10]. Readme-files and wikis of a repository are expected to provide information about the repository to the users [1, 28]. However, it has been observed that the existing readme-files do not suffice to identify appropriate repositories [13]. Even though it is effort-intensive, developers do not have a choice but to browse and analyze source code manually to understand about a repository. Researchers have developed several tools to assist developers in understanding GitHub repositories [5, 12, 16]. These tools analyze tags on GitHub and provide visualizations [12], identify issue characteristics [16], support in understanding the network of programming languages used by users [5], and so on.

Visualizing certain aspects of a project or repositories provide better comprehension about the project to developers [20]. Developers are facilitated with visualization of source code architecture [11], the evolution of the project [21] and so on. However, such visualizations are generally complicated and do not explicitly provide pointers about source code or maintenance. Providing such information might be of interest to novice developers who wish to contribute to repositories on GitHub [3].

The usage of badges on crowd-sourced platforms had a positive impact on new users of the platform [24]. Some repositories specific to Nodejs use npm-badges2 to represent a repository’s characteristics, which are related to deployment and build details and hence provide a limited view of a repository specifically for the package called npm. Such badges are rarely valuable for novice developers who want to contribute to the repository based on the state of project maintenance, which could be useful for their onboarding.

1https://github.com/search?q=type:user&type=Users
2https://github.com/search?q=is:public
3https://www.npmjs.com/package/badges
Legay et al. [15] conducted a study on badges corresponding to build status, code coverage and so on, adopted by PHP and Rust package registries and observed that these badges could help developers in contributing to projects by instantly providing them details about a particular project across certain measures. Moreover, contributors in open-source projects volunteer their efforts and generally dedicate small amount of time to contribute and in the event of selecting poorly maintained projects, developer collaboration gets harder and such projects are likely to fail[7, 23].

Therefore, using badges as visual cues could help GitHub users to identify projects of their choice, based on the maintenance and source code quality of the project. Developer onboarding on GitHub has been studied in the literature to understand the factors that influence developer onboarding. Existing social relationships and prior language proficiency and experience were observed to be some of these factors [4]. NNLRank, a neural network model to suggest projects for better developer onboarding, based on developer skills and project features, has also been proposed [18]. This network is based on a ground-truth list of projects and considers only the developers’ social profile and commit history of the projects. However, it does not consider the maintenance aspects of the projects.

Hence, we propose GitQ, as a tool towards adding badges such as visual cues to GitHub repositories. Such visual cues could help developers in understanding source code and maintenance metrics, without exploring repositories in detail. GitQ displays metrics related to source code of the repository and maintenance status of the repository that could help in understanding the activeness and complexity of repositories, which are not explicitly present in the existing literature. We further evaluated GitQ through a user survey, with 15 volunteers, using a 5-point Likert scale-based questionnaire adapted from the UTAUT technology acceptance model. Around 73% of the participants found GitQ to be useful and to be providing a good user experience. Evaluation results and questionnaire can be found here4.

2 RELATED WORK

GitHub provides various functionalities that help developers in developing, maintaining and extending their software. For instance, stargazers count, pull request lead time, programming languages used, act as popularity indicators and could be of interest to the contributors [9]. However, researchers have identified certain drawbacks on the existing GitHub platform such as difficulties in understanding commit messages, merged pull requests not being visible, unclear repository information, and so on [13], which can hinder the developer’s productivity and cause a negative impact on user experience. Visual cues such as badges have been implemented in crowd-sourced software platforms such as Stack Overflow, StackExchange [24] and GitHub to enhance user experience [25].

Visual Cues On Stack Overflow - Stack Overflow5 provides badges to the questions based on the programming language used, the context of the problem, and so on. Venigalla et al. have proposed to tag questions on Stack Overflow based on their context and assign corresponding contextual badges [26]. Beyer et al. have also attempted to add badges on Stack Overflow based on the purpose of the questions on StackOverflow, which was further observed to be useful to Stack Overflow users [2].

Visual Cues On GitHub - A study on npm-badges assigned by project maintainers to repositories on GitHub revealed that badges such as build status, up-to-dateness, test coverage, and so on were primarily identified to be useful to contributors and users on GitHub [25]. npm-badges on GitHub repositories have facilitated researchers to analyze and obtain insights on types of continuous integration services, dependency managers adopted and underlying software tools used, across multiple repositories on GitHub [14]. A study by Prana et al. revealed that most software professionals found the presence of automated labeling of GitHub content, in the form of badges, to be useful and to facilitate easy discovery of information [22]. Legay et al. have observed that most of the information presented by badges is static, highlighting the build status of the projects [15].

The npm-badges are to be manually added by the repository owners and are static in nature. However, the deployment and build details provided through npm-badges do not provide maintenance related information such as the developer community in the repository, issue resolution rate and so on, which could be useful for developer onboarding.

Though badges or labels, automatically assigned, on crowd-sourced platforms such as StackExchange and Stack Overflow were observed to impact novice developers positively, usage of such automated visual cues is not yet explored on GitHub [24, 26]. Automatically adding badges as visual cues to GitHub repositories could help novice developers gain better insights about the repositories, thus improving user experience on GitHub [22]. However, to the best of our knowledge, no tools or approaches have been presented to add automated badges based on source code and maintenance characteristics of GitHub repositories, other than for categorizing readme-files [22].

Hence, we present GitQ, a Google Chrome plugin, aimed to automatically annotate GitHub with badges based on metrics for source code, authors, and maintainers generalized for a majority of GitHub repositories.

3 DESIGN AND DEVELOPMENT OF GITQ

We designed GitQ as a light-weight browser extension to convey essential information about a project. GitQ quantifies the project’s architecture and maintenance with few metrics as visual cue badges for the GitHub repositories, thereby assisting developers to gain insights. Metrics provide information about the repository that is not explicitly mentioned in the existing documentation, such as readme files, source code comments, and so on. GitQ displays two categories of metrics - 1) source code metrics and 2) project maintenance metrics.

We have defined the source code metrics to include dependencies among files in the repository, number of inherited classes, number of overridden methods, and so on in the repository across all files with the “.java” extension. These metrics are based on the commonly used CK Metrics [6] defined to identify code quality for object-oriented languages. Considering the hierarchical organization of

4https://drive.google.com/drive/folders/1Ldp01gT-GDlv4TOGFH56NwsO_aqDlRba?usp=sharing
5https://stackoverflow.com/
repositories, CK metrics defined for object-oriented languages could align with the structure and hierarchy of GitHub repositories. The maintenance metrics include active authors rate, ratio of open and closed bug issues and extent of impact of commits on files and lines of code. These metrics could help in understanding the activeness of repository contributors, issue resolution rate in the repository and also average impact of commits in the repository. Detailed information about the insights shown by icons and definition of metrics are presented here. Thus, GitQ intends to portray some of the project’s complex information as a visual feed to help developers better investigate the projects to contribute.

We implemented GitQ as a browser extension, which displays badges on the GitHub repository page by sending the Project URL to a flask server. Figure 1 depicts the workflow of GitQ. The back-end downloads the repository and then calculates values for the metrics proposed. It then sends the values back to the plugin, resting on the client’s page. The starter program in the server receives a download request from the plugin. Metric calculations are routed at different URLs; hence metric calculations are executed in parallel. Python functions mapped to the routes access the shared folder (contains the downloaded repository) for processing metrics. Every response from the route is then sent back to the plugin as a JSON object. The repository is then automatically deleted. On the plugin side, the metric scores are stored inside the browser cache by mapping scores to commit id. Therefore, a project once analyzed, can be displayed with badges within no time for future visits until a new commit has been made to the repository.

4 USER SCENARIO

Consider Moksha, a novice developer, willing to contribute to projects on GitHub to enhance her project development skills. She intends to select projects that are well maintained, but confused about choosing the right project to contribute. She wishes to channel projects that are fairly maintained and well coded (less buggy) to get a glimpse of the project hierarchy and its maintenance over time. She discovers GitQ as a tool that might reduce her effort in identifying the right repository. To use GitQ, she loads the plugin into the browser and opens ReactiveRX/Java7 (as depicted in Figure 2[A]). GitQ produces the report for the entire repository, as shown in Figure 2[B]. She finds additional information about the project at a glance in the form of badges such as . For example, Moksha hovers onto Bugs icon (left-most icon in the Figure 2[C]) and finds that the project has excellent bug handling but poor code composition. She discovers that at least 50% of the code is affected for every commit. Moreover, she also observes that the project has a fairly inactive community (Less than 10% of the authors remain active at any time); this would help her understand the activeness of a contributor in the project. Thus with GitQ, Moksha gains better insights about the repository. This could help her escape the tedious process of manually browsing through the source code of the repository and its history.

5 EVALUATION AND RESULTS

GitQ was developed to improve developers’ experience while using GitHub and help them identify the right repository for reuse or contribution. Hence, we decided to evaluate GitQ with respect to developers’ perception towards its usability, usefulness, and correctness. The UTAUT (Unified Theory of Acceptance and Use of Technology) [27] model comprises of Performance Expectancy (PE), Effort Expectancy (EE), Social Influence (SI), Facilitating Conditions (FC) and Behavioural Intention to Use (BI) dimensions. Considering the need for GitQ to be evaluated against similar dimensions, we chose to evaluate GitQ using UTAUT model.

We have added an additional dimension, Trust to fit the functionality of GitQ. We conduct a pilot user survey[15, 19] with 15 participants, to obtain insights on the user interpretation and usefulness of badge indication on a repository. We envision that obtaining insights on these aspects could be of potential use for future versions of GitQ. The 15 participant user survey comprised two research scholars, three undergraduate students, and ten professional developers working in the industry, with profound experience in using GitHub as a platform for open-source coding. A document explaining the steps involved in installing and using the plugin is circulated among all the volunteers along with the survey form. The participants were requested to view at least 20 projects on GitHub with GitQ plugin installed, to decide on the projects they wish to contribute, and to evaluate the correctness of the metrics used in GitQ. The survey form comprised 12 questions based on the UTAUT questionnaire and five questions aimed towards understanding the volunteers’ demographics. The survey participants were asked to fill in the Likert-scale based questionnaire based on their experiences after using GitQ.

On an average the participants took around 10 minutes to view a repository and evaluate the correctness of metric values generated by GitQ. The results of the questionnaire presented in Figure 3 indicate that majority of the volunteers agreed that GitQ could be

---

1 https://drive.google.com/drive/folders/1xDnty_qAZr-gXsSMNQpBpBOT5dZ8EZ2?usp=sharing
2 https://flask.palletsprojects.com/en/1.1.x/
3 https://github.com/ReactiveX/RxJava
utilized as a indicator of project quality with the badges provided and might influence their decision in deciding GitHub projects (Mean > 3.5 and Standard Deviation(SD) < 1). The mean values of the PE, EE, SI and FC are close to 4, indicating that GitQ is easy to use with the existing technical expertise of the participants, and that GitQ could help in obtaining insights about the project. It has also been observed that participants widely relied on the metrics generated by GitQ (Mean = 4.13 and SD = 0.74), indicating a positive impact of the trust dimension. The users have pointed out that projects with many files take a longer time to load and have also suggested extending GitQ to display source code metrics for projects in other programming languages, apart from Java.

6 DISCUSSION AND LIMITATIONS

Currently GitQ is engineered in a way that the metric computation is handled solely by a remote server hosted at https://services.iittp.ac.in. Hiding the remote server, only the light-weight plugin is provided to the end user. However, the remote server might be inaccessible during downtime. Hence, we have decided to disentangle the server from the plugin and provide users with an alternative to use GitQ. With this backup version of GitQ, users can run the metric computation on their own machines by following simple instructions outlined in the readme. While the alternative version makes usability slightly difficult, it provides users with uninterrupted experience.

Currently, the scope for evaluating source code metrics is limited to java based projects, while maintenance metrics can be evaluated for any project in general. GitQ could be extended to evaluate source code metrics for multiple programming languages. Also, the survey with 15 respondents might indicate biased results and might not generalize the opinion of a larger section of users. Thus, we plan to perform a robust survey, using an improved questionnaire, with a larger number of GitHub developers and contributors.

7 CONCLUSION AND FUTURE WORK

Developers coordinate their efforts into building projects on GitHub. To enhance the efficiency and user experience of developers, researchers have proposed various additions to the GitHub platform. The automatic addition of badges to content on open source platforms such as Stack Overflow improves the developer’s understanding of its content. Hence, we proposed GitQ, as a Chrome plugin, to augment GitHub with badges that deliver visual cues quantifying the project’s architecture and maintenance.

The plugin forms the front-end of GitQ, while the flask server in the back-end calculates values for the metrics chosen. Metrics and their values are shown as badges (mean and standard deviation) on the screen. Source code metrics were identified to be in coherence with CK metrics. Apart from the badges, a summary of the project’s maintenance is shown at the bottom of the assessment report for each of the maintenance metrics. From the developer survey, we found that majority of the volunteers agree (mean of PE=3.94) with GitQ as a quick insight assistant to increase productivity and that they might adopt GitQ while using GitHub for their project development. They also agree to recommend GitQ to their peers.

As our goal is to propose the idea of using badges as quality indicator for GitHub projects, we demonstrated use of badges using a few metrics. The metrics currently present in GitQ are an effort to signal underlying project quality and maintenance. However, there is a tremendous scope to include metrics that better qualify for the definition of a well maintained or a good quality project. Hence, as a part of the future work, we intend to include more metrics that can identify the underlying best-practices of open-source projects. We also intend to display trends (in the form of graphs) observed in open-source projects to motivate developers to follow best practices.
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