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Abstract
Quantum Computing is a new paradigm that enables several advances which are impossible using classical technology. With the rise of quantum computers, the software is also invited to change so that it can better fit this new computation way. However, although a lot of research is being conducted in the quantum computing field, it is still scarce studies about the differences of the software and software engineering in this new context. Therefore, this article presents a systematic mapping study to present a wide review on the particularities and characteristics of software that are developed for quantum computers. A total of 24 papers were selected using digital libraries with the objective of answering three research questions elaborated in the conduct of this research.
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1 Introduction
Quantum computing presented to the world a complete revolution in the processing power of computers. Problems that would take years to be solved can now be solved in seconds. This is possible because quantum computers are not an evolution of classical ones, but they are built based on new concepts such as superposition and entanglement [1,2].

An important point here is that the technical differences of quantum computers impacts the way software is developed. We have observed that although quantum computing
is becoming very spread across communities and companies, few research is being con-
ducted from the software engineering point of view, particularly related to languages and
software development phases [4]. In particular, we are interested in knowing the impact
of quantum computing in software development.

Therefore, in this paper we present a systematic mapping focused on revealing: i) the
main existing programming infrastructure for developing quantum software; ii) the
differences of developing conventional and quantum software regarding the development
phases and iii) which are the domain in which quantum software is more aligned to.

To achieve these goals, three research questions were elaborated: i) What are the main
‘programming infrastructures’ for developing quantum software? ii) What is the difference
between developing conventional software and quantum software? iii) Is quantum software
more suited to a particular application domain?

The remainder of this paper is organized as follows. In section 2, we present a brief
overview of software engineering and quantum computing. In section 3, we present the
research method, describing research questions, sources of studies, search strategy, and
inclusion/exclusion criteria. In section 4, we present the results of this systematic mapping
study, the data extraction and the synthesis of findings answering the research questions.
In section 5, we outline our conclusions and limitations of this work.

2 Background

2.1 Software Engineering and Programming Languages

Software engineering aims at providing tools, methodologies, methods, languages, in-
frastucture in order to makes the software development and maintenance a more system-
atic and controlled activity, raising better quality levels [5].

In the context of this work, the main points we would like to check against the quantum
world are the steps of the software development life cycle and programming languages.
Depending on the languages and other technical tools used for developing a system, the
phases of the life cycle are different. For example, when a Object-Oriented Language is
employed, several artifacts that are developed before the implementation must consider
this paradigm. Therefore, when we are considering the use of quantum computing, it is
clear that there will be modifications in the traditional phases of the Software Development
Life Cycle [5][6].

Software Development Life Cycle involves, most of the times, the following steps: 1) Re-
quirements Analysis, 2) Design, 3) Implementation, 4) Testing and 5) Maintenance.
In the requirements analysis phase, the goal is to elicit the functional and non-functional requirements, so that the team knows exactly what must be developed and also the necessary constraints. Requirements are elicited/discovered using several techniques, ranging from interviews with stakeholders to building of diagrams, like use cases. Usually the output of this phase is a requirement document listing the functional and non-functional requirements. Performance for example is an important non-functional requirement in the context of this work since the main advantage of quantum computing is power processing.

In the analysis phase, the requirements are analyzed and processed. At this point, some diagrams are build for initiating the construction of the computational solution. Therefore, class diagrams, sequence diagrams and others are built, but still without design details. At this point some non-functional requirements, like performance, are more difficult to be represented and most of the time are neglected.

In the design phase, the goal is to deep into computational details and build more elaborated diagrams, making evident components, classes, methods, relationships, etc. At this point software engineers can use extensions of the UML for representing more specialized details. Therefore, when quantum details show up in the design phase, they can be make evident in models by using UML profiles, applying stereotypes.

Besides the impact quantum computing poses over the software lifecycle, another important field that is impacted by the emergence of quantum computing is the programming languages. Programming a classical computer is different from programming a quantum one. However, programming languages and toolkit for the quantum context must consider some differences, such as quantum phenomena stemming from quantum mechanics and the quantum capabilities for different programming models that arise from quantum computing, providing an innovative programming paradigm with news resources to be explored.

### 2.2 Quantum Computing

The first ideas about quantum computing emerged in the early 1980s [7][9]. Some years later the first quantum algorithms, such as the Deutsch’s algorithm in 1985 [10], the Shor’s algorithm in 1994 [11] and Grover’s algorithm in 1996 [12] were developed. Thus, with the quantum algorithms established, the first quantum programming languages were created and currently there are a lot of quantum languages, frameworks and libraries [13]. Currently, quantum computers are a reality and certain computational tasks might be executed exponentially faster on a quantum processor than on a classical processor [1].

In the past five years, the use of quantum computers has become available to everyone
through cloud systems \[14\].

It is known that computers are information processing machines that manipulate data. A basic unit of data in classical computing is a binary digit called bit, which can assume the values “1” or “0”, always representing a definite state. A quantum computer is a processing machine that obeys the laws of quantum mechanics, and the basic unit of data in quantum computing is a quantum bit called qubit \[15\]. A qubit is a two-level systems (such as spin-1/2 particles or two level atoms), represented mathematically by vectors in the form of a matrix (as bellow), in which data can be stored \[16\],

\[
\begin{align*}
|0\rangle &= \begin{pmatrix} 1 \\ 0 \end{pmatrix} & e & |1\rangle &= \begin{pmatrix} 0 \\ 1 \end{pmatrix}
\end{align*}
\]

The two possible states for one qubit are the states \(|0\rangle\) and \(|1\rangle\), which as you might guess correspond to the states 0 and 1 for a classical bit. The difference between bits and qubits is that a qubit can be in a state *other* than \(|0\rangle\) and \(|1\rangle\). It is also possible to form a linear combinations of states, \(|\psi\rangle = \alpha |0\rangle + \beta |1\rangle\), often called superposition \[17\]. Superposition is a concept of physics, more specifically, is a counter-intuitive principle from quantum mechanics widely used in quantum computing. Superposition is the capacity of a physical system (like a qubit) exists partially in all theoretically possible states simultaneously before being measured \[18,19\]. After a measurement, the physical system in superposition collapse and goes to one definite state among all possible states.

In addition to the superposition, another counter-intuitive principle from quantum mechanics commonly used in quantum computing is entanglement. Entanglement is a quantum phenomenon that allows two or more objects to be deeply connected without any direct physical interaction \[18,19\]. In the context of quantum computing, this property is used to link two or more qubits, and this is done by quantum gates.

Regarding the operations that can be applied over qubits, a quantum operation is performed on a qubit by a quantum gate (in analogy with those in classical logic circuits). There are two basic types of gates in quantum computing: rotations, which modify an individual qubit’s state, and entangling gates, which link multiple qubits into an entangled state \[20\]. A sequence of quantum gates operating on a set of qubits is traditionally called a quantum circuit. There are a lot of quantum gates, and in general, a quantum gate is a unitary operator and is described by unitary matrices. The main two are the Hadamard gate which is used to put a qubit in superposition, and the CNOT gate which is used to entangle two qubits.
$$H = \frac{1}{\sqrt{2}} \begin{bmatrix} 1 & 1 \\ 1 & -1 \end{bmatrix} \quad e \quad CNOT = \begin{bmatrix} 1 & 0 & 0 & 0 \\ 0 & 1 & 0 & 0 \\ 0 & 0 & 0 & 1 \\ 0 & 0 & 1 & 0 \end{bmatrix}$$

It is important to say that in classical computing the bits are physically implemented by the transistors, and this physical implementation is the so-called hardware. Currently, hardware for quantum computing is still in the early stages of development, meaning current quantum computers have limited qubits. Quantum computers can be based on different physical qubit realizations (superconducting [21], trapped ion [22], electron spins [23], etc.) and despite rapid progress, a lot of advances still are necessary to be made.

There are different quantum computing models (gate, adiabatic, topological, etc.) all equivalent to each other and to implement them physically it is necessary the qubit. Due to hardware limitations, currently, we are in the so-called Noisy Intermediate-Scale Quantum (NISQ) era [24], in which quantum computers have several errors associated (connectivity, gate errors, coherence times, etc.) at the hardware level.

Despite hardware limitations, quantum algorithms and quantum programming languages are well established and well-founded, and it is now possible to program and implement algorithms on real quantum computers through cloud systems. Therefore, the attention that the quantum software field is receiving grows up with the advent of quantum computer technologies, and in this way, there is a lot of changes that have significant and direct impacts on programming languages and software development.

3 Research Method

The goal of this systematic mapping is to reveal the main characteristics and differences of developing/programming software in quantum context when compared to the traditional development. The research method described here followed the proposal of Kitchenham [25] where she says that the mapping protocol specifies the methods that will be used to undertake a specific systematic review.

In this paper some necessary adaptations were made according to the specificity of this research. Yet according to Kitchenham, a systematic map is a method that can be conducted to get an overview of a particular research area.

Therefore, we have elaborated three research questions:

1. What are the main ’programming infrastructures’ for developing quantum software? In this research question, we aim at finding out what are the
languages, frameworks, and libraries that are being currently used in software development. (Section 4.1)

2. **What is the difference between developing conventional software and quantum software?** In this research question we aim at investigating how quantum characteristics affect the conventional steps of the software life cycle, as it was presented in the Background Section. (Section 4.2)

3. **Is quantum software more suited to a particular application domain?**
   In this research question, knowing that a quantum computer can offer processing advantages, we seek to find out if a quantum software is more suitable to be applied to certain domains. (Section 4.3)

The digital libraries we have used in our systematic mapping are the following: IEE-EXplore Digital Library, ACM Digital Library, Elsevier ScienceDirect, Scopus and Wiley Online Library. These digital libraries were selected because they are the most important repositories for research in computer science.

Another important part of a systematic mapping is the search string. In this paper we elaborated the search string shown in Table 1.

| Table 1. The search string |
|-----------------------------|
| (“quantum software” OR ”quantum software engineering” OR ”quantum programming” OR ”quantum programming language” OR ”quantum programming languages” OR ”quantum computer software” OR ”quantum application” OR ”quantum applications”) |

The definition of the criteria for including and excluding papers is also another important step. These criteria are used to exclude studies that are not relevant to answer the research questions. They intend to select the suitable primary studies from literature.

The inclusion criteria we have considered are the following:

- Only studies written in English.
- Studies dealing and referencing any of the subjects related to quantum software in their title, abstract or keywords.
- Studies with restricted publication date only after 2010.

Besides, the exclusion criteria are:

- Repeated studies found in different search engines. In this case, just one study was considered.
• Duplicate studies reporting similar results. In this case, only the most complete study was considered.

• Secondary studies, as like surveys and state-of-art, and inaccessible papers and books.

4 Results

In order to find relevant studies, we have run the search string in the five digital libraries previously mentioned. We did our Initial Search seeking out the terms of the search string only in the title, keywords and abstract. After, with returned items, we use the following Steps to filter and to select the relevant articles. Figure 1 summarizes the selection process and presents the number of papers identified at each step.

| Repositories         | Initial Search | Step 1 | Step 2 | Step 3 | Step 4 |
|----------------------|----------------|--------|--------|--------|--------|
| ACM                  | 70             | 30     | 27     | 13     | 5      |
| IEEE                 | 115            | 64     | 38     | 9      | 3      |
| ScienceDirect        | 80             | 46     | 21     | 10     | 1      |
| Scopus               | 655            | 565    | 303    | 35     | 15     |
| Wiley                | 17             | 16     | 6      | 0      | 0      |
| Total                | 937            | 721    | 395    | 67     | 24     |

Figure 1: The selection process to identify relevant papers.

In the Initial Search, the digital libraries provided a total of 937 papers. In the Step 1, since we used several repositories, many papers were duplicates, and after removing all duplicates, our list was reduced to 721 papers. In the Step 2, we analyze every paper, one by one, and all papers not related to the quantum computing field were removed, and again our list was reduced, this time to 395 papers. In the Step 3, we analyze these papers by reading just the title, keywords, and abstract, and at the end of this step, our list was reduced, here to a total of 67 papers. In the Step 4, we read these 67 relevant articles in full, and using the inclusion and exclusion criteria, as like in previous steps, we reached a total of 24 papers.

Therefore, we reached 24 relevant articles selected for this systematic mapping study in order to answer our research questions. In the Appendix, we present the complete list of selected papers numbered from S1 to S24. These numbering will serve to reference the selected papers used to answer the research questions.

Figure 2 illustrates the year-wise distribution of selected papers, it is possible to notice an increase in the number of papers in the last three years. This suggests a growing
interest by the community in the field. Moreover, it indicates this topic is relatively recent in publications. As the search was done at the beginning of 2021, in the graph we have only one paper in 2021, but it is expected from now on more relevant publications to emerge.

We emphasize that papers like [2,3] are not in the selected studies due to the fact that they do not focus specifically on programming/development of software quantum. Instead, these papers primarily address a growing in the research field of quantum software. Following, we present the three research questions and the answers.

4.1 What are the main 'programming infrastructures' for developing quantum software?

Here, we use the term "programming infrastructures" involving the most used programming languages as well as existing frameworks and libraries for developing quantum software.

Table 2 shows the languages and toolkits (frameworks and libraries) we have considered the most important currently for the context of quantum software. In the second column of the table, it is also possible to see the number of mentions. The third column is informing the host language, which means, the classical language on which the quantum programming infrastructure is based or extended. And the fourth column is saying the paradigm of the language or the type of the toolkit. Below the table, there is a short description of each programming infrastructure.
Our criteria for considering these programming infrastructures the main ones were, for languages, the number of times they were mentioned in different papers and the different paradigms, and for toolkits, the number of times they were mentioned in different papers and the different types.

Based on the selected papers, we noticed that there are 8 programming infrastructures that can be considered as the main ones. Languages, as can be seen, regarding the paradigm are classified into: imperative, functional and object-oriented. Toolkits are quantum software development kits that provide collections of tools to create and manipulate quantum programs.

| Languages   | Mentions | Paradigm         |
|-------------|----------|------------------|
| Quipper     | 8        | Functional       |
| Scaffold    | 6        | Imperative       |
| Q#          | 11       | Functional and Imperative |
| FJQuantum   | 1        | Object-Oriented  |

| Toolkits   | Mentions | Types        |
|------------|----------|--------------|
| Qiskit     | 11       | Framework    |
| OpenFermion| 3        | Library      |
| ProjectQ   | 2        | Framework    |
| PyQuil     | 4        | Library      |

**Quipper** is a functional Domain-Specific Language (DSL) embedded in Haskell. It is scalable in terms of the number of gates, i.e., it can generate representations with trillions of gates and is independent of the backend gate model of the quantum hardware.

**Scaffold/ScaffCC** is an imperative DSL embedded in C/C++. It extends the language C with data types for quantum and classical bits, as well as functions that act as primitive quantum gates. Scaffold programs are composed of a hierarchical set of quantum modules (sub-circuits) and classical control constructs such as loops and conditionals. The compiler used is the ScaffCC for compiling Scaffold code.

**Q#** in contrast to the embedded quantum DSLs, Q# is a genuine stand-alone language. This means that functions provided by a large host language are not available, however, it has the key advantage that limitations of the host language do not apply to Q# itself.

**FJQuantum** (S8) is an object-oriented language based on Featherweight Java. It was created to develop programs that are able to handle quantum data and operations. This
language was developed due the lack of languages based on the object-oriented paradigm, which is among the most used paradigms today in software development.

Qiskit [26] is an open-source framework for quantum computing. It allows users to create, compile, and execute quantum programs in an online manner, either in a simulator or a real quantum processor. Qiskit [27] is available in Python, JavaScript, and Swift. For beginners, Python is a very good starter programming language because of its easy and intuitive syntax. The source is hosted on https://github.com/Qiskit.

OpenFermion [28] is an open-source software library written largely in Python under Apache 2.0 license. It is aimed at enabling the simulation of fermionic and bosonic models and quantum chemistry problems on quantum hardware. Beginning with an interface to common electronic structure packages, it simplifies the translation between a molecular specification and a quantum circuit for solving or studying the electronic structure problem on a quantum computer, minimizing the amount of domain expertise required to enter the field. The package is designed to be extensible and robust, maintaining high software standards in documentation and testing. The source is hosted on https://github.com/quantumlib/OpenFermion.

ProjectQ [29] is an extensible open-source software framework for quantum computing, providing clean interfaces for extending and improving its components. ProjectQ is built on four core principles: open & free, simple learning curve, easily extensible, and high code quality. This quantum language is implemented as a domain-specific language embedded in Python. The source is hosted on https://github.com/ProjectQ-Framework/ProjectQ.

PyQuil [30] is an open-source Python library which allows the construction of Quil (Quantum Instruction Language) programs by treating them as first-class objects. Pyquil [31] allows us to work using a user-friendly syntax. The source is hosted on https://github.com/rigetti/pyquil.

4.2 What is the difference between developing conventional software and quantum software?

The conventional way for developing software is presented in Figure 3 with five steps: 1) Requirements Analysis, 2) Design, 3) Implementation, 4) Testing and 5) Maintenance. In the next paragraphs, we elaborate on how quantum characteristics affect these conventional steps.
1. In the **Requirements Analysis**, it is expected (S17) to have moderated changes. Although we have not found any paper related to this stage, we expect as long as the field grows up and tools begin to emerge, work on this topic will grow significantly. The main point here is that along the requirement analysis, the requirement engineer must identify in which application domain and also which non-functional requirements can benefit using quantum capabilities.

2. In the **Design** phase, there will be drastic changes because it will be necessary to represent the quantum capabilities. We found some papers (S14, S15, S16, and S20) related to this stage. Here, the software engineers use dedicated diagrams for specifying details of how the quantum software will be implemented. In conventional software, UML is the most used modeling language. In the case of quantum software, there are different approaches. Some trying to extend the classical languages like UML, BPMN, and TOSCA to create versions of these languages (Q-UML, Quantum4BPMN, and TOSCA4QC) that will include specifications of the quantum capabilities. Some trying to create a Domain-Specific Language independent of any classical language, considering all quantum differences, to model quantum software.

3. In the **Implementation**, one must take into consideration the requirements analysis and design, which will support all the implementation steps of the quantum software. Thus, based on the details of the design, one must use some implemen-
tation infrastructure (languages, frameworks, etc) to create quantum circuits. As previously discussed in the research question 1 (Sec. 4.1), there are some quantum programming strategies that can be adopted, even in different paradigms.

To implement a quantum system, a software developer must know some patterns that are recurrent when implementing quantum algorithms (S1, S3, and S13). These patterns, in general, are basic structures related to putting a quantum state in superposition, creating an entangled quantum state, doing the initialization of the circuit in a data preparation step, the expansion of the oracles that can be used in the circuit, among others.

4. In the **Testing** phase, due to the intrinsic complexity of quantum algorithms, design and implementation are doomed to the appearance of multiple bugs and errors (S17). We found some papers (11, 12, 13, 21, and 22) focusing on this stage.

It is discussed in (S12) that the *verification step* has an important role to play in checking the correctness of quantum programs. Although there is some progress in this direction, by means of tools like QWIRE and QHL, it is not enough and it is necessary a new approach for revealing errors in the verification step. Furthermore, the paper (S21) states that approaches for performing verification and validation of quantum programs are essentially lacking and largely unexplored, which means that, in the context of testing, techniques of V&V are still in their infancy.

Also, in (S11) it is discussed that quantum tests can take advantages of some techniques of the known classical tests, such as: *functional testing*, *white box testing* and *model-based testing*. As an additional alternative, the authors of paper (S13) propose the use of statistical assertions for validating patterns and finding bugs in quantum programs. This work presents a strategy for deploying and checking quantum program assertions based on statistical tests.

The paper (S22) says that when compared to classical computing, quantum program testing and debugging are still at a very early stage. Even the basic testing and debugging approaches (e.g., assertions) are not yet available or well-developed for quantum programs.

5. In the **Maintenance**, the paper (S17) says that quantum programs are no different from other software in terms of the quality and maintainability of the applications and their code. Currently, there are no papers on this topic yet, probably because the development of quantum software is not yet being produced on a large scale. As this is a recent research area, tools for creating such systems are still recent and
they are constantly being improved. However, after reading the 24 selected papers, we perceived there are many possibilities of introducing errors at hardware (gates, qubits, etc) and software levels. Therefore, the strategies for maintaining a quantum software in order to preserve their quality attributes are still a challenge.

Furthermore, in order to make the quantum software development easier, the selected paper (S24) proposes a quantum software life cycle involving new steps. In this new cycle it is taken into account – among other things – the selection of suitable quantum hardware, determination of the error model, optimizations based on hardware characteristics, and so many other important factors.

4.3 Is quantum software more suited to a particular application domain?

The answer is Yes. The use of a quantum algorithm is necessary when there is no classical counterpart capable of performing a specific task efficiently. The quantum supremacy power over a classical computer becomes evident when an algorithm performs a task in a reduced number of steps taking less time. This capacity of quantum algorithms to outperform classical algorithms is known as speedup.

It is expected (S1, S4, S5, S6, S7, S12, S13, S15, S17, S18, S21 and S23) that quantum software provides substantial speedups over conventional software in several application domains, such as quantum chemistry, optimization problems (logistics, financial modeling and risk management), machine learning, materials science, cryptography, and many others. The authors of the paper (S12) claim that in a near term, it will become clearer what are the specific problems in which quantum applications must be employed so that we can obtain a great benefit in terms of processing time and volume.

The paper (S18) provides a brief explanation about some application domains mentioned above. For example, in quantum chemistry some exact calculations of molecular properties are currently intractable because their computational cost grows exponentially with the number of atoms. However, the power of quantum computer can make it a tractable problem. In optimization problems like complex mathematical processes behind finance such as Monte Carlo or Bayesian Inference could be lightened to provide real-time solutions. In machine learning, techniques that are applied today in multiple facets of our lives will increase their precision and speed so they can be used in problems that today are out of reach. Also, according to paper (S6), recent work has produced quantum algorithms that could act as the building blocks of machine learning programs; And says that currently is explored how to devise and implement quantum software that could enable
machine learning faster.

To sum up, the authors of paper (S19) reinforce that quantumfy every business process does not make sense because of the high cost that it requires. Therefore, the decision of applying quantum software for solving a determined task, requires a lot of considerations, such as: i) the level of difficulty for implementation; ii) what is the testing strategy that will be necessary due to many sources of errors; iii) lack of adequate maintenance methodologies for this new type of software, among other factors.

5 Conclusion

In this paper, we presented a systematic review whose focus was to evidence the impacts caused in the software engineering field due to the advent and improvement of quantum computing practical applications. Therefore, this study highlights the role which quantum technologies can play in the process of software engineering. Emphasizing the changes caused by quantum phenomena in the software development life cycle.

We exhibit the main findings of this work was:

1. Identifying and presenting the main existing programming infrastructures for quantum computing.

2. Identifying and presenting some differences that quantum computing can bring to software development.

3. Identifying and presenting some application domains to which quantum computing is more suited.

We can also observe that the research on quantum computing focused on quantum software has grown in the last years, as was shown in Figure 2. Besides, the quantum software field is recent because new quantum technologies for computing are emerging day by day, and the ones well-established are continuously improving. Therefore, we envisage that there still great opportunities for research in this field.
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