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Abstract— In this challenging era of technology where cloud computing has expanded its application wings in almost all areas. From individual end-users, small scale business to large organizations. All of them are now free from the maintenance, updating the software and taking the advantage of low-cost investments just by hiring the services and required applications from the cloud rather than building and maintaining the same. Though these advantages are creating much demand for cloud services with more required features at the same time, a challenge comes on the other side from attacks on client's data in the cloud. It becomes more difficult for the investigator to carry out the investigation during cyber-attacks on the cloud. During the attacks, there is a need for a quick response when certain anti-forensics is carried out to mislead the investigators. They may lead to waste of time, efforts, and spent cost. This paper presents a unique methodology to mitigate anti-forensics in a cloud with the effective usage of the relevant graphs. With the effective usage of graphs by the generation of attack, evidence and anti-forensic graphs helpful for the investigator to understand the cause and to carry out relatively countermeasures right way without being deviated by the anti-forensics.

Keywords: attack graph, evidence graph, anti-forensic graph.

1. INTRODUCTION

Attack and evidence graphs play a vital role during the security analysis. Intruders search for various ways in order to misguide and mislead cloud investigators. One of the major issues in cloud forensic is anti-forensics [1-3]. These investigators trace out the right cause for the attack and its initiation. With the help of various anti-forensic techniques, intruders want to have their upper hand on investigators. Below are some of the popular obfuscation techniques which are used by the intruders in order to compromise investigator during their investigation on client's data which has undergone cyber attacks.
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Classification of anti-forensics:
The above figure shows in detail classification of anti-forensics in cloud computing which is classified in the categories such as data hiding, obfuscation, circumvent of VM isolation, compromise the integrity of evidence, evidence destruction. All these methods are used by the intruders to mislead the investigators which can be explained as follows.

- **Evidence destruction**: Intruders after successful completion of their task they destroy the evidence as not to give any lead for the investigator by detecting any kind of evidence.
- **Data hiding**: After doing mischief with client's data in the cloud. Intruders try to hide the original data. In order to achieve this, they may choose various ways either encryption of data or covert channels. Various encryption methods are used for data hiding, for hidden and unauthorized access of data intruders prefer to use covert channels, this also referred to as data ex-filtration. In covert channels by violating security policies in unintended style with the help of medium information is sent in a un-authored manner. Depending on the situation they may use either timing or storage-related covert channels. Where in storage covert channels hidden reading and writing of data is carried out un-authorizing manner. In covert channel related to timing information is passed from one system to another in a unauthorized manner.
Unique Methodology To Mitigate Anti-Forensics In Cloud Using Attack-Graphs

- **Obfuscation**: It is the process which is related to disturbing the data stored in the cloud by the intruder and thereby making the available data difficult to understand by the investigator. Obfuscation can be reached with either log files alteration where the entire information related to the files i.e. log in time and logout time with respect to each file is changed which can misleads investigator, modification of file headers though an intruder changes the file type or any relevant content in the file the entire information is available in file headers. If file header is investigated properly they may give a proper lead but are hidden by intruders by obfuscation.

- **Compromise integrity of evidence**: During the attack by the intruder on the client's data stored in the cloud. Intruders after successfully carrying out their task they simply make the data as before as a part of preserving the integrity of data. This definitely does not give a leading clue to an investigator who keeps on trying to find a lead for the attack.

- **Circumvent VM isolation**: Intruders used the concept of SCA, covert channels with the help of which they come to know how the virtual machines are working during the cryptographic process and they latter change them according to their wish. Investigator fails to recognize how and what steps were carried out by the intruder in order to change the data and became successful even not leaving a single clue.

### II. MOTIVATION FOR THE WORK

As there were not much progress for the usage of attack graphs in the field of cloud forensic with respect to a newly developed graph database “Neo4j”. The features of Neo4j with respect to the existing graph databases were found better in many aspects such as intuitive, reliable, massive elastic scaling, having high availability, simple, embeddable, fast and durable. According to Liu, C., in the paper [4] where attack graphs were implemented on networks forensics. The present work with necessary modifications was extended on clouds in the forensic field. This helped a lot in order to mitigate anti-forensics and take the lead in investigations by the investigator. The concept of attack graph in the cloud which was confined to only networks forensics was extended to even cloud forensics with our approach. As attack graphs worked well with network forensics with the existing database these accurate results in network forensics initiated in order to work in the field of forensic in a cloud with the help of Neo4j and which worked well. This new graph database has many advantages over the previously existing as discussed above. It is most effective in obtaining the required results in a clear cut way and easily understandable to the viewer. Even colour notations are very useful in order to indicate the important aspects of the graph.

### III. GENERATION OF AEA GRAPHS HELPFUL FOR MITIGATING ANTI FORENSICS & RESULTS

**Attack Graphs Generation:**

As the graph gives a complete knowledge about the concept. Make familiar the proper paths which are followed, information related to each and every node are shown, i.e. the vulnerabilities related to the node, the kind of anti-forensics associated with each node.

The graph shows vulnerabilities which are having a definite name with the definite CVE like evidence graph. It has Host ID which is defined as the IP address, States represents various vulnerabilities and Value represents definite CVE realization. When every node is observed carefully one can observe that a full string name for the vulnerabilities is traced out.

**Step1:** Create portSet = []
**Step2:** Create portSetTMP = []
**Step3:** Create serverNode = «192.168.44.145»
**Step4:** For each entry ∈ CSV
     portSetTMP[] = <entry.Protocol, entry.Port>
**Step5:** If portSetTMP <> 0
     For each portSetTMP as portEntity
     portSet[MD5(portEntity)] = portEntity
     portSet = Normalize(portSet)
**Step6:** addToGraph (serverNode)
**Step7:** For each portSet as portEntity
     addToGraph(portEntity)
     addRelationBetween(serverNode, portEntity)

![Algorithm 1 for Attack Graph](image)

**Fig2:** Algorithm 1 for Attack Graph

**Description of algorithm:**

Empty array for the port set, a temporary port set along with the server node is created. Entry port and protocol are combined together to form a tuple. Such created tuples are normalized with MD5 in order to remove the duplicate elements among them. These obtained elements which are unique in nature are attached to the graph nodes along with the server node. With respect to the port entry and port set, a connection is established.

**Fig 3: Generated attack graph**
Results obtained from attack graph:

The above attack graph is generated from the results obtained in the form of CSV file by our proposed framework [5] and the results were obtained in [6] where we have performed simulation of attacks on the framework. From the above graph it is very clear that from the source to the target how many attacks are being carried out and their relevant protocols, CVE associated with every attack can be observed once we move on the graph. The graph gives the complete information about the attacks which were observed in the cloud environment. The colour notations are helpful to trace out the different kinds of attacks. With respect to the various nodes in the graph the relevant CVE associated with them are obtained which gives complete information about the depth of the threat with which attacks are performed. The below table which is obtained after the successful running of the algorithm shows the associated list of CVE with each node in the graph. This information quite helpful for the investigator in order to overcome the anti-forensics used by an intruder.

| "entity" | "name" |
|----------|--------|
| "node"   | "HTTP TRACE / TRACK Methods Allowed" |
| "node"   | "CVE-2009-1567" |
| "node"   | "CVE-2004-2320" |
| "node"   | "CVE-2010-0386" |
| "node"   | "SSL Certificate Signed Using Weak Hashing Algorithm" |
| "node"   | "CVE-2004-2761" |
| "node"   | "ICMP Timestamp Request Remote Date Disclosure" |
| "node"   | "CVE-1999-0524" |
| "node"   | "SSL/TLS Diffie-Hellman Modulus <= 1024 Bits (Logjam)" |
| "node"   | "CVE-2015-4000" |
| "node"   | "Browseable Web Directories" |

Fig 4: Sample of associated CVE with each node

Evidence graph generation:

In order to trace out the shreds of evidence for the attack graph evidence graphs are generated for them. These generated evidence graphs are associated with the hypothesis. Sometimes the relationship between the hypothesis and shreds of evidence may be either weak or strong, it depends on the situation and kind of evidence which is associated with the hypothesis [7-8].

Usage of Bayesian Network for computing probability

For a given DAG let X₁, X₂, X₃,......Xₙ are n variable which are randomly connected to DAG. With the help of Bayesian formula the probability distribution joint for the given variable can be achieved with the formula P(X₁, X₂, X₃,......Xₙ) = Πᵢ₌₁ [P(Xᵢ)|Parent(Xᵢ)].

Where Parent (Xᵢ) = Σ Xⱼ (i->) for the graph.

H (Hypothesis)

E (Evidence)

Fig 5: View showing the relation between H, E

Hypothesis (H) is our guess or imagination and evidence (E) collected may be either supporting or opposing the hypothesis. The combination depends on the kind of hypothesis and the type of relevant evidence collected with respect to that. According to [9] the relation between hypothesis and evidence can be given in the below equation which is defined as

\[ P(H|E) = \frac{P(E|H)P(H)}{P(E)} = \frac{P(H)P(E|H)}{P(E|H)P(H) + P(E|\text{not } H)P(\text{not } H)} \]  \( \text{(1)} \)

Fig 6: Generated evidence graph

Where P(H|E) is obtained from the knowledge of experts. It represents investigators posterior probability which is obtained from both evidence E and hypothesis H. P(H) is the before probability of H even when the shreds of evidence were not discovered. P(E) is evidence probability without knowing about H by the expert, it is also referred to as constant normalization. This evidence graph contains nodes where the elements are associated with either hypothesis or evidence for every vulnerability. These P(H/E) values obtained from our work were considered to show that our hypothesis has matched to maximum shreds of evidence.

Results obtained from evidence graph:

A clear relation between the attack graph and evidence graph was successfully attached with the help of the Bayesian network. In this evidence graph, we took the help of even hypothesis which is helpful in order to predict whether our assumption with respect to the considered evidence is correct or not.
Anti-Forensic Graph Generation

Intruders after successful completion of their task as a part of misleading the investigator they use certain anti-forensics things such as erasing the particular IP address of the attacker, deleting the file name, making the modification of various modes of the file are among the few things which are popularly used by them. When an anti-forensic graph is generated it shows the maximum probabilities of the areas where the intruder can show his expertness in order to mislead the investigators. All such kind of things can be traced out with the help of this generated anti-forensic graph.

\[
\begin{aligned}
\text{Step 1:} & \quad \text{Create} \ \text{portSet} = [] \\
\text{Step 2:} & \quad \text{Create} \ \text{portSet}\text{TMP} = [] \\
\text{Step 3:} & \quad \text{Create} \ \text{serviceNode} = \langle 192.168.14.145 \rangle \\
\text{Step 4:} & \quad \text{Foreach} \ \text{entry} \in \text{CSV} \\
& \quad \quad \text{portSet}\text{TMP} = \langle \text{entry.Name, entry.CVE} \rangle \\
\text{Step 5:} & \quad \text{If} \ \text{portSet}\text{TMP} \neq \phi \\
& \quad \quad \text{Foreach} \ \text{portSet}\text{TMP} \text{as portEntity} \\
& \quad \quad \quad \text{portSet} = \langle \text{MD5(portEntity)} = \text{portEntity} \\
& \quad \quad \quad \text{portSet} = \langle \text{Normalise(portSet)} \rangle \\
\text{Step 6:} & \quad \text{addToGraph} \ (\text{serviceNode}) \\
\text{Step 7:} & \quad \text{Unset} \ \text{portSet}\text{TMP} \\
\text{Step 8:} & \quad \text{Create} \ \text{serviceNodeArray} = [] \\
\text{Step 9:} & \quad \text{Foreach} \ \text{portSet} \text{as portEntity} \\
& \quad \quad \text{serviceNodeArray} = \langle \text{MD5(portEntity.Name)} \rangle = \text{portEntity.CVE} \\
\text{Step 10:} & \quad \text{serviceNodeArray} = \langle \text{Normalise} (\text{serviceNodeArray}) \rangle \\
\text{Step 11:} & \quad \text{Foreach} \ \text{serviceNodeArray} \text{as serviceNode} \\
& \quad \quad \text{addToGraph(serviceNode)} \\
& \quad \quad \text{addRelationBetween(serviceNode,serviceNode)} \\
& \quad \quad \text{If serviceNode} \neq \phi \\
& \quad \quad \text{Foreach} \ \text{serviceNode} \text{as cveNode} \\
& \quad \quad \quad \text{addToGraph(cveNode)} \\
& \quad \quad \text{addRelationBetween(serviceNode,cveNode)} \\
\end{aligned}
\]

Fig 7: Algorithm 2  For evidence graph generation

Description of the algorithm:

In this algorithm, the considered hypotheses are checked with respect to the pieces of evidence, the value of the probability was also high. With respect to each node, the corresponding evidence and hypothesis which are obtained are shown in the below diagram.

```
|entity| hypothesis |
|------|------------|
|node1| "the remote host allows SSL/TLS connections with one or more Diffie-Hellman moduli less than or equal to 1024 bits." |
|node2| "a web server is running on the remote host." |
|node3| "debugging functions are enabled on the remote web server." |
|node4| "an SSL certificate in the certificate chain has been signed using a weak hash algorithm." |
|node5| "some directories on the remote web server are browsable." |
```

Fig 8: Generated evidence graph for the obtained report

Results obtained from the evidence graph:

It shows the hypothesis with respect to the relevant evidence and the probability of our considered hypothesis is high with respect to the considered evidence.
Fig 10: Algorithm3 For the anti-forensic generation

Description of the algorithm:

In this algorithm, the output of algorithm 2 is taken as input with respect to each node of the graph the generated CVE for them are created. The evidence matched with the corresponding hypothesis is collected and from them, anti-forensics used by the intruders are traced out. The particular anti-forensic which is used is generated from the cipher query are shown in the below table.

Fig 11: Generated Anti-forensic generated graph

Results of shortest path:

With the available data we are even successful in the generation of shortest attack graph. During various attacks which are carried out by the intruder on client’s data, he uses many ways and from many sources, he performs the required attacks. In such situations, we have created the shortest attack path which even shows how easily an intruder can be
reached. In this graph with respect to the vulnerability how it was created i.e. by which attack and from how many paths the attack was carried out and also what is the shortest path to reach the intruder is traced out in a good manner in our approach.

IV. CONCLUSION AND FUTURE WORK

Though there are various counter measures to give security and protection to the client's data in the cloud. But they fail to lead a way to the investigator during the investigations to be carried out on the cloud with respect to the cyber attack. In our approach we have successfully shown the way how the attacks are being carried out, how can one relate the attack graph with the evidence and also the role of anti-forensics with the effective usage required graphs. Beside these things we have also achieved that the shortest path out of all available paths can give a lead in a short time. We have successfully used the Bayesian Network in order to compute the probability of how the pieces of evidence can be connected to the hypothesis and vice-versa. With respect to the present scenario, these graph concepts can be used effectively but in the future, there will be a strong requirement to enhance these graphs with required updates.
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