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Abstract
The Business Process Model and Notation (BPMN) is the standard used to represent in a graphical way business processes that take place in every kind of organization and business. This paper analyzes three suites, jBPM, Bonita and BPM.NET, which are used to model business processes and that are compliant with BPMN 2.0. Lastly, a practical case is presented using jBPM to design a business process, and an assessment is given of its possibilities and drawbacks.
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1. Introduction
In the last few years, there has been an increasing need for a language to model business process which could be expressive and formal enough and at the same time be understood by anyone, not only by domain experts. BPMN (Business Process Model and Notation) [1] is the lead standard in business processes and modeling languages for workflows. BPMN aims to be easy to read and understandable by anyone, also being semantically rich enough to contain in its graphical diagrams the meaning, properties and information regarding the execution of a business process [2]. Nevertheless, BPMN in practice, ends up being obscure and too complicated to be understood for non-technical users, this is due to the excess of symbols in BPMN, which are only needed to specify detailed rules and logic that would be executed by a program, and only end up distracting the user from expressing the main ideas of a business process in a workflow [3]. Therefore, tools are required to manage business process following BPMN 2.0. Some suites that support BPMN 2.0 are j BPM [4], Bonita [5] BPM and BPM.NET [6]. We will discuss some of the most relevant features of these solutions.

jBPM (Java Business Process Model) is an open source Business Process Management (BPM) suite, written in Java, that can execute business processes defined in BPMN 2.0. It offers features for both business users and developers. Some of these features are: (1) Eclipse-based and web-based editor to support the graphical creation of business processes, using drag & drop. (2) Persistence management using JPA (Java Persistence API) and transaction management using JTA (Java Transaction API), (3) human task service based on web services, (4) Management console for process instance management, task lists, task form management, and reporting, (5) tools for logging, querying, and
analysis of the processes. Furthermore, it supports the creation of complex business processes by the addition of simpler and smaller business processes with its business rules and events.

Bonita BPM contains a set of open source applications that allow to automatize the business processes surrounding an organization. Bonita offers a working environment called Open Studio which is composed by three components: (1) Bonita BPM Studio, used to model business processes, (2) Bonita BPM Portal, which serves as an interface for users to access and work with their processes, (3) Bonita BPM Engine, which orchestrates the execution of the previously modelled processes.

BPM.NET is an open source solution that supports the creation of business processes in the .NET Framework. It’s totally compatible with Windows Workflow 4 and Visual Studio 2015. The design tool offers execution, tracing, external assembly, and support for external libraries. A business process is stored as an XAML or XAMLX file (both are XML). One of the greatest advantages of BPM.NET is to access the full potential of the .NET platform, e.g., using BPMN in conjunction with Microsoft Azure.

2. Tool Comparison

In this section, we have established a set of criteria to evaluate the different suites identified in the last section. A total of 16 criteria have been identified, and a brief explanation and the numeric value of each one is shown below:

i. C1: BPMN standard. If it supports BPMN 2.0; 1 point, else: 0.
ii. C2: Last Version’s Date. If it is less than 6 months old; 1 point, else; 0.
iii. C3: License. If it’s a free license; 1 point, else; 0.
iv. C4: Working Environment: If it’s an extended language; 1 point, else; 0.
v. C5: Expose a BPMN flow as a Web Service; If it supports it; 1 point, else; 0.
vi. C6: Social Networks. If it offers support for more than three; 2 points; if it offers support for 1; 1 point, else; 0.
vii. C7: Forms. i.e. generate forms for human tasks. If it supports it; 1 point, else; 0.
viii. C8: Drawing elements of BPMN, this is the number of different elements used to model a BPMN process in the suite. If it has less than 30; 1 point, else; 0.
ix. C9: Multiple Ending Nodes. If it supports it; 1 point, else; 0.
x. C10: Message management. If it supports it; 1 point, else; 0.
xi. C11: Flow format: If it’s a XML file; 1 point, else; 0.
pii. C12: Separation between the drawing and implementation parts of the tool. If its detached; 1 point; else 0.
xiii. C13: Execution of BPMN flow. If it allows the execution; 1 point; else 0.

xiv. C14: Management console for the BPMN processes. If it provides it; 1 point, else: 0.

xv. C15: Learning curve for non-technical users. If it’s easy to use; 2 points, if the difficulty is medium; 1 point, else: 0 points.

xvi. C16: Learning curve for technical users. If it’s easy to use; 2 points, if the difficulty is medium; 1 point, else: 0 points.

xvii. C17: Activities organization, this is the possibility of managing the activities according to the user’s group. If its supported; 1 point, else; 0.

| Criteria | JBPIM Feature | Score | Bonita Feature | Score | BMP.NET Feature | Score |
|----------|---------------|-------|----------------|-------|-----------------|-------|
| C1       | 2.0           | 1     | 2.0            | 1     | 2.0             | 1     |
| C2       | 25-10-2016    | 1     | 07-10-2016     | 1     | 30-7-2015       | 0     |
| C3       | Apache 2.0    | 1     | GNU 2.0        | 1     | BPM.net         | 1     |
| C4       | Java          | 1     | Java           | 1     | .NET languages  | 1     |
| C5       | Yes           | 1     | Yes            | 1     | Yes             | 1     |
| C6       | Twitter       | 1     | Twitter        | 1     | Twitter, Face book | 1   |
| C7       | Yes           | 1     | Yes            | 1     | Yes             | 1     |
| C8       | 68            | 0     | 34             | 0     | 56              | 0     |
| C9       | Yes           | 1     | Yes            | 1     | Yes             | 1     |
| C10      | Yes           | 1     | Yes            | 1     | Yes             | 1     |
| C11      | XML           | 1     | XML            | 1     | XML             | 1     |
| C12      | No            | 0     | Yes            | 1     | Yes             | 1     |
| C13      | Yes           | 1     | Yes            | 1     | Yes             | 1     |
| C14      | Yes           | 1     | Yes            | 1     | Yes             | 1     |
| C15      | Hard          | 0     | Hard           | 0     | Hard            | 0     |
| C16      | Medium        | 1     | Medium         | 1     | Medium          | 1     |
| C17      | No            | 0     | Yes            | 1     | Yes             | 1     |

In Figure 1 is represented the final evaluation of the tools:
3. Practical Case

In this section we have presented a representative example created with one of the previously mentioned solutions.

We have selected jBPM, as it is a product in constant improvement and evolution, it uses the Java programming language, which is a familiar language for us, and it offers many BPMN symbols, which will allow us to precisely define any process. We decided to diminish the importance of the non-technical user’s experience, given that jBPM uses an Integrated Development Environment (IDE) based on Eclipse, and that it contains a great amount of BPMN elements, which will lead the user to confusion when modeling a process.

The process that have been modeled is the one that concerns the steps followed in a business when one of its employees asks for a raise, in this case, the human resources department and the project manager in charge of the employee would perform an evaluation, then, a decision could be taken, using both evaluations. Finally, the human resources department and the employee that asked for a raise would be notified of the decision.

This process modelled in jBPM is shown in Figure 2.
In the model created, we had to include “Decision” as a data object, to contain the information regarding the message that would be send.

jBPM stores the diagram in a file with the BPMN extension, this file contains all the information needed to reconstruct the diagram, and the information relative to each element of the process. A fragment of how jBPM stores the information of a node, in this case, the ending node that sends a message to the employee is shown in Figure 3.

```xml
<bpmndi:BPMNEdge id="BPMNEdge_SequenceFlow_12">
  <bpmnElement id="SequenceFlow_11" sourceElement="BPMNShape_ParallelGateway_3"
              targetElement="BPMNShape_EndEvent_1">
    <di:waypoint xsi:type="dc:Point" x="854.0" y="80.0"/>
    <di:waypoint xsi:type="dc:Point" x="854.0" y="248.0"/>
    <di:waypoint xsi:type="dc:Point" x="1000.0" y="248.0"/>
  </bpmndi:BPMNEdge>
</bpmndi:BPMNEdge>
```

Figure 3. File generated by jBPM containing an ending node.

jBPM also generates Java code associated to the process modelled, in Figure 4 is shown some of the code generated for our process:

```java
KieServices ks = KieServices.Factory.get();
KieContainer kContainer = ks.getClasspathContainer();
KieBase kbase = kContainer.getKieBase("kbase");

RuntimeManager manager = createRuntimeManager(kbase);
RuntimeEngine engine = manager.getRuntimeEngine(null);
KieSession ksession = engine.newKieSession();
```

Figure 4. Code generation by jBPM.
The code generated by the suite needs to be understood by the developers, this is in part because this code needs to be extended in order to add and modify the existing behavior. The code generated is a great help for developers, but needs to be tampered with in order to add functionality, such as exception handling and variable definitions.

jBPM also generates forms to be used with human tasks in web services. Besides, jBPM fully supports BPMN 2.0, so it can be used to define with great granularity any business process.

To sum up, jBPM is a powerful tool that has to be used by developers, as it’s too complex for the average user.

4. Conclusion

We have presented the last standard for business process modeling, BPMN 2.0, explaining its objectives and the drawbacks of its practical use. We have performed a comparative analysis of different tools that support BPMN, with special emphasis in aspects that give ease of use for non-technical users. jBPM is a powerful tool, but its recommend use is for developers, as it results being obscure and too complex for the average user that simply wants to define a business process.
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