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Abstract: Protocol flaws such as the well-known Heartbleed bug, security and privacy issues or incomplete specifications, in general, pose risks to the direct users of a protocol and further stakeholders. Formal methods, such as Colored Petri Nets (CPNs), facilitate the design, development, analysis and verification of new protocols; the detection of flaws; and the mitigation of identified security risks. BlockVoke is a blockchain-based scheme that decentralizes certificate revocations, allows certificate owners and certificate authorities to revoke certificates and rapidly distributes revocation information. CPNs in particular are well-suited to formalize blockchain-based protocols—thus, in this work, we formalize the BlockVoke protocol using CPNs, resulting in a verifiable CPN model and a formal specification of the protocol. We utilize an agent-oriented modeling (AOM) methodology to create goal models and corresponding behavior interface models of BlockVoke. Subsequently, protocols semantics are defined, and the CPN models are derived and implemented using CPN Tools. Moreover, a full state-space analysis of the resulting CPN model is performed to derive relevant model properties of the protocol. The result is a complete and correct formal BlockVoke specification used to guide future implementations and security assessments.
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1. Introduction

Design flaws, security and privacy issues, as well as incomplete specifications, pose risks not only to the direct users of a protocol but also to other stakeholders [1–4]. The Heartbleed bug [5] and SigSpoof [6] demonstrate the severe impact of such flaws in central components of the Internet that we rely on every day.

Formal methods, such as Petri Nets [7], Colored Petri Nets [8,9], π-calculus [10] and Communicating Sequential Processes [11], are utilized for the design, development, analysis and verification of new as well as existing protocols, hence eliminating, or at least minimizing, eventual design flaws [12,13].

Cohn-Gordon et al. [14] conducted a formal security analysis of the underlying protocol of the popular messaging application Signal (https://signal.org, accessed on 11 May 2021), thereby demonstrating several standard security properties of the protocol. Similarly, Fett et al. [15] analyzed the popular and widely deployed authorization/single sign-on (SSO) protocol OAuth 2.0 (https://oauth.net/2/, accessed on 11 May 2021) aiming to establish strong authorization, authentication and session integrity guarantees. In the process of doing so, the authors identified four attack vectors.

Colored Petri Nets in particular became popular for formalizing blockchain-based protocols, e.g., [16–18]. Both can be understood as state machines, and a mapping exists from blockchain data structures (tokens) to colored CPN tokens. Moreover, CPN-ML expressions are used to specify and implement data types and operations of the modeled
system, which correspond to the functionalities of blockchain smart contracts. The authors of [19,20] formalized the Authcoin protocol [21] using CPNs and subsequently performed a risk and threat analysis using the ISSRM domain model [22] before mitigating identified risks using security risk-oriented patterns (SRPs) [23,24]. In addition, CPNs have also been used in the past for the specification of electronic business enactments and cross-enterprise collaborations [25].

While BlockVoke is described in depth in [26], a gap exists with respect to the creation process of the corresponding formal CPN model as well as analyzing and verifying the formal model. This work fills the detected gap and investigates the research question of how to formalize the BlockVoke protocol using Colored Petri Nets. In order to answer this question with a separation of concerns, the main research question is divided into three sub-questions: (1) What is the top-level of the formal CPN model of the BlockVoke protocol? (2) What are the required protocol semantics? (3) What are the refining CPN models?

The remainder of this paper is structured as follows. Section 2 provides supplementary literature as well as related works. Section 3 describes the BlockVoke protocol itself in detail. Section 4 focuses on the modeling strategy, while Section 5 details the protocol semantics of the formal BlockVoke model. Next, Section 6 presents the refined BlockVoke CPN models. Afterward, Section 7 presents an evaluation of BlockVoke based on the previously created CPN models and discusses our findings. Finally, Section 8 concludes this work and provides an outlook on future work.

2. Background and Related Works

Before going over the inner workings of the BlockVoke protocol, an overview of related techniques is given in this section.

2.1. Certificate Revocation Mechanisms

Certificates usually have a specific lifetime after which they expire. Certain incidents, however, may make it necessary to invalidate a certificate before its validity expires, e.g., a compromised private key or a change in domain ownership may make it necessary to revoke a certificate to prevent attackers from performing MITM attacks or accessing encrypted data [27]. In such a case, the certificate authority (CA) that signed the certificate issues a revocation statement signed by its private key. Figure 1 shows the most common revocation mechanisms, which are briefly introduced in this section.

2.1.1. Certificate Revocation Lists (CRLs)

CRLs are the most straightforward approach to distribute certificate revocations and are shown in Figure 1a. The CA provides a downloadable signed list of currently revoked certificate serial numbers [29]. Certificate expiration is determined solely by examining the certificate itself, so expired certificates are not listed in CRLs. The main drawback of this approach is that clients have to download the complete list to determine whether a specific certificate was revoked, which impacts both bandwidth and latency, thereby increasing costs for the CA and reducing responsiveness for the user. Additionally, as the whole list has to be updated, a delay between revocation and distribution is induced, and incidents
where large amounts of revoked certificates are added to the list can cause the size of CRLs to grow noticeably.

2.1.2. Online Certificate Status Protocol (OCSP)

OCSP allows the CA to provide the revocation status of singular certifications on request, as shown in Figure 1b. Thus, a client may inquire about the current validity of a certificate without having to download a full CRL [30]. Instead, the query is answered with a signed response, including the period of validity for the given certificate. This reduces the amount of transferred data, but it adds latency due to the additional request, and it also poses privacy issues, where CAs can track, for example, the web browsing behavior of clients through their OCSP requests and their IP address [28]. Furthermore, the issue of delays occurring between the revocation of a certificate and clients being notified about this revocation are also not solved by OCSP [31].

2.1.3. OCSP Stapling

OCSP Stapling moves the responsibility of providing the user with certificate validity information to the server, which regularly requests a signed OCSP proof from the CA and bundles it with the certificate when sending it to the user [32]. This approach, as shown in Figure 1c, mitigates both the privacy and latency issue for the user. The user can verify the proof, which is valid only for short, pre-defined periods. If no stapled proof is provided, the user may fall back to the regular OCSP. Where such fallback behavior is not desired, the “Must Staple” extension, as shown in Figure 1d, may be employed to ensure that a connection can only be made when an OCSP response is bundled by the webserver, thus preventing attacks where an attacker disrupts a client’s OCSP request while not bundling any OCSP data with a man-in-the-middle response.

2.2. Blockchain Technology

Blockchains are a data structure of chained blocks containing transactional data and connected by including the previous block’s hash in each block’s header, as illustrated in Figure 2. Typical applications of blockchains are cryptocurrencies and smart contract platforms, such as Bitcoin [33] and Ethereum [34]. In these examples, blocks store cryptographically signed transactions with the whole blockchain, providing a public, decentralized, tamper-resistant ledger with ensured consistency and a global consensus among the network’s peer-to-peer (P2P) nodes.

The resulting data structure is decentralized, with a global consensus as defined by certain consensus mechanisms, such as proof of work in combination with the longest chain rule, where the blockchain with the highest accumulated work is considered the current, valid chain. The chaining of hashes also provides the property of immutability for past entries in the blockchain, as any modification would require the subsequent blocks to be redone, which in turn would require an attacker trying to modify the chain to redo all the necessary work faster than the rest of the network can add work to the actual main chain. There are also other consensus mechanisms, such as proof of stake, which handle this type of conflict in different ways. Additionally, the network is peer-to-peer (P2P)-based
and open to participation by anyone. Security is provided by cryptographic signatures on transactional data in the blockchain.

2.3. Related Work

Section 1 already discusses the work of Cohn-Gordon et al. [14], where the authors conducted a formal security analysis of the underlying protocol of the popular Signal messenger. It also mentions the work of Fett et al. [15], who analyzed the popular OAuth 2.0 scheme, demonstrating several standard security properties provided by the protocol.

Amoah et al. [35] identified a Denial-of-Service (DoS) attack against the DNP3 protocol as part of a security analysis using a CPN model. Duo et al. and others [16–18] utilized CPN models to formalize and verify blockchain-based protocols, smart contracts and blockchain-based applications. Leiding et al. [19,20] first formalized the Authcoin protocol [21] using CPNs and subsequently performed a risk and threat analysis using the ISSRM domain model [22] before mitigating identified risks using security risk-oriented patterns (SRPs) [23,24]. Finally, Bochem and Leiding [36] used CPNs to verify various properties of the blockchain-based Rechained protocol formally.

The research above exemplifies that formal analysis and verification facilitates the development and implementation of secure protocols, prevents incomplete specifications, demonstrates specific protocol properties and identifies and mitigates security and privacy issues identified through a subsequent security analysis of the formal models.

3. BlockVoke Protocol

BlockVoke provides a nearly instantaneous way of publishing revocations for any stakeholder who is interested in receiving them. It also ensures that published revocations remain available by being added to a blockchain. Another main point of consideration is that existing network effects, especially with regards to securing existing blockchains, can be leveraged by BlockVoke as it is not only compatible with existing blockchains such as the Bitcoin and the Ethereum blockchains but more general even blockchain-agnostic. An overview of the certificate lifecycle with BlockVoke is presented in Figure 3 and explained in detail in the subsequent sections.

![Figure 3. The BlockVoke certificate lifecycle (Based on [26]).](image)

It is worth noting that the revocation of CA root certificates through BlockVoke is also supported. Usually, this type of certificate is difficult to revoke due to being self-signed.
However, the same technique as described below for regular certificate revocation using BlockVoke can be applied to CA root certificates as well.

3.1. Certificate Signing Request (CSR)

The first step necessary to create an SSL/TLS certificate is creating a CSR, which is sent to the CA to create and sign the certificate. In BlockVoke, an additional attribute is added to the CSR that contains the public key of a Bitcoin address, which is controlled by the certificate owner (CO). The use of other blockchain-based platforms than Bitcoin with BlockVoke is possible as well. For the sake of simplicity, in the following, we however refer only to Bitcoin.

3.2. Certificate Creation

When signing the certificate, a CA-controlled Bitcoin address is used in conjunction with the address provided in the CSR and combined into a 1-of-2 multi-signature address, which is then noted in an extension field of the certificate. To better support the combination of BlockVoke with the Certificate Revocation Vectors (CRV) [27] approach, a CA may also add the public key used to create the multi-signature address to the extension field. The signed certificate is used as any regular certificate by the certificate owner.

3.3. Revocation

To check whether a certificate has been revoked using BlockVoke, users check if a valid BlockVoke transaction has been sent from the multi-signature address specified in the certificate’s extension field. If a valid BlockVoke transaction has originated from this address, the certificate is considered revoked.

Due to the use of a multi-signature address, the CO and CA can revoke the certificate. To do so, a Bitcoin transaction is created that sends a small amount from the multi-signature address to any arbitrarily chosen other address after first funding the multi-signature address with the necessary funds in a separate transaction. The revocation transaction contains an additional output using Bitcoin’s OP_RETURN script opcode. This opcode may contain a payload of up to 40 bytes. To make BlockVoke transactions easy to detect, the payload has to follow the structure given in Table 1. A Bitcoin revocation transaction with one input and one output plus the full OP_RETURN payload has an estimated size of 283 Bytes.

| Offset | Length | Content                                      |
|--------|--------|----------------------------------------------|
| 0      | 10     | BlockVoke                                   |
| 10     | 16     | First 16B of certificate fingerprint         |
| 26     | 4      | Date of issuance in days since 2020-02-02 (uint32) |
| 30     | 1      | Revocation reason code according to RFC 5280 [29] (uint8) |
| 31     | 3      | Optional: If CA uses CRV, uint24 of revocation number RN |
| 34     | 6      | Optional: If CA uses CRV, unique CA identifier |

The included fingerprint allows users to verify that the revocation of a given certificate was intended. In addition, two optional fields enable the use of BlockVoke together with the CRV approach. The CRV-specific information is only added to the payload if the CA performs the BlockVoke revocation and if the CA supports CRV. In this case, a user processing the BlockVoke revocation confirms that the CA sent the transaction by matching the transaction’s signature against the CA public key specified inside the certificate.

Transactions are broadcast instantly over Bitcoin’s P2P network, in effect delivering BlockVoke revocation transactions to users. Consensus is not necessary for the revocations to become valid, so simply being distributed in the mempool of unconfirmed transactions is enough for users to be notified about the revocation. Once the transaction is mined, it will additionally be persistent and easy to look up for any user with access to the blockchain.
Entities with requirements for low latency revocation notifications or building CRLite \[37\] filters at higher rates may also use the rapidly distributed BlockVoke revocation information to update their filters.

4. Modeling the BlockVoke Protocol

Formalizing the BlockVoke protocol requires an appropriate modeling strategy, mapping the existing descriptions of the protocol, as outlined in Section 3, to the corresponding elements of a CPN model \[8,9\]. The resulting sound model allows the consideration of concurrency conflicts, the prevention of dependability issues and the detection and mitigation of design flaws.

Based on Petri Nets and introducing colored tokens, CPNs allow the construction, specification and simulation of formal models for concurrent systems in a graphical way. CPN models describe systems through states, where events or transitions allow the state of the system to change \[38\]. Most commonly, “CPN models are represented using a directed bipartite graph that consists of places, transitions, arcs and tokens. Places are denoted as circles and transitions as rectangles. Arcs connect places with transitions, or transitions with places and have inscriptions given as CPN-ML expressions \[8,9,25,39,40\]. CPN-ML is an expression programming language for inscriptions which are used to further specify data types and operations of the modeled system. CPN tokens and their colors represent the different data types of the modeled system” \[36\].

Besides their general suitability for system formalization, CPNs are especially well fit to be applied in the context of blockchain-based systems and protocols. Blockchains can be understood as discrete state machines, each block representing a state of the system. Adding a new block to the chain transitions the system from one state to a succeeding state. Likewise, CPNs model discrete state machines, changing states via transitions. “While in CPNs, data structures are represented in the form of colored tokens, many blockchain platforms also use a data structure concept of tokens for the same reason. Moreover, blockchain transactions can be easily mapped to CPN token data structures. Furthermore, CPNs use CPN-ML expressions to specify and implement data types and operations of the modeled system, which correspond to the functionalities of smart contracts in the context of blockchain technology. Finally, the hierarchical structure of CPN models can be used to formalize blockchain-based dApps (decentralized applications) components of interleaved smart contracts” \[36\].

In the following, CPN-Tools (http://cpntools.org, accessed on 14 May 2021) is used to design, evaluate and verify the BlockVoke CPN model.

4.1. Modeling Strategy

Mahunnah et al. \[41\] described mapping heuristics from agent models to CPN models based on \[42\] socio-technical requirements—the engineering methodology of agent-oriented modeling. Thus, the first step is to create a hierarchical agent-oriented goal model, which is used to document the functional and non-functional goals of BlockVoke. Then, the goal models are further refined using behavioral interface modeling, which adds more detail to the activities performed by different agents in BlockVoke.

Subsequently, the CPN model of BlockVoke is created using CPN Tools \[9\]. “During the enactment of a CPN model, flow of control passes to the sub-goals or activities (in the AOM equivalent) associated with a parent goal represented as a module. This way, a CPN model represents a hierarchical structure of the goal model in AOM” \[41\]. The behavioral interface model describes the activities of the protocol by identifying the triggers, preconditions and postconditions of the activities. The activities detailed in the behavioral interface model are mapped to the transitions of the CPN model. The triggers, preconditions and postconditions are mapped by adding appropriate places and guards to the CPN model between the transitions. This mapping is explained in more detail in Section 4.4.
Sections 4.2 and 4.3 describe and give the result of these preliminary AOM tasks for creating the CPN model of BlockVoke, namely agent-oriented goal modeling and behavioral interface modeling.

4.2. AOM Goal Modeling

Good requirements in software engineering and system development should fulfill certain criteria given in [43,44]. Each requirement should address no more than one issue and it should be fully specified, including all necessary information. Additionally, requirements shall be consistent and non-contradictionary both in themselves and with respect to other requirements. The final criteria that must be fulfilled are to be atomic and without conjunctions [45].

The AOM methodology allows technical and non-technical stakeholders to model complex systems by capturing and understanding their functional and non-functional requirements. A goal model describes the goal hierarchy of the system to be developed, starting with the purpose of the system [42]. Goal models generally contain three main components, as illustrated in Figure 4: ‘Functional goals’ are depicted as parallelograms, ‘quality goals’ are depicted as clouds and ‘roles’ are represented by stick figures. Functional goals satisfy a functional requirement of a system. Quality goals satisfy a non-functional requirement of a system, the attainability of which is usually ascertained using subjective reasoning. A role is some responsibility or position fulfilled by an actor or an ‘agent’ that can interact with the system. “The goal model follows a tree-like hierarchy with the root value proposition of the modeled system at the top. Next, the main goal is decomposed into sub-goals, where each sub-goal represents an aspect for achieving its parent goal [46]. Finally, goals are further decomposed into multi-layered sub-goals until the lowest atomic level is reached. Additionally, roles and quality goals may be assigned to goals and are inherited to lower-level goals” [36].

![Figure 4. Selection of AOM notation elements.](image)

The top-level goal model of BlockVoke is shown in Figure 5, while the complete goal model of BlockVoke with all refinements is available in Appendix A. The main objective of BlockVoke is to enable secure, timely and privacy-preserving certificate revocation. The value proposition is further divided into three sub-goals: ‘Generate Certificate’, ‘Verify Certificate’ and ‘Revoke Certificate’. The two quality goals ‘correct’ and ‘reliable’ are attached to the main goal, thus being relevant and inherited to all sub-goals. Seven additional quality goals are attached to the sub-goals: ‘tamper-resistant’, ‘secure’, ‘scalable’, ‘timely’, ‘cost-effective’, ‘available’ and ‘efficient’. In addition, we list three different roles: the ‘End User’, the ‘CA’ and the ‘CO’.

4.3. Behavioral Interface Modeling

A behavioral interface model identifies behavioral units and defines an interface for each behavioral unit [42]. A behavioral unit is an activity that is performed as part of one of the roles played by an agent described in the goal model. The behavioral interface identifies the triggers, preconditions and postconditions associated with each activity. A trigger is an event or a set of events that trigger the activity. Preconditions are sets of necessary conditions that must be fulfilled for the activity to proceed. Preconditions may be non-existent, indicating spontaneous triggering of the activity. Postconditions are a set of conditions that must be fulfilled to denote the successful proceeding of that activity.
The top-level behavioral interfaces of BlockVoke corresponding to the top-level AOM goal model of Figure 5 are shown in Table 2.

### Table 2. Top-level behavioral interface model of BlockVoke.

| Activity       | Trigger                                      | Precondition(s)                                                                 | Postcondition(s)                                                                 |
|----------------|----------------------------------------------|--------------------------------------------------------------------------------|--------------------------------------------------------------------------------|
| Generate       | CA wants to generate CO’s certificate        | CA’s CSR with information relevant to the certificate, CO’s (wallet) public key, CA’s signing key pair, CA’s (wallet) public key | Generated certificate with CA’s signature and multi-signature address ready to be verified by the end user |
| Certificate     | Certificate ready to be verified by the end user | Generated certificate, CA’s public key                                         | Certificate has been verified by an end user                                        |
| Revoke          | CA or CO wants to revoke a certificate that they have signed/own respectively | Crypto wallet with small credit amount, signed certificate, certificate verified, RFC 5280 code, optional CA identifier | Certificate has been revoked |

![Figure 5. Top-level goal model of BlockVoke.](image)

The ‘Generate Certificate’ activity is triggered after providing the required CSR, the CO’s public wallet key, the CA’s signing key and the CA’s public wallet key. Next, the generated certificate is verified as part of the ‘Verify Certificate’ activity, which takes the certificate and the CA’s public key as an input. Afterward, the certificate can be revoked via the ‘Revoke Certificate’ activity. To do so, the prefunded wallet, the signed certificate, the RFC code and the optional CA identifier are required. The resulting postcondition is a revoked certificate.

### 4.4. Mapping the Agent-Oriented Model to CPN Models

At last, we map the AOM goal model and behavioral interface model of BlockVoke to its CPN representation resulting in the CPN model, as shown in Figure 6. Table 3 illustrates the mapping of agent-oriented modeling to CPN models. A transition can be used to represent sub-goals or activities. CPN hierarchical modules illustrate goals derived from the CPN model. Places with outgoing arcs represent triggers or postconditions. Places with incoming arcs represent preconditions. The notation used is adapted from Mahunnah et al. [41] while also adding guards since they can also be used to represent preconditions for an activity or a transition. Figure 7 specifies the mapping of behavioral interfaces to CPN.

Finally, Figure 6 shows the top-level CPN model of BlockVoke, which contains the three top-level goals of the AOM goal model, namely ‘Generate Certificate’, ‘Verify Cer-
The places ‘CA KeyPair’, ‘CA Wallet’, ‘CO KeyPair’ and ‘CO Wallet’ exist to produce the respective color sets necessary for the simulation. ‘CO KeyPair’ and ‘CA KeyPair’ are the CO’s key pair, used for creating a certificate signing request, while the CA’s key pair is used for signing the CO’s certificate. The places ‘CA wants to Generate Certificate’, ‘CO wants to create CSR’, ‘CO wants to revoke’, ‘CA wants to revoke’, ‘Certificate Verified’ and ‘Certificate ready to be verified by End User’ are all mappings from the agent-oriented modeling. Further refinements of the formalized CPN model can be found in the complete hierarchical CPN model in Appendix A.

The initial token markings are shown in Table 4.

Figure 6. Top-level CPN model of Blockvoke.

Figure 7. Mapping a behavioral interface to a CPN model (Adapted from [41]).
Table 3. Notation for mapping AOM to CPN (Adapted from [41]).

| Notation   | Name               |
|------------|--------------------|
| Connecting arc | Connecting arc    |
| Sub-goal or activity | Sub-goal or activity |
| Trigger or precondition | Trigger or precondition |
| Postcondition | Postcondition    |
| Goal         | Goal               |
| Precondition(s) | Precondition(s) |

Table 4. Initial markings of the top-level CPN model of BlockVoke.

| Value Name      | Value Declaration                                                      |
|-----------------|-----------------------------------------------------------------------|
| initialCAWallet | `1'("0x1", ("ca1_wallet_pubkey", "ca1_wallet_privkey"), "0x001", 100) |
| initialCAKeypair| `1'("CA1", (25877, 5), (25877, 20429), "ca1")                        |
| initialCOWallet | `1'("0x3", ("co1_pubkey", "co1_privkey"), "0x003", 100)+             |
|                 | `1'("0x4", ("co2_pubkey", "co2_privkey"), "0x004", 100)+             |
|                 | `1'("0x5", ("co3_pubkey", "co3_privkey"), "0x005", 100)+             |
|                 | `1'("0x6", ("co4_pubkey", "co4_privkey"), "0x006", 100)             |
| initialCOKeypair| `1'("www.co1-website.com", (33017, 7), (33017, 4663), "co1_website")++|
|                 | `1'("www.co2-website.com", (83767,13), (83767, 6397), "co2_website")++|
|                 | `1'("www.co3-website.com", (69451,5), (69451,13781), "co3_website")++|
|                 | `1'("www.co4-website.com", (50299,3), (50299,33227), "co4_website")  |
| initialCSR      | `1'("www.co1-website.com", (33017, 7), "co1_website", "CA1", (25877, 5), "ca1", "02/02/2021", "02/02/2022", "", 0, 0, "") |
|                 | `1'("www.co2-website.com", (83767, 13), "co2_website", "CA1", (25877, 5), "ca1", "03/03/2021", "03/03/2022", "", 0, 0, "") |
|                 | `1'("www.co3-website.com", (69451, 5), "co3_website", "CA1", (25877, 5), "ca1", "04/04/2021", "04/04/2022", "", 0, 0, "") |
|                 | `1'("www.co4-website.com", (50299, 3), "co4_website", "CA1", (25877, 5), "ca1", "05/05/2021", "05/05/2022", "", 0, 0, "") |
| initialCOREvoke | `1'(1803, false, 10, "0x4", 1, "unused", "0xmultisig2", "12.02.2021", "ca1") |
| initialCARevoke | `1'(1825, true, 10, "0x1", 1, "cACompromise", "0xmultisig4", "12.02.2021", "ca1") |

5. Protocol Semantics

CPNs rely on so-called token colors, representing data structures of the modeled system, thereby representing the flow of data and corresponding objects throughout the protocol execution. This section briefly outlines the CPN token color sets, names and acronyms used in the BlockVoke CPN model. CPN transitions transfer and manipulate the processed tokens and ensure that the data objects adhere to the defined data syntax. The
acronyms, names and token colors of BlockVoke’s top-level CPN model are presented in Table 5. The first column specifies the module of the first occurrence of a certain acronym, name or token color, while the second column specifies its name. The third column details the data type and structure. The last column provides a short description. A complete listing is available in Appendix A.

Table 5. Acronyms, names and token colors of BlockVoke’s top-level CPN model.

| Module      | Token color | Type                                 | Description                                           |
|-------------|-------------|--------------------------------------|-------------------------------------------------------|
| Top-level CSR | Color Set (BlockVoke_Cert, Wallet_Addr) | Representation of a certificate signing request       |
| Top-level CA_KeyPair | Color Set (CA_CN, CA_PublicKey, CA_PrivateKey, CA_Key_ID) | CA’s RSA keypair                                      |
| Top-level Wallet | Color Set (Wallet_Addr, Wallet_KeyPair, Wallet_Previous_Hash, Wallet_Balance) | A wallet                                              |
| Top-level CO_KeyPair | Color Set (CO_CN, CO_PublicKey, CO_PrivateKey, CO_Key_ID) | CO’s RSA keypair                                      |
| Top-level RV | Color Set (Cert_Fingerprint, Is_CA, Funds, Wallet_Addr, Fees, RFC5280_RevocationCode, Cert_Multisig_addr, Cert_DOI, CA_Key_ID) | Color Set with information required for a revocation |
| Top-level BlockVoke_Cert | Color Set (CO_CN, CO_PublicKey, CO_Key_ID, CO_CN, CO_PublicKey, CO_Key_ID, Cert_Valid_From, Cert_Valid_To, Cert_Multisig_addr, Cert_Sig, Cert_Fingerprint, Cert_DOI) | SSL certificate with extra BlockVoke fields |

6. Refined CPN Models of BlockVoke

This section describes the sub-modules of the top-level CPN model of BlockVoke, as presented in Figure 6.

6.1. Generate Certificate

Figure 8 shows the ‘Generate Certificate’ sub-module of BlockVoke’s top-level CPN model. For simulation purposes, the CA is always willing to generate a certificate for the CO.

The certificate generation process is initiated by the CO, who creates a CSR. The CO then send this CSR, including their Bitcoin wallet address, to the CA. Next, the CA verifies the CO’s identity. In the CPN model, this process is purely symbolic. Following this, the CA generates a 1-of-2 multi-signature address using the CO’s wallet address and their own wallet address. CPN Tools do not support this kind of dynamic wallet generation. Instead, a specific multi-signature address for every CA is returned. Along with this, the CA also sets the date of issuance (DOI) and the generated multi-signature address in the certificate.
Figure 8. ‘Generate Certificate’ sub-module of the BlockVoke CPN model.

Next, the CA signs the certificate and computes the fingerprint. A salient feature of BlockVoke’s CPN model is that it simulates the digital signing process in the form of RSA signatures. We implement a simplified modular hash computation in Simple ML, adapted from Fourman [47]. This enables us to compute RSA signatures using simple modular exponentiation, and similarly also to verify signatures that are computed in such a way. It should be noted that the computation of signatures and hashes is not cryptographically secure. They only exist to fulfill the purposes of the simulation. More information about our specific implementation of these operations can be found in the complete CPN model, as listed in Appendix A.
Once the CA signs the certificate, the certificate fingerprint is computed using the modular hashing technique. Next, this fingerprint is used to identify the certificate uniquely. Following this process, the certificate is in the ‘Certificate ready to be verified by End User’ place.

6.2. Verify Certificate

The ‘Verify Certificate’ sub-module is presented in Figure 9 and models the certificate verification that an end-user performs. First, the certificate’s fingerprint is checked using the modular hashing method described in the previous section. Next, the CA’s public key is used to verify the RSA signature in the certificate. Afterward, the certificate is in the ‘Certificate Verified’ place.

![Figure 9. ‘Verify Certificate’ sub-module of the BlockVoke CPN model.](image)

6.3. Revoke Certificate

Figure 10 illustrates the ‘Revoke Certificate’ sub-module of the CPN model and models the revocation process of BlockVoke. The Revocation process is initiated by either a CO or a CA. Following this, first, the revocation transactions are created in the ‘Create Revocation Transactions’ sub-module. The CPN model makes sure that any other revocation process cannot be initiated until the transaction pair is ready.

Once a transaction pair is created, they are ‘Sent’ to the ‘Add Unconfirmed Revocation Transaction to Mempool’ sub-module. This sub-module scrutinizes the revocation transactions and adds them to the ‘Mempool’. This simulates the process by which unconfirmed transactions are accepted to the mempool of the Bitcoin network.

Following this, revocation transactions can be selected out of the ‘Mempool Transactions’ Place and marked as revoked in the ‘MarkCertificate as Revoked’ sub-module. This process will add the respective certificate to the ‘Certificate Revoked’ place. This process enables the certificate to be marked as revoked as soon as it is accepted into the mempool by the peers participating in the underlying network.
Alternatively, the transactions in the mempool can be mined into blocks first, in the ‘Mine Revocation Transactions’ sub-module, and, once these new blocks are propagated on the blockchain’s network, in ‘Propagate Mined Blocks’, they can be selected from the ‘Mined Transactions’ place and marked as revoked.

6.3.1. Create Revocation Transactions

The ‘Create Revocation Transactions’ sub-module of Figure 11 is composed of two further sub-modules, the ‘Create Tx:Fund Transaction’ and ‘Create Tx:Revoke Transaction’ sub-modules.
The ‘Create Tx:Fund Transaction’ sub-module shown in Figure 12, as the name suggests, creates the funding transaction using the revocation information in the ‘RV Ready’ place and updates the ‘Wallet’ token of the revoking party by deducting the appropriate amount, and also updates the ‘Wallet_Previous_Hash’ component of their ‘Wallet’ token. It is important to note that the ‘Prepare Funds’ transition makes sure that the amount sent to the multi-signature address includes the fees that would be spent for the transaction in the ‘Create Tx:Revoke Transaction’ sub-module.

Once this is completed, the revoking transaction is created similarly in the ‘Create Tx:Revoke Transaction’ sub-module, which spends the funds received in the funding transaction back to the sender’s address, as shown in Figure 13. For the sake of simplicity, the model assumes that the funding amount for each revocation is ten credits, and the fees used are one credit each. Hence, once both transactions are created, the corresponding ‘Wallet_Balance’ is decreased by two.

Most of the complexity of the ‘Create Tx:* Transaction’ sub-modules is due to having to choose the correct ‘Wallet’ of the CO or the CA to be used for the revocation based on the given revocation information and then updating the same wallet by either deducting the amount in the ‘Create Tx:Fund Transaction’ sub-module or crediting the amount in the ‘Create Tx:Revoke Transaction’ sub-module while also updating the ‘Wallet_Previous_Hash’ in both cases. It should also be noted that, for the sake of simplicity, only one revocation from either the CO or the CA is processed by the ‘Create Revocation Transactions’ sub-module at a time. In other words, no other revocation can enter this module until a ‘TX_PAIR’ is created for the given current revocation.

Following the successful creation of both revocation transactions, the transactions are encapsulated in a ‘TX_PAIR’ token, which is placed in the ‘TX_PAIR’ place.
6.3.2. Add Unconfirmed Revocation Transactions to Mempool

As shown in Figure 14, the encapsulated revocation transactions ‘TX_PAIR’ created in the ‘Create Revocation Transactions’ sub-module is scrutinized in the ‘Add Unconfirmed Revocation Transactions’ sub-module by checking whether the amount spent in the funding transaction is at least as much as the sum of the amount spent and the fees required by the revoking transaction.

Afterward, both transactions are added to the ‘Mempool Transactions’ place and appended to the ‘Mempool’ Place. This purpose of having two places with the same transactions is due to the differing requirements in the ‘Mark Certificates as Revoked’ and ‘Mine Revocation Transactions’ sub-modules. Despite this fact, the list of ‘TX’ tokens in the ‘Mempool’ place and the ‘TX’ tokens in the ‘Mempool Transactions’ place are kept synchronized, as transactions are confirmed in later parts of the simulation.

6.3.3. Mine Revocation Transactions

The ‘Mine Revocation Transactions’ sub-module of Figure 15 presents the mining process of the revocation transactions. The first step is to choose the transactions from the ‘Mempool’. Care is taken to synchronize this operation with both the ‘Mempool’ and ‘Mempool Transactions’ places. Without loss of generality, exactly two transactions are chosen for mining.

---

Figure 12. ‘Create Tx:Fund Transaction’ sub-module of the BlockVoke CPN model.
Figure 13. ‘Create Tx:Revoke Transaction’ sub-module of the BlockVoke CPN model.

Figure 14. ‘Add Unconfirmed Revocation Transactions to Mempool’ sub-module of the BlockVoke CPN model.
Figure 15. ‘Mine Revocation Transactions’ sub-module of the BlockVoke CPN model.

The ‘Find Nonce’ transition symbolically simulates the proof-of-work ‘mining’ operation that a miner performs. Once a nonce is ‘found’, the ‘Create New Block with revocation transactions’ transition is enabled, which subsequently assigns a symbolic block number to the new ‘BLOCK’. The newly mined block is added to the ‘Transactions Mined’ place.

6.3.4. Propagate Mined Blocks

The ‘Propagate Mined Blocks’ sub-module moves the individual mined transactions to the ‘Mined Transactions’ place, as shown in Figure 16. This is a simplified model of the propagation of mined blocks on the blockchain network.

Figure 16. ‘Propagate Mined Blocks’ sub-module of the BlockVoke CPN model.

6.3.5. Mark Certificate as Revoked

The ‘Mark Certificate as Revoked’ sub-module is the final step in the revocation process and is shown in Figure 17. It models how transactions accepted into the mempool or the mined to blocks are communicated to the end-users. After that, among other things, the OP_RETURN payload is checked to confirm that the transaction is a BlockVoke transaction. The respective certificate is marked as ‘Revoked’ by adding the token to the ‘Revoked Certificate’ place.
7. Evaluation and Discussion

First, Section 7.1 focuses on the evaluation of the BlockVoke CPN model by performing a state-space analysis. Thereupon, we derive model properties and explain their implications. Afterward, Section 7.2 discusses the findings of our work.

7.1. CPN State-Space Analysis

The state-space analysis calculates all reachable states and state changes of a given CPN model. The result is a directed graph where the nodes correspond to the set of reachable markings, while the arcs correspond to occurring binding elements [9]. In addition to the directed state-space graph, the graph’s Strongly Connected Component (SCC) is calculated. The nodes of the SCC are “obtained by making a disjoint division of the nodes in the state space such that two state-space nodes are in the same SCC if and only if they are mutually reachable, i.e., there exists a path in the state space from the first node to the second node and vice versa” [9]. Based on the directed graph and the SCC, properties of the system represented by the CPN model can be deduced. The state-space analysis and the computation of the SCC are performed using the corresponding built-in functionality of CPN-Tools.

The results of the state-space analysis are listed in Table 6. We computed a full state-space and the corresponding SCC for the CPN model. The full state-space analysis results are available in Appendix A.

Table 6. Selected state-space analysis results of the BlockVoke CPN model.

| BlockVoke | Loops | Home Markings | Dead Markings | Dead Transitions | Live Transitions |
|-----------|-------|---------------|---------------|-----------------|-----------------|
| No        | No    | Yes           | No            | No              | No              |

As presented in Table 6, the CPN model does not contain any loops. Thus, there are no infinite occurrences of execution paths in the state-space graph, which guarantees the model’s, and therefore the protocol’s, termination. Moreover, no home markings are present. Home markings can be reached from any other reachable marking, meaning that it is impossible to have a sequence occur that cannot be extended to reach the home marking.

The listed dead markings are intentionally caused by customized input values. “A dead marking is a marking in which no binding elements are enabled” [9]. Dead markings guarantee the termination of executable actions at a certain point, thereby preventing infinite runtime, and imply the absence of a live transition. “A transition is live if from
any reachable marking we can always find an occurrence sequence containing the transition” [9].

Finally, the analysis reveals the absence of dead transitions. A transition is considered dead if there is no reachable marking that enables the transition. Therefore, we deduce that all transitions of the tested BlockVoke CPN model can be potentially enabled at runtime [9].

7.2. Discussion

Various works demonstrate the general applicability of CPNs for formalizing, analyzing and verifying existing protocols [39,40,48]. Vanek and Rohlik [48] implemented and simulated the DREAM (DoS-Resistant Efficient Authentication Mechanism) protocol [49], thereby showcasing the applicability of CPNs to create and simulate fully functional protocol models. The authors of [50–52] used CPNs to model attacks and conduct security assessments on selected security protocols and verify the corresponding CPN models.

However, formal models and their analysis/verification also have limitations, e.g., Cohn-Gordon et al. [14] acknowledged limitations of their formal analysis caused by simplification and intentionally limiting the scope of the model.

Evaluation limitations of the BlockVoke CPN model may concern the socio-technical nature of the BlockVoke protocol and the modeling process itself, which requires several simplifications, e.g., neither the Bitcoin nor the Ethereum consensus algorithm or mining process was implemented in the CPN model. Further limitations result from customized input statements of the CPN model used to prevent state-space explosions. Moreover, we simplified data structures of the BlockVoke protocol and the blockchain platform, e.g., no Merkle trees, blockchain blocks have only a symbolic nonce, transactions are not signed or verified in a way that guarantees authenticity and hard-coded multi-signature addresses are simply assigned to certificates instead of them being dynamically created by the CA based on their and the CO’s wallet addresses.

8. Conclusions and Future Work

While a general description of BlockVoke is presented in [26], a formal model that could be analyzed and verified was missing. Formal methods, such as CPNs, facilitate the design, development, analysis and verification of new protocols; the detection of flaws; and the mitigation of identified security risks. In this work, the BlockVoke protocol is formalized using CPNs, resulting in a verifiable CPN model and a formal protocol specification. We utilize an agent-oriented modeling methodology to create goal models and corresponding behavior interface models of BlockVoke. Subsequently, protocol semantics are defined, and the CPN model is derived and implemented using CPN Tools.

The top-level CPN model consists of three sub-modules, i.e., Generate Certificate, Verify Certificate, and Revoke Certificate, which are further refined and described in detail. We present the required protocol semantics by defining the necessary token color sets, thereby mapping them to the corresponding blockchain-equivalent actions and representing the used data structures. Moreover, we conduct a full state-space analysis on the resulting CPN model and derive specific model properties. Furthermore, we discuss and explain the implications of these model properties. The state-space analysis confirms the absence of loops, dead markings and home markings as well as dead- and live transitions. As a result, we present a complete and correct formal BlockVoke specification that is used to guide future implementations and security assessments of BlockVoke. Furthermore, we acknowledge and discuss the limitations of the CPN models resulting from either the simplification of operations and models or the socio-technical nature of the BlockVoke protocol.

Our findings allow for and support the correct and secure implementation of BlockVoke according to its specifications, while the graphical notation of CPN models provide an additional easy to understand and intuitive documentation of the protocol flow—not only for developers but also for stakeholders deploying and/or using BlockVoke. Finally, the similarities between blockchains and CPNs allow for an effortless mapping between
blockchain-based state changes and the CPN state changes which drive the protocol execution flow.

The results of our work have some limitations caused by simplifications and intentionally limiting the scope of the formal BlockVoke model pertaining to the socio-technical nature of the protocol and the modeling process itself. For example, the BlockVoke CPN model uses simplified data structures, e.g., no Merkle trees, does not model the consensus algorithm or mining process of the underlying blockchain and relies on customized input statements of the CPN model used to prevent state-space explosions.

Besides implementing and deploying BlockVoke on the Bitcoin or Ethereum blockchain, we plan to conduct an extensive risk and threat analysis of the protocol based on the formal CPN model. Further security enhancements will follow by applying security risk-oriented patterns [23] to the BlockVoke CPN model. Besides, we plan to eliminate or minimize the limitations of the CPN model, e.g., the missing consensus and mining mechanisms, thereby improving the overall quality of the CPN model.
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Appendix A. BlockVoke Protocol Formalization

Appendix A.1. AOM Goal Model
https://github.com/bleidingGOE/2021_BlockVoke-CPN-Files/blob/c7cddf5af5a022dd9829b1ffcc542f8b6a5c2831/2021-05-31_BlockVoke-Journal-Paper--MDPI/20210530_BlockVoke--AOM-Goal-Model.pdf, accessed on 30 May 2021.

Appendix A.2. Behavior Interfaces of Activities
https://github.com/bleidingGOE/2021_BlockVoke-CPN-Files/blob/c7cddf5af5a022dd9829b1ffcc542f8b6a5c2831/2021-05-31_BlockVoke-Journal-Paper--MDPI/20210530_BlockVoke--BIM.pdf, accessed on 30 May 2021.

Appendix A.3. CPN Model
https://github.com/bleidingGOE/2021_BlockVoke-CPN-Files/blob/c7cddf5af5a022dd9829b1ffcc542f8b6a5c2831/2021-05-31_BlockVoke-Journal-Paper--MDPI/20210530_BlockVoke--CPN-v04.cnk, accessed on 30 May 2021.

Appendix A.4. CPN Protocol Semantics
https://github.com/bleidingGOE/2021_BlockVoke-CPN-Files/blob/c7cddf5af5a022dd9829b1ffcc542f8b6a5c2831/2021-05-31_BlockVoke-Journal-Paper--MDPI/20210530_BlockVoke--CPN-Protocol-Semantics.pdf, accessed on 30 May 2021.

Appendix A.5. State-Space Analysis
https://github.com/bleidingGOE/2021_BlockVoke-CPN-Files/blob/c7cddf5af5a022dd9829b1ffcc542f8b6a5c2831/2021-05-31_BlockVoke-Journal-Paper--MDPI/20210528_BlockVoke--State-Space-Analysis-v4.txt, accessed on 30 May 2021.
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