Fuzzy request handler for Mongo QL derived from SQL
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Abstract. Relational DBMS are often used to store fuzzy values, but problems arise with putting such data in a tabular form. Moreover, there appears a problem of storing both the crisp and fuzzy data related to one subject domain in one column of a relational table. This article considers the mechanism of storing crisp and fuzzy values and linguistic variables in the document-oriented Mongo DBMS. The data are stored in the collection as GeoJSON geometry; different geometries are used for different data options. The possibility of storing crisp scalar values, crisp value sets, crisp value intervals and fuzzy values in the collection documents is described. For data processing by means of SQL queries, the context-free grammar of the SQL subset is described, according to which lexer and parser are generated. In order to form the structure of an abstract syntactic tree, a corresponding object model has been implemented. A translator application has been developed, which allows converting SQL queries related to the crisp and fuzzy data into Mongo QL queries. The algorithm of fuzzy queries translation process is suggested; the geometrical interpretation of data comparison operations is described. The examples show the options of fuzzy comparison operations for different value options.

1. Introduction
The theory of fuzzy sets is widely used in artificial intelligence systems [1–5]. The reliability of the data depends on the amount of information stored and processed in the system obtained using fuzzy analysis. Currently, object-relational databases are used for this purpose [6–10]. However, both the relational and the object data models do not adequately meet the needs of storing fuzzy and mixed information. Most databases lack in-built fuzzy data types and mechanisms for working with them.

Database for fuzzy data must meet such requirements as support for fuzzy data types to ensure their integrity. Database for fuzzy sets must perform basic operations working with various t-norms, t-co norms and implications, it must obtain results of defuzzification, the search of the membership function for predefined linguistic values [11, 12].

The two most common approaches to storing and processing fuzzy data are relational design and the use of fields with fuzzy data types [13–15].
Works [16–18] present extensions of relational algebra and SQL language with fuzzy operators of comparison and aggregation, and fuzzy logic operators for relational DBMS. And fuzziness is imported into the crisp data by adding to the table a column with the values of the membership function, or the values of the membership function are stored in a separate table and are associated with the original records by a foreign key. Such an implementation involves a problem of storing mixed, or crisp and fuzzy data, in one table column. Moreover, in these works the authors use a strictly limited set of membership function types: triangular, trapezoidal, Z-shaped and S-shaped. The membership functions are specified in a tabular or an analytical manner. This paper suggests using document-oriented NoSQL DBMS – Mongo for storing mixed data. A Mongo database is a set of named collections (analog of a table in RDBMS); the collection stores data in the form of a set of JSON documents (an analog of RDBMS entry) [19, 20].

In this article, it is necessary to do the following:
1. Develop a mixed data storage mechanism using NOSQL of Mongo DBMS.
2. Implement a crisp and fuzzy query translator from SQL language into Mongo QL language.
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**Figure 1.** Representation of a linguistic variable in FuzzyVariable collection

2. Materials and methods
The data that describe the linguistic variable [21] in Mongo DBMS are stored in a FuzzyVariable collection dictionary, that is in the typeUID field is stored the linguistic variable identifier, and in the geometry field is stored geometry, in GeoJSON format, that describes the membership function as a set of broken lines by the points with the coordinates \((x, \mu(x))\). Each broken line corresponds to one of the linguistic variable values. MultiLineString type is used to store a collection of broken lines in GeoJSON format (figure 1).

FuzzyValue collection dictionary is used to store the linguistic variable values separately, in the form of a broken line. The FuzzyValue collection is similar to the FuzzyVariable collection, but into FuzzyValue a valueUID field is added – a fuzzy value identifier; and in the field geometry is stored the geometry that describes the membership function as one broken line in GeoJSON format. Separate storing of the linguistic variable values, in a separate collection, allows accelerating the search for the geometries that describe the membership function during some comparison operations.

Since mixed values can be stored in a Mongo database as GeoJSON geometry, the ordinary collections can store the following value options:
- **Point** – for a crisp value;
- **MultiPoint** – for a set of crisp values;
• Segment (LineString) – for an interval of crisp values;
• Broken line (LineString) – for a fuzzy value;
• Set of broken lines (MultiLineString) – for a fuzzy value.

It is convenient to use SQL language for working with data, but MongoDB uses its own Mongo QL query language [19], whose syntax is significantly different from SQL syntax, so one has to apply a translator [22] from SQL language (or its subset) into Mongo QL. In order to parse a subset of SQL language sentences, LL grammar is proposed (figure 2), which is described by means of ANTLR [23] and contains the following rules:

Blank character: space, tabulation, carriage shift:
WS: \[ \t\r\n]+ − > skip;
Number: integer, floating-point number:
DIGIT: [0-9];
INT_NUMBER: DIGIT+;
FLOAT_NUMBER: (INT_NUMBER \.), INT_NUMBER);
String:
STRING: 'N'? \( \sim \) (\( \sim \) | \( \sim \)) * \( \sim \);
Letter:
LETTER: [a-zA-Z];
Identifier:
ID: LETTER (LETTER | DIGIT)*;
Left parenthesis:
LPAREN : '(';
Right parenthesis:
RPAREN: ')';
Comparison operation:
crispCompareOperation: GT | LT | EQ | NEQ | GTE | LTE;
  GT: '>'; LT: '<'; EQ: '='; NEQ: '!=';
  GTE: '>='; LTE: '<=';
Fuzzy comparison operation:
fuzzyCompareOperation: FGT | FLT | FEQ | FNEQ | FGTE | FLTE;
  FGT: '\sim '>';
  FLT: '\sim <';
  FEQ: '\sim =';
  FNEQ: '\sim !=';
  FGTE: '\sim >=';
  FLTE: '\sim <=';
Logical operations:
notOperation: NOT;
andOperation: AND;
orOperation: OR;
Operand: attributes, constant:
operand: attr | constOperand;
constOperand: INT_NUMBER | FLOAT_NUMBER | STRING;
attr: (collectionName'.')? ID;
collectionName: ID;
The expression may include both crisp and fuzzy operations:
expression: operand (crispCompareOperation | fuzzyCompareOperation) operand;

The predicate is representable by an expression, negation, conjunction, disjunction; the
operation’s priority may be defined by parentheses:
predicate:
expression
| notOp predicate
| predicate andOp predicate
| predicate orOp predicate
| LPAREN predicate RPAREN;

Phrase Where:
allAttrsClause: (collectionName’.’)?ALL_ATOMS;
The rules for the list of selected attributes:
allAttrsClause: (collectionName’.’)?ALL_ATOMS;
attrList: allAttrsClause | attr | attr*;
The root rule for Select query:
select: SELECT attrList FROM collectionName whereClause?;

Using this grammar and ANTLR utility, were generated: classes of lexical analyzer (lexer)
MongoGramLexer, parser MongoGramParser, template interface MongoGramVisitor and class-
template MongoGramBaseVisitor for processing of the parse tree. The MongoASTBuilder class
was implemented in order to form the structure of the AST tree. The MongoQueryResolver
class was developed for pre-processing of fuzzy queries to Mongo DBMS. The diagram of the
abstract syntactic tree classes is shown in figure 3.

In order to form the structure of the abstract syntactic tree [22], the following classes are
used:
– NotOpNode, AndOpNode, OrOpNode – represent logical operations Not, And, Or,
respectively;
– PredicateNode – base class for predicates;
– ExpressionPredicateNode – predicate node that contains one logical expression;
– NotOpPredicateNode – predicate node that contains negation of a logical expression;
Figure 3. The diagram of the abstract syntactic tree classes

- AndOpPredicateNode – predicate node that contains conjunction of logical expressions;
- OrOpPredicateNode – predicate node that contains disjunction of logical expressions;
- ParenthesesPredicateNode – predicate node that contains a predicate in parentheses;
- BaseExpressionNode – base class for logical expressions;
- CrispExpressionNode – logical expression node that contains one of the crisp comparison operations (\(=\), \(!=\), \(<\), \(\geq\), \(\leq\), \(\geq\));
- FuzzyExpressionNode – logical expression node that contains one of the fuzzy comparison operations (\(\sim=\), \(\sim! =\), \(\sim<\), \(\sim\geq\), \(\sim\leq\), \(\sim\geq\));
- ColectionNameNode – node that contains the name of the collection from which the data will be sampled;
- AttrListNode – node that contains the list of selected attributes or "*" for all attributes;
- SelectNode – root node of the query.

3. Fuzzy query translation process

Let the linguistic variable (LV) be defined as \(\{X, T(X), U, G, M\}\) [21], where \(X\) — the name of the LV, \(T(X)\) — term-set of the LV, \(U\) — the universal set, \(G\) — the syntactic rule that generates the names \(x\) of the values of the variable \(X\), \(M\) — the semantic rule that associates each fuzzy variable \(x\) with its sense \(M(x)\), where \(M(x)\) is the representation of the broken line, \(h = <\;a_1, a_2, \ldots, a_n, a_{n+1}\;>\) (1), where \(n \geq 2\), \(a_i \in A\) — the set of points on the plane. In this case, the LV can be represented in the form of a set of broken lines \(H = <\;h_1, \ldots, h_n\;>\) (2), where \(h_i\) — the broken line defined in (1). Let us consider the fuzzy-equal operation \(\mu = (\nu, h_{\text{const}}^\alpha)\) (fuzzy equals, feq), where \(\nu\) — the value obtained from the DB (crisp value, interval, fuzzy value), \(h_{\text{const}}^\alpha\) — the value of the fuzzy variable (fuzzy constant) represented in the form of a broken line limited by the \(\alpha\)-level:

- Let \(v\) be the crisp value of \(\nu_{\text{crisp}}\), then \(\mu = (\nu_{\text{crisp}}, h_{\text{const}}^\alpha) = \text{true}\) if \([(\nu_{\text{crisp}}, 0), (\nu_{\text{crisp}}, 1)] \cap h_{\text{const}}^\alpha \neq \emptyset\);
• Let $v$ be the interval of the values $(v_1, v_2)$, specified on the plane as $[(v_1, 1), (v_2, 1)]$, and $p^a_{\text{const}}$ be the polygon formed by the broken line $h^a_{\text{const}}$, then $\mu = (v, h^a_{\text{const}}) = \text{true}$, if $\text{len}(v \cap p^a_{\text{const}}) \geq \frac{\text{len}(v)}{2}$;

• Let $v$ be the fuzzy value on level $\alpha$, specified by the broken line $h^\alpha$, $p^\alpha$ be the polygon formed by the broken line $h^\alpha$, $\text{const}$ be the polygon formed by the broken line $p^\alpha_{\text{const}}$ $S(p^\alpha_{\text{const}})$ be the area of the polygon $p^\alpha_{\text{const}}$, then $\mu = (v, h^\alpha_{\text{const}}) = \text{true}$, if $S(p^\alpha \cap p^\alpha_{\text{const}}) \geq S(p^\alpha_{\text{const}})$. Let us consider the fuzzy-greater than operation $\mu = (v, h^\alpha_{\text{const}})$. Let $h^\alpha_{\text{const}} = \langle c_1, c_2 \rangle, \ldots, \langle c_n, c_n + 1 \rangle > (3)$, $n \geq 2$, $c_i \in A$ – the set of points on the plane, then $H^\alpha = \{h \in H | h \succ h^\alpha_{\text{const}}\}$. In this case, the operation $\mu = (v, H^\alpha)$ reduces to the operation $\mu = (v, h^\alpha_{\text{const}})$. Similarly, we can define the comparison operations: fuzzy-less than, fuzzy-greater than or equal, fuzzy-less than or equal.

Let us consider the fuzzy-not equal operation $\mu \neq (v, h^\alpha_{\text{const}})$. Let $h^\alpha_{\text{const}}$ be defined as (3), then $H^\alpha = \{h \in H | h \neq h^\alpha_{\text{const}}\}$. In this case, the operation $\mu \neq (v, h^\alpha_{\text{const}})$ reduces to the operation $\mu = (v, H^\alpha)$.

4. Steps of the fuzzy query translation process

1. Parsing the text of the SQL query; obtaining the AS tree.
2. Searching for the comparison operations and the fuzzy constants in the AS tree.
3. Transforming the string presentation of fuzzy constants into the geometric one suing the data from FuzzyValue and FuzzyVariable collections, depending on the comparison operation.
4. Forming a query to the Mongo DB using the transformed fuzzy values and calls of the stored functions.

An index algorithm is used for computing the overlay of the polygons [24].

Results of studies and their discussion

The examples of translation of crisp SQL queries into MongoQL queries

| SQL Query | MongoQL Query |
|-----------|---------------|
| select * from employee; where age > 25 | db.getCollection('employee').find({age: {$gt: 25}}) |
| select * from employee; where age > 25 and salary = 1000 | db.getCollection('employee').find({age: {$gt: 25}, salary: 1000}) |
| select * from employee; where salary ~='big' | db.getCollection('employee').find({'feq': {this.salary, bigGeoJSON}}) |

5. Examples of fuzzy query operation (in Mongo DB)

The simplest case of comparison for equality of the fuzzy constant ‘big’ with the crisp value $x_0$ from the collection ‘employee’, figure 4. The fuzzy constant is presented in the form of the broken line $h_{\text{big}}$ from (1), which is obtained from FuzzyValue collection and is contained in the variable bigGeoJSON as GeoJSON geometry. The crisp value from the collection is representable in the form of the segment $AB$, where $A = (x_0, 0)$, $B = (x_0, 1)$. Let the intersection point $C(x_r, y_r) = h_{\text{big}} \cap AB$; in this case, the document of the collection falls within the resultant sampling, if $y_r \geq \alpha$, where $\alpha$ — the value of the alpha-level.
The case of comparison for equality of the fuzzy constant 'big' with the fuzzy value $f_0$ from the collection 'employee' (figure 5). Represent the fuzzy constant in the form of the polygon $p_{big}$ formed by the intersection of the straight line of the alpha-level and the broken line $h_{big}$, which is obtained from FuzzyValue collection and is contained in the variable bigGeoJSON as GeoJSON geometry. The fuzzy value from the collection is also representable in the form of a polygon $p_0$, formed by the intersection of the straight line of the alpha-level and the fuzzy value itself, specified as the broken line $h_0$. Let the intersection region be the polygon $P = p_{big} \cap p_0$; in this case, the document of the collection falls within the resultant sampling, if $S_P - S_{P_0} \geq \frac{1}{2}$.

```sql
select * from employee
where salary ~='big'
db.getCollection('employee')
    .find({'feq(this.salary, bigGeoJSON)'}))
```

The case of comparison for greater than of the fuzzy constant 'small' with the fuzzy value $f_0$ from the collection 'employee' (figure 6). Transform the representation of the fuzzy constant "small" in the form of a polygon into the multi-polygon $M = \cup p_i$, where $p_i \succ p_{small}$, and the geometric representation is selected from FuzzyVariable collection. In this case, for execution of the comparison operation $\succ 'small'$, it is sufficient to execute the comparison operation $\sim M$. The fuzzy value from the collection is also representable in the form of the polygon $p_0$, formed by the intersection of the straight line of the alpha-level and the fuzzy value itself, specified as the broken line $h_0$. Let the intersection region be the multi-polygon $P = M \cap p_0$; in this case, the document of the collection falls within the resultant sampling, if $S_P - S_{P_0} \geq \frac{1}{2}$.

![Figure 4. Fuzzy-equal for a crisp value and a fuzzy constant](image1)

![Figure 5. Fuzzy-equal for a fuzzy value and a fuzzy constant](image2)


6. Conclusion
The present work introduces data structures for storing crisp and fuzzy data in document-oriented MongoDB, context-free LL(\*) grammar for translation of SQL queries into MongoQL language, whereby a translator is implemented, and an algorithm for forming fuzzy queries to MongoDB.
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