Quanto: Optimizing Quantum Circuits with Automatic Generation of Circuit Identities
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Existing quantum compilers focus on mapping a logical quantum circuit to a quantum device and its native quantum gates. Only simple circuit identities are used to optimize the quantum circuit during the compilation process. This approach misses more complex circuit identities, which could be used to optimize the quantum circuit further.

We propose Quanto, the first quantum optimizer that automatically generates circuit identities. Quanto takes as input a gate set and generates provably correct circuit identities for the gate set.

Quanto’s automatic generation of circuit identities includes single-qubit and two-qubit gates, which leads to a new database of circuit identities, some of which are novel to the best of our knowledge. In addition to the generation of new circuit identities, Quanto’s optimizer applies such circuit identities to quantum circuits and finds optimized quantum circuits that have not been discovered by other quantum compilers, including IBM Qiskit and Cambridge Quantum Computing Tket. Quanto’s database of circuit identities could be applied to improve existing quantum compilers and Quanto can be used to generate identity databases for new gate sets.

I. INTRODUCTION

Quantum programs are expressed as circuits of primitive gates; the specific gate set available varies depending on the quantum computer. Compilers are used to optimize the circuit in an effort to reduce the execution time, the noise that naturally arises in quantum computations [17], or both.

A quantum algorithm is implemented on a quantum computer with a quantum circuit, which consists of a sequence of quantum gates. A quantum gate applies a transformation to a qubit and can be represented as a matrix. Generally, the larger the circuit depth (length of the longest path from the input to the output), the noisier the computation, leading to more errors in the results. Because of the possible circuit of incorrect results and the inherent statistical nature of quantum computation, quantum programs must be executed many times to obtain an accurate picture of their results. Therefore, reducing the depth of a quantum circuit not only makes a quantum program faster, but also reduces the potential for noise and reduces the number of program evaluations required. Thus, finding equivalent but smaller depth circuits is a core problem in the implementation of quantum programs.

Quantum hardware imposes many constraints on quantum compilers, including the layout and connectivity of the qubits. Such aspects are addressed by the compilers built by the hardware vendor (such as IBM or Google). Less attention has been given to optimizing the logical circuit itself – finding circuit identities for a given gate set.

Circuit identities have been found manually [11] and automatically for single-qubit gates [14], but as far as we know there is no system today that automatically finds identities for full gate sets and no compiler that optimizes quantum circuits based on such circuit identities.

We present Quanto, the first quantum circuit optimizer that automatically generates circuit identities. Figure 1 shows an overview of Quanto. In a first, offline phase, Quanto generates a database of circuit identities. The Quanto compiler takes a quantum circuit and identity database as inputs and uses a cost-based search algorithm to replace the quantum circuit with an optimized quantum circuit.

Figure 2 shows an example of a quantum circuit with
two qubits and a depth of five. The circuit contains the two-qubit gate \( CX \) and the single-qubit gates \( H \) and \( Z \). The single-qubit gates are represented by \( 2 \times 2 \) unitary complex matrices and the two-qubit gates are represented by \( 4 \times 4 \) unitary complex matrices. This quantum circuit is a logical quantum circuit, which is a quantum circuit defined in terms of unitary matrices and is agnostic to the quantum hardware.

If we wish to run this logical quantum circuit on the quantum hardware, we would have to compile the quantum circuit into the hardware’s native quantum gates. These are the set of quantum gates that have been implemented on particular quantum hardware. For example, IBM’s native quantum gate set was \([16]\) \{U1,U2,U3,CX\} where

\[
U1(\lambda) = \begin{pmatrix} 1 & 0 \\ 0 & e^{i\lambda} \end{pmatrix}, \quad U2(\psi, \lambda) = \frac{1}{\sqrt{2}} \begin{pmatrix} 1 & e^{-i\lambda} \\ e^{i\lambda} & -1 \end{pmatrix}, \quad U3(\theta, \psi, \lambda) = \begin{pmatrix} \cos(\frac{\theta}{2}) & e^{i\lambda} \sin(\frac{\theta}{2}) \\ e^{i\psi} \sin(\frac{\theta}{2}) & e^{i(\lambda + \psi)} \cos(\frac{\theta}{2}) \end{pmatrix}, \quad CX = \begin{pmatrix} 1 & 0 & 0 & 0 \\ 0 & 1 & 0 & 0 \\ 0 & 0 & 0 & 1 \\ 0 & 0 & 1 & 0 \end{pmatrix}.
\]

In this example, the source gates are the gates present in the logical quantum circuit \{X, H, CZ\} and the target gates are the native quantum gates \{U1, U2, U3, CX\}. Therefore, in order to run this logical quantum circuit on the quantum hardware, we must find circuit identities for the source gates in terms of the target gates. In this case \( Z = U1(\pi) \) and \( H = U2(\pi, 0) \).

Another step for running a logical quantum circuit on the hardware is to map the qubit and gate connections to those of the physical constraints of the hardware. Most compilers focus on these two aspects: (1) mapping source gates to target gates and (2) mapping the quantum circuit to the hardware constraints. Then, generally, a set of simple manual rules are used to optimize the logical quantum circuit itself. For example, voqc (Verified Optimizer for Quantum Circuits) \([12]\) includes five rules for optimizations – (0) not propagation, (1) Hadamard reduction, (2) single-qubit gate cancellation, (3) two-qubit gate cancellation, and (4) rotation merging. The voqc optimizer applies these rules in the following order in order to optimize a circuit: 0, 1, 3, 2, 3, 1, 2, 4, 3, 2.

Applying a limited number of optimization rules limits the opportunity to find other optimizations. Instead of defining a set of optimization rules, our compiler is the first to automatically generate circuit identities. Quanto finds an optimized logical quantum circuit that is equivalent to the input logical quantum circuit.

The first phase in the compiler is generating circuit identities. Circuit identities are quantum circuits that are mathematically equivalent. A quantum circuit can be represented as a matrix and two quantum circuits are equivalent when their matrices are equal (for a certain floating point precision).

Quanto’s circuit identity generator enumerates all possible quantum circuits over a given set of gates up to a fixed depth and number of qubits. In the example in Figure 2, the circuit identity generator would find all possible circuits with two qubits and a depth of five containing the gates \{X, H, CZ\} (or another gate set specified). To efficiently find all such circuit identities, Quanto constructs a hash table where quantum circuits are stored based on the hash of their unitary matrix. The operation of a quantum gate can be represented using a unitary complex matrix. The operation of a quantum circuit can be represented by a unitary matrix obtained from the matrices of individual gates using matrix multiplication and tensor products. In the example in Figure 2, the unitary matrix is \( U = (I \otimes H) \cdot CX \cdot (Z \otimes Z) \cdot CX \cdot (I \otimes H) \).

The second phase is the optimizer. When given an input quantum circuit, our optimizer searches for quantum circuits equivalent to the input quantum circuit that minimise the cost function. In this paper we use circuit depth as the cost; that is, a circuit will be replaced by the lowest-depth equivalent circuit known. In general, however, the cost function can be chosen to optimize any quantifiable criteria of a circuit. For example, a cost function could include the total number of gates, total number of specific gates, such as \( T \) gates or two-qubit gates, and/or gate errors. Because we generate all possible circuits, Quanto returns the optimal quantum circuit with respect to the cost function. In the example in Figure 2, our optimizer returns an equivalent quantum circuit shown in Figure 3. Quanto has reduced the depth of the circuit from five to one. This circuit has the minimum depth possible for that given gate set.

The circuit identities are obtained by simulating the quantum circuits. One problem, however, is that simulating a quantum circuit is expensive if the quantum circuit has a large number of qubits and circuit depth.

---

**FIG. 2.** Example of a quantum circuit that can be optimized with Quanto

**FIG. 3.** The optimal circuit of the quantum circuit in Figure 2 for the given set
FIG. 4. Splitting the circuit into tiles of width 3 and height 2

FIG. 5. Steps to optimize the circuit when the circuit is split into tiles. The boxes shaded in blue are the tiles. The boxes shaded in orange are the substitutions.

The promise of quantum computing is dependent on the fact that simulating quantum circuits is classically inefficient. Therefore, the larger the quantum circuit becomes (i.e. more qubits and greater depth), and the more gates that are added, the more configurations there are to generate, which eventually can become infeasible. In order to solve this issue in our optimizer, we introduce tiles. A tile is a subset of a quantum circuit with a specified length and width. A tile is the source quantum subcircuit that is matched to equivalent quantum circuits. In the example in Figure 2, if our tile width is equal to three and our tile length is equal to two, then the tiles in Figure 4 would be generated.

Quanto searches for quantum circuits equivalent to the tiles in the circuit identities database. A cost-based search algorithm is used to apply the substitution, which is a quantum circuit in the circuit identities database that replaces a tile in the quantum circuit. A substitution is the target quantum circuit that defines an equivalent new quantum circuit to replace the matched quantum circuit (i.e. the tile). Figure 5 show how the circuit gets optimized when it is split into tiles.

Our main contribution is presenting Quanto, which is the first quantum optimizer to automatically generate quantum circuit identities. Our automatic generator finds identities used by existing compilers, and in addition finds novel identities (to the best of our knowledge). Quanto can generate novel identities for any given gate set, which is especially useful for quantum hardware with native gate sets that are not standard (for example, the two-qubit iSwap gate is less common than the two-qubit CX gate). In our evaluation we demonstrate that the IBM Qiskit compiler [1] can not find these novel identities. Quanto also includes a tile-based method to optimize a large quantum circuit using the generated identities. We demonstrate that Quanto’s optimizer finds equivalent circuits with smaller depth compared to IBM’s Qiskit and Cambridge Quantum Computing’s Tket [18] compilers.

II. RESULTS

A. Generating Existing Circuit Identities

Quanto can automatically discover identities that are known from previous work. [7, 11] We ran the compilers (Quanto, IBM’s Qiskit, and Cambridge Quantum Computing’s Tket) on a set of quantum circuits with known optimizations. The results show that Quanto is able to find the known optimizations for all of the input quantum circuits, whereas other compilers fail to find some of the identities. The other compilers could find simple identities, such as a circuit with the same gate in a row, but they failed to find more complicated identities.

These results are shown in Tables I, II, III, IV, V. The second column of the Tables show the input (uncompiled) circuit and the other columns show the compiled circuit after running on the compiler specified in that column. The last columns in Table I and Table IV show the circuits that are generated when the uncompiled circuits are run through the Quanto compiler and then the IBM compiler. The reason we show this column is because our optimizer is at the logical level and does not map the qubits to the hardware, a task we leave to the IBM compiler. We show that for the circuits in Table I and some of the circuits in Table IV the circuits are unchanged by the mapping to the hardware. In particular, it is interesting to look at Circuit A and Circuit C in Table IV. One might say that the IBM compiler circuit increased the depth of the uncompiled circuit from depth three to six in Circuit A and from depth three to seven in Circuit C because it needs to map the qubits to the hardware, but when we run our compiled circuit (which reduced the depth of the circuit to two in both circuits), the IBM compiler left the optimization unchanged. These results demonstrate that optimizing at the logical level is a useful task that can be done before mapping to the specific quantum hardware.

The Quanto compiled circuits of Circuits B and D in Table IV are changed when they are mapped to the hardware. In particular, two-qubit gates that are not applied to neighbouring qubits are changed. In order to address this, we implemented a two-qubit gate neighbouring constraint in Quanto that can be turned on or off. If this constraint is on, it only returns optimized
circuits that include two-qubit gates on neighbouring qubits. This is a simple hardware constraint. Quanto could be improved by implementing more specific hardware constraints. The last column in Table IV shows the compiled circuits when the constraint is on.

**B. Generating Novel Circuit Identities**

Quanto can also generate new identities, especially when given custom gates, as it is more likely that identities for custom gates have not been previously discovered. Existing compilers have a fixed repertoire of identities using common gates. The advantage of Quanto is that it can find identities for any custom gate, leading to optimizations that may be missed by other compilers. In Table VI we show some of these novel identities (these identities were found from our identity database and we are not aware of any previous reports of these identities). We compare our novel identity optimizations to the IBM Qiskit compiler, as it allows us to specify basis gates for compiling. IBM’s compiler is unable to find these circuit identities.

**C. Optimizing Quantum Circuits**

Other than generating existing and novel identities, Quanto can also optimize any quantum circuit as shown in Table I.

**III. DISCUSSION**

**A. Related Work**

1. **Automatically generating identities**

   To the best of our knowledge, previous work on automatically discovering quantum circuit identities is limited to single-qubit gates [14]. In addition, these automatically generated identities have not been applied to optimizing quantum programs.

2. **Superoptimization**

   Superoptimization is a compiler technique that was originally designed to find the optimal machine code for a sequence of instructions [15] [5] [4]. Our approach is inspired by TASO [13]. TASO applies superoptimization to deep learning by optimizing tensor computation graphs. For a given set of tensor operators (e.g., addition, matrix convolution) TASO automatically finds identities and uses these as substitutions to optimize computation graphs of deep learning applications. There are some differences: In the TASO paper, they generate a graph and then go through the list of substitutions and try to see whether the substitution is a sub-graph in the original graph. They have a limited number of substitutions, in the thousands, so they can do that fairly efficiently. In our case, however, we can have hundreds of thousands or millions of substitutions and the time complexity of that technique would grow large. Instead we split our circuit into sub-circuits, tiles, and then look for the hash of that tile in the hash table, which is a constant lookup. Therefore, our technique is more efficient for our case and only depends on the number of tiles in the circuit, which grows modestly.

3. **Quantum Optimization**

   There are other compilers, [1, 12, 18] but their focus is mapping the logical circuit to the quantum device. Therefore, they do not pay much attention to the potential logical transformations. This can be shown in our results – other optimizers fail to recognize certain circuit identities. These optimizers have manual rules for logical substitutions and therefore are not finding the full range of optimization.

**B. Limitations and Future Work**

One limitation of Quanto is the scalability of generating a large number of circuit identities, which limits the size (depth and number of qubits) of the circuit identities. This issue could be mitigated by applying pruning techniques during the generation of substitutions to remove redundant substitutions or by using heuristics to produce substitutions. Another limitation is missing out on potential substitutions, due to invalid tiles in the quantum circuit as shown in Figure 11.

To use gates with parameters in our optimizer, we can set the parameter to a small set of specific values when generating identities. Since many parameters are used for qubit rotations, and certain angles of rotation are very common in quantum algorithms, this approach gives some reasonable coverage of potential optimizations involving parameters. However, our optimizer would be improved if it included symbolic identities, where substitutions for parametrized gates are generated regardless of the value of the parameter.

**C. Conclusion**

Quanto is the first quantum optimizer that automatically generates general circuit identities. Quanto finds novel optimizations and finds better optimizations for quantum circuits, compared to other compilers. This work contributes to reducing the circuit depth of quantum circuits, which could lead to less noise and more accurate
executed quantum algorithms.

IV. METHODS

A. Circuit Identity Generator

This section describes the Quanto circuit identity generator, which automatically generates circuit identities given a gate set, as well as the number of qubits and depth bounds. This generation algorithm finds all circuit identities given the number of qubits, circuit depth, and gate set.

1. Generation Algorithm

Table VII shows the inputs to the generation algorithm.

**Step 1: Represent the quantum circuit as a grid.** We represent a quantum circuit as a grid, where the number of rows $m$ is the number of layers in the quantum circuit, also known as the circuit depth. The number of columns $n$ is the number of qubits in the quantum circuit. If there is no gate present at a particular row for a particular column, we place the Identity gate in that position.
Step 2: For a single layer (depth = 1), generate all the possible circuits of quantum circuits using the gate set.

a) Single-qubit gates only

If there are only single-qubit gates in the gate set, then each gate is applied to a single qubit. If \( n \) is the number of qubits and \( g \) is the number of single-qubit gates, then there are \( g^n \) possible circuits.

**Example:** Gate Set = \([I, X, H]\) and \( n = 2 \) where

\[
I = \begin{pmatrix} 1 & 0 \\ 0 & 1 \end{pmatrix}, \quad X = \begin{pmatrix} 0 & 1 \\ 1 & 0 \end{pmatrix}, \quad H = \begin{pmatrix} \frac{1}{\sqrt{2}} & \frac{1}{\sqrt{2}} \\ \frac{1}{\sqrt{2}} & -\frac{1}{\sqrt{2}} \end{pmatrix}
\]

Table VIII shows all the possible circuits that would be generated for the gate set \([I, X, H]\).

In the case of the possible circuit \([H, X]\) the \( H \) gate is applied to the first qubit and the \( X \) gate is applied to the second qubit as shown in Table VIII.
TABLE III: Comparing Quanto to other compilers for optimizing quantum circuits with known optimizations. IBM and Tket backend is Aer backend.

| Circuit | Uncompiled circuit | IBM compiled circuit | Tket compiled circuit | Quanto compiled circuit |
|---------|---------------------|----------------------|-----------------------|-------------------------|
| A       | q_0 -> I            | q_0 -> X             | q_0 -> H             | q_0 -> X                |
|         | q_1 -> I            | q_1 -> X             | q_1 -> H             |                         |
| Depth   | 3                   | 3                    | 1                     | 1                       |
| B       | q_0 -> I            | q_0 -> X             | q_0 -> H             | q_0 -> X                |
|         | q_1 -> I            | q_1 -> X             | q_1 -> H             |                         |
| Depth   | 3                   | 5                    | 5                     | 1                       |
| C       | q_0 -> I            | q_0 -> X             | q_0 -> H             | q_0 -> X                |
|         | q_1 -> I            | q_1 -> X             | q_1 -> H             |                         |
| Depth   | 5                   | 5                    | 1                     | 1                       |
| D       | q_0 -> I            | q_0 -> X             | q_0 -> H             | q_0 -> X                |
|         | q_1 -> I            | q_1 -> X             | q_1 -> H             |                         |
| Depth   | 5                   | 5                    | 5                     | 1                       |

b) Two-qubit and single-qubit gates

If there are two-qubit gates, then we split the two-qubit gate into the first and second qubits it operates on.

Example: Gate Set = [I, CX] and n = 3 where

$$CX = \begin{pmatrix} 1 & 0 & 0 & 0 \\ 0 & 1 & 0 & 0 \\ 0 & 0 & 0 & 1 \\ 0 & 0 & 1 & 0 \end{pmatrix}$$

In the notation below, CXC denotes applying the CX gate to the control qubit and CXT denotes applying the CX gate to the target qubit.

Table IX shows all the possible circuits that would be generated for the gate set [I, CX]. In the case of the possible circuit [CX, CXT, I] the CX gate is applied to the first and second qubit where the first qubit is the control qubit and the second qubit is the target qubit. The I gate is applied to the third qubit.

Verifying the validity of the two-qubit gates
Circuit & Uncompiled circuit & IBM compiled circuit & Tket compiled circuit & Quanto compiled circuit & Quanto-IBM compiled circuit & Quanto compiled circuit (with constraint) \\

| A     |                    |                    |                    |                    |                    |                    |
|-------|--------------------|--------------------|--------------------|--------------------|--------------------|--------------------|
| Depth | 3                  | 6                  | 3                  | 2                  | 2                  | 2                  |

| B     |                    |                    |                    |                    |                    |                    |
|-------|--------------------|--------------------|--------------------|--------------------|--------------------|--------------------|
| Depth | 4                  | 4                  | 4                  | 1                  | 4                  | 4                  |

| C     |                    |                    |                    |                    |                    |                    |
|-------|--------------------|--------------------|--------------------|--------------------|--------------------|--------------------|
| Depth | 3                  | 7                  | 3                  | 2                  | 2                  | 2                  |

| D     |                    |                    |                    |                    |                    |                    |
|-------|--------------------|--------------------|--------------------|--------------------|--------------------|--------------------|
| Depth | 3                  | 3                  | 3                  | 2                  | 5                  | 3                  |

| E     |                    | Circuit too large for displaying image |                    |                    |                    |                    |
|-------|--------------------|----------------------------------------|--------------------|--------------------|--------------------|--------------------|
| Depth | 9                  | 31                                     | 9                  | 2                  | 2                  | 2                  |

**TABLE IV:** Comparing Quanto to other compilers for optimizing quantum circuits with known optimizations. IBM backend is ibmq lima and Tket backend is Aerbackend.

**CXC** and **CXT** must both be present in the possible circuits; it is not possible to have one present without the other. For example, \([CXC, I, I]\) would be an invalid configuration. Quanto verifies that **CXC** and **CXT** are present in each possible circuit.

**Step 3:** For multiple layers (depth > 1), generate all the possible circuits of the quantum circuits using the gate set. For an additional layer in the circuit, we add all the possible circuits for a single layer onto the previous layer.

**Example:** For the gate set presented in Table VIII, we take each possible circuit and append it to the end of each possible circuit. Table X illustrates appending the possible circuit \([X, X]\) to each possible circuit. This is repeated for \([H, H], [I, X], etc...\)

**Step 4:** Calculate the unitary matrices and generate their fingerprints. For each possible circuit, we find the unitary matrix of the possible circuit. We adopt an idea from compiler superoptimization [4] and compute a fingerprint for each possible circuit, which is a hash of the unitary matrix. Figure 6 shows a possible circuit and how to calculate the unitary matrix. The matrices in part (c) correspond to the gates in part (b) and (a) of Figure 6.
Circuit & Uncompiled circuit & IBM compiled circuit & Quanto compiled circuit
\hline
A & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\draw (q0) -- (q1);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\draw (q0) -- (q1);
\end{tikzpicture} \\
 Depth & 3 & 3 & 1 \\
\hline
B & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\draw (q0) -- (q1);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\draw (q0) -- (q1);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\draw (q0) -- (q1);
\end{tikzpicture} \\
 Depth & 3 & 1 & 1 \\
\hline
C & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\node (s0) at (0,-1) {$s_0$};
\node (s1) at (1,-1) {$s_1$};
\node (s2) at (2,-1) {$s_2$};
\draw (q0) -- (s0);
\draw (q1) -- (s1);
\draw (q2) -- (s2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\node (s0) at (0,-1) {$s_0$};
\node (s1) at (1,-1) {$s_1$};
\node (s2) at (2,-1) {$s_2$};
\draw (q0) -- (s0);
\draw (q1) -- (s1);
\draw (q2) -- (s2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\node (s0) at (0,-1) {$s_0$};
\node (s1) at (1,-1) {$s_1$};
\node (s2) at (2,-1) {$s_2$};
\draw (q0) -- (s0);
\draw (q1) -- (s1);
\draw (q2) -- (s2);
\end{tikzpicture} \\
 Depth & 5 & 4 & 1 \\
\hline
\end{tabular}

TABLE V: Comparing Quanto to other compilers for optimizing quantum circuits for unique gate sets

\begin{tabular}{|c|c|c|}
\hline
Gate set & Possible circuits & Possible circuits \\
\hline
\([I, I, I]\) & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} \\
\([CXC, CXT, I]\) & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} \\
\([CXT, I, CXC]\) & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} \\
\hline
\end{tabular}

TABLE IX. Possible circuits for two-qubit gates given gate set \([I, CXC]\)

\begin{tabular}{|c|c|c|}
\hline
Gate set & Possible circuits & Possible circuits \\
\hline
\([I, I, I]\) & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} \\
\([CXC, CXT, I]\) & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} \\
\([CXT, I, CXC]\) & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} & \begin{tikzpicture}[scale=0.5]
\node (q0) at (0,0) {$q_0$};
\node (q1) at (1,0) {$q_1$};
\node (q2) at (2,0) {$q_2$};
\draw (q0) -- (q1);
\draw (q1) -- (q2);
\end{tikzpicture} \\
\hline
\end{tabular}

TABLE X. Possible circuits for multiple layers
| Circuit | Uncompiled circuit | IBM compiled circuit | Quanto compiled circuit |
|---------|-------------------|----------------------|------------------------|
| A       | ![Circuit A](image) | ![Circuit B](image)  | ![Circuit C](image)    |
| Depth   | 4                 | 4                    | 3                      |
| B       | ![Circuit D](image) | ![Circuit E](image)  | ![Circuit F](image)    |
| Depth   | 4                 | 4                    | 3                      |
| C       | ![Circuit G](image) | ![Circuit H](image)  | ![Circuit I](image)    |
| Depth   | 3                 | 3                    | 2                      |
| D       | ![Circuit J](image) | ![Circuit K](image)  | ![Circuit L](image)    |
| Depth   | 7                 | 6                    | 2                      |

**TABLE VI:** Comparing Quanto to other compilers for optimizing quantum circuits with unknown optimizations

**FIG. 6.** (a) A possible circuit generated from a gate set (b) the gate representation of the circuit (c) the matrix calculation of the circuit to obtain the unitary matrix

**Step 5: Create hash table of fingerprints.** The hash table of fingerprints includes the quantum circuit as the key and the fingerprint of the quantum circuit as the value. This allows us to look up a quantum circuit’s fingerprint in constant time during the optimizer stage, without having to recalculate the unitary matrix and the fingerprint of the quantum circuit. Figure 8 shows the sequence of steps to generate a hash table of fingerprints for each possible circuit. Table XI is an example hash table with one entry which shows the quantum circuit representation.
FIG. 8. A quantum circuit can be represented by an unitary matrix. The hash of this unitary matrix is its fingerprint.

\[
\begin{bmatrix}
1 & 0 & 1 & 0 \\
0 & 1 & 0 & 1 \\
-1 & 0 & 1 & 0 \\
0 & -1 & 0 & 1
\end{bmatrix}
\xrightarrow{1/\sqrt{2}}
\begin{align*}
\psi_0 & \rightarrow H \cdot X \\
\psi_1 & \rightarrow X \cdot X
\end{align*}
\]

Quantum Circuit \quad Output Matrix \quad Fingerprint

| Key | Value |
|-----|-------|
| \[ [H, X], [X, X] \] | \[ x7ff69\text{e}9\text{e}a0\text{xe}6?\text{e}00\ldots \] |

TABLE XI. Example of a hash table with one entry demonstrating the quantum circuit representation as the key and the fingerprint as the value. Note that the fingerprint in this table is only for illustrative purposes (as the actual fingerprint is too long to be displayed).

Step 6: Create hash table of circuit identities.
The hash table of substitutions includes the fingerprints as keys and an array of matching circuit identities as values. For each possible circuit we generate, we check if its fingerprint is in the hash table of circuit identities. If it is, we add the possible circuit to the matching fingerprint. If it is not, we add the fingerprint to the hash table and add the possible circuit to the array of matching circuit identities. The identities are stored implicitly in the hashtable - any set of matrices associated with the same key are equal and can be substituted for each other. The identities are up to some (configurable) floating point precision. Table XII is an example hash table with one entry which shows the fingerprint as the key and all the circuit identities that match to the fingerprint as the value.

B. Scaling

To estimate the computational resources to generate circuit identities, we derived a formula for the total number of possible circuits to be generated. The symbols are defined in Table XIII.

\[
S_l = \sum_{r=0}^{\lfloor n/2 \rfloor} \frac{n!}{r!(n-2r)!} g^{n-2r} t^r 
\]

\[
S = S_l^d
\]

As one can see, the number of possible circuits scales quickly with \( n \) which is to be expected. We always use the optimizer, and if the size of the tile is equivalent to the size of the input circuit, there is only one tile, meaning we enumerated this circuit during generation.

C. Optimizer

This section describes the Quanto optimizer, which applies the automatically generated circuit identities to optimize a quantum circuit.

1. Algorithm

Table XIV shows the inputs.

Step 1: Generate tiles of the input quantum circuit. If the input circuit, which has depth (or width) \( m \) and number of qubits (or length) \( n \), is larger than the size of the circuit identities generated, we split a circuit into sub-circuits, called tiles. The tile width, \( j \), is the maximum depth of the circuit identities and the tile length,
FIG. 9. Dimensions of a tile compared to the dimensions of a quantum circuit

Figure 9 shows the dimensions of the tiles and quantum circuit. Figure 10 shows all the possible tiles (shaded in blue) generated if we chose a tile with \( j = 2 \) and \( i = 2 \) in a quantum circuit with \( m = 3 \) and \( n = 2 \). Using the formula for the number of possible tiles, we see that there are four possible tiles, which corresponds with Figure 10.

**Step 2: Check for valid tiles.** Not all tiles generated from the circuit will be valid. If a two-qubit gate is not placed at the boundaries of the tile, then the tile is invalid if the two-qubit gate is cut off by the tile. In this case, we discard such tiles. We can keep a tile if the two-qubit gate is placed at the boundary of the tile even if it has been cut off by the tile. Figure 11 shows an example of an invalid tile, whereas Figure 12 shows an example of a valid tile.

**Step 3: Search for tile in hash table of circuit identities.** For each tile we have generated, we first search in the hash table of fingerprints. If a tile contains a two-qubit gate that has been cut off only at the boundary of the tile, then we first have to replace the two-qubit gate with an Identity gate in order to make the tile valid and searchable in the hash table of circuit identities. Part (a) in Figure 13 shows this transformation. The now-valid tile is represented as a matrix, as shown in Part (b) in Figure 13 and we can search for this matrix in the hash table of fingerprints. This gives us the fingerprint of the tile, without needing to calculate the unitary matrix of the tile. After we have obtained the fingerprint, we can search for circuit identities in the hash table of circuit identities as shown in Part (c) in Figure 13. Part (d) in Figure 13 shows circuit identities for the tile.

Once we have the fingerprint, we then look up the possible substitutions by its fingerprint in the hash table of circuit identities.

**Step 4: Apply substitutions via cost-based search.** We then iterate through the circuit identities for each tile and evaluate the cost of each circuit identity. In this paper, we simply use the depth of the circuit (ignoring identity gates) as the circuit’s cost; the cost function can be customized if desired. Table XV shows the cost for the circuit identities presented in Figure 13. In this case, circuit (iii) in Table XV has the lowest cost and will be used to substitute the tile in the quantum circuit.
FIG. 13. (a) the invalid CX gate in the tile is replaced with an Identity gate to make it a valid tile (b) the matrix representation of the tile is searched for in the hash table of fingerprints, which returns its fingerprint (c) the fingerprint is used to find the circuit identities for the tile in the hash table of circuit identities (d) the circuit identities for the tile

**Step 5: Check for valid substitutions.** Adding a substitution might make the entire quantum circuit invalid. For example, two-qubit gates may be cut off or not aligned properly. Additional steps, explained below, are needed to ensure the final circuit has valid two-qubit gates.

**Step 6: Apply the substitution to the circuit.** We apply the substitution to the quantum circuit. If the original tile contained an invalid CX, then we have to do a couple more transformations before applying the substitution. Figure 14 shows the steps. Step (a) is equivalent to step (a) in Figure 13. In step (b), we apply the substitution with the lowest cost, which was the circuit identity (iii) in Table XV. We now need to transform this new circuit so that it is consistent with the gates in the original circuit. In particular, this new circuit has the CX target gate replaced with an Identity gate. Step (b) replaces the Identity gate with the original CX target gate. Step (c) shows the total transformation from the original circuit to an optimized circuit, after only one tile substitution. The Identity gates have been omitted to show that the depth of the circuit has decreased and therefore the circuit has been improved. We then continue to the next tile with the newly replaced substitution.

**Step 7: Repeat process.** Steps 1 - 6 are repeated for a fixed number of times. In our implementation, ten times were sufficient.

**D. Implementation**

Quanto is implemented in Python and can be used as an API. In particular, Quanto has the following modules:
1. **Circuit module**

Quanto can take *qasm* (quantum assembly language) files \[9\] as input, \[3, 6, 8, 10, 19\], which is a popular way to construct circuits and makes our optimizer compatible with other quantum circuit frameworks, such as Qiskit \[1\] and Cirq \[2\], which can input/output *qasm* files. Our code converts the *qasm* file into our object representation of a circuit as shown in Figure 7. We represent a circuit as a grid, where the rows represent the layers and the columns represent the gates applied to the qubits.

2. **Subs module**

The user can specify a gate set to generate circuit identities. Quanto also has several pre-set gate set options apart from customized gate sets. If no gate set is specified, then our code automatically detects all the gates used in the input circuit and uses that as the gate set. This module generates the circuit identities and builds the circuit identities database is used for the optimizer module.

3. **Optimize module**

The optimize module takes the generated circuit identities database and optimizes the input circuit. It outputs an optimized circuit, along with metrics, such as the final circuit depth. The circuit can be saved as a *qasm* file or a qiskit circuit (applicable for certain gates).
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