Modern trends in the development of IT sector pay special attention to reducing unproductive expenses of IT projects. One way to reduce these costs is to maximally accurately identify the content of an IT project during its initiation and planning [1]. Solving this task is typically considered as part of the work to build and analyze the requirements of rightsholders to the created system [2].

A modern paradigm for describing and modeling system requirements is based on the publication of the requirements in the form of scripts to perform certain activities. An example of the implementation of a given paradigm using visual models of the Unified Modeling Language (UML) is a model of the requirement provided by Microsoft Corporation [3].

However, the application of a given paradigm is complicated when solving the tasks on a system requirements analysis. Using a scenario approach to the description and publication of requirements is seriously complicated by the boundaries for a created or upgraded system. In addition, the use of UML, and, in particular, the Use Case diagrams for the description of scenarios for meeting the requirements by rightsholders requires the development of special models, methods, and information technologies to formalize and automate the work on a requirements analysis. Running an analysis of scenarios for meeting the requirements by rightsholders manually inevitably causes a high risk of error going undetected. These errors can be caused by an incorrect definition of the scenarios for implementing individual requirements of rightsholders, as well as synthesis of the descriptions of the system architecture without aligning the descriptions of scenarios for implementing individual requirements to the functions of a given system.

The base method for scenario analysis of the rightsholders’ requirements to a system was considered in [4] as a sequence of the following stages.

Stage 1. Selection of a base scenario for a functional requirement, which describes activities of the system that occur most frequently regardless of the type of a request by an actor and the conditions for implementing these queries.

Stage 2. Description of relationships among requirements based on the Use Case diagrams.
Stage 3. Identification of mutually exclusive requirements and decomposition of individual scenarios.

Stage 4. The formation of the resulting Use Case diagram that describes the stated functional requirements to a system and the transformation of a given diagram into a numbered list of the functional requirements to the system.

This method’s implementation is based on the assumption about a possibility to represent a rightsholder’s requirement in the form of a single basic scenario and a set of many additional scenarios that extend the possibilities of the base scenario for different situations in a subject area [4].

The base method for scenario analysis in IT projects aimed at creating information systems (IS) is, at present, implemented by analysts mostly manually. In this case, Stages 1 and 2 are performed by analysts based on general recommendations on the collection and publication of the rightsholders’ requirements. Stages 3 and 4 are performed by analysts with the use of methods for a visual analysis of the Use Case diagrams, which describe the stated functional requirements to the system. Such an organization of work stems from the fact that existing CASE-tools for visual modeling, as well as information technology to control requirements, have no special functions to analyze the Use Case diagrams. In addition, limited size of display screens leads to inevitable exclusion of a large group of elements from the resulting Use Case diagram from the analysts’ consideration, particularly for cases that describe the architecture of medium and large IS.

Therefore, it is a relevant task to automate the method for analyzing the scenarios of fulfilling the rightsholders’ requirements, which would make it possible to reduce the time required to perform this analysis and to eliminate errors caused by the analysts’ lack of attention.

2. Literature review and problem statement

An analysis reported in [5] shows that there is a growing interest in scientific and applied research into the aspects of application of models and methods for requirements engineering. In this case, the field of requirements engineering that addresses models and methods of requirements analysis, as well as features of their practical application, is one of the most important areas of such studies.

Modern research in the field of analysis of functional requirements, and in particular scenario analysis, can be divided into three main areas. One of these areas implies considering a scenario analysis as a special case of the general methods for analysis of requirements based on formal models and methods. In this area, one can note, as an example, reported in [6], the representation of the process of establishing requirements to data as a feedback control system with a continuous optimization of the models of user behavior. In [7], the behavior of users of the created system is proposed to simulate using an apparatus of category theory, based on which, by using graphics methods, a specialized declarative language was constructed. Paper [8] proposes an algebraic approach to the analysis of probabilistic models of software performance.

However, the construction of tools based on the results obtained in this field is difficult because of the high complexity of formal models and methods for analysis of requirements to IS. Therefore, one should consider the two other areas of research into the methods of requirements analysis more promising.

The first of these areas implies the creation and modification of requirements analysis methods by using maximally easy-to-implement tools. Thus, paper [9] proposed to reduce the number of errors in requirements by establishing a special method of requirements analysis that helps bridge the gap in communication between a customer and a developer. Article [10] suggests a method for identifying and analyzing requirements to software development, based on the joint participation of representatives of all stakeholders in the IT project.

However, the results obtained in the framework of a given direction do not make it possible to solve the task of the automated execution of a scenario analysis. In the best case, the tools that are created based on such results enable the automated execution of Stages 1 and 2 from the base method of scenario analysis. In this case, the most complex Stages 3 and 4 from a given method, which are the main source of errors, are excluded from researchers’ consideration.

The second area of research implies the development and improvement of models and methods of requirements analysis based on the identification and the formal description of knowledge from unstructured and weakly-structured texts. However, studying the application of such models and methods in requirements engineering makes it possible to draw the following conclusions [11, 12]:

a) there is empirical evidence of the benefits of using ontologies, knowledge-oriented models and methods in requirements engineering specifically to reduce ambiguities, inconsistencies, and incompleteness in requirements;

b) the process of requirements engineering in most studies is considered only partially;

c) at present, there is no any uniform style for modeling the processes of requirements engineering based on ontologies, knowledge-oriented models and methods;

d) most research in this field relate only to functional requirements;

e) there are no ontologies, knowledge-oriented models and methods for requirements engineering, which would be commonly used in the community of specialists in this field.

Currently, most studies in this direction focus on investigating particular improvements for base models and methods [5]. Thus, paper [13] discusses the issues on comparing and merging the elements of a system whose description are published in the form of Use Case diagrams, Activity diagrams, and data flow diagrams. Article [14] addresses the issue of converting the publications on requirements by rightsholders in an executable system model using behavior models by applying the Activity and State diagrams of UML. Solving the tasks on analyzing the requirements to IS, the description of which employed the UML class diagrams, was considered by one of the authors of the current article in [15]. However, the issues on the improvement of models and methods for the analysis of scenarios for meeting requirements in the form of the Use Case diagrams without reference to the particular characteristics of subject areas, have remained almost unexplored. Therefore, one can draw a conclusion about the need to undertake specialized studies in the field of development of models and methods for a scenario analysis of system requirements, based on the knowledge-oriented models of requirements publications in the form of the Use Case diagrams.
3. The aim and objectives of the study

The aim of this work is to improve the base method for analyzing functional requirements to a created or modified IS based on the knowledge-oriented models of scenarios for meeting the rightsholders’ requirements. Results of such an improvement should reduce the amount of time required to run a scenario analysis of functional requirements to IS by automating the implementation of a given method within the framework of tools to manage requirements.

To accomplish the aim, the following tasks have been set:

– to adapt the models for representing functional requirements to IS at the level of knowledge to patterns in scenario description of functional requirements;
– to improve a method of scenario analysis of functional requirements to IS based on the customized models.

4. Results of adaptation of models representing the functional requirements to an information system

The models for representing the functional requirements to IS at the knowledge level were considered in [16] as a subclass of structural patterns in the design of functional requirements. In a general case, this subclass takes the following form:

$$K_{fr}^S = \{Pr_{fr \_ar}, Pt_u, Pr_{fr \_rel}, Pr_{net \_fr}\} =$$

$$= \langle At_{fr \_ar}, At_{fr \_rel}, At_{fr_1}, At_{fr_2}, at_{fr \_ar}, at_{fr \_rel}, at_{fr_1}, at_{fr_2} \rangle,$$

$$\langle At_{fr_1}, at_{fr_1}, at_{fr_2}, at_{fr_2} \rangle,$$

$$\langle At_{fr_2}, at_{fr_2} \rangle,$$

$$\langle At_{fr_1}, at_{fr_1}, at_{fr_2}, at_{fr_2}, at_{fr_1}, at_{fr_2}, at_{fr_1}, at_{fr_2}, at_{fr_1}, at_{fr_2}, at_{fr_1}, at_{fr_2} \rangle \rangle \rangle.$$

Here $Pr_{fr \_ar}$ is the model of a structural pattern for a frame design; $At_{fr}$ is the tuple of attributes that describe the name of a frame; $At_{fr \_rel}$ is the tuple of attributes describing the type of a frame element; $at_{fr}$ is the attribute that identifies the name of the frame; $at_{fr \_rel}$ is the attribute that identifies the frame’s element; $at_{fr_1}$ is the attribute that identifies the type of an element in a frame; $Pt_u$ is the model of a structural pattern in the design of a frame’s interface; $At_{fr \_rel}$ is the tuple of attributes describing the globally unique identifier of the interface of the frame; $At_{rel \_fr}$ is the tuple of attributes that describe an element in the interface of a frame (slot, interface, method); $At_{rel \_fr}$ is the tuple of attributes describing the type of a frame element; $at_{fr \_rel}$ is the attribute that identifies the frame’s element; $at_{rel \_fr}$ is the attribute that identifies the type of an element in a frame; $at_{rel \_fr}$ is the attribute that identifies the globally unique identifier of a frame’s interface; $At_{fr \_rel}$ is the tuple of attributes describing the description element of relation; $At_{rel \_fr}$ is the tuple of attributes describing the name of the relationship; $At_{rel \_fr}$ is the tuple of attributes describing the description element of relation; $at_{rel \_fr}$ is the attribute that identifies the name of a relationship; $at_{rel \_fr}$ is the attribute that identifies the type of an element in the description of relation; $at_{rel \_fr}$ is the attribute that identifies the type of an element in the description of relation.

The model of a structural pattern for a frame design is the attribute that identifies the name of the first frame that can participate in forming a relationship (maybe not defined); $at_{rel}$ is the attribute that identifies the name of the second frame, which can participate in forming a relationship (maybe not defined) [16].

It should be noted that some authors propose a different set of elements to create the use case diagrams. However, in most cases, a basic set of such elements includes [4]:

– elements that relate to the class “Actor”, which reflect the roles of staff in relation to the system (or a business process (BP));
– elements that relate to the class “Use Case” that reflect BP in general, individual operations within BP or individual functions of the developed IS;
– elements that relate to the class of “Interface” that reflect the existing relations between the elements of type Actor and elements of type Use Case;
– elements that relate to the class “Extends” that reflect relationships between individual elements of the type Actor or Use Case in cases when one of the elements is similar to another, but carries a somewhat larger load;
– elements that relate to the class “Uses” that reflect relationships between individual elements of the type Use Case in cases when one element is repeated more than once and copying its description is undesirable for certain reasons.

It should also be noted that the Use Case diagrams are purely of declarative character. Each element in a diagram, regardless of its belonging to one of the above classes, declares its existence, but does not make it possible to concretize its implementation in the diagram. Thus, for example, the existence in a diagram of an element from the class Extends, relating two elements from the class Use Case, means that the child element of Use Case is similar to the parent, but it has some features missing in the parent element. It does not follow, however, that a given element Extends will be absolutely identical to a relationship of the type “Generalization” in the UML class diagram.

This feature makes it possible to represent a Use Case diagram elements as special cases of frames, whose description is defined by the pattern $Pr_{fr \_rel}$. In this case, in order to describe the relationships between the elements of the diagram, it is inappropriate to use the descriptions that are generated based on the pattern $Pr_{fr \_rel}$. Then any Use Case diagram can be represented as a separate network of frames, the relations between which are exclusively of a service nature and do not have their own semantics. Such a network can be represented by the following expression:

$$Pr_{fr \_rel}^Cas = \langle Pr_{fr \_ar}, at_{fr}, at_{rel \_fr}, at_{fr \_rel}, at_{fr \_rel}, at_{rel \_fr} \rangle,$$

where $at_{rel \_fr}$ is the attribute that identifies the relationship between two frames of the Use Case diagram.

The proposed formal description of the Use Case diagram at the level of knowledge makes it possible to consider a subclass of structural patterns for the design of scenarios to implement functional requirements as a special case of the subclass of structural patterns in the design of functional requirements (1). $K_{fr \_rel}^Cas \subset K_{fr}^S$. Then, in a general case, the model of a subclass of structural patterns for the design of scenarios for implementing functional requirements takes the following form:
The methods for generating representations of scenarios for meeting the rights holders’ requirements at the level of knowledge in a general case are similar to the methods described in [18].

The greatest attention should be given to methods for constructing the variants to the resulting Use Case diagram. The application of these methods should lead to the construction of descriptions of such an Use Case diagram that would eliminate the identified cases of duplications and describe the maximum number of scenarios for meeting the rights holders’ requirements. Thus, Stage 5 in the improved method for scenario analysis is to considered as a sequence of the following steps.

Step 5.1. Implementation of the improved method for synthesis of variants for descriptions of the architecture of a created IS for the set of representations of scenarios for meeting the rights holders’ requirements at the level of knowledge.

Step 5.2. Implementation of the modified method for synthesis of variants of descriptions of the architecture of a created IS for the variants of resulting representation of scenarios for meeting the functional requirements to IS at the level of knowledge, formed as a result of implementing Step 5.1.

To perform these steps, it is proposed to use the improved method for synthesis of the descriptions of architecture of a created IS, proposed in [19]. In this case, the use of a given method at Step 5.1 will be slightly different from the use of this same method at Step 5.2. Let us consider these differences in more detail.

Application of the improved method for synthesis of variants of descriptions of architecture of a created IS at Step 5.1 is proposed to represent as a sequence of the following stages.

Stage 1. Generate the initial variant for the description of architecture of a created IS $Arch_{base}$.

Stage 1.1. Determine the number of representations of scenarios for meeting the rights holders’ requirements at the level of knowledge $n$.

Stage 1.2. Generate a set of descriptions of IT-services $\{IT_{wx}\}$ by performing operation

$$IT_{wx} = K_{\mathcal{U} Case}^i,$$

where $i = 1,...,n$.  

Stage 2. For the set $\{IT_{wx}\}$, formed at Step 1.2, construct a matrix of architecture description $Arch_{wx}$ of the following form:

$$Arch_{wx} = \begin{bmatrix}
    t_{i_1}(IT_{wx}) & \ldots & t_{i_1}(IT_{wx}) = 1 & \ldots & t_{i_n}(IT_{wx}) = 1 \\
    \ldots & \ldots & \ldots & \ldots & \ldots \\
    t_{i_1}(IT_{wx}) = 1 & \ldots & t_{i_1}(IT_{wx}) = 1 & \ldots & t_{i_n}(IT_{wx}) = 1 \\
    \ldots & \ldots & \ldots & \ldots & \ldots \\
    0 & \ldots & 0 & \ldots & t_{i_n}(IT_{wx}) = 1 \\
\end{bmatrix} \quad (4)$$

Stage 2. Set the value for coefficient of repulsion $r$ and calculate a win function

$$Profit(IT_{wx} \cdot r) = \sum_{j=1}^{n} \frac{S(IT_{wx})}{W(IT_{wx})} \times |IT_{wx}| \times \sqrt{\sum_{j=1}^{n} |IT_{wx}|}.$$  

Here $S(IT_{wx})$ is the number of elements in a scenario for meeting the $j$-th requirement by User to an IT-service;
Stage 3. Conduct synthesis of optimal and/or acceptable variants of architecture description for a created IS.

Step 3. 1. Accept \( \text{Profit}_{\text{max}} = \text{Profit}(IT_{\text{acm}}, r_{\text{ij}}) \), for \( i = 1, j = i + 1 \).

Step 3. 2. If \( t_{\delta}(IT_{\text{acm}}) = 1 \), exclude \( K_{\text{Uecase}}^{i} \) from \( IT_{\text{acm}} \) and include \( K_{\text{Uecase}}^{j} \) in \( IT_{\text{acm}} \). Otherwise, proceed to Step 3.7.

Step 3. 3. Calculate for the resulting variant of architecture description the value for

\[
\text{Profit}(IT_{\text{acm}}, r_{\text{ij}}) = \sum_{j=1}^{n} \left( \frac{S(IT_{\text{acm}})}{W(IT_{\text{acm}})} \right) \times \sum_{j=1}^{n} |IT_{\text{acm}}|.
\]

Step 3. 4. If \( \text{Profit}(IT_{\text{acm}}, r_{\text{ij}}) > \text{Profit}_{\text{max}} \), accept \( t_{\delta}(IT_{\text{acm}}) = 1 \).

Step 3. 5. If \( \text{Profit}(IT_{\text{acm}}, r_{\text{ij}}) < \text{Profit}_{\text{max}} \), accept \( t_{\delta}(IT_{\text{acm}}) = 0 \).

Step 3. 6. Accept \( j = j + 1 \). If \( j \leq n \), proceed to Step 3. 2.

Step 3. 7. Accept \( i = i + 1 \), \( j = j + 1 \). If \( i < n \), proceed to Step 3. 2.

Otherwise, finalize implementation of the method’s stage.

Stage 4. Exclude from consideration all variants of architecture description for a created IS \( Arch_{\text{registered}} \), registered at Stage 3, for which the following condition does not hold

\[
\text{Profit}(IT_{\text{acm}}, r_{\text{ij}}) \in [\text{Profit}_{\text{min}} - \varepsilon, \text{Profit}_{\text{max}}].
\]

Finalize implementation of the method.

Step 4. 1. Generate a variant of architecture description for a created IS, including those \( IT_{\text{acm}} \), for which \( t_{\delta}(IT_{\text{acm}}) \geq 1 \).

Step 4. 2. For each \( t_{\delta}(IT_{\text{acm}}) = 1 \) in matrix \( Arch_{\text{hand}} \), generate a variant of architecture description for a created IS, accepting during generation

\[
K_{\text{Uecase}}^{i} = K_{\text{Uecase}}^{i} \cup K_{\text{Uecase}}^{j}, \quad IT_{\text{acm}} = \emptyset \quad \text{and} \quad t_{\delta}(IT_{\text{acm}}) = 0.
\]

Finalize implementation of the method.

As shown in [19], the application of the improved method makes it possible to reduce the number of iterations in the search for overlapping representations of scenarios for meeting the rights holders’ requirements.

The main difference in the application of the improved method of synthesis of variants for architecture descriptions of a created IS at Step 5. 2 is the construction of a set \( \{K_{\text{Uecase}}^{i}\}_{i=1}^{n} \) from the representations of individual frames of each architecture description for a created IS, generated as a result of implementing Step 5. 1. For all other aspects, application of a given method at Step 5. 2 is no different from the use of a given method at Step 5. 1.

6. Verification of elements from the improved method of scenario analysis of functional requirements to an information system

As noted above, the implementation of functions that enable the automated execution of a scenario analysis would not require radical changes to the elements of the appropriate information technology aimed at generating and analyzing the requirements described in [17]. Because model (3) model is a special case of model (1), the fragment of data scheme representing the description of data scheme in the technology for an automated scenario analysis takes the form shown in Fig. 1. This scheme omits some minor elements that do not seriously change the essence of the proposed solution.
Consider the data scheme shown in Fig. 1 in more detail. The essence APP_DIAGRAMM.diagramm describes the names of visual models of IT services and CASE-tools employed for their generation. The essence APP_DIAGRAMM.diagrammTypes describes the types of visual models of IT services. The essence APP_PROJECT.functional_operations describes individual functional operations for entering, storing, processing, and generating the output data for an IT-service and the IT-service that implements this service. The essence APP_PROJECT.functional_operations_types describes the types of individual functional operations. The essence APP_DIAGRAMM.described_operations describes evidences of descriptions of individual functional operations in specific visual models of IT services. The unification of frame descriptions of elements in the visual models of IT Services is executed by the essence APP_INSTANCE.instance. This essence describes the elements of both static and behavioral visual models of IT services. The essence APP_INSTANCE_Instance_in_diagramm describes the evidence of the existence of an element in specific visual models. The essence APP_INSTANCE.role_kinds describes the types of elements in visual models. The essence APP_INSTANCE.External_essence describes the types of specific elements of the visual models of IT services. For the essences considered, Fig. 1 shows the required (denoted by solid line) and optional (shown dashed) relationships of the type “one-to-many”.

To verify the improved method of scenario analysis, it was decided to use an example, described in [15, 19], of designing a functional module of safety at work (FM SW). The User of IT services put forward the following requirements to a given module:

a) “to implement the function to register information on the enterprise and the processes (operations) executed at a given enterprise, which, during their execution, might negatively affect the employees at the enterprise through a set of harmful industrial factors (HIF)” (first functional requirement);
b) “to implement the function to register personnel data (data on employees at the enterprise), minimally required for making management decisions to ensure safety at work at the enterprise” (second functional requirement);
c) “to implement the function of compiling and keeping a HIF handbook that act or can act during the execution of individual processes or operations at the enterprise” (third functional requirement);
d) “to implement the function of integrating the results of observations of the effect of each HIF during the execution of processes or individual operations at the enterprise” (fourth functional requirement);
e) “to implement a function to forecast the impact exerted by a set of HIF on the body of an employee performing a separate process or operation at the enterprise” (fifth functional requirement).

Using this example makes it possible to compare the results of application of the improved method of scenario analysis to those obtained, earlier, based on more detailed descriptions of functional requirements to FM SW.

When executing Stage 1 and Stage 2 of the improved method of scenario analysis, we obtained publications of the above functional requirements in the form of the Use Case diagrams, shown in Fig. 2–6.

In Fig. 2–6, the following designations are used: DCE – department of chief engineer; SWD – safety at work department; DHR – department of human resources; HIF – harmful industrial factor.
As a result of performing Step 1.2, based on the completed database, one generates a set of descriptions of IT-services \( \{IT_{\text{serv}}\} \) by performing operation

\[
IT_{\text{serv}} = K_{\text{User,Serv}}, \quad i = 1, \ldots, 5.
\]

As a result of performing Step 1.3, one constructs, for the set \( \{IT_{\text{serv}}\} \), generated at Step 1.2, in accordance with expression (4), a matrix of architecture description \( Arch_{\text{serv}} \) of FM SW in the following form:

\[
Arch_{\text{serv}} = \begin{bmatrix}
1 & 1 & 1 & 1 \\
0 & 1 & 1 & 1 \\
0 & 0 & 1 & 1 \\
0 & 0 & 0 & 1
\end{bmatrix}.
\]

Matrix (5) is the initial variant of architecture description for a created IS \( Arch_{\text{serv}} \). A given variant implies the implementation of each considered requirement by the IT services User using a separate function of FM SW. In this case, the matrix (5) elements, residing above the main diagonal, that are equal to 1, show a possibility, when executing Stage 3, to merge individual requirements by the customer of IT services to identify the overlapping requirements to FM SW. The matrix (5) elements that reside under the main diagonal elements, which are equal to 0, will be used when executing Stage 3 to exclude the repeated execution of steps at Stage 3 to identify the overlapping requirements by the User of IT services.

The result of implementation of Stage 2 is the established value for repulsion coefficient \( r = 2 \) and the calculated value for a win function

\[
Pr(win) = \sum_{i=1}^{5} S(IT_{\text{serv}}) W(IT_{\text{serv}}) = \sum_{i=1}^{5} IT_{\text{serv}} \left( \sum_{j=1}^{5} IT_{\text{serv}} \right).
\]

The calculation results are given in Table 1.

**Table 1**

| Scenario number | Scenario representation at the knowledge level | Scenario value \( S(IT_{\text{serv}}) \) | Scenario value \( W(IT_{\text{serv}}) \) |
|-----------------|-----------------------------------------------|---------------------------------|---------------------------------|
| 1               | \( K_{\text{Serv,User}}^1 \)                  | 15                              | 15                              |
| 2               | \( K_{\text{Serv,User}}^2 \)                  | 10                              | 10                              |
| 3               | \( K_{\text{Serv,User}}^3 \)                  | 11                              | 11                              |
| 4               | \( K_{\text{Serv,User}}^4 \)                  | 14                              | 14                              |
| 5               | \( K_{\text{Serv,User}}^5 \)                  | 23                              | 23                              |

**Result of calculation of function** \( Pr(win, r) \)

\[
(IT_{\text{serv}}) = 5, \quad r = 2 \quad Pr(win, r) = 0.0744
\]
Table 1 shows for each scenario of meeting the requirement by an IT-services User the number of elements within a given scenario $S(IT_{\text{Max}})$, as well as the number of unique elements within a given scenario $W(IT_{\text{Max}})$.

Table 1 gives the number of IT services for the examined variant of architecture description for FM SW $IT_{\text{Max}}$ and the value for repulsion coefficient $r$. These data were used to calculate the value for function $Profit(IT_{\text{Max}},r)$, the result of which is also given in Table 1. This result characterizes the level of overlapping requirements by an IT-services User in the variant of architecture description of FM SW, proposed as a result of the implementation of Stage 2. When executing Stage 3, the result of the calculation of value for function $Profit(IT_{\text{Max}},r)$, shown in the Table 1, is used to quantify the overlapping requirements by an IT-services User.

When executing Stage 3 of the improved method for synthesizing the variants of architecture descriptions for a created IS, we conducted an iterative search for overlapping scenarios. Let us consider the features in performing these iterations using an example of the first iteration of Stage 3 implementation.

**Example: Iteration of Stage 3**

When executing Step 3.1 at the first iteration, the value for function $\text{Profit}(IT_{\text{Max}},r) = 0.0744$, computed when executing Stage 2, is accepted as the maximum. In addition, we set the values for variables $i=1, j=2$.

When implementing Step 3.2 at the first iteration, as a result of checking the value for an element in the matrix description of the base architecture for $i=1, j=2$, it was established that $t_{ij}(IT_{\text{Max}})=1$.

When executing Step 3.3 at the first iteration one calculates the value for function $\text{Profit}(IT_{\text{Max}},2)$ in order to verify the assumption on the duplication of the first and second scenarios:

$$\text{Profit}(IT_{\text{Max}},2) = 0 + \frac{25}{23} \times 2 + \frac{11}{14} + \frac{14}{14} + \frac{23}{23} = 0.094 + 0.091 + 0.071 + 0.043 = 0.598.$$  

(6)

When implementing Step 3.4 at the first iteration the condition that is checked, 0.0598<0.06696 holds. This means that the checked condition for the inclusion of expression (6) into the predefined range does not hold.

When implementing Step 3.5 at the first stage one forms the upper and lower values for range $\text{Profit}_{\text{Max}} = 0.0744$ and $\varepsilon = 0.1 \times \text{Profit}_{\text{Max}} - 0.1 \times 0.0744 = 0.00744$,  

(7)

$$\text{Profit}_{\text{Max}} - \varepsilon = 0.0744 - 0.00744 = 0.06696,$$  

(8)

respectively. The checked condition for the inclusion of expression (6) into the predefined range does not hold.

When implementing Step 3.6 at the first iteration the checked condition 0.0598<0.06696 holds. This means that the proposed variant of architecture description for FM SW is worse than the initial one. To exclude it from further consideration we adopt $t_{ij}(IT_{\text{Max}})=0$, and matrix (5) is reduced to the following form:

$$\text{Arch}_{\text{Max}} = \begin{bmatrix} 1 & 0 & 1 & 1 & 1 \\ 0 & 1 & 1 & 1 & 1 \\ 0 & 0 & 1 & 1 & 1 \\ 0 & 0 & 0 & 1 & 1 \\ 0 & 0 & 0 & 0 & 1 \end{bmatrix}.$$  

(9)

When implementing Step 3.7 at the first iteration one accepts the value for variable $j=2+1=3$. Since $3 < 5$, we finalize implementation of the iteration and return to Step 3.2.

All subsequent iterations of Stage 3 in the improved method for synthesizing the variants of architecture descriptions for a created IS are performed similarly.

When implementing the eighth iteration of Stage 3 we found the new maximum value for function $\text{Profit}(IT_{\text{Max}},2)$.

Results from this iteration are given in Table 2.

**Table 2**

| Scenario number | Scenario representation at the knowledge level | Scenario value $S(IT_{\text{Max}})$ | Scenario value $W(IT_{\text{Max}})$ |
|-----------------|-----------------------------------------------|------------------------------------|------------------------------------|
| 1               | $\{K_{\text{Base}}\}$                        | 15                                 | 15                                 |
| 2               | $\{K_{\text{Base}}^2\}$                       | 10                                 | 10                                 |
| 3               | $\{\emptyset\}$                              | -                                  | -                                  |
| 4               | $\{K_{\text{Base}}^3, K_{\text{Base}}\}$     | 25                                 | 17                                 |
| 5               | $\{K_{\text{Base}}\}$                         | 23                                 | 23                                 |

Result of calculation of function $\text{Profit}(IT_{\text{Max}},r)$

$$\text{Profit}(IT_{\text{Max}},2) = 0.0766.$$  

The matrix description of the architecture, taking into consideration the found duplication of the third and fourth scenarios, took the following form:

$$\text{Arch} = \begin{bmatrix} 1 & 0 & 0 & 0 & 0 \\ 0 & 1 & 0 & 0 & 0 \\ 0 & 0 & 0 & 0 & 0 \\ 0 & 0 & 0 & 2 & 1 \\ 0 & 0 & 0 & 0 & 1 \end{bmatrix}.$$  

(10)

The found variant of the architecture description is the only and final result of implementing Stage 3 of the improved method for synthesizing the variants of architecture descriptions for a created IS.

When implementing Step 4.1 of the improved method for synthesizing the variants of architecture descriptions for a created IS one generates a variant of the description of the architecture for a created FM SW. In this scenario, the first, second and fourth functions of FM SW fulfill, respectively, the first, second and fifth requirement by a rightsholder. The third function of FM SW meets the third and fourth requirements by a rightsholder. The Use Case diagram for the scenario of meeting the third function of FM SW is shown in Fig. 7.

When implementing Step 4.2 it was revealed that none $t_{ij}(IT_{\text{Max}})=1$ was found in the resulting matrix $\text{Arch}_{\text{Max}}$. Therefore, the set of publications of scenarios for fulfilling the functions of FM SW, shown in Fig. 2, 3, 6, 7, is adopted as the resulting variant of the architecture description for a created FM SW. Application of the improved method for synthesizing the variants of architecture descriptions for a created IS is over at Step 5.1.
The description of the architecture for FM SW, based on the results of validation of the improved method for scenario analysis, corresponds to one of the two descriptions of architecture, formed as a result of the application of the improved method for synthesizing the variants of architecture descriptions for a created IS. It should be noted that application of the improved method for scenario analysis has not produced the descriptions of architecture for FM SW that would differ from those proposed in [19].

Consequently, the application of the improved method of scenario analysis makes it possible to find acceptable descriptions of IS architecture based on the significantly less detailed descriptions of the stated functional requirements. This will reduce the amount of time spent on the construction and analysis of functional requirements to IS, through the identification of overlapping requirements by rightsholders at the early stages of IS creation.

7. Discussion of the results of improving the model and the method of scenario analysis of functional requirements to an information system

In the course of the study, the following results were obtained for solving the stated tasks:

a) we have constructed a model of the subclass of structural patterns for designing the scenarios for the implementation of, functional requirements (3);

b) we have improved a method of scenario analysis of functional requirements to IS.

The model of the subclass of structural patterns for the design of scenarios for implementing functional requirements (3) was obtained by adapting the previously developed model of structural patterns for designing functional requirements (1) to features in the publication of scenarios for fulfilling functional requirements to IS in the form of the Use Case diagrams. Therefore, model (3) is a set of tuples that describe a Use Case diagram as a network of frames the relations between which in a given particular case bear no semantic load. Such a representation of patterns for designing scenarios for the implementation of functional requirements makes it possible to maximally separate the description of knowledge acquired from publications of functional requirements from the specific features of IS subject domains.

A given model is the base for the construction of a database (Fig. 1) for storing the knowledge, acquired from the Use Case diagrams, about scenarios for fulfilling individual functional requirements to IS. This should be considered the main advantage of model (3), since it makes it possible to implement this model and any methods based on it as a separate service in a scenario analysis of functional requirements to IS that would extend the possibilities of existing information technologies for the creation, analysis, and management of requirements to IS. An example of integrating a similar module by converting XML documents that describe the visual models of requirements to IS into a set of records in the database, storing the knowledge acquired from the functional requirements, can be found in [17].

It should also be noted that the proposed model of the subclass of structural patterns for designing the scenarios for fulfilling functional requirements (3), in contrast to the alternative techniques for solving the task of research, considered in chapter 2, was developed by using the maximally simple mathematical apparatus and does not require con-
ducting a scenario analysis to expand the Use Case diagrams with additional visual models.

Model (3) underlies the improved method of scenario analysis of functional requirements to IS. The essence of a given method is the automatic identification of overlapping scenarios for fulfilling functional requirements to IS and their individual frames (actors, cases, interfaces), as well as the automated synthesis of the resulting Use Case diagram describing the architecture for a created IS. These improvements have become possible due to the adaptation of the improved method for synthesizing the variants of architecture descriptions for a created IS to the peculiarities of the formal representation of about scenarios for fulfilling functional requirements. The result of these improvements is the significant decrease in the proportion of manual labor by analysts in the analysis of a set of the Use Case diagrams describing individual functional requirements, as well as in the synthesis of the resulting Use Case diagram. Owing to the use of model (3), the specificity of subject areas for created IS have almost no effect on the implementation of the improved method of scenario analysis of functional requirements.

A given method can be implemented as a set of SQL queries to the database constructed based on model (3). The result of such an implementation of a given method would be the materialized representation that stores data about the variants of description of the architecture for a created IS considering the remote overlapping functional requirements to this system.

However, the model and method proposed in the current study have certain flaws. The main drawback, limiting the application of the results obtained is the focus of the improved method of scenario analysis of functional requirements mainly on the analysis of symbol-based descriptions of individual elements in the Use Case diagrams. A given feature of model (3) and the improved method of scenario analysis of functional requirements requires that analysts should pay special attention to correct spelling of the names of elements that are repeated in different Use Case diagrams.

The results obtained define the need for the further research in this field. The purpose of the current study is to develop the models, methods, and technologies for the automated refinement of descriptions for the constructed functional requirements. One of the most promising ways of achieving a given goal, in our opinion, is the automated generation and subsequent refinement of descriptions of business classes for a functional requirement, based on the names for individual cases in the scenario for fulfilling a given requirement.

The further research in this field will inevitably require solving such tasks as the issues of homonymy and synonymy of terms in the descriptions of a subject area, requirements to IS, and IS functions. One of the simplest ways to address these issues is that an IT company should compile and update specialized dictionaries of terms using which could specify the publication of requirements to IS. However, the effectiveness of a given technique is low, which necessitates further research in this field.

8. Conclusions

1. We have adapted the formal representation of patterns for designing requirements to IS at the level of knowledge in terms of the features in the description of scenarios for fulfilling functional requirements by rightsholders in the form of the Use Case diagrams. It is shown that the Use Case diagram elements can be formally described as special cases of frames, the relationships between which have no their own semantics. Based on this feature, we have constructed a model of the subclass of structural patterns for designing scenarios for the implementation of functional requirements. A given model establishes the rules and semantics for the Use Case diagrams and their elements and enables the automated execution of a scenario analysis of the rightsholders' requirements using the previously developed elements of information technology.

2. We have suggested an improvement to the method of scenario analysis of functional requirements, which makes it possible to automate its most labor-intensive stages. In contrast to the base method, the improved method of scenario analysis makes it possible to automatically detect the overlapping scenarios and their individual frames (actors, cases, interfaces). In this case, the identification of overlaps is carried out both for individual scenarios and for the resulting Use Case diagram. A given advantage was achieved by selecting and subsequent processing of knowledge about scenarios for the fulfillment of requirements. We have verified the improved method of scenario analysis of functional requirements to IS based on the analysis of functional requirements to FM SW. In the course of verification, the duplication of scenarios for fulfilling the third and fourth functional requirements was revealed. In addition, we subsequently found the duplication of individual elements in the resulting Use Case diagram, which is a description of the architecture of FM. The results from comparing the proposed method to the previously constructed improved method for synthesizing the variants of architecture description for a created IS show that the proposed method makes it possible to find the acceptable descriptions of IS architecture based on the considerably less detailed descriptions of the stated functional requirements.
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