Statistics of software vulnerability detection in certification testing

To cite this article: A V Barabanov et al 2018 J. Phys.: Conf. Ser. 1015 042033

View the article online for updates and enhancements.
Statistics of software vulnerability detection in certification testing

A V Barabanov¹, A S Markov¹, V L Tsirlov²

¹ Bauman Moscow State Technical University, 5, Baumanskaya 2-ya St., Moscow, 105005, Russia
² NPO Echelon, 24, Eletrozavodskaya St., Moscow, 107023, Russia

E-mail: A.Markov@bmstu.ru

Abstract. The paper discusses practical aspects of introduction of the methods to detect software vulnerability in the day-to-day activities of the accredited testing laboratory. It presents the approval results of the vulnerability detection methods as part of the study of the open source software and the software that is a test object of the certification tests under information security requirements, including software for communication networks. Results of the study showing the allocation of identified vulnerabilities by types of attacks, country of origin, programming languages used in the development, methods for detecting vulnerability, etc. are given. The experience of foreign information security certification systems related to the detection of certified software vulnerabilities is analyzed. The main conclusion based on the study is the need to implement practices for developing secure software in the development life cycle processes. The conclusions and recommendations for the testing laboratories on the implementation of the vulnerability analysis methods are laid down.

1. Introduction

The analysis of software vulnerabilities is currently the major activity performed by experts of testing laboratories (TL) of Russian information security certification systems. This type of work is performed both in the course of certification for compliance with the requirements of the protection profiles, which explicitly include the requirements of the Vulnerability Analysis trust family, as well as in testing for compliance with the requirements of technical specifications or classical guidelines [1]. The vulnerability analysis methods consist of the joint use of the approaches set forth in national standard ISO/IEC 18045 and international standard ISO/IEC TR 20004. In general, the methodology assumes the following steps.

- Identifying known (confirmed) vulnerabilities of the certification object. At this step, TL experts search for known (confirmed) vulnerabilities in publicly available information sources, for example: in the Information Security Threats Database of the FSTEC of Russia or CVE resource.
- Identifying previously unpublished vulnerabilities of the certification object. At this step, TL experts define a list of potential vulnerabilities of the certification object based on the analysis of certification object data (source code, available documentation, information from open
sources) and develop and execute a penetration test for each identified potential vulnerability to make sure that the assumption is correct.

Since the requirements for vulnerability analysis are relatively new for Russian information security certification systems, to date there are practically no methodological documents for TL that could be used to conduct an effective vulnerability analysis. This is a reason for the urgency of developing and improving the methodological support for the vulnerability analysis in conducting certification tests under information security requirements. As part of this study, a combined methodology for the analysis of software vulnerabilities was approved, and recommendations for experts of the accredited TL were formulated.

2. Customized methodology for the software vulnerability analysis

As part of the study, the combined methodology for the analysis of vulnerabilities was customized to meet the NPO Echelon accredited TL peculiarities (Fig. 1).
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**Figure 1.** An IDEF0 diagram of the adapted methodology for the software vulnerability analysis.

A brief description of the stages and steps of the customized methodology for the software vulnerability analysis is presented below.

**Stage 1. Static analysis of the software source code [2, 3].**

- **Step 1.** Identifying a variety of source code that compile the certification object. At this step, TL experts check the software source codes to be tested for completeness and lack of redundancy in order to determine the exact variety of source codes that participate in the software compilation. At this step, TL experts use information generated by the assembly system and various tools (file system monitors, file system audit programs, etc.). The main goal of this step is to register the list of source code files that participate in the compilation of the certification object.

- **Step 2.** Static signature analysis [4] with respect to the source code variety established at step 1. The static analyzer should be able to search for potentially dangerous structures in the source code and generate this list, assigning a CWE base identifier to each detected potentially dangerous structure.

**Stage 2. Making a list of potential vulnerabilities of the certification object and attack patterns.**

- **Step 3.** Processing the obtained list of potentially dangerous structures using the filtering criteria presented in Section 6.1.2.1 of the ISO/IEC TR 20004 standard.

- **Step 4.** Making a list of attack patterns that are relevant for the test software using the sequence of actions described in Section 6.1 of the ISO/IEC TR 20004 standard. At this step, in addition to the information presented in the source codes of the certification object, TL
experts use documentation (technical, software, operational) provided for testing and the information about the known software vulnerabilities which are similar to the certification object.

Stage 3. Formation of pairs “potential vulnerability – attack pattern.”
- Step 5. Processing the list of potential vulnerabilities and attack patterns obtained at Stage 2, using the sequence of actions described in Section 6.1.2.2 of the ISO/IEC TR 20004 standard.
- Stage 5. Performing a penetration test.
- Step 6. Development of penetration tests on the basis of the resulting list of potential vulnerabilities and attack patterns.
- Step 7. Installation of a test bench and performance of penetration tests using the developed code.
- Step 8. Determining the actual SW vulnerabilities based on the penetration tests and issuing reports.

3. Experimentation
Experimental studies of the customized methodology for the software vulnerability analysis were conducted for 2 years (2016-2017) at the research base of NPO “Echelon” by experts of the accredited TL. The test object was software that was undergoing case and certification tests in the accredited TL (a total of 76 test objects). Fig.2 shows the distribution of the tested products by types. Depending on the certification criteria determined by the potential scope of the certified product, the TL experts were provided or were not provided with access to the certification object source codes (Fig. 3). For the signature analysis of the source code, TL experts used the static analysis tool such as AppChecker (developed by NPO Echelon). For the penetration tests, the TL experts used recommendations from various issue-related resources (CAPEC, OWASP) [5-12]. The TL experts installed and adjusted the test benches used for penetration testing (step 7) in full compliance with the requirements of operational and technical documentation for test objects.

Figure 2. Distribution of the tested products by types: UAPM – unauthorized access protection means; AS with ISM – application software with the embedded information security means; FW – firewall; AVPT – anti-virus protection tool; DBMS – database management systems; OS – operating system; IDS – intrusion detection system.
Figure 3. Distribution of the tested products depending on the access to source code.

4. Experimental results
As a result of the tests, 81 vulnerabilities were identified by the TL specialists of NPO “Echelon” (vulnerabilities were found in 26 from 76 products tested). For all detected software vulnerabilities, it was confirmed that they are challenging on the part of the software developer, and software developers took measures to eliminate the identified vulnerabilities.

Fig. 4 shows the distribution of the detected vulnerabilities in terms of their criticality (assessment was performed using the CVSS version 3.0) [13, 14].

Figure 4. Distribution of the identified vulnerabilities depending on the degree of their criticality.

The most popular type of vulnerable software is application software with the incorporated information security tools (Fig. 5).
Figure 5. Distribution of the identified vulnerabilities depending on the type of the software tested.

The main types of vectors of successful attacks, which were developed by the TL experts to confirm the relevance of the vulnerability (Fig. 6), are:

- Cross-site scripting (CAPEC-63).
- Cross-site request forgery (CAPEC-62).
- Enhancement of privileges related to circumvention of security functions (CAPEC-233).
- Attacks aimed at denial of service (CAPEC-2).
- Disclosure of critical software information in error messages (CAPEC-54).
- SQL injection (CAPEC-66).

Figure 6. Distribution of the identified vulnerabilities depending on the type of the attack vector.

Types of attack vectors falling in the Other category are as follows: remote execution of operating system commands by data transfer in HTTP requests (CAPEC-76), XML injection (CAPEC-250), session fixation (CAPEC-61), going out of limits of the designated directory (CAPEC-126), Reparse-Point, RegSafe/RegRestore attack types.

The main types of software shortcomings that have become the causes of vulnerabilities are as follows (Fig. 7):

- Incorrect use of data obtained from an untrusted source to generate an HTML page (CWE-79).
- Use of authentication data (cookie data) for request authorization (CWE-352).
• Incorrect use of data obtained from an untrusted source when performing security functions (CWE-807).
• Lack of authorization for critical operations (CWE-862).
• Incorrect use of data obtained from an untrusted source to generate a query to the DBMS (CWE-89).
• Incorrect error message generation (CWE-209).

Figure 7. Distribution of the identified vulnerabilities depending on the software error (defect).

Software errors falling in the Other category are as follows: use of the authentication data specified in the code of the program (CWE-798), buffer overflow (CWE-120), errors leading to session fixation (CWE-384), misuse of data obtained from an untrusted source, to generate OS commands (CWE-22), etc. The tests have shown that the software can explicitly include program bookmarks masqueraded as debugging tools, for example, built-in accounts and master passwords.

Speaking about the methods of making a list of potential vulnerabilities, it should be noted that most of the vulnerabilities were discovered through assumptions made on the basis of review of documentation for the certification object and data on vulnerabilities in products similar to the certification object (Fig.8).

Figure 8. Distribution of the identified vulnerabilities depending on the method of forming a list of potential vulnerabilities.
The average time to fix the vulnerability by the software developer was 3 weeks.

5. The state of the problem in foreign certification systems
It should be remembered that due to innovations in foreign certification systems [15], TL reports that general information about the vulnerability analysis conducted is published in official network resources of certification systems. The TL reports for the period of 2016-2017 were analyzed (33 reports were selected) and published on the website of the NIAP as a regulator of the US certification system. Among the analyzed reports, most of the reports were those prepared by the results of testing for compliance with the requirements for protection profiles of network devices (28 reports). The rest of the reports (5 reports) reflected the results of testing for compliance with the requirements for protection profiles for application programs, operating systems, access control policy tools and mobile device protection tools.

The main analysis results are presented below.
- In the course of every study, foreign TL always searched for information about the known vulnerabilities of the certification object in public databases. Some TL searched for the known vulnerabilities not only by keywords directly related to the certification object (software name and version, software developer’s name), but also by identification data related to the imported components.
- Only in half of the studies, the testing laboratories performed additional penetration tests. In most cases, a standard set of tests, applicable to virtually all types of certification objects (for example, scanning network ports), was used. Only one paper provided information on penetration testing based on potential vulnerabilities of the certification object formulated taking into account the analysis of the developer’s evidence.
- Fuzz testing was involved in all the activities related to certification by the requirements for protection profiles for network devices. In this case, as a rule, in-house software automation tools were used.
- In their work, the testing laboratories did not use ISO/IEC TR 20004 guidelines on making a list of potential vulnerabilities based on the analysis of CWE and CAPEC databases. The reason is that the requirement to provide access to the source code of the software being certified is not mandatory in foreign certification systems. The analysis is carried out only to the extent required by EP – additional research is performed only by a small number of testing laboratories.

6. Conclusions
The main conclusions obtained from the study are summarized below.
- The portion of vulnerabilities detected in Russian software is much larger than the portion of vulnerabilities detected in foreign software, even versus a significant difference between the quantities of Russian and foreign products studied. This is due to the significant differences in the maturity levels of life cycle processes of the secure software development [16, 17], introduced by foreign and Russian software developers. However, it should be noted that during the study of foreign software, the developers in most cases did not provide access to the source code of the test objects, which made it impossible in principle to make a list of potential vulnerabilities based on the study of the program source code.
- Most of the vulnerabilities identified in the study could be detected by software developers at the early stages of software development using software architecture analysis in terms of implementing information security threats and a static analysis of software source code.
- In order to reduce the number of vulnerabilities, software developers are recommended to implement in the life cycle processes the main activities aimed at developing secure software (GOST R 56939 [18]) – software architecture analysis in terms of implementing information security threats, static analysis of source code and security testing. The introduction of such procedures into the practice of Russian software developers will increase, in the authors’
opinion, the level of protection of the software being created and, as a consequence, significantly reduce the number of information security incidents.
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