Fuzzy string implementation matching on android-based encyclopedia and anatomy quiz
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Abstract. Encyclopedia anatomy is an android application to introduce anatomy, equipped with a search feature, multiple choice quizzes and guess image quizzes. Due to some anatomical term is uptake from foreign languages and frequently typing errors by a smartphone user, then search feature in this application implement fuzzy string matching method which uses Levenshtein distance algorithm. However, the results obtained are still not accurate, then added method of splitting and indexing, so the results are more accurate and search process fast enough. Due to more simple than a book and supported by a good appearance, this application can get a positive response from the users.

1. Introduction
Anatomy (derived from Greek anatomy or anatemnein, which means cutting) is a branch of biology that deals with the structure and organization of living things. Anatomy is the knowledge needed for students and practitioners in the field of biology and medicine to know the basics of the structure of living things both human, animal and plant [1].

Some terms in anatomy are absorption from foreign languages so that it is quite difficult to learn [2-6]. The development of technology, especially smartphones, enables the creation of a more practical and interesting media for introducing anatomy.

The highly sophisticated smartphone technology apparently cannot solve all problems; it is still found that there is a possibility of user errors / human errors such as typographical errors (typo) [7]. The current system uses exact string matching so that it cannot overcome the problem of typing errors by the user which results in the information obtained is not as expected, or even information cannot be found.

A string matching method is needed that can resolve typing errors so that the desired information can appear even though there are a few typing errors. Based on the background of the problems described, the authors are interested in making a study of the implementation of fuzzy string matching in an encyclopedia and android based anatomy quiz.

2. Methodology
The data used is taken from the class VIII Integrated IPA Electronic School Book [8] and the Biology Electronic School Book class XI [9], and the data taken is only about the anatomy of the human body. Then the data is entered into the SQLite database so that the application can run offline. The algorithm applied in this research is the Levenshtein distance algorithm which is one of the fuzzy string matching algorithms [10].
This algorithm runs from the top left corner of a two-dimensional array that has been filled with several source characters and target strings and is given a cost value. The cost value at the lower right end becomes the edit distance value which describes the number of differences in two strings.

Calculations in this algorithm include insert operations, delete and substitution characters in the source string to calculate a distance. The description of the matrix calculation can be seen in the figure1.

| String Source = Bronkus |
|-------------------------|
| String Target = Bronkus |

|   | b | r | o | n | k | u | s |
|---|---|---|---|---|---|---|---|
| b | 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| r | 1 | 0 | 1 | 2 | 3 | 4 | 5 |
| o | 2 | 1 | 0 | 1 | 2 | 3 | 4 |
| n | 3 | 2 | 1 | 0 | 1 | 2 | 3 |
| k | 4 | 3 | 2 | 1 | 0 | 1 | 2 |
| u | 5 | 4 | 3 | 2 | 1 | 0 | 1 |
| s | 6 | 5 | 4 | 3 | 2 | 1 | 0 |

MaxLength = 7
Dis = 0

*Similarity Value (SV)*

\[ SV = \{1-(\text{Dis}/(\text{MaxLength}(CS,ST))}\]  
\[ SV = \{1-(0/7)\} \]

\[ SV = 1 \]

3. Results and discussion

In this study fuzzy string matching is implemented in the anatomical name search feature using the Levenshtein Distance algorithm. To be able to provide the best solution to the background of this research problem in the form of frequent typing errors, preprocessing is implemented in the form of splitting and indexing methods, and after processing in the form of ranking / shorting.

So that in this study three search methods will be applied, namely Levenshtein Distance Standard, Levenshtein Distance with splitting, and Levenshtein Distance with splitting and indexing. The three methods will be tested to find out which method can display the best search results and applied as the main search method on the application.

3.1. Implementation of Levenshtein Distance standard

Figure 1 is the implementation of the Levenshtein Distance algorithm in the Java programming language which functions to calculate the similarity between two strings, if the result is close to 0 (zero) it means the string has no resemblance and if the result is close to 1 (one) means the string has a high resemblance. The standard Levenshtein distance algorithm performs string matching without doing any process before comparing the keyword string entered by the user with each anatomic name string.
3.2. Implementation of Levenshtein Distance with splitting

```java
public static double similarity(String s1, String s2) {
    String longer = s1, shorter = s2;
    if (s1.length() < s2.length()) {
        longer = s2;
        shorter = s1;
    }
    int longerLength = longer.length();
    if (longerLength == 0) {
        return 1.0;
    }
    return (longerLength - editDistance(longer, shorter)) / (double) longerLength;
}

public static int editDistance(String s1, String s2) {
    s1 = s1.toLowerCase();
    s2 = s2.toLowerCase();
    int[] costs = new int[s2.length() + 1];
    for (int i = 0; i <= s1.length(); i++) {
        int lastValue = 1;
        for (int j = 0; j <= s2.length(); j++) {
            if (i == 0) {
                costs[j] = j;
                break;
            } else {
                int newValue = costs[j - 1];
                if (s1.charAt(i - 1) == s2.charAt(j - 1)) {
                    newValue = Math.min(Math.min(newValue, lastValue), costs[j]);
                    costs[j] = 1;
                } else {
                    newValue += 1;
                    costs[j] = newValue;
                }
            }
        }
        lastValue = costs[s2.length()];
    }
    return costs[s2.length()];
}
```

**Figure 2.** Levenshtein Distance standard.

**Figure 3.** Source code splitting.
Figure 3 is a search implementation using the pre-processing splitting method. Before the keyword string is compared to the anatomical name strings, the spacing will be separated if the string has more than one word. For example, the string "Spine" consists of two words, then the separation is based on space into the string "Bone" and the string "Back" after that the string has been separated compared to the keyword.

3.3. Implementation of Levenshtein Distance with splitting and indexing

```java
        cari = editText.getText().toString();
        cari = cari.toLowerCase();
        String st = cari;
        String[] splitSt = st.split("\\s");
        for (j = 0; j < listKonten.length; j++) {
            double all = 0, part1 = 0, part2 = 0, temp = 0;
            pembanding = listKonten[j].toLowerCase();
            if (cari.charAt(0) == pembanding.charAt(0))
                all = similarity(cari, pembanding);
            String str = pembanding;
            String[] splitStr = str.split("\\s");
            for (int i = 0; i < splitSt.length; i++) {
                for (int j = 0; j < splitStr.length; j++) {
                    if (splitStr[i].charAt(0) == splitStr[j].charAt(0))
                        part2 = similarity(splitSt[i], splitStr[j]);
                }
            }
            if (all <= part1) {
                temp = part1;
            } else {
                temp = all;
            }
            if (temp >= 0.5f) {
                Tampil[jumlah][0] = listKonten[j];
                Tampil[jumlah][1] = String.format("%.2f", part1);
                Tampil[jumlah][2] = String.format("%.2f", all);
                jumlah++;
            }
        }
```

Figure 4. Implementation of Levenshtein Distance with splitting and indexing.

Figure 4 is a search implementation using the preprocessing splitting method like the third method, only the indexing method is added, so the system only searches if the first character in the keyword is the same as the first character in the names of anatomy.

3.4. Accuracy testing of the Levenshtein Distance algorithm

Accuracy test results on the three Levenshtein distance methods, where testing is done 36 times that have been adjusted, if the target string is found then given a value of 1 and if the target string is not found then given a value of 0. Then the test results for each method are summed and divided by the number of tests performed, so that the average accuracy value of each method is obtained.
The test results show that Levenshtein Distance Standard has an accuracy of 53%, Levenshtein Distance with splitting has an accuracy of 100%, and Levenshtein Distance with splitting and indexing has an accuracy of 94%. Furthermore, to further clarify the test results, the test data is displayed in figure 5.

![Accuracy Graph](image)

**Figure 5.** Accuracy graph.

### 3.5. Execution Speed Test Levenshtein Distance algorithm

The results of the search process speed test on the three methods of the Levenshtein distance, where testing is done 36 times adjusted, the time unit used in this study are milliseconds / milliseconds. Furthermore, the length of the search time for each method is summed and divided by the number of tests performed, so that the average speed of each method is obtained. The test results show that Levenshtein Distance Standard has average speed of 10.97 milliseconds, Levenshtein Distance with splitting has average speed of 80.5 milliseconds, and Levenshtein Distance with splitting and indexing has average speed of 44.61 milliseconds. Furthermore, to further clarify the test results, the test data is displayed in the graph in the figure 6 and 7.

![Process Speed Graph](image)

**Figure 6.** Process speed graph.

![Average Process Speed Graph](image)

**Figure 7.** Average process speed graph (ms).

### 3.6. System feasibility test

The system feasibility test aims to get a direct assessment from the respondents on the system produced. The sample in this study amounted to 50 people. The samples in the feasibility test of this system are students majoring in biology and science biology.

The questionnaire in this study contains an assessment of the appearance, ease of use, system performance, content or application content. The results of the feasibility test show that the average value of the display category is 86.625%, ease of use 93.75%, system performance 85.5% and
content/content 81%. Based on the assessment category, it can be concluded that the display categories include "Very Good," ease of use including "Very Good," System Performance including "Very Good" and content/content also including "Very Good."

4. Conclusion
This encyclopedia application and anatomical quiz are classified into very good categories; the average display is 86.625%, ease of use 93.75%, system performance 85.5% and content/content 81%. Fuzzy string matching method using the Levenshtein distance algorithm, in general, can overcome typing errors but has a weakness in terms of accuracy of only 53%. So to be able to display better search results, in this study the Levenshtein distance algorithm is combined with a splitting method that produces 100% accuracy except that the search time becomes longer. So to slightly speed up the search process, an indexing method is added, resulting in the performance of the Levenshtein distance algorithm with high accuracy (94%) and better speed.
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