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Abstract—We devised a mobile biometric-based authentication system only relying on local processing. Our Android open source solution explores the capability of current smartphones to acquire, process and match fingerprints using only its built-in hardware. Our architecture is specifically designed to run completely locally and autonomously, not requiring any cloud service, server, or permissioned access to fingerprint reader hardware. It involves three main stages, starting with the fingerprint acquisition using the smartphone camera, followed by a processing pipeline to obtain minutiae features and a final step for matching against other locally stored fingerprints, based on Oriented FAST and Rotated BRIEF (ORB) descriptors. We obtained a mean matching accuracy of 55%, with the highest value of 67% for thumb fingers. Our ability to capture and process a fingerprint in mere seconds using a smartphone makes this work usable in a wide range of scenarios, for instance, offline remote regions. This work is specifically designed to be a key building block for a self-sovereign identity solution and integrate with our permissionless blockchain for identity and key attestation.

I. INTRODUCTION

Our aim is to create an initial step towards portable trust, in our narrow focus defined as authentication of trustworthy individuals with minimal constraints on mobility.

We created a fully functional end-to-end architecture for biometric-based authentication solution for offline usage and devised an operational prototype. Permissionless and autonomous systems which do not rely on central servers or even Internet access are challenging to create. Using only local processing is especially difficult.

Fingerprint authentication is a reliable biometric method used for identification of individuals in governments, organizations and public & private institutions for several purposes such as custom and border protection, suspect identification, access control to restricted areas, assets and information. Nowadays, most of the systems developed for this purpose work either as standalone applications using specialized hardware, or in a centralized architecture. The aim of this research is to break that barrier and demonstrate the viability of a portable trust system, cutting out the middlemen, taking advantage of Android smartphones to acquire, process and match fingerprint minutiae.

We believe our operational prototype is one of the rare examples of a complete open source end-to-end solution. The main reasons for using fingerprints as our biometrics are the vast pre-existing research that has been conducted on the subject and its popularity. We also wanted to explore the possibility to use a smartphone camera for fingerprint acquisition. Our motivation for using the build-in camera is that it can be freely used, no permission or contractual agreement with the manufacturer is required. This in contrast to fingerprint scanners, which are not included on all smartphones, require special permissioned access, and can not be freely used by the software.

Self-sovereign identity solutions empower users to locally store all their personal information and trustworthy public keys. This mean users do not need to trust identity providers, they take responsibly, and store data securely without any risk of privacy abuse [2]. This permissionless and autonomous approach to identity is a natural match for our biometric-based authentication architecture. Experimental state-of-the-art self-sovereign identity system already employ blockchain technology [3]. Our implementation aims to be permissionless, open source and guarantee interoperability across its layers, facilitating our ongoing integration with blockchain-based identity systems [4].
II. RELATED WORK

Several approaches have been developed for fingerprint authentication using Android smartphones. Even though these resources have often been limited to legal patents as in the case of Scale Invariant Feature Transform (SIFT) algorithm [6] and specific or additional hardware like built-in fingerprint scanners, they have served as a guide for development of the proposed solution. Ramin [7] has examined issues related to secure user information via fingerprint authentication using Android Fingerprint API [8]. This approach is not suitable for our project because the API does not allow sharing of fingerprints, however the encryption and decryption system using AES and RSA standards could be used as a guide to increase security. Our image processing pipeline is based on the one described in the Fingerprint Recognition project [1], shown in figure 1. It is an Android application that uses smartphone camera to capture an image for preprocessing, skeletonization and feature extraction. The way our algorithm extracts minutiae from the skeletonized image is based on an algorithm presented by University of Wroclaw [5] where black pixels are considered as bifurcation points if they have three black neighbours and as ridge endings if they have one black neighbour, as shown in figure 5.

III. ALGORITHM & IMPLEMENTATION OF FINGERBLOX

The algorithm is divided into three major components responsible for the fingerprint acquisition, the image processing pipeline and fingerprint matching.

A. Image acquisition

Initially, the user opens the application and is prompted to take a picture of a fingerprint inside the elliptic area as shown in figure 3. The elliptic area is used as a mask for the cropping step later, in the processing stage.

B. Image processing pipeline

An ordered sequence of processing stages are applied to the captured image, starting with skin detection using HSV color space approach [9], fingerprint isolation for the rest of the image applying a series of erosion and dilatation morphological operations, noise reduction using a Gaussian blur linear filter, and finally the fingerprint area is elliptically cropped from the rest of the image using a skin detection mask.
TABLE I: List of source files by lines of code

| Source file               | Lines of code |
|--------------------------|---------------|
| ImageProcessing.java     | 1283          |
| MainActivity.java        | 351           |
| ImageDisplayActivity.java| 333           |
| CameraView.java          | 110           |
| ScannerOverlayView.java  | 82            |
| CameraOverlayView.java   | 55            |
| ImageSingleton.java      | 9             |
| total                    | 2223          |

After this point further stages focus on enhancing and extraction of fingerprint minutiae features. As initial step, ridges (darker curves) and valleys (brighter curves) differentiation using contrast enhancements [10], a lightweight representation of the fingerprint is produced using Thin-ning(Skeletonization) applying the Zhang-Suen algorithm [11] to reduce ridges to one pixel. Lastly, ridge endings and bifurcation points are detected by iterating over pixels and classifying image locations in rectangular coordinates(x,y) as ridge endings when it has one white neighbor pixel and as bifurcations when it has three white neighbors. From detected minutiae ORB descriptors are calculated and stored to be used for matching purposes. ORB was selected because it is twice as fast as SIFT [12] and not patented. Additionally, it is more suitable for low-power consumption devices such as smartphones.

C. Matching

Fingerprint matching is done using minutiae keypoints and ORB descriptors obtained as described in the previous section and compared against the stored ones using random sample consensus (RANSAC) and ratio test [13] to obtain the best matches.

D. Implementation

Our implementation [14] is public, open source, and hosted on Github. It is written in Java as it’s the native language for Android applications and uses the popular library Open Source Computer Vision (OpenCV) [15]. The line counts of source files are listed in table I. Most of the code resides in ImageProcessing.java which contains the implementation for the image processing pipeline.

IV. USER EXPERIENCE

From the user experience perspective the application was divided into 3 screens to allow intuitive navigation. When it is started, an elliptical area in the middle of the screen shows the user where to place the finger as shown in figure 3. The preview option allows the user to inspect partly processed image before taking the picture.

When the processing task starts, immediate updates of the current step are displayed as shown in figure 4 to inform the user about the current status of processing the fingerprint.

Finally, as shown in figure 5 the fingerprint features can be saved for future comparisons or compared against a local database of previously obtained minutiae data of fingerprints located in the phone’s file system. The entire capture and matching process took less than one minute on a Samsung Galaxy S7 Edge smartphone.

V. EVALUATION

We conducted a small performance evaluation experiment. We measured the authentication accuracy using different lighting conditions and different background scene when compared to the reference image.

The performance of our system is evaluated against a small dataset of 20 finger images belonging to one of the authors. Of these 20 finger images, 10 belong to the same right hand, where 5 are used for extracting feature points and the other 5 for matching. It is similarly followed for the left
hand too. The fingers have been numbered from one to five starting on the thumb finger and the prefixed L for left and R for right hand.

The matching algorithm gives the matching percentage between two images. This metric is currently used as a performance measure for the algorithm. A higher percentage indicates a higher confidence over that fingerprint matching.

| L1 | L2 | L3 | L4 | L5 |
|----|----|----|----|----|
| 3  | 11 | 42 | 11 | 5  |
| 56 | 26 | 14 | 10 |    |
| 7  | 37 | 59 | 42 | 4  |
| 14 | 17 | 67 | 9  |    |
| 5  | 4  | 8  | 4  | 35 |

TABLE II: Fingerprint matching accuracy for each finger of the left hand.

| R1 | R2 | R3 | R4 | R5 |
|----|----|----|----|----|
| 67 | 5  | 10 | 10 | 4  |
| 12 | 54 | 34 | 11 | 6  |
| 9  | 26 | 55 | 40 | 9  |
| 6  | 10 | 31 | 58 | 5  |
| 5  | 8  | 8  | 9  | 46 |

TABLE III: Comparison of matching accuracies across each finger of the right hand.

Table II and Table III show the matching percentages of the fingers of the left and right hand respectively. The finger labels on the Y-axis represent the images that have been used for extracting feature points, while image labels on X-axis are the images against which the matching was performed.

The mean percentage of performance of our system was 55%. It was calculated from the mean of the matching percentages represented in the diagonal values of Table II and Table III.

Since our image processing pipeline was built to identify pictures of fingers taken with low-end devices as opposed to images of processed fingerprint skeletons, we could not perform evaluation on an available dataset of fingerprints like the NIST special database 27 [16]. The NIST dataset has gray-scale or binary images which would not be ideal when implementing our skin detection algorithm. Our small scale experiment is too limited to calculate other performance metrics like precision, recall and F1-scores with statistical accuracy. We believe our work shows the viability of completely offline, autonomous, and permissionless biometric-based authentication.

The size of the local storage limits the scalability of our solution. The approximate storage requirement for a single matched fingerprint minutiae
feature is 320 bits. Processing of a typical fingerprint yields roughly 300 features per fingerprint. Therefore, devices such as the Google Pixel phone (128 GByte) can contain in the order of 10 million fingerprints. Novel approaches are required to quickly search through inherently linear data-structures such as the blockchain [17]. Other recent work [1] is focused on the privacy challenge, as fingerprint should be stored in encrypted form on any blockchain.

VI. CONCLUSIONS

Trust is central to society, but proven difficult to establish or grow. Our work aims to create a first step towards portable trust, authentication of trustworthy individuals with minimal constraints on mobility.

We created a generic building block for authentication and identity management in general. Our solution does not depend on special fingerprint hardware, cloud providers, identity issuers, central servers, middleman or even Internet connectivity. We successfully created a biometric-based authentication prototype which is permissionless, autonomous, and open source.

We conducted a small 20-finger performance evaluation experiment. The image processing pipeline using OpenCV and advanced ORB extraction features produced a mean matching accuracy of 55% with a maximum 67% for left hand thumb and minimum of 35% for the left pinky finger. This wide margin in accuracy was mainly produced in the acquisition step due to the manual zooming and ambient luminosity.

Further research is required to improve image quality, taking into consideration the aforementioned parameters. Using automatic and scene-adaptive methods during the acquisition step to verify image quality is a key aspect for future work. One idea is to apply new tone mapping operators [13] after the image capture to mitigate shadow effects and the inclusion of a Gabor filter following the guidelines of Gottschlich [19] to increase matching accuracy. Other aspects to take into consideration for future research are the addition of other biometrics to our system such as face-recognition to increment reliability while taking advantage of the Android camera, the possibility to use neural networks as it has proven to have potential [20] and the integration with blockchain technologies due to its ability for tamper-proof encrypted fingerprint storage.
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