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ABSTRACT In recent years, there has been an increase in ransomware attacks worldwide. These attacks aim to lock victims’ machines or encrypt their files for ransom. These kinds of ransomware differ in their implementation and techniques, starting from how they spread, vulnerabilities they leverage, methods to hide their behaviors from antivirus software, encryption methods, and performance. The Conti ransomware is sophisticated ransomware that operates as ransomware-as-a-service. It started in 2019 and had an unprecedented human impact by targeting healthcare systems and cost $45 million. This paper analyzes the Conti ransomware source codes leaked on February 27, 2022, by an anonymous individual. We first look at the general code structure. Then, we analyze its flow, starting with its application programming interface disguise techniques, anti hook mechanisms, command-line arguments, and finally, its multithreaded encryption. We also perform a static and dynamic analysis of the latest known Conti sample in an isolated environment and compare its behavior to its source code flows.
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I. INTRODUCTION

Encrypting ransomware (i.e., crypto-ransomware) is malware that aims to restrict access to victims’ systems by encrypting their files and demanding a ransom to decrypt the files and restore the system to its original state [1]. The ransom is usually paid through cryptocurrencies, an anonymous and untraceable nature payment method [2]. Unfortunately, the lack of security systems specialized in this type of malware increased its danger from 2012 until now [3], [4].

Ransomware as a service (RaaS) is a new trend in the ransomware world. It is a business model that mirrors Software as a Service (SaaaS), as shown in Fig. 1. RaaS allows anyone to use pre-created ransomware tools to launch a ransomware attack. RaaS affiliates profit by cutting a percentage of each successful ransom payment [5], [6]. Ryuk, Satan, Netwalker, Egregor, and many more are all ransomware variants that follow the RaaS ecosystem. One of the most dangerous RaaS ransomware is Conti, which started its operations in 2019 by targeting healthcare, first responder networks, law enforcement agencies in the U.S., and more than 400 organizations worldwide [7].

Conti ransom is usually tailored to its victims. For example, in May 2021, the backup storage vendor ExaGrid was attacked by the Conti ransomware; the Conti group demanded a $7 million ransom; ExaGrid managed to negotiate and paid $2.6 million in the end [8]. However, the ransom can even go higher; in May 2021, the Health Services Executive (HSE) in Ireland was attacked by the Conti ransomware and asked for a $20 million ransom which Ireland refuses to pay [9]. According to the FBI, Conti ransom demands have been as high as $25 million [10], making it the most aggressive and profitable ransomware.

In Feb. 2022, the Conti group announced its full support to the Russian government after the Ukraine invasion [11]. The Conti group also threatened to deploy retaliatory measures to critical infrastructure if cyberattacks were launched against Russia [11]. This announcement led to around 60,000 messages from internal Jabber chat logs being leaked by an anonymous individual who showed their support for
Ukraine [12]. The leaker uses a newly created Twitter account under @ContiLeaks to release the leaked files. The leaked files also include the source code for the Conti ransomware and other internal project source codes that the Conti group uses to facilitate its operations.

In this paper, we analyze the Conti ransomware source codes to answer the following questions:

- What makes Conti ransomware different from other strains?
- How Conti ransomware disguises itself from static analysis and modern Endpoint Detection and Response (EDR) systems.
- What algorithm does Conti use to hash its strings and obscure its libraries and Application Programming Interface (API) calls?
- What are all the libraries and API functions that Conti utilizes?
- What encryption algorithm does Conti use to encrypt its victims’ files?
- What are its methods for deleting windows shadow copies and encrypting network shared files?

This paper lists all libraries and API calls that the Conti ransomware uses. It also describes how it disguises those libraries’ names and API names using API hashing, unhooking, and dynamic loading techniques. We also list all its command-line options with their description. Finally, we describe how it can delete Windows shadow copies and its multithread encryption process for local and shared network files.

The rest of the paper is organized as follows. In Section II, we highlight some related work for ransomware analysis and the related work for Conti ransomware. In Section III, we present the Conti ransomware source code analysis, including many subsections based on the execution phases of the ransomware. In Section IV, we present Conti ransomware’s static and dynamic analysis in a controlled and isolated environment. Section V lists some defense and countermeasures to protect against the Conti ransomware. Finally, in Section VI, we conclude the paper.

II. RELATED WORK

In the past few years, ransomware attacks have increased significantly, leading cybersecurity researchers to study these kinds of ransomware and analyze their behaviors. Many researchers suggest various methods for detecting and mitigating some ransomware attacks.

A. RANSOMWARE ANALYSIS

There are standard ransomware analysis techniques. These techniques consist of static analysis and dynamic analysis [13]. The static analysis focuses on analyzing ransomware files without executing them. In [13], the authors statically analyze a Portable Executable (PE) file of Avaddon ransomware using tools such as PeStudio, x64dbg, and BinaryNinja. They succeed in extracting strings and import functions from the PE file. These strings and functions can provide helpful information that shows the ransomware’s capabilities before executing it.

The recent ransomware families usually implement obfuscated techniques to hide their data from static analysis tools or delay the analyst [13]. They can also have an anti-debugging mechanism to hide their actual behavior when executing under a debugger [13], [14], [15], [16]. The other downside of static analysis is that the ransomware author can alter the PE files to provide false information to mislead the analyst; for instance, in [13], the authors extract the compilation time from the PE file. This field contains the information on when the PE gets compiled. Ransomware authors can manually alter this field to provide a false date [13].

Almost all existing static analysis tools extract information from sample files without trying to decide whether the file belongs to malware or not. However, in [17], the authors develop a static analysis tool that analyzes malware and extracts its information, such as APIs, and then decides if there are adversarial or not. For example, the tool checks API names such as SetWindowsHookEx API and GetAsyncKeyState. If the analyzed sample uses those APIs, the tool categorizes it as a Keylogger since those APIs record keyboard strokes. The tool can also identify Ransomware and Backdoor using the same method. However, since the tool relies mainly on API names, it has some false-positive results; it can also not detect malware that employs evasion techniques such as API name obfuscation and dynamic library loading.

The second analysis type is called dynamic analysis, also called behavior analysis. In this type, the ransomware is executed in an isolated and controlled environment. In [18], the authors analyze the behaviors of more than 20 different ransomware. The authors use software such as VirtualBox to create a virtual Microsoft Windows Operating
System (OS) and execute ransomware inside it. They notice that some ransomware has various evasion techniques such as anti-detection and anti-virtual machines. When the ransomware detects that it is running in a virtual environment, it does not start or behave differently [18].

In [19], the authors claim that static and dynamic analysis techniques are less efficient since the new malware developers learn how to trick the system. Therefore, the authors propose an AI-powered deep inspection method for multi-level profiling of crypto-ransomware. Their approach performs static and dynamic analysis on ransomware samples to extract distinct behavior features of crypto-ransomware. These behavior features can be obtained from the dynamic-link library, API function calls, and assembly levels. Then, these features are sent to a ransomware validation and detection model consisting of Natural Language Processing (NLP) and machine learning classifiers to determine if the sample is benign or ransomware.

The authors in [20] suggest using a Markov model and a Random Forest model by combining two-stage to detect ransomware. The authors use dynamic analysis in a virtual environment to capture API calls and group them into categories. Then, they use sequence patterns of these Windows API calls to build the Markov model. They use the Random Forest machine learning model to train the remaining data. They claim an accuracy of 97.3% with a 4.8% false-positive rate. The issues with such a technique are stated as follows. Although it uses dynamic analysis, some ransomware implements obfuscation to hide their APIs. Some can detect virtual environments and may not run; even if executed, they might not show their real API calls.

B. CONTI RANSOMWARE

To the best of our knowledge, there is only one academic paper about the Conti ransomware. In [21], the authors focus on preliminarily static analysis and primary behavior analysis of the ransomware on a computer network. They use a 2021 sample of the Conti ransomware. Their static analysis uses tools like PeStudio to extract the ransomware signature information and list the ransomware libraries as ws2_32.dll, kernel32.dll, and user32.dll. This led us to believe that the leaked source code is for a newer version of the Conti ransomware since it loads eleven libraries. The source code also shows API hashing techniques and dynamic API loading. In [21], the network behavior analysis shows how Conti ransomware can spread and encrypt networks file. This study lacks some critical information about the Conti ransomware, such as all its libraries, API calls, API hashing algorithm, encryption flow, and encryption algorithm.

III. CONTI SOURCE CODE ANALYSIS

The Conti ransomware is developed using C++ programming language on a Visual Studio 2015 with Windows XP platform toolset (v140_xp). The specified destination platform is Windows 10. The source code folder structure is contained in different subfolders, where each handles a specific ransomware module, as shown in Fig. 2. Our analysis focuses on the locker folder responsible for encryption operations. The locker folder contains multiple sources and headers files. We divide the execution into six phases, API hashing, API unhooking, Mutex creation, deleting Windows shadow copies, kill running process, and multithreaded encryption, as shown in Fig. 3.

A. API DYNAMIC LOADING AND HASHING

Many kinds of ransomware use dynamic API loading and hashing to hide the libraries and API names that they use to cover their functionalities from static analysis and conventional signature-based malware scanners [22]. The Conti ransomware obfuscates all its APIs and libraries names and resolves them dynamically at runtime. This obfuscation technique makes sure that the Conti can still access all its APIs without writing them directly to the import table, which will make them completely hidden from possible reverse engineers.

The Conti ransomware starts execution from the WinMain function in main.cpp file.

The WinMain function as shown in Fig. 4 starts by invoking InitializeApiModule function located in api.cpp file. The InitializeApiModule function as shown in Fig. 5 calls GetProcAddress function which is responsible for loading kernel32.dll library. The kernel32.dll library includes all programs’ basic and core functionality, including reading and writing files; it also includes LoadLibraryA API function [23]. The LoadLibraryA API function loads any given dynamic library into the virtual memory of the ransomware and returns its address; the ransomware then uses GetProcAddress API to access any API in any loaded library. This GetProcAddress API can get any API address given its name and its library’s virtual memory address.

The GetProcAddress function uses the API camouflages technique [24] to hide the API names resolved at runtime by hashing them leveraging the Murmur2A algorithm, as shown in Fig. 6. The Murmur2A algorithm is a non-cryptographic hash function with great performance, used for general hash-based lookup. Implementing the Murmur2A algorithm used in the Conti source code is publicly available as an open-source on Github [25].

Some API deobfuscation techniques resolve obfuscation libraries and API name strings from executable files. In [22],...
the authors proposed the API deobfuscation framework ADSD (API Deobfuscation based on Static and Dynamic techniques); their framework combines dynamic and static techniques to locate the decryption routine. In [26], the author introduces a static analysis method allowing generic deobfuscation targeting Windows API calls; their method can predict API names from the arguments passed to the API functions by employing symbolic execution and hidden Markov models. Unfortunately, many kinds of ransomware detect when they execute on a virtual machine, which will shut down without showing their actual behavior. The authors in [27] introduce VABox, an executable software analysis framework based on virtualization technology, the VABox has fast execution, and it can extract information about executed malware such as opcode, API calls, and shellcode; more importantly, it provides a realistic virtual environment for malware and decreases the chance of being detected by malware.

B. API-UNHOOKING MECHANISM

We explain the API hooking technique before diving into Conti ransomware’s second call, which involves an API unhooking mechanism. Many new generations of anti-virus software and Endpoint Detection and Response (ERD) solutions have a real-time protection feature. This feature is a behavior-based dynamic malware analysis that monitors all executing processes activities in real-time, and it can detect malware by its suspicious patterns of behaviors. The protection software must inject its code into these running processes for this feature to work, which then performs a Windows API hooking for targeted API calls. The API hooking allows the protection software to see what API function is called along with its parameters [28]. The API hooking can be developed to be light with no effect on computer performance [29]. Unfortunately, many malware can detect API hooking, and they will try to apply an API unhooking technique, as we will see with Conti ransomware. We should mention that the API unhooking technique is not enough to prevent this...
ransomware from being detected by protection solutions that have robust anti-tamper features [30]. Still, it works with many unsophisticated ERD products.

The second call in the WinMain function invokes the DisableHooks function from api.cpp file as shown in Fig. 4. This function aims to disable API hooks on all of the libraries used by the ransomware. The DisableHooks function will start using the just resolved LoadLibraryA API function to load the following libraries: kernel32.dll, ws2_32.dll, advapi32.dll, ntdll.dll, rstrtmgr.dll, ole32.dll, oleaut32.dll, netapi32.dll, iphlpapi.dll, shlwapi.dll, and shell32.dll. The above libraries’ names are obfuscated using OBFA macro during compilation, as shown in Fig. 7. This obfuscation will ensure that all library names are stored in the executable in encrypted form.

For each successfully loaded library, a call is made to the removeHook function with the loaded library handle as shown in Fig. 8. The removeHook function definition is located in the antihooks.cpp file in the antihook folder inside the locker folder as shown in Fig. 2.

The removeHook function invokes GetModuleFileNameW to retrieve the loaded library path. The path is used to create a handle by the CreateFile API function. Next, the loaded library is mapped to another memory section by passing the file handle to CreateFileMapping and MapViewOfFile API functions. The first two bytes for the mapped library will be checked for JMP, NOP, and RET instructions that identify the presence of a hook during the memory mapping process, as shown in Fig. 9.

When a hook is detected, VirtualProtect and RtlCopyMemory APIs are invoked to remove the hook by replacing the first two bytes with the original library bytes, as shown in Fig. 10.

In short, the ransomware reads each library file from the disk and looks for a change in the first two bytes. If a discrepancy between the disk and in-memory versions is discovered, the bytes in memory are replaced with bytes read from the disk.

Hooking techniques can be useful in identifying malware behaviors [31], [32]. There are three well-known methods for user-mode API call hooking in Windows operating system [33], Import Address Table (IAT) Hook [34], Debugger Hook [35], and Inline Hook [36].

The IAT API hooking technique works by altering the data structure called IAT [34], found at the header of the Portable Executable (PE) file [33]. Windows uses IAT to link the application with its APIs. The IAT API hooking works by altering IAT pointers to make them point to a function that will record the API before executing it [34]. Unfortunately, the IAT API hooking is easy to be detected by malware. The IAT API hooking also cannot catch dynamically loaded API, and malware can avoid such hooking technique by utilizing API dynamic invocation [33].

The Debugger hook relies on a debugger that gets executed alongside the target application. The debugger will have multiple breakpoints at each entry point of an API [35]. If the targeted application reaches a breakpoint, it throws a debug exception. The debugger will catch this exception, and its address point to the intended API, which is how API hooking is achieved. The Debugger hook technique relies on a debugger which makes it easy to be detected by malware, and also it uses breakpoints with a predictable instruction; malware can detect such breakpoints using simple if-else statements [33].

The Inline Hook technique operates by first copying the original instructions of the entry point of an API target function to a new memory location, and these instructions are called Trampoline function [33]. Then, the entry point of an API target function will be overwritten with new instructions to redirect its execution to a Detour Function [37]. Finally, the

```cpp
api::DisableHooks()
{
    hKernel32 = pLoadLibraryA("kernel32.dll");
    hWs2_32 = pLoadLibraryA("ws2_32.dll");
    hAdvapi32 = pLoadLibraryA("Advapi32.dll");
    hNtdll = pLoadLibraryA("Ntdll.dll");
    hRstrtmgr = pLoadLibraryA("Rstrtmgr.dll");
    hOle32 = pLoadLibraryA("Ole32.dll");
    hOleAut = pLoadLibraryA("OleAut32.dll");
    hNetapi32 = pLoadLibraryA("Netapi32.dll");
    hIphlpapi = pLoadLibraryA("Iphlpapi.dll");
    hShlwapi = pLoadLibraryA("Shlwapi.dll");
    hShell32 = pLoadLibraryA("Shell32.dll");
}
```

```cpp
FIGURE 8. The removeHook function invoked for each successfully loaded library.
```
Detour Function will intercept the target API execution to log its information before redirecting the execution back again to a Trampoline function [33]. The Inline Hook technique implementation is a straightforward process in Windows x86 architecture, but it can be difficult for Arm architecture [38]. Moreover, as within the IAT API hook, the Inline Hook can be detected by malware, mainly when predictable jump instruction is used for redirect calls. The Inline Hook technique has the advantage of being upgraded to a better hooking technique by using obfuscated code for its redirection mechanism to hide its functionality. Compared with other hooking technologies, the Inline Hook has the highest level of protection, but it is still not flawless [39].

C. CREATE A MUTEX

After finishing the unhooking mechanism, the ransomware creates a mutex with the hard-coded name “kjsidugid99439”, as shown in Fig. 11. As with the library names, the mutex name is obfuscated during the compilation process using the OBFA macro. This mutex is required to prevent two instances of ransomware from running simultaneously, which can interfere with and slow the encryption process.

D. HANDLE COMMAND LINE ARGUMENTS

Conti can execute without command-line arguments, but it has a unique feature that allows an adversary to utilize command-line flags to allow complete control of data encrypted and encryption type. For example, this feature can bypass local files encryption and only encrypt networked Server Message Block (SMB) shares with provided IP addresses.

The command-line string for the current process is retrieved using the GetCommandLineW API function. The retrieved command-line string is passed to the HandleCommandLine function as shown in Fig. 12.

```
HANDLE hMutex = CreateMutexA(NULL, TRUE, OBFA("kjsidugid99439"));
if ((DWORD)pWaitForSingleObject(hMutex, 0) != WAIT_OBJECT_0) {
    return EXIT_FAILURE;
}

FIGURE 11. Create a mutex with hard-coded name “kjsidugid99439.”
```

```
#define DEBUG
LPWSTR CmdLine = (LPWSTR)pGetCommandLineW();
HandleCommandLine(PWSTR CmdLine);
#else
LPWSTR CmdLine = (LPWSTR)L"C:\\l.exe --prockiller enabled-pids=922";
HandleCommandLine(PWSTR CmdLine);
#endif

FIGURE 12. Invoke the HandleCommandLine function.
```

```
HandleCommandLine(PWSTR CmdLine)
{
    INT Argc = 0;
    LPWSTR* Argv = (LPWSTR*)pCommandLineToArgW(CmdLine, &Argc);
    if (!Argv) {
        return FALSE;
    }

    LPWSTR HostsPath = GetCommandLineArg(Argv, Argc, OBFW(L"-h"));
    LPWSTR PathList = GetCommandLineArg(Argv, Argc, OBFW(L"-p"));
    LPWSTR EncryptMode = GetCommandLineArg(Argv, Argc, OBFW(L"-e"));
    LPWSTR LogsEnabled = GetCommandLineArg(Argv, Argc, OBFW(L"-log"));
    //LPWSTR Prockiller = GetCommandLineArg(Argv, Argc, OBFW(L"--prockiller"));
    //LPWSTR FidList = GetCommandLineArg(Argv, Argc, OBFW(L"-pids"));

    FIGURE 13. The HandleCommandLine function in the main.cpp file.
```

The HandleCommandLine function definition exists in app.cpp file as shown in Fig. 13. The ransomware accepts four command-line arguments as shown in Table 1.

E. DELETE SHADOW COPIES

The Conti ransomware tries to delete all system shadow copies before encrypting files to maximize its damage. The DeleteShadowCopies function in the locker.cpp file invoked, it starts by initializing Component Object Model (COM) library using CoInitializeEx API. Then, by using the CoInitializeSecurity API function, the ransomware changes the security levels of the COM object by passing -1 as a value for the cAuthSvc parameter. Next, the Windows Management Instrumentation (WMI) is initialized using the IWbemLocator::ConnectServer method. To avoid the WMI authentication, the ransomware changes the WMI proxy security levels using the CoSetProxyBlanket API function by setting RPC_C_AUTHZ_NONE flag. The shadow copies ID needed to be identified; this
TABLE 1. Command line flags with their description.

| # | Command line flag | Description |
|---|-------------------|-------------|
| 1 | -h | Specify a path to a file containing IPv4 addresses to scan for network encryption mode |
| 2 | -p | Specify a path to a file containing a system path for file encryption mode |
| 3 | -m | Specify encryption mode, its value can be one of the values shown in table 2 |
| 4 | -log | Specify whether the ransomware should write its logs or not. If it contains the value “enabled”, the ransomware will write its activities and errors to a local file in path C:\CONTI_LOG.txt |

TABLE 2. Encryption modes.

| # | Argument value | Name             | Value | Description | Notes |
|---|----------------|------------------|-------|-------------|-------|
| 1 | all            | ALL_ENCRYPT      | 10    | Encrypt both local and network shared files | Default mode |
| 2 | local          | LOCAL_ENCRYPT    | 11    | Encrypt only local files                     |       |
| 3 | net            | NETWORK_ENCRYPT  | 12    | Encrypt only network shared files            |       |
| 4 | backups        | BACKUPS_ENCRYPT  | 13    | Encrypt only backup files                    | Not implemented |

F. FILE ENCRYPTION

The last phase for the Conti ransomware is to encrypt victims’ files. This phase can be divided into three stages as follows:

1) CREATING THE REQUIRED THREADS

The Conti ransomware uses multithreads to encrypt files. To determine the number of threads it needs to create, the GetNativeSystemInfo API function is used to get the number of processors in the machine. If the encryption mode is

```c
SYSTEM_INFO SysInfo;
pGetnativeSystemInfo(&SysInfo);

DWORD dwLocalThreads = g_EncryptMode == LOCAL_ENCRYPT ? SysInfo.dwNumberOfProcessors * 2 : SysInfo.dwNumberOfProcessors;
DWORD dwNetworkThreads = g_EncryptMode == NETWORK_ENCRYPT ? SysInfo.dwNumberOfProcessors * 2 : SysInfo.dwNumberOfProcessors;
```

is done using IWbemServices by executing the query “SELECT * FROM Win32_ShadowCopy” then, to delete each shadow copy, its ID is passed to the following command

```
cmd.exe /c C:\Windows\System32\wbem\WMIC.exe shadowcopy where "ID='%'" delete
```
set to LOCAL_ENCRYPT or NETWORK_ENCRYPT, the number of threads the ransomware creates doubles the number of the machine processors; otherwise, the number of threads is set to the number of processors, as shown in Fig. 14.

After determining the number of threads, the ransomware uses threadpool::Create function from the threadpool.cpp file to create the two thread pools, one for the LOCAL_ENCRYPT mode and the second for the NETWORK_ENCRYPT mode. Next, each created thread pool gets started using the threadpool::Start function, as shown in Fig. 15.

A buffer is located for each created thread with a cryptography context initialized through the CryptAcquireContextA API function and an RSA public key for each thread. Each created thread waits for a task in the TaskList queue; if a new task is added, the filename is extracted; if the filename is the stop marker value “stopmarker”, the thread is terminated. Otherwise, if the restart manager library is loaded, the RmStartSession, RmGetList, and RmShutdown API functions are used to kill each process for applications using the file, which makes the file available for encryption.

The ChaCha20 algorithm, a variant of the Salsa20 [40] encryption algorithm, is used for file encryption. Its implementation is publicly available online. It is stored inside the ransomware in a folder named “chacha20”. When a file becomes available for encryption, first, the GenKey function from the locker.cpp file is invoked to generate the required encryption keys. The CryptGenRandom API function generates a 32-bytes random key and an 8-bytes random initial vector (IV). It stores them in a FileInfo structure. Next, the generated 32-bytes random key is encrypted using the RSA public key. Then, the encryption method is determined based on the file extension and size described in Table 3. Before the encryption, the first bytes of the file are overwritten with details about the encryption method and encryption key used. Finally, the file is encrypted, and its extension is changed to .EXTEN.

2) LOCAL FILE ENCRYPTION
The ransomware loops through all paths contained in the file passed using the -p command line flag. First, the ransom note file “R3ADM3.txt” is written in each path. Next, FindFirstFileW and FindNextFileW API functions are used to iterate through each directory’s content; if the item name is “.” or “..”, it is ignored; if the item is a folder and its name is one of the following: tmp, winnt, temp, thumb, $Recycle.Bin, $RECYCLE.BIN, System Volume Information, Boot, Windows, or Trend Micro, it is ignored; if the item is a file and its name or extension is one of the following: .exe, .dll, .lnk, .sys, .msi, R3ADM3.txt, or CONTI_LOG.txt, it is ignored. If the item is a directory, the described process is repeated recursively for all its content. Each non-ignored file is passed to the first available thread for encryption. After finishing specified paths passed using the -p command line flag, the ransomware utilizes the GetLogicalDriveStringsW API function to get a list of available drives. Then, the root path is obtained for each available drive, and the above-explained process is repeated for each subdirectory and subfiles.

3) NETWORK FILES ENCRYPTION
After encrypting local files, the ransomware tries to encrypt shared files. The EnumShares function in the network_scanner.cpp file is invoked, and in the EnumShares function, the NetShareEnum API function is used to get information about shared resources. A loop is performed through all resources; if a resource is a disk drive, a special share (SIPC communications, ADMIN$ remote administrations, administrative shares), or a temporary share, the resource share path is extracted. The above-explained process is repeated for each subdirectory and subfiles for each path.
The ransomware tries to get IPv4 addresses for reachable networks. First, the WSAStartup and WSAIoctl API functions are invoked to get a handler for LPFN_CONNECTED. Then, the GetIpNetTable API function is used to get the Address Resolution Protocol (ARP) table. Next, for each IPv4 address in the ARP table, the IP address is checked if it conforms to the following masks:

- 172.*
- 192.168.*
- 10.*
- 169.*

If the IP address conforms to one of the above masks, a thread is created to scan the IP address subnet for possible addresses from 0 to 255; TCP protocol is used to make a connection to each possible address on the SMB port 445; for each successful connection, the valid IP address is stored in a
queue. A second thread is created and waits for each valid IP address; the NetShareEnum API is used to get its shares, and the above-explained process is repeated for each subdirectory and subfiles. Finally, to kill both threads, the hexadecimal 0xFFFFFFFF is used as the last IP address in the queue. The WaitForSingleObject API for all threads is created and waits for the encryption process to finish before closing the main process.

We list all API functions used by the Conti ransomware in Table 4.

IV. CONTI ANALYSIS
In this section, we use static and dynamic analysis tools to analyze Conti ransomware’s sample file and compare its behaviors to its source code flows. We obtain a copy of the latest known Conti ransomware executable file on the internet, which we use to perform the analysis.

A. STATIC ANALYSIS
We start by preparing an isolated test environment. First, we use VirtualBox to run a virtual Microsoft Windows 10 operating system. Then we install the necessary analysis tools such as PeStudio, Process Monitor, Wireshark, and x64dbg.

Using PeStudio, we extract the malware MD5 and SHA1 hash values as shown in Fig. 17. Those values consider Indicators of Compromise (IoCs). However, since the Conti group
is active, they change the ransomware signatures with each version to prevent antivirus software from recognizing and stopping it from executing.

We also extract its strings; as described in its source code, most of the strings are encrypted, but we notice that the ransom note file content is not encrypted, as shown in Fig. 18.

Furthermore, Conti’s file extension to append to each file it encrypts is also not encrypted, as shown in Fig. 19. This version of the ransomware uses PXILP; in the source code, we see the extension being EXTEN. This extension gets changed with each version or attack. Some extensions used by Conti in the past are CONTI, 6P5CL, ODMUA, YZXXX, LSNWX, TJODT, and many others. They consist of five random letters and numbers that the Conti group rotates to avoid detection systems.

The Conti ransomware hides its dependencies libraries and relies on dynamic library loading at runtime. When analyzing the ransomware using PeStudio and Dependency Walker, as shown in Fig. 20, we can see that it only shows three libraries USER32.DLL, WS2 32.DLL, and KERNEL32.DLL. This behavior is identical to its source code. The ransomware uses the LoadLibraryA API function from KERNEL32.DLL to load all other libraries dynamically at runtime.

B. DYNAMIC ANALYSIS

We start by executing the Conti ransomware in a newly installed Windows 10 without any updates to the system or Windows Defender. The Windows Defender discovers the attack, but it is too late, and the ransomware has already finished encrypting machines’ files. Therefore, we try an older version of the Conti ransomware again, and Windows Defender can detect the malicious file and stop the attack.

When we execute the Conti ransomware, it starts by scanning the same network subnet and trying to connect to other devices using the SMB port 445, as shown in Wireshark captured data in Fig. 21. Furthermore, as seen in its source code, the Conti scans each possible IP address that matches our default gateway 192.168.244.* pattern. Fig. 22 shows that Process Monitor captures the Conti trying to connect to IP addresses from 192.168.244.1 to 192.168.244.254 using TCP. To test Conti’s capabilities in encrypting shared folders, we create a shared folder on our host machine, and Conti manages to encrypt its content.
FIGURE 27. Conti ransomware’s RSA public key is hard-coded in the data section in its PE file.

The Conti starts its encryption by dropping the ransom note in the C drive. Then, it iterates over all system’s directories and files. The following directories are ignored and not encrypted: tmp, winnt, temp, thumb, $Recycle.Bin, $RECYCLE.BIN, System Volume Information, Boot, Windows, and Trend Micro. The following files’ names and extensions are ignored and not encrypted: CONTI_LOG.txt, readme.txt, .msi, .sys, .lnk, .dll, and .exe. To test this behavior, we create a folder named Windows and placed it on the Desktop with text files inside it; we notice that Conti skips this folder and does not encrypt any file inside it.

For each folder that Conti encrypts, it drops the ransom note in a text file named readme.txt shown in Fig. 23. Finally, the Conti appends the PXILP extension to each file’s name that it encrypts, as shown in Fig. 24. This behavior matches what we have found when analyzing its source code.

When we monitor the system activities during the encryption process, many repeated patterns of file APIs are used, as shown in Fig. 25, such as QueryDirectory for getting directory content, CreateFile for creating ransom note files, WriteFile for writing the ransom content and writing encrypted files back, and CloseFile for closing opened files. Moreover, the Conti ransomware creates multiple threads to perform the encryption, as seen in its source code. Fig. 26 shows that Process Monitor captures Conti thread creation and exiting to speed up the encryption process.

The Conti ransomware has three different encryption routines for files based on their size and type. We create three test files to inspect the Conti encryption routines: small, medium, and large. The small file size is 4 bytes, the medium file size is 1790082 bytes (1.70 MB), and the large file size is 8950410 bytes (8.53 MB). The first encryption routine is Full Encryption, which targets files smaller than 1.4 MB or has one of the extensions listed in Table 3. In the Full Encryption mode, Conti generates a random encryption key for the ChaCha20 encryption algorithm. It uses this key to encrypt the entire file content and encrypts this encryption key using a hard-coded RSA public key shown in Fig. 27. Finally, it writes the encrypted content back to the file, followed by the encryption key, the encryption mode value (24 for Full Encryption), and the original file size. The small text file we created is encrypted, as illustrated in Fig. 28.
by the encryption key, encryption mode value (26 for Header Encryption), and the original file size.

The last encryption routine is Partial Encryption, which targets files bigger than 5.24 MB or has Virtual Machine disk extensions as listed in Table 3. In Partial Encryption, the Conti ransomware increases the encryption speed by dividing the file content into ten chunks if it is not a Virtual Machine disk file or seven chunks if it is a Virtual Machine disk file. Each chunk size may equal (file size / 100 * 10) or (file size / 100 * 7) for Virtual Machine disk files. Then it starts encrypting the first chunk, skips the next one, and so on until the end of the file; this means it encrypts five or three chunks. Finally, it writes the chunks to the file, followed by the encryption key, the chunk mode value (32 for ten chunks or 14 for seven chunks), and the encryption mode value (25 for Partial Encryption).

The Conti ransomware generates an encryption key for each file. This encryption key is encrypted using an RSA public key, which gets embedded in each file. To decrypt the files, the Conti needs to know the following:

- **RSA private key** (Only the Conti group knows and gets changed for each version and each attack)
- **The encryption key** (Embedded in each encrypted file)
- **Encryption mode** (Embedded in each encrypted file)
- **Original file size** (Embedded in each encrypted file)

Conti extracts the encryption key from each file and then decrypts it using the RSA private key. Next, it extracts the file size and uses it to extract the encrypted file content correctly. Finally, it extracts the encryption mode value and uses it alongside the encryption key to decrypt each file respectfully.

V. DEFENSE AND COUNTERMEASURE

The Conti ransomware spreads using many tactics and techniques, and we can protect our system from such attacks by knowing those tricks. The Conti ransomware often leverages phishing campaigns to spread as a starting point of its attacks. Those phishing campaigns target victims by sending emails containing Microsoft Office or Google Docs links to redirect victims to malicious websites and download BazarLoader.
This malware provides backdoor access for the Conti group to deploy the ransomware and for more investigation of the victim machine. The phishing emails can also contain zip attachments with malicious JavaScript files to download BazarLoader [41]. Proper email protection solutions that detect advanced threats and prevent suspicious emails from reaching end users would be the first step in preventing such attacks.

The Conti ransomware can escalate its privileges and move laterally in the victim’s network by relying on recent security exploits that many users neglect to patch even though most of these vulnerabilities have patches available. Some of those
known vulnerabilities that the Conti group leveraged in their past attacks are listed as follows:

- **PrintNightmare**: This remote code execution vulnerability takes advantage of the Windows Print Spooler service, allowing the attacker to perform file operations using SYSTEM privileges. The attacker can install programs, delete files, and even create new accounts with full user rights [42].

- **Zerologon**: This vulnerability exists in Netlogon, a Windows Server process that authenticates users within a domain. An attacker can use Netlogon Remote Protocol to create a Netlogon secure channel connection to a domain controller and run an application on a device on the network [43].

- **FortiGate**: This path traversal vulnerability exists in Fortinet’s FortiGate SSL VPN. This vulnerability allows an unauthenticated attacker to send a specially crafted request with a path traversal sequence to Fortigate SSL VPN endpoint to read device files remotely [44].

All the above vulnerabilities have patches available to download. Patching the systems with the latest security updates is essential to protect against ransomware attacks. Unfortunately, the Conti group knows that many users do not patch their systems regularly and wait for weeks or even months, making their systems vulnerable and easy targets.

The Conti ransomware can also encrypt files over the SMB connection, as seen in its source code and dynamic analysis. Therefore, limiting access to resources over the network can minimize its damage; disabling the use of SMBv1 and requiring at least SMBv2 are also highly recommended.

Finally, having a proper backup solution is the key to preventing an entire business from shutting down in the case of an attack. In addition, the backup should have a copy offsite since Conti ransomware is known for finding, deleting, or encrypting backup data.

**VI. CONCLUSION**

The Conti ransomware leaked source codes show us that this ransomware, without a doubt, is modern and sophisticated with unique techniques. In this paper, we analyzed Conti ransomware source codes and illustrated its methods of disguising from antivirus software and its unique multi-thread encryption. We also listed its API obfuscation tactics and all of its API function calls.

Unfortunately, we believe that many less mature ransomware groups take advantage of this leak to enhance their ransomware tools, and much Conti-like ransomware will start to emerge shortly.

As future work, we plan to analyze the other Conti leaked files. Those files consist of internal logs, Jabber chat messages, and additional source code for some web applications the Conti group uses to manage their business. By analyzing those files, we can get insight into how such group works and understand their hierarchy and operations. We also plan to design a system with a detection mechanism to detect Conti family ransomware. The system should be tailored around the techniques and tricks that this ransomware utilizes that we discovered in this paper.
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