EMaaS: Energy Measurements as a Service for Mobile Applications
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Abstract—Measuring energy consumption is a challenging task faced by developers when building mobile apps. This paper presents EMaaS: a system that provides reliable energy measurements for mobile applications, without requiring a complex setup. It combines estimations from an energy model with — typically more reliable, but also expensive — hardware-based measurements. On a per scenario basis, it decides whether the energy model is able to provide a reliable estimation of energy consumption. Otherwise, hardware-based measurements are provided. In addition, the system is accessible to the community of mobile software practitioners/researchers in the form of a Software as a Service. With this service, we aim at solving current problems in the field of energy efficiency in mobile software engineering: the complexity of hardware-based power monitors, the reliability of energy models, and the continuous need of data to build energy models.

Index Terms—Mobile Applications; Mobile Testing; Energy Consumption.

I. INTRODUCTION

One of the main problems mobile developers face when building apps is the need to run tests under a number of different settings (e.g., mobile device models, operative system version) [1, 2]. For instance, the appearance of the user interface may change in devices with different screen sizes and resolutions. This problem is also evident when testing energy consumption.

Moreover, measuring energy consumption with power tools is a cumbersome task. Developers need to create a setup that often requires disassembling the device and acquire specialized power tools, as shown in Fig. 1. Such setup is expensive, time-consuming and requires skills out of the domain of most practitioners. Nevertheless, this setup ends up being unused most of the time, since developers do not need to run energy measurements continuously during development.

To overcome these issues, tools have been proposed to measure energy consumption using software-based estimators [3–6]. These tools are able to provide accurate estimations within the context in which they were trained [7]. However, when they are used against new settings — for instance, different devices, operative system (OS) versions, or API methods — one cannot be sure about the reliability of those measurements. Thus, there is a need to continuously collect energy measurement data in order to have accurate energy models.

Although energy models are very handy, practitioners cannot be sure of whether a model is trained for a given use case. A developer should not rely on a model that was trained for different scenarios. However, this information is not always accessible to developers. This is critical when developers need to make design decisions based on the energy efficiency of their code.

There is a tradeoff between using hardware and software-based energy estimators. None of these approaches is ready to be adopted by the community of mobile developers on a global scale. In this paper, we address the aforementioned issues by proposing a hybrid system that provides the best of these two approaches. The system provides energy measurements as a service and is able to switch between software and hardware-based measurements, depending on the app under test and its running environment.

In this paper, we propose EMaaS, a peer-to-peer cloud-based system that delivers energy measurements as a service for mobile applications. In particular, the system addresses the following issues:

1) Power monitor tools are complex and impractical in a real mobile development scenario.
2) Reliable energy models need to be continuously updated with new data, collected using hardware-based power monitors.
3) The context in which a given energy model can provide reliable measurements is not always clear.
II. THE VISION

We envisage a crowd-sourced system to deliver lightweight energy tests as a service. It combines energy models with power monitors to provide the most accurate energy measurements without requiring a cumbersome setup of power tools. Moreover, the system allows developers to measure their apps in mobile devices from different manufacturers.

Developers only need to provide an executable package with (1) the application build (e.g., an APK\textsuperscript{1} in the case of the Android OS) and (2) the instrumentation build with the test cases to be measured (e.g., the instrumentation APK for Espresso test cases on Android).

Fig. 2 outlines the high-level architecture of the system. It features three types of users:

- **Developers** use the system to collect energy consumption measurements for their apps.
- **Providers** allow other users to use their mobile devices to run energy measurements. In this case, energy consumption is estimated using an energy model.
- **Super-Providers** are special providers that provide energy measurements using a hardware-based power monitor.

The same user can act as a developer, provider, or super-provider, simultaneously. When super-providers are not available to run a given measurement, providers take their place using energy models.

As an example, Fig. 2 highlights three connected peers, marked with green thick lines: one developer, one provider, and one super-provider. The same developer asks the system to run energy tests in two different device models, X and Y. The system assigns a super-provider for device model X but no super-provider was available for device Y. Although a super-provider for Y exists in the system, it is busy dealing with another measurement task. Thus, since the system had a reliable energy estimator for device model Y, it assigned the task to a provider, as depicted in the illustration. If the system did not have a suitable energy model for the given scenario, the task would wait until a super-provider for model Y would become available.

In this setting, the developer does not own any mobile device or power monitor tool. They are being provided by other users in the system. With this approach, it delivers 1) a better use of resources, 2) access to a bigger set of devices and tools, and 3) a simple/affordable setup to measure energy consumption.

Under the hood, the system integrates two modules to bring the best of both hardware and software-based power monitors: the **Energy Model** and the **Reliability Consultant**.

The **Energy Model** is based on approaches from previous work, which uses data collected from hardware-based power monitors to train models of power consumption. The main limitation of current state-of-the-art solutions is the lack of data to train energy models [5]. We mitigate this limitation by continuously updating models using data collected from hardware-based power monitors (i.e., super-providers). Thus, in this solution, providers always estimate energy consumption using up-to-date energy models.

Another limitation is the fact that these solutions rely on in-vitro data to train their models. Extrapolating these estimators to different devices can compromise measurements. On contrary, this solution can virtually scope any execution environment, given that it is available from a super-provider. In addition, since the power model is continuously improving every time developers run their energy tests, it is able to adapt to new paradigms, devices, or OS versions when they come to market. Going back to the example given by Fig. 2, if a reliable energy model for the given test cases was not available for device Y, the system would collect data from super-providers over time. Eventually, the system would have enough data to learn a new energy model that could provide reliable estimations for the new scenario.

Although energy models can provide very accurate estimations, one needs to assess whether they are ready to be used in a given context. I.e., a given energy model might not be ready yet to measure the energy consumption of apps that use specific libraries. The system needs to assess whether, for a given developer request, it is acceptable to return an energy estimation. If not, the system has to alert the developer or wait for a super-provider to be available. We propose the module **Reliability Consultant** to solve this problem.

In parallel with the **Energy Model**, the **Reliability Consultant** module will inspect the reliability of the estimator. Super-providers will run simultaneously hardware and software-based measurements. The reliability of energy models is assessed using results from hardware as ground-truth. We then construct
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\textsuperscript{1}APK is the package file format used by the Android OS for distribution and installation of mobile apps and middleware.
reliability as a metric that is negatively correlated to the power error \( (\epsilon) \), given by the following equation:

\[
\epsilon = \frac{E_{\text{measured}} - E_{\text{estimated}}}{\Delta t}
\]  

(1)

where \( E_{\text{measured}} \) and \( E_{\text{estimated}} \) are the energy consumption measured by the power monitor and the estimator, respectively, and \( \Delta t \) is the duration of execution of the energy test. For high reliability, \( \epsilon \) should be close to zero.

In addition, we use static analysis to collect data regarding the app and its execution environment — for instance, frequency of library/API calls, complexity metrics, framework, API level, OS version, etc. This data will be used to train a regression model that estimates the power error of the software-based estimator.

As a side contribution we propose to answer the following research questions:

- **RQ1:** Can static analysis be used to assess the reliability of energy models for different running environments?
- **RQ2:** What is the improvement of using hybrid energy measurements over software-based measurements?
- **RQ3:** What is the proportion of software vs. hardware measurements?

The combination of the modules Reliability Consultant, Energy Model, and Hardware-based Power Monitor is depicted in Fig. 3. Upon a measurement request from the developer, the system asks the Reliability Consultant whether the measurement needs to use a Hardware-based Power Monitor. If not, the estimation provided by the Energy Model is returned to the developer. On contrary, if the Reliability Consultant does not consider the Energy Model reliable for the given mobile app, an hardware-based measurement is provided, and the Energy Model and Reliability Consultant are updated with new data.

### III. WHY IS IT NEW?

Very interesting tools have been proposed by researchers to measure energy consumption. However, given the ever-changing nature of the mobile application world, keeping them up-to-date and ready to use for developers can be challenging. This system is able to be continuously updated and to adapt its energy model to new settings.

Moreover, this will help researchers having more valuable contributions in the field of energy efficiency of mobile applications. Recent contributions are using energy models to estimate energy consumption [8–11]. However, the validity of these measurements is not easily assessed. In addition, most contributions have their experiments limited to a small set of environments, providing a relevant threat to the validity.

### IV. RISKS

The main risks that can affect this system are related to Security and Privacy.

a) **Security:** The system has to account for malware mobile software that can affect the devices of providers.

b) **Privacy:** Developers do not want to disclosure their apps before deployment. Mechanisms need to be deployed to prevent mobile applications from being collected by malicious providers or super-providers. Furthermore, the mobile devices available in the system need to be protected from mal-intended developers. The data stored in the devices should not be accessed by the system or the mobile application under test.

c) **Measurement best practices:** Typically, energy measurements require rigorous approaches to mitigate potential bias on measurements. For instance, the app under analysis should be running in isolation on the phone while no other apps are running in parallel [12].
To address these issues, energy tests have to be executed in a closed environment, instantiated in the mobile device. In some cases, the device may have to be restored. Thus, providers may not be able to use their own personal devices. For safety reasons, the system may be limited to devices exclusively acquired for app development.

V. NEXT STEPS

In this paper, we present the idea of using peer-to-peer cloud computing to deliver reliable energy measurements as a service. We are interested in improving the way researchers and developers are profiling the energy consumption of their mobile software. By making it available as service, we aim to help developers make informed design decisions regarding the energy efficiency of their code.

In the early stages, EMaaS will require a considerable software development effort. Thus, we divide the implementation into three steps. In the first step, we will be interested in delivering a system that yields hardware-based measurements. This will serve as a base system to add more sophisticated energy measurement techniques in the following steps.

The second step will consist of including the Energy Model. In particular, we will be looking at how to improve existing models for energy estimation. One big advantage of our approach is the access to real measurement data collected from a wide variety of devices and OSs.

Finally, in the third step, we will be adding the Reliability Consultant. We will use measurements collected from both energy models and power monitors to train a regression model of the reliability of energy estimators in a particular execution scenario.

For an initial proof-of-concept, the system will support Android apps instrumented with Espresso test cases, since it has been the most suitable UI test framework for energy measurements [13, 14]. In order to initially avoid privacy and security risks, the system will be exclusively available to invited users.
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