Abstract

Multi-Agent Path Finding (MAPF) deals with finding collision-free paths for a set of agents (robots) moving on a graph. The interest in MAPF in the research community started to increase recently partly due to practical applications in areas such as warehousing and computer games. However, the academic community focuses mostly on solving the abstract version of the problem (moving of agents on the graph) with only a few results on real robots. The presented software MAPF Scenario provides a tool for specifying MAPF problems on grid maps, solving the problems using various abstractions (for example, assuming rotation actions or not), simulating execution of plans, and translating the abstract plans to control programs for small robots Ozobots. The tool is intended as a research platform for evaluating abstract MAPF plans on real robots and as an educational and demonstration tool bridging the areas of artificial intelligence and robotics.

Introduction to Multi-Agent Path Finding

Multi-Agent Path Finding is the problem of navigating a set of agents in a shared environment represented as a graph in such a way that the agents do not collide with each other. The definition of a collision varies based on the environment and the agents. The most widely used are vertex collisions – no two agents can be at the same vertex at the same time – and swapping collisions – agents cannot swap their positions using the same edge. Other variants of MAPF exist, but MAPF is still seen as a special kind of a planning problem, where each agent can either move to a neighbouring node or wait in the current node (Stern et al. 2019).

Most of current MAPF models deal with abstraction of the real problem that does not take into account execution on real robots. There are only a few notable exceptions, for example, models that assume large agents (typically each agent occupies one node of the graph) (Li et al. 2019) and models with any-angle paths (typically, agents move to neighboring nodes only) (Yakovlev and Andreychuk 2017) and continuous time (typically, actions have uniform duration) (Andreychuk et al. 2019). The major assumption is still that all agents are perfectly synchronized. The experimental study, where the MAPF plans obtained from different abstract models were executed on real robots, showed big discrepancies between expected and real performance of agents (Barták et al. 2019). This makes research on how to run abstract MAPF plans on real robots highly important specifically because of practical applications such as automated warehousing that work with physical agents (robots).

MAPF Scenario

MAPF Scenario is a software developed for evaluating MAPF plans on real robots. Technically, it is a Java application so it runs on various computer platforms. MAPF Scenario is an integrated environment, where the user can handle MAPF problems from their specification, through their solving, until the execution of plans on robots. The system works with grid maps (typically used in MAPF), the user can specify their dimensions and define obstacles by removing edges and vertices. Then, initial and goal locations of agents (robots) are selected on the map. For solving MAPF problems, MAPF Scenario uses a compilation-based approach, where various models are implemented in the Picat programming language (Barták et al. 2017). The system automatically transforms visually-defined problem instances to input for the Picat solver. The user just selects one of the predefined Picat models and the built-in solver generates a plan. The architecture also supports adding own models so users may experiment with other abstractions of MAPF. The obtained plan can then be visualized as a classical Gantt chart and execution of the plan can be shown in simulation on a computer screen. The final step is generating control programs for real robots. MAPF Scenario is designed to work with Ozobot Evo, small educational robots, and the control programs are encoded in the Ozoblockly language (Evolve, Inc. 2018). The programs are then uploaded to individual robots so the generated plans can be executed and tested on real robots. The grid maps, on which the robots run, can be either printed from the application or they can be displayed on a computer screen. The robots can then move on the printed map or on the displayed map. The maps, problem instances, and plans can be saved for future usage. Figure 1 shows the integrated user interface of MAPF Scenario.
Demonstration

The demonstration will present the MAPF Scenario software including the execution of MAPF plans on Ozobots. We will specifically focus on demonstrating how different abstract models lead to plans with different performance due to various levels of de-synchronization. We will show how traditional MAPF actions, wait and move, are translated to executable primitives, and how assuming rotation actions during planning changes quality of executable plans. Also, robust plans, that compensate for possible delays during execution, will be presented. The attendee will see how the MAPF plan looks like as the program in the Ozoblockly language that controls the robot (Figure 2).

The current setting is offline, meaning that the plans are generated first and then blindly executed on each robot. The robots do not communicate during plan execution and they do not exploit sensors other than to follow the line (edge), to detect vertices (crossing of lines), and to synchronous start of all robots. As the robots provide built-in primitives for the basic actions needed for execution of MAPF plans, no special knowledge of robotics is necessary. This makes the tool specifically interesting to AI researchers that want to test own techniques on real robots. This is further enforced by a small size of robots (about 3 cm), which allows experiments with a larger number of robots without dedicated rooms and extra equipment (Figure 3). This makes the system specifically suitable for demonstration and education purposes, where the results of MAPF research can be immediately presented in a physical way to a larger audience. No such system exists for multi-agent path finding.
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