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Abstract—Power-based side-channel is a serious security threat to the System on Chip (SoC). The secret information is leaked from the power profile of the system while a cryptographic algorithm is running. The mitigation requires efforts from both the software level and hardware level. Currently, there is no comprehensive solution that can guarantee the whole complex system is free of leakage and can generically protect all cryptographic algorithms. In this paper, we propose a real-time leakage detection and mitigation system which enables the system to monitor the side-channel leakage effects of the hardware. Our proposed system has extensions that provide a real-time monitor of power consumption, detection of side-channel leakage, and real-time adaptive mitigation of detected side-channel leakage. Our proposed system is generic and can protect any algorithm running on it.

Index Terms—real-time leakage detection, power side-channel leakage, adaptive countermeasure

I. INTRODUCTION

Side-channel leakage (SCL) discloses secret information through power consumption, electromagnetic dissipation, execution time, and other sources. In this work, our focus is on power-based SCL. Power side-channel analysis (SCA) has made the hardware attacker a particularly powerful adversary, relevant to embedded applications of secure System-on-Chips (SoC). When an SoC handles secret values, such as secret keys used in a symmetric cryptographic algorithm, the physical side-effects of these computations may be exploited as SCL. SCL is a critical vulnerability of secure SoCs as sophisticated SCA enables attackers to learn about the secret information even when the cryptographic algorithm is computationally secure.

When a program is running on a processor, unexpected SCL can happen. A software program is optimized and transformed into an executable file by a compiler. Generally, compilers are designed to optimize the speed or memory footprint of code, however, that is not always aligned with critical software security concerns. For example, in a masked implementation, compiler tasks such as register allocation and strength reduction (leading to shift operations), might cause unintended unmasking. Furthermore, even the existing algorithms for secure software design, like probing secure multiplication (ISW) [1] or bounded-moment secure multiplication [2], have been shown to have leakage caused by unintended hardware effects [3], [4]. While the software implementation causes the side-channel leakage, it is the processor hardware that creates the physical effects of SCL. Therefore, even if the software includes countermeasures against SCL, it is very hard to guarantee that the underlying hardware will be leakage free while running the software program.

A processor consists of many elements including memory units and pipeline stages. Power SCL can arise from several parts of the micro-architecture simultaneously at times and individually.
is detected by the implemented sensors, the alarm signal will be set. This alarm signal has two functions: the alarm points out the precise leakage source in the hardware, and it triggers the adaptive countermeasure to mitigate the leakage.

II. System Design

We propose to build an insight into tracking, identifying, and mitigating side-channel leakage, while maintaining minimal implementation overhead. Using this methodology, the underlying hardware (processor) provides protection against power SCA for any program running on it. In our solution, then, the software programmer can be unaware of the power consumption of the hardware; the programmer may write code and generate the assembly using off-the-shelf compilers. The design time is therefore dramatically reduced, and the existing compiler optimizations are applied to provide a performance boost while ensuring resistance to power analysis attacks.

The challenges facing the implementation of such a system are three-fold: detecting leakage, finding the source of leakage, and dynamically eliminating leakage. To address these challenges, our proposed real-time leakage detection system contains the following modules:

a) In situ power measurement: Traditionally, power measurements were applied to the prototype of the chip. To achieve real-time leakage detection, we will implement an on-chip in situ power measurement based on power modeling. We also intend to study the possibility of utilizing existing on-chip sensors for the same purpose.

b) Leakage detection: After getting the real-time in situ power measurement, we will come up with the leakage evaluation mechanism and implement the corresponding hardware extension within the processor to achieve leakage detection. The key challenge in leakage detection is building a suitable leakage evaluation metric that fits well within the needs of real-time leakage detection and can be used for general-purpose programs. TVLA [12] is currently the most popular leakage assessment technique, however, it requires categorization of inputs into fixed and random sets and therefore cannot be directly applied to our real-time leakage detection. Possible leakage metrics include power distribution-based characterization or machine learning-based metrics.

c) Adaptive countermeasure: Our goal is to keep the leakage probability low; start the protection once the probability of leakage is higher than a threshold and stop it when the probability is lower than another (as shown in Fig. 2). This has the advantage that while the design is kept secure, only the necessary parts of the design are protected.

III. Preliminary Implementation

As the first step to build up the whole real-time system, we implemented the power sensors as hardware extensions to our SoC with a RISC-V processor and fabricated the chip with the CMOS 180nm technology for further testing. We chose digital Ring-Oscillators (RO) as our power sensors to be able to mirror the changes in the power consumption of the chip in through their oscillating frequency. The power sensors are added as co-processors in the SoC to communicate with the processor. In the chip layout, as shown in Fig. 3 the power sensors are evenly distributed throughout the design to monitor the local power consumption in real-time while the chip is running a program.

IV. Conclusion and Future Work

We believe that our work is the first to build a mechanism that provides security to any algorithm and dynamically applies corresponding countermeasures. The presented system is expected to be very generic: once we have an implementation of such a system, we can securely run any algorithm on it. This is also the case for a protected processor implementation. Whereas, in a software protection realm, any new algorithm would need its own security implementation from the ground up, hence having a low genericness. All these advantages of our proposed method come at the cost of silicon area overhead which is still expected to be lower than that of a protected processor implementation.
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