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Abstract

Geant4 Detector Construction Pattern (GDCP) is a C++ package containing a set of utility classes for developers to utilize during the detector construction phase of a Geant4 application. The main objective of this study is to provide an interface that helps users develop a highly flexible, understandable, and maintainable detector construction code. The package also contains a couple of helper classes facilitating the implementation of optical components in scintillation detectors. Finally, an advanced Geant application has been provided to demonstrate the package’s utility.

Program summary

Program title: GDCP

CPC Library link to program files:

Licensing provisions: GNU General Public License 3

Programming language: C++

External routines/libraries: Geant4

Nature of problem:

Geant4 provides an abstract class, G4VUserDetectorConstruction, that is used for the whole detector construction. This is sufficient for a simple detector setup but implementing a single class for building a complex detector leads to complexity in the code. To solve this issue it is recommended to split the implementation into more methods or classes; however, there is no standard solution published yet and it is entirely left to the users’ ability.

Solution method:

To address this issue, I propose to apply the “Builder design pattern” in the detector construction phase. For this, the elements of the Builder design pattern have been introduced and made available for developers.
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1. Introduction

GEANT4 \cite{bib1, bib2,bib3} is an object-oriented Monte Carlo simulation toolkit developed for simulating the passage of particles through matter. Although originally developed for nuclear and particle physics experiments, its application domain has spread to fields such as space science, accelerator, and medical physics. The toolkit is regularly updated, developed, and maintained by a worldwide collaboration of scientists. In recent years, it has become the most preferred detector simulation software in the high energy and nuclear physics communities.

The classes comprising the Geant4 software are categorized based on their logical content. Each category is designed as independently as possible. This allows each to be developed in parallel without serious interference. This work falls under the geometry and material category of Geant4 and proposes a new detector construction scheme for achieving more flexible detector setups.

Geant4 provides G4VUserDetectorConstruction class that is responsible for the entire detector construction. Users inherit from this class and implement its Construct() and ConstructSDAndField() methods. All operations related to the geometry definition are performed within these two methods. The method Construct() returns a pointer of type G4VPhysicalVolume, also known as world volume, representing the entire detector geometry.

While this approach is effective for simple detector constructions, using a single class for building a complex detector causes complexity in the code. Therefore, splitting the implementation into more methods or classes is advised in many of Geant4’s official training courses \cite{bib4, bib5, bib6}; however, how this is to be applied is not demonstrated.

The aforementioned issue becomes more noticeable in the construction of scintillation detectors. With the inclusion of the optical properties of the materials in the implementation process, the responsibility of the detector construction class increases further, and refactoring becomes inevitable.

Furthermore, detector designs may undergo numerous changes during the detector development process. Some com-
ponents, for instance, can be upgraded, replaced by other components, or totally removed from the system. More importantly, such change requests should be made by extending the code rather than breaking it, so that different versions of detectors become comparable. This necessitates a highly flexible detector production code.

In order to circumvent all these complications and have a clear implementation structure, this work proposes a component-based detector construction strategy for flexible detector setups. The strategy involves applying the “Builder design pattern”, which is commonly used in object-oriented programming for creating complex objects step-by-step, to the detector construction phase. However, in the context of Geant4 geometry construction, I call it "Geant4 Detector Construction Pattern". The following section publicizes participants in this pattern and describes its implementation in detail.

2. Implementation

2.1. Utility classes for geometry construction

The Builder design pattern is applied to the detector construction process in two stages. The first stage involves creating detector components as single or multiple parts, and the second stage involves assembling those components in a volume that represents the entire detector geometry. A component can be composed of only one detector element or multiple detector elements. In the first case, the component is derived from VComponentBuilder, and in the second case, it is derived from VMultiComponentBuilder. Moreover, if a component’s physical shape is a box, cylinder, or trapezoid, and if it is not going to be made sensitive, there is no need to create a new class for that component. BoxComponentBuilder, TubsComponentBuilder, and TrdComponentBuilder are made available for this purpose.

Fig.1 summarizes in a UML [8] diagram the structure of the classes provided for applying the Builder design pattern to the detector construction process of a Geant4 application.

The following steps explain how to set up a complex detector in a highly flexible manner using the supplied classes:

- Make a list of all the components to be employed in the detector construction.
- Create a builder class for each detector component and implement their construction steps. A component can be composed of only one detector element or multiple detector elements. In the first case, the builder class is derived from VComponentBuilder, and in the second case, it is derived from VMultiComponentBuilder. Moreover, if a component’s physical shape is a box, cylinder, or trapezoid, and if it is not going to be made sensitive, there is no need to create a new class for that component. BoxComponentBuilder, TubsComponentBuilder, and TrdComponentBuilder are made available for this purpose.
- Create a concrete material factory class as described in Sec. 2A. If a material is employed just for one component, it can be defined simply within the CreateMaterial() method of the relevant builder class. If employed for more than one component, it can be defined either in a member method within the concrete material factory class or in a new material builder class created for that material. For example, derivation of the detector builder class.
- After the above three steps are completed, proceed to the assembly phase of the components. For this, derive the detector builder class from VMultiComponentBuilder and implement its construction steps. Listing 3 shows an example derivation of the detector builder class.
- The last step is the implementation of the Geant4 detector construction class. This class makes use of UserDetectorBuilder and optionally DetectorDirector class for the construction of the detector. Listing 2 shows an example implementation of the detector construction class.

The advantages of using this pattern are summarized below:

- It provides flexibility for change requests that may arise during the detector development process.
- It provides reusability of detector components. As detector components are treated as self-contained pieces, a component developed for a particular detector could be used in various detector constructions.
- It allows developers to create a messenger class per component.

\[1\] This is also where the package gets its name.

\[2\] Since the detector is multi-component, its builder class derives from VMultiComponentBuilder class.
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Figure 1: Unified Modeling Language diagram of the classes provided for applying the Builder design pattern to the detector build phase of a Geant4 application.
UserDetectorBuilder::UserDetectorBuilder(const G4String & name, const G4String & matName):
VMultiComponentBuilder(name, matName)
{
  // A smart component object may represent a single detector element, a multi-component,
  // or the detector itself depending on its contents. In this case, it represents the detector.
  pProduct = new SmartComponent(pName);
}

void UserDetectorBuilder::CreateSubComponentBuilders()
{
  // Instantiate all builder components here.
  fCompBuilder1 = new UserComponentBuilder1("Comp1Name", "Comp1MatName");
  fCompBuilder2 = new UserComponentBuilder2("Comp2Name", "Comp2MatName");
  ...
}

void UserDetectorBuilder::CreateMaterial()
{
  pMaterial = UserMaterialFactory::GetInstance()->FindOrCreateMaterial(pMatName);
}

void UserDetectorBuilder::Construct()
{
  // Invoke the Construct() method for all detector components.
  fCompBuilder1->Construct();
  fCompBuilder2->Construct();
  ...
}

void UserDetectorBuilder::PlaceSubComponents()
{
  // Place all components inside the detector.
  G4VPhysicalVolume* physVol(nullptr);

  // Place Comp1 in detector.
  physVol = new G4PVPlacement(comp1Rotation,
                             comp1Position,
                             fCompBuilder1->GetProduct()->GetLogicalVolume(),
                             "Comp1PV",
                             pProduct->GetLogicalVolume(),
                             false,
                             0,
                             true);
  // After placing a component, set the physical volume of that component.
  fCompBuilder1->GetProduct()->SetPhysicalVolume(physVol);

  // Likewise, other components are placed.
  ...
}
UserDetectorConstruction :: UserDetectorConstruction () :
G4VUserDetectorConstruction () ,
fDetBuilder (nullptr),
fDetDirector (nullptr) {
  fDetBuilder = new UserDetectorBuilder ("DetName", "DetMatName");
fDetDirector = new DetectorDirector (fDetBuilder);
  //The Initialize () method calls the CreateSubComponentBuilders () method of VMultiComponentBuilder class.
  fDetDirector -> Initialize ();
}

G4VPhysicalVolume* UserDetectorConstruction::Construct () {
  //The MakeDetector () method calls the Construct () and PlaceSubComponents () methods of the component builder class respectively.
  SmartComponent *product = fDetDirector -> MakeDetector ();
  //Place detector in world.
  G4Box *worldSolid = new G4Box ("WorldSolid", 0.5*worldSizeX , 0.5*worldSizeY , 0.5*worldSizeZ);
  G4LogicalVolume *worldLogic = new G4LogicalVolume (worldSolid , G4Material::GetMaterial ("Air") , "WorldLogic");
  G4VPhysicalVolume* detPV = new G4PVPlacement (0, G4ThreeVector (0 ,0 ,0) ,
                                                             product -> GetLogicalVolume (),
                                                             "DetectorPV", worldLogic ,
                                                             false ,
                                                             0 ,
                                                             true );
  product -> SetPhysicalVolume (detPV);
  G4VPhysicalVolume *worldPV = new G4PVPlacement (0, G4ThreeVector (),
                                                          worldLogic ,
                                                          "WorldPV", 0 ,
                                                          false ,
                                                          0 );
  return worldPV ;
}

Listing 2: An example implementation of the Geant4 detector construction class.
2.2. Utility classes for scintillation detectors

This section concerns the construction of scintillation detectors. One of the crucial steps in the implementation process of scintillation detectors is to specify the optical properties of the materials employed and the optical surfaces defined. Geant4 provides G4MaterialPropertiesTable and G4OpticalSurface classes for this purpose. The former is used to assign new properties to pre-defined materials or surfaces, while the latter is used to describe optical properties of medium boundaries.

Optical properties are stored as entries in a G4MaterialPropertiesTable, and each entry consists of a key and a value pair. These properties may be energy-independent or energy-dependent. In the first case, the value is constant, and in the second case, it is a list of energy-value pairs.

The usual approach is to put these energy-value pairs inside the detector construction file as elements of std::vector or C-style arrays. However, the presence of various datasets in a typical application and their direct embedding into the source file results in long lines of code and reduces code readability.

Moreover, the parameters defining the properties of materials and surfaces are frequently changed in studies where the effect of these parameters is investigated. This requires changing the source code repeatedly.

To overcome these challenges and perform the entire implementation process through user interface commands, I propose using two new classes. The first one is OpticalSurface class\(^1\), which is derived from G4OpticalSurface. The only functionality added to this subclass is that its implementation can be conducted by user interface commands. The second one is MaterialPropertiesHelper class, which is a subclass of G4MaterialPropertiesTable. This class provides additional methods to receive data from users. Fig. 2 summarizes, in a UML class diagram, the provided classes and their relationships with the Geant4 classes.

To illustrate, I take the code snippet shown in Listing 3 from the examples of Geant4 and compare it to the implementations of MaterialPropertiesHelper and OpticalSurface classes (Listings 4 and 5), which fulfill the same task.

2.3. Utility classes for material construction

This section introduces two new abstract classes, VMaterialBuilder and VMaterialFactory, that developers can utilize in the detector construction phase of a Geant4 application. The first offers an interface for developers to create custom material classes, while the second serves as interface for creating material objects from a single place in an application. Fig. 5 shows the UML class diagram of these two abstract classes.

To create a concrete material builder class, users inherit from VMaterialBuilder and implement its CreateMaterial() method. This class utilizes MaterialPropertiesHelper to assign additional properties to the materials to be defined. To get the resulting material object from the builder, the method GetProduct() is invoked. Listing 6 shows an example concrete implementation of VMaterialBuilder class.

To derive a concrete material factory class, users inherit from VMaterialFactory and implement its GetMaterial() method. This method is used to create objects of user-defined materials. However, it is not invoked directly by users to obtain a material object; instead, the FindOrCreateMaterial() method is invoked. This method first searches the desired material in GEANT4’s material database. If the material is not found, it invokes the GetMaterial() to search among the user-defined materials. If it is not found there as well, it throws an exception. Listing 7 depicts an example usage of VMaterialFactory class.

The benefits of these two classes can be summarized as:

- Providing reusability of materials. Encapsulating a material construction code into a class makes it available to other developers. This is particularly significant for materials that are troublesome to implement. For example, to implement a scintillator, its atomic composition, scintillation character, and all-optical properties should be defined. This requires an extensive literature review followed by conversion of the collected data into the desired format. Once a scintillator is implemented by a developer, it can be used by others as well. VMaterialBuilder class acts as an interface for producing ready-to-use material classes.
- Improving code readability by encapsulating material construction code.
- Preventing code duplication by allowing users to access material objects from different sections of the code.

3. Structure of GDCP

The GDCP package is a collection of C++ classes developed for designing flexible detector setups in Geant4 applications. The provided classes are collected and organized in directories according to their dependencies and functionalities. The package consists of the following three directories:

- gdcp/: This directory includes header and implementation files of GDCP.
- scntDetector/: This directory includes various utility classes for the implementation of scintillation detectors.
- g4Example/: This directory includes an advanced geant4 application that demonstrates the usage of the provided classes. The application also uses the NuSD framework \(^10\) that we previously developed for modeling segmented scintillation detectors. The detector construction interface in this framework is updated using the GDCP in order to enhance the framework’s flexibility and maintainability. The application includes the installation of PANDA \(^{11, 12}\) and SOLID \(^{13, 14, 15}\) experiments as examples.

---

\(^1\) did not put a prefix in front of the class name. The user can add a prefix according to his/her own content.

\(^2\) It is taken from the examples/extended/optical/opNovice/src/OpNoviceDetectorConstruction.cc
Figure 2: Unified Modelling Language diagram of the classes provided for the implementation of optical components in scintillation detectors.
The below code snipped is taken from the examples of Geant4 for comparison purpose:

```cpp
// Define a scintillator material.
G4Material* scntMat = new G4Material(...);

// Prepare a Material Property Table (MPT) for the scintillator material.
std::vector<G4double> photonEnergy = {2.034 * eV, 2.068 * eV, ... , 3.877 * eV, 4.136 * eV};
std::vector<G4double> refractiveIndex1 = {1.3435, 1.344, ... , 1.3595, 1.36};
std::vector<G4double> absorption = {3.448 * m, 4.082 * m, ... , 17.500 * m, 14.500 * m};
std::vector<G4double> scintilSlow = {0.01, 1.00, ... , 6.00, 5.00, 4.00};

G4int lenArray = 2;
G4double energyArray[] = {2.034 * eV, 4.136 * eV};
G4double scintilFastArray[] = {1.0, 1.0};

G4MaterialPropertiesTable* scntMPT = new G4MaterialPropertiesTable();
scntMPT->AddProperty("RINDEX", photonEnergy, refractiveIndex1);
scntMPT->AddProperty("SCINTILLATIONCOMPONENT2", photonEnergy, scintilSlow);
scntMPT->AddProperty("SCINTILLATIONCOMPONENT1", energyArray, scintilFastArray, lenArray);
scntMPT->AddConstProperty("SCINTILLATIONYIELD", 50. / MeV);
scntMPT->AddConstProperty("RESOLUTIONSCALE", 1.0);
scntMPT->AddConstProperty("SCINTILLATIONTIMECONSTANT1", 1.0 * ns);
scntMPT->AddConstProperty("SCINTILLATIONTIMECONSTANT2", 10.0 * ns);
scntMPT->AddConstProperty("SCINTILLATIONYIELD1", 0.8);
scntMPT->AddConstProperty("SCINTILLATIONYIELD2", 0.2);
scntMPT->AddPropertiesToMaterial(scntMat);
```

Listing 3: An example implementation of G4MaterialPropertiesTable and G4OpticalSurface classes.

```cpp
// Define an optical surface.
G4OpticalSurface* optSurface = new G4OpticalSurface("myOptSurface");
optSurface->SetType(dielectric_dielectric);
optSurface->SetFinish(polished);
optSurface->SetModel(glisur);

// Prepare a MPT for the optical surface.
std::vector<G4double> ephoton = {2.034 * eV, 4.136 * eV};
std::vector<G4double> reflectivity = {0.3, 0.5};
std::vector<G4double> efficiency = {0.8, 1.0};

G4MaterialPropertiesTable* surfaceMPT = new G4MaterialPropertiesTable();
surfaceMPT->AddProperty("REFLECTIVITY", ephoton, reflectivity);
surfaceMPT->AddProperty("EFFICIENCY", ephoton, efficiency);
surfaceMPT->AddPropertiesToMaterial(surfacesurf);  
```

Listing 4: An example implementation of MaterialPropertiesHelper and OpticalSurface classes.

```cpp
G4UImanager* uImanager = G4UImanager::GetUIpointer();

// Define a scintillator material.
G4Material* scntMat = new G4Material(...);

// Prepare a MPT for the scintillator material.
MaterialPropertiesHelper* scntMPT = new MaterialPropertiesHelper("myMPT");
uImanager->ApplyCommand("/control/execute path/to/macos/matPropTable/myMPT.mac");

// Assign each property in the MPT to the material defined above.
scntMPT->AddPropertiesToMaterial(scntMat);
```

Listing 5: An example implementation of MaterialPropertiesHelper and G4MaterialPropertiesTable classes.
# myMPT.mac
# Set scintillator properties.
/matPropTable/myMPT/addProperty SCINTILLATIONCOMPONENT1 path/to/file
/matPropTable/myMPT/addProperty SCINTILLATIONCOMPONENT2 path/to/file
# if the refractive index is the same for all photon energies, use the below line
#/matPropTable/myMPT/addProperty RINDEX pathToFile 1.58
/matPropTable/myMPT/addProperty ABSLENGTH path/to/file
# if the absorption length is the same for all photon energies, use the below line
#/matPropTable/myMPT/addProperty ABSLENGTH path/to/file 250 cm
# Adding const property
/matPropTable/myMPT/addConstProperty SCINTILLATIONYIELD 50 1./MeV
/matPropTable/myMPT/addConstProperty RESOLUTIONSCALE 1.0
/matPropTable/myMPT/addConstProperty SCINTILLATIONTIMECONSTANT1 1 ns
/matPropTable/myMPT/addConstProperty SCINTILLATIONTIMECONSTANT2 10 ns
/matPropTable/myMPT/addConstProperty SCINTILLATIONRISETIME1 0.19 ns
/matPropTable/myMPT/addConstProperty SCINTILLATIONRISETIME2 0.8
/matPropTable/myMPT/addConstProperty SCINTILLATIONRISETIME2 0.2

# myOptSurface.mac
# Set optical surface properties
/opticalSurface/myOptSurface/surfaceType dielectric_dielectric
/opticalSurface/myOptSurface/surfaceFinish polished
/opticalSurface/myOptSurface/surfaceModel glisur

# mySMPT.mac
# Set surface material properties
/matPropTable/mySMPT/addProperty REFLECTIVITY path/to/file
/matPropTable/mySMPT/addProperty EFFICIENCY path/to/file

Listing 5: Implementation of optical components through user interface commands.

Figure 3: Diagram of VMaterialBuilder and VMaterialFactory classes in Unified Modelling Language.
EJ200MatBuilder::EJ200MatBuilder(const G4String& name, G4bool enableMatProp):
  VMaterialBuilder(name, enableMatProp)
{
  // If the optical properties of the material are required, implement it using the macro commands.
  if(enableMatProp)
  {
    G4UImanager* uImanager = G4UImanager::GetUIpointer();
    uImanager->ApplyCommand("/ control/execute path/to/macro/"+name++".mac");
  }
}

G4Material* EJ200MatBuilder::CreateMaterial()
{
  // Implement your material definition here using the provided Geant4 classes.
  // As an example, EJ-200 scintillator is implemented using data sheet provided by the manufacturer.
  G4double hydrogenAtomDensity = 5.17e+22;
  G4double carbonAtomDensity = 4.69e+22;

  G4double a, density;
  G4int nElements;

  G4double hydrogenMassDensity = ConvertAtomDensityToMassDensity(hydrogenAtomDensity, a=1.00794);
  G4double carbonMassDensity = ConvertAtomDensityToMassDensity(carbonAtomDensity, a=12.0107);

  G4double hydrogenMassFraction = hydrogenMassDensity/(hydrogenMassDensity+carbonMassDensity);
  G4double carbonMassFraction = carbonMassDensity/(hydrogenMassDensity+carbonMassDensity);

  G4Material* scin_mat = new G4Material(pName, density=1.023* g/cm3, nElements=2);
  scin_mat->AddElement(pNistManager->FindOrBuildElement("H"), hydrogenMassFraction);
  scin_mat->AddElement(pNistManager->FindOrBuildElement("C"), carbonMassFraction);

  return scin_mat;
}

UserMaterialFactory::UserMaterialFactory():
  VMaterialFactory(),
  fEJ200MatBuilder(nullptr),
{

}

G4Material* UserMaterialFactory::GetMaterial(const G4String& name)
{
  // An example
  if(name=="EJ-200")
  {
    fEJ200MatBuilder = new EJ200MatBuilder(name, enableMatProp=true);
    return fEJ200MatBuilder->GetProduct();
  }
  else if....
}
4. Conclusions

In this study, a new custom package GDCP developed to create flexible detector installations in Geant4 applications is introduced. The classes in the package are grouped into three categories based on their roles and responsibilities. The first set of classes offers a detector construction interface based on independent detector components for flexible detector setups. This interface forces to apply the Builder design pattern to the detector construction phase in two steps: 1) for the construction of the detector components and 2) for the assembly of those components. For this, the elements of the Builder design pattern are introduced and made available for users.

The second set of classes provides an interface to obtain custom material classes. This is particularly significant for materials that implementation necessitates extensive data collection from the literature. Including a material construction code in a class allows other developers to easily use that material.

The third group of classes is related to scintillation detectors and makes a dual contribution to the implementation process of optical components. This both provides an easier interface for defining properties of optical materials and allows that interface to be implemented through the user interface commands.
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