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Abstract—An increasing number of embedded devices are connecting to the Internet, ranging from cameras, routers to printers, while an adversary can exploit security flaws already known to compromise those devices. Security patches are usually associated with the device firmware, which relies on the device vendors and products. Due to compatibility and release-time issues, many embedded devices are still using outdated firmware with known vulnerabilities or flaws. In this article, we conduct a systematic study on device vulnerabilities by leveraging firmware fingerprints. Specifically, we use a web crawler to gather 9,716 firmware images from official websites of device vendors, and 347,685 security reports scattered across data archives, blogs, and forums. We propose to generate fine-grained fingerprints based on the subtle differences between the filesystems of various firmware images. Furthermore, machine learning algorithms and regex are used to identify device vulnerabilities and corresponding device firmware fingerprints. We perform real-world experiments to validate the performance of the firmware fingerprint, which yields high accuracy of 91% precision and 90% recall. We reveal that 6,898 reports have the firmware and related vulnerability information, and there are more than 10% of firmware vulnerabilities without any patches or solutions for mitigating underlying security risks.
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1 INTRODUCTION

NOWADAYS, numerous embedded devices connected to the Internet, such as residential gateways/routers, IP-cameras, and net-printers, play a significant role in our daily lives. Those devices are usually accessible and visible through IP addresses on the Internet, which, however, brings in a new security concern that adversaries could compromise them by exploiting the already known security vulnerabilities. For instance, Mirai exploited hundreds of thousands of webcams and DVR devices to launch a Distributed Denial-of-Service (DDoS) attack, overwhelming Krebs on Security, OVH, and Dyn services [1]. More importantly, one pervasive but easily overlooked fact is that those embedded devices are reported to be hacked all through known vulnerabilities.

Firmware is a type of software semi-permanently installed in the hardware of embedded devices, providing necessary control, monitoring, and data manipulation, referred to as “software for hardware”. For embedded devices, the device firmware is the common platform of the vulnerability, called official Common Platform Enumeration (CPE) [2]. The same vulnerability is not triggered when running on different firmware. For instance, the buffer overflow vulnerability (CVE-2015-4409) exists on Hikvision NVR DS-76xixNl-E1/2 and DS-77xxxNI-E4 devices with a firmware version prior to V3.4.0 [3]. However, finding and understanding vulnerable embedded devices in the wild are by no means trivial due to the challenges in two aspects: (1) there lacks firmware knowledge for embedded devices and (2) known flaws and relevant patches are scattering on the Internet.

In this paper, we present a systematic study on vulnerabilities of embedded devices through their firmware fingerprints. To obtain firmware information of online embedded devices, we propose a novel approach for generating the fine-grained firmware fingerprints. Fine-grained fingerprints indicate more detailed information about a device’s firmware, including vendor and product version. Based on the firmware information, we further extract their vulnerabilities/flaws and corresponding patches from different third-party sources, e.g., security forums and databases. In other words, the firmware information is very useful to trace out vulnerable embedded devices available on the Internet. Thus, our study can quantify the security risks of device vulnerabilities on the Internet.

The fine-grained fingerprint generation is to utilize an intuitive insight that different firmware images are distinct.
We analyze 9,716 firmware images from vendors' official websites and 444,923 security reports. We quantitatively assess device vulnerabilities and their security risks based on firmware fingerprints.

1. The preliminary version of this article [4] was published in the Proceedings of INPOCOM 2018.
the firmware has a different version while coming from the same device type and manufacturer. This is the hardest case to identify on the Internet. For instance, D-Link V4.12 and V4.13 firmware images are installed on routers. As far as we know, there is no previous work that can recognize the firmware at such a fine-grained level.

Recognizing firmware at the fine-grained levels can bring several benefits. First, the vulnerability is directly associated with the firmware version rather than the device type and vendor. The trigger condition of the vulnerability consists of the platform. The same vulnerability will not happen when it runs on different platforms. For embedded devices, the platform is the firmware version. From the defensive perspective, discovering the firmware can help us find out which online devices are still vulnerable without compromising them. Second, we can use firmware fingerprints to find devices on the Internet and quantify the real-world impact regarding those mixed-version firmware devices (instead of offline analysis). Security is not only about technology but also about how to manage devices. Administrators can know the number of outdated versions of firmware being used within their enterprise network and notify device owners to update the firmware once manufacturers distribute the updates.

2.2 Device Vulnerability

Typically, a device vulnerability is discovered by professionals (i.e., a vendor, hacker, or a researcher). Prior works [5], [6], [7] detect vulnerabilities in embedded devices by using the static analysis and the dynamic analysis. Once discovered, the vulnerability information may be disclosed on the Internet through different sources such as security forums and official websites. The examples of public sources include SecLists, OSVDB blog, Coresecurity forum, and NVD. Those online sources have gathered a collection of different types of security reports updated by individual users or vendors.

For embedded device vulnerabilities, vendors should distribute the security patches to users for updating the device firmware. The embedded device needs to update its firmware to the latest version, which is more secure than the outdated version. From the defense perspective, updating to the latest version is the preferred solution, specifically for fixing a security flaw in the outdated version. However, many embedded devices are equipped with the outdated/unsecured firmware in the wild. First, some outdated devices are not compatible with the latest version of the firmware. Second, manufacturers and vendors often release updates to the firmware after distributing their products. When bugs and vulnerabilities of the firmware are revealed, manufacturers and vendors are willing to publish updates to the firmware. Third, updating the firmware is a non-trivial process for many users. They have to download firmware images through the official support website or via the administrative tools, and then they install the firmware into the ROM to reprogram integrated chip circuits of embedded devices. Therefore, many embedded devices are still using the outdated version of firmware, even if the update has been distributed.

In this work, we use firmware fingerprints to discover and identify embedded device tags, including the device type, vendor name, and product version. We further utilize online sources to understand the security risks of vulnerabilities associated with the firmware of embedded devices in the wild.

3 FINGERPRINTING FIRMWARE

In this section, we present the firmware fingerprint generation approach. When manufacturers fix bugs, add features, or improve performance, developers must change documents in the filesystem for updating the firmware. This modification on the filesystem can induce the subtle differences between mixed-version firmware images. We utilize the filesystem to act as the firmware signature to discover online embedded devices on the Internet. Other information (e.g., the hash, relevant metadata, versions) can only be obtained locally, not remotely. Thus, we cannot use such information to detect the firmware version for embedded devices in a remote manner.

Architecture. Fig. 2 shows the system overview for generating firmware fingerprints, including the filesystem, file processing, and file structure modules. In the filesystem module, we use web crawling scripts to download firmware images from official websites of manufacturers. The filesystem is extracted from the firmware image, and we obtain its files in terms of filename, location, and extension. We obtain the raw list from the filesystem, where each item is in the format “location/filename” associated with a file. In the file-processing module, we determine whether local files are consistent with their respective response data. For remote accessibility, we use the system emulator to simulate the firmware in the virtual environment and obtain accessible files. For the file’s content, we parse the file, remove redundant content, and stream. After the text processing, we obtain the final list with each item in the format “location/filename” associated with a string. In the file structure module, we transfer every file in the final list to a DOM tree and a vector. We put all vectors together to generate the firmware matrix. The matrix is the firmware fingerprint. Below, we present the details of the system design for fine-grained firmware fingerprints.
3.1 Filesystem
Collecting the firmware filesystem is the first and largely independent component for generating fingerprints.

Firmware Images. Most device manufacturers provide a support page on their official websites where we can obtain the device firmware and detailed descriptions, such as the vendor, product name, release date, version number, and change logs. Because each website has different HTML templates, we manually design download scripts to obtain firmware images from 7 official websites of manufacturers through either the website or FTP server. For every firmware image, we use the metadata on the official websites to label the image with information, such as device type, vendor name, and product version.

Filesystem Extraction. All of the firmware images we downloaded are binary files. We use BINWALK [8] to unpack binary files of firmware images. BINWALK is a third-party tool to analyze and reverse-engineer binary files, which extract file systems through matching file patterns of the firmware. Once matched, Binwalk would unpack the filesystem through invoking the extraction tools [9], [10], [11]. When a filesystem is extracted, we would use file resources to generate firmware fingerprints. Note that we only focus on the Linux-based filesystem, which is the most commonly seen in today’s embedded devices, including residential routers, camera, and printers. In general, most firmware filesystems have more than 1,000 files. Then, we store all files for each firmware image.

File List. Not all files are used to recognize the firmware on the Internet. Many directories (e.g., “bin”, “etc” and “lib”) in the filesystem cannot be remotely accessed. Among these folders, the directory “WWW” is used to provide web services for users. Device vendors usually develop the web interface as administrative tools for updates and management. One advantage is that we can obtain the content of the files in the directory “WWW” by sending HTTP methods. For instance, if an embedded device with IP “10.20.30.6” owns the file “help.html” in the location “WWW/XX”, we can directly send the HTTP GET request “10.20.30.6/XX/help.html” to access this file. We use the location, filename, and extension to extract files from this directory. The location is the relative path similar to the directory for files, which is the parameter URL in the HTTP method. We use the backlash to concatenate the directory name with the sub-directory name. For each item in the raw list, we use the “location/filename” to represent the file. Furthermore, we only keep files with text contents. If the file consists of non-textual information (e.g., images, audio, and videos), we just drop it out. We use the file extension to filter out unqualified files, such as “*.png”. We store the remaining files in the raw list for generating the firmware fingerprint.

3.2 File Processing
The raw list cannot directly act as the signature of the firmware because there are several inconsistent places between the local files and the response data from online devices. Some files are forbidden to access, and some are dynamic. If we use these files to generate firmware fingerprints, we would obtain ineffective response data, leading to performance degradation. We eliminate the different places between local files and the response data through a heuristic rule:

- If the local file is different from the remote response data, we delete the item; otherwise, we keep it.

We first find out whether the file can be remotely accessible through simulating the firmware. Then, we use the natural language processing technology to pull data from files, redirect, and remove redundancies.

Remote Accessibility. We do not assume that we have the password and login permissions of embedded devices. We propose to send HTTP requests to determine whether files in the raw list are accessible. Typically, web services can give the response data with encapsulated headers, including Method, URL, Parameters (GET and POST), Cookies, and User-Agent. We use the GET method and set URL as a concatenation of the directory and filename. Firmware images are running in either the emulation environment or real devices.

We propose using the system emulator QEMU [12] to run the bootstrap of kernels of the Linux-based filesystem. If we know the architecture (i.e., ARM or MIPS) and endianness (i.e., big-endian or little-endian format) of the firmware image, the QEMU emulator can simulate the images in the virtual environment. Once the firmware image is emulated, the virtual host would be allocated a network interface and an individual IP address. We use the ping request to check whether the virtual host’s network connectivity is available. We do not focus on other hardware-specific peripherals of embedded devices because the firmware fingerprints only need the files in the directory “WWW”. However, some manufacturers do not provide information about the architecture and endianness of the firmware images for business reasons. The state-of-the-art emulator tool cannot simulate this kind of firmware image. In this case, we suggest using real devices to run the firmware images.

Text Processing. Once the firmware is running, we use the HTTP GET method and the URL parameter is “IP/location/filename”. According to HTTP status codes, if the virtual host gives the response, we store the response data in the candidate list. If the virtual host does not give the response data, we would remove it from the raw list. The redirect can bring about the inconsistency between local files and response data. Developers would move the pages to a new location for load balancing or simple randomization. For instance, firmware D-Link DIR-300 version 1.06 has a JavaScript file that redirects the request with the URL “/index.html” to the URL “bsc_internet.php”. The response data would be different from local files in the filesystem. We use the regular expression to extract the new location and filename in the redirected places of files. We replace the item in the raw list with the “new location/new filename”. Here, we focus on two typical files for redirections: HTML redirects and JavaScript redirects.

3.3 File Structure
Dynamic files would cause inconsistent places between the response data and local files in the firmware filesystem, like JavaScript files. When the same firmware is running in different environments, dynamic files will change the file content from the original, such as a set of parameters. Fig. 3 shows the same file “__adv_mac_filter” of the same firmware (D-Link DIR-300 Wireless Router, Firmware Version V1.06) in different environments. The upper one is running
in the QEMU emulator, and the lower one is running on the real device. The variable “option” in the file will be dynamically changed according to the particular environment. When we use the emulator to run the firmware, the field “option” is blank (Fig. 3, upper). When the real device is running the firmware, the field “option” shows MAC addresses and names of eight attached devices (Fig. 3, lower). We can’t directly use the response data to represent the local file because of the dynamic files. Here, we use the file structure to represent the file to eliminate the inconsistent places caused by the dynamic files.

The DOM tree can be used to extract the structure of the file. Dynamic languages (i.e., JavaScript) often use the DOM tree to describe the file organization and structure. Many webpages use DOM as an interface to describe the combination of style, scripts, and HTML tags for animated documents. The DOM tree provides a representation of the document as a structured tree, where nodes are tags, objects, or scripts. Fig. 3 shows two DOM trees of the file in different environments. We observe that two structures are the same if we do not count the deepest node in the DOM tree. The file structure remains stable even though the contents have changed.

We extract elements from local files and generate their DOM trees. For every DOM tree, we use the pre-order traversal to generate its vector. The pre-order traversal can be reversible, so we can recover the tree from the vector. Every element of the vector is the set of all nodes of the DOM tree, starting from the root. Removing the end-node in the DOM tree is equal to eliminating the end content of the vector. Fig. 3 shows that two documents are transferred to the vector. After removing end-node “option5”, these two files are the same.

3.4 Firmware Fingerprints

Every item in the final list can be transferred to a vector. We put these vectors together to form a matrix for presenting the fingerprint of the firmware. Fig. 4 shows how the local files are transferred to DOM trees and vectors for generating the matrix. One firmware image has one matrix as its fingerprint. Every vector in the matrix has its pair < request, response >

- If the length of the item is equal to the depth of the DOM tree, we remove it because of the inference of dynamic changing. We then transfer the vector to the string to compare it with the response data.
- We use the longest matching state subsequence (LMSS) to present the similarity between the string from the vector and the response data. LMSS is the maximum subsequence common in the two string sequences.
- We use the LMSS average to present the similarity value of the device. For instance, we send 50 request packets to remote devices and receive their responses. We calculate all LMSS values between every response and vectors, and the average is the similarity value of the device.

If the similarity value is larger than the threshold (see Section 5), we identify the information of the firmware running on the device, such as device type, vendor, and version.

4 Device Vulnerability Detection

In this section, we present the methodologies designed to (1) collect vulnerability documents from online sources and (2) identify relevant firmware patches from those reports.

Fig. 5 presents the overview of firmware-vulnerability information extraction, which consists of two main components: security report collection (SRC) and firmware-patch identification (FPD). We leverage different online resources, including technique blogs, security forums, mail-lists, and data achieves, for report collection. The SRC uses the web crawler to collect documents from those third-party sources on the Internet. Specifically, the SRC utilizes HTML templates to filter out irrelevant content and remove duplicated webpages if they provide similar content. The FPD utilizes regex to extract firmware information from those security reports, including device types, vendors, versions, and vulnerabilities. We manually analyze the patch status of every firmware vulnerability in those security reports. Below we elaborate on the details.
4.1 Security Report Collection

Nowadays, there are many technical articles about device vulnerabilities from various online sources. We leverage 22 popular online sources to obtain technical articles, as listed in Table 1, which are security forums (seclist.org/fulldisclosure), mailing lists (seclist.org), technical blogs (blog.osvdb.org), and data archive websites (packetstormsecurity.com). Because each website has different HTML templates and configurations, our web crawler has a corresponding scraping script to scrape webpages. Specifically, we perform breadth-first searching on websites to scrape webpages until no new links can be found. For every webpage, we use the URL as its identifier and store its HTML document. Note that we also download the firmware metadata on the official vendor websites and manually extract the relevant information, including device type, vendor name, and product version.

Data Preprocessing. There are irrelevant webpages in the dataset we collected. Many irrelevant terms also appear in those webpages, such as advertisements, pictures, dynamical scripts, menu bar, and navigation bar. To automatically remove the irrelevant content in a report, we utilize a unique observation: irrelevant content uses particular HTML tags for differing textual content, such as `<img>`, `<input>`, `<script>`, and `<iframe>`. Specifically, we keep the main content associated with HTML tags `<div id="body">` and remove the irrelevant content of each webpage. The SRC generates a report to represent its corresponding webpage.

Removing Duplicated Reports. Online data sources may contain similar content with one another due to cross-reference and reproduction. For example, the CVE webpage 2 and the CISCO webpage 3 refer to the same vulnerability content, but their URL identifiers are different. To automatically remove duplicate content, we leverage the following heuristic rule: if the similarity degree of two documents is large enough, the duplicate one will be removed. We use the cosine distance to calculate the similarity degree.

\[
\cos(A, B) = \frac{A \ast B}{|A| \ast |B|} = \frac{\sum_{i=1}^{n} A_i \ast B_i}{\sqrt{\sum_{i=1}^{n} (A_i^2)} \ast \sqrt{\sum_{i=1}^{n} (B_i^2)}},
\]

where \(A\) and \(B\) represent two documents from our database. Instead of directly using a word in the document, we use “word embeddings” to represent every word in the document. Word2vec [13], [14] uses two-layer neural networks to learn the linguistic context of words in the large corpus. Every word is assigned to a corresponding vector in the vector space, and similar words share common context with a closer distance. In the word vector, the window size refers to the distance between words, similar to the semantic context. For instance, a window size of 3 represents 3 words behind and 3 words ahead (6 total). In practice, when the similarity value is larger than 0.97, there is a high probability that two documents have the same content.

4.2 Firmware-Patch Identification

Aforementioned, not all webpages are related to the vulnerabilities of firmware. We first use the machine learning algorithm to determine whether a report has vulnerability information. Then, we use the regex to extract the relevant device information, including device type, vendor name, and product version.

Vulnerability Classification. Some webpages might describe security/attacks and malicious activity analysis, rather than vulnerability information. The FPI module can derive the classification model about those webpages. The textual document is the input of the classification model, and the output is the bi-classifier of a report. Note that we also use the word2vec [13], [14] to represent those textual reports. Specifically, we use the Skip-gram model to generate word vectors for representing a textual document. The softmax function is used to calculate the probability of the classification result. Our model is a binary classifier \(y = 1, y = 0\), the softmax function normalizes the class tags into a probability distribution. We use the largest probability of \(y_1, y_0\) to represent the classification result. Given a report, the classifier can decide

| Category     | Website                                                                 |
|--------------|--------------------------------------------------------------------------|
| Blogs        | attrition.org, darkode.me, packetstormsecurity.com                      |
|              | cgisecurity.com, coresecurity.com, darkreading.com                      |
|              | helpnetsecurity.com, secureworks.com, grc.com                          |
|              | blog.vulners.com, blog.osvdb.org, secureteam.com                       |
| Forums       | blackhatworld.com, isc.sans.edu nullled.to,                            |
|              | securiaresearch.flexerasoftware.com                                     |
| Maillist     | seclists.org, securityfocus.com                                         |
| Data Archive | ics-cert.us-cert.gov, exploit-db.com, nvd.nist.gov                      |

![Fig. 5. The overview of firmware vulnerability discovery from various data sources.](https://cve.mitre.org/cgi-bin/cvename.cgi?name=CVE-2019-1663)
whether it is vulnerability-related or not based on its textual content. Further, we extract vulnerability information from those security reports. We use three categories to extract the relevant vulnerability terms, including vulnerability types from the Common Weakness Enumeration, corresponding common acronyms, i.e., CRLF, and buffer overflow.

Extracting Relevant Firmware Information. The relevant firmware information mainly consists of device type, vendor name, and product version. For instance, a relevant term is “Cisco RV130W Router”, where Cisco is the vendor name, and RV130W is the product version. We utilize regular expression to identify those relevant entities. Table 2 presents contextual textual terms about embedded device information. For device types, we use 20 keyword terms to identify those entities in the report, including printer, router, and camera. Typically, those types belong to consumer-oriented devices in the market. For device vendors, we choose 32 device vendors to represent mainstream manufacturers. First, those vendors, as mentioned before, usually provide a technical support page on their official websites for downloading firmware and relevant detailed descriptions. Our fingerprint technique generates those firmware fingerprints for embedded devices. Second, those vendors are well-known manufacturers with a large market share.

For product names, there are numerous product names about embedded devices. We use the combination of letters and numbers (sometimes containing “-“) to represent product names. The regular expression is used to extract those entities, as shown in Table 2. However, the regex would introduce a large number of false positives. For instance, “RV130W” is a product name, and “R1512” is a version name. To reduce the number of false positives, we use the search engines to check whether an entity belongs to product names. We combine the vendor name and product name as a search query and search it in commercial search engines (e.g., Google and Bing). For instance, (router, Cisco, RV130W) is formatted as “https://www.google.com/search?q=router+Cisco+RV130W”. If the product name is extracted, we will provide a term tuple (device type, vendor, product name).

Identifying Patch Status. Those security reports often describe the patch status about embedded devices. Some reports might claim that there is no patch for the firmware; other reports might claim that vulnerability does have a patch. We provide an analysis of the patch status of firmware vulnerabilities from online sources. Also, we gather publicly disclosed vulnerabilities from the National Vulnerability Database (NVD) to identify their patches. We manually divide those patches of embedded devices into three categories, which are described as follows:

1) Patch. If the device vendors or online sources (listed in Table 1) claim a patch for the vulnerability, we believe that the firmware vulnerability is patched. We further manually inspect whether the reference URL provides the technical support for the firmware.
2) No-Patch & Solution. Although there exists no patch for the firmware vulnerability, the device vendors or online sources provide the solution to mitigate the impact of the vulnerability. CVE-2016-8726 can be mitigated, in terms of the risk of exploitation, by disabling the web application for the Access Point device with the firmware 1.1 version.
3) No-Patch & No-Solution. We find that there is neither patch nor solution for this type of firmware vulnerabilities.

5 FINGERPRINTING EVALUATION

In this section, we first present the implementation of the prototype system and conduct the real-world experiments to validate the effectiveness of our proposed firmware fingerprinting approach. Then, we use firmware fingerprints to discover embedded devices that are still using outdated-version and vulnerable firmware on the Internet.

5.1 Implementation

We implement a prototype of firmware fingerprint generation as a self-contained piece of software based on open source libraries. For seven official websites of manufacturers, we write crawling scripts based on Scrapy [15] to download firmware images. Every binary image is pipelined to our Python script that is written based on BINWALK [8] and QEMU [12] for extracting the filesystem and simulating the firmware, respectively. We use the Natural Language Toolkit [16] to process the file content and Beautiful Soup [17] to extract DOM trees for the files. We transfer the files into vectors according to the pre-order traversal and organize vectors together as the matrix for firmware fingerprinting.

The BINWALK and QEMU are necessary tools for generating firmware fingerprints of embedded devices. It is possible that we cannot obtain firmware fingerprints due to the failure of BINWALK or QEMU. We manually analyze the architecture and OS information of 9,716 firmware versions for embedded devices. Their distributions are shown in Figs. 6 and 7. The MIPS and ARM are the two most popular architectures in firmware images, with 72.54% and 18.99%, respectively. For OS, we can see that Linux has 46.43%, VxWorks has 1.88%, WinCE has 1.34%, and eCos has 0.37%. Our work focuses on Linux-based and MIPS/ARM for analyzing firmware through BINWALK and QEMU. If the QEMU fails to emulate firmware, we purchase corresponding products on the market and use them to generate firmware fingerprints. The reason is that the products of embedded devices include the firmware version information. Thus, we can still obtain the firmware fingerprints of embedded devices with the cost of finance.
5.2 The Similarity of Firmware Filesystems

First, we downloaded 9,716 firmware from seven manufacturers’ websites. The device type is either the gateway or the router, and they are the mainstream manufacturers in the market, including hundreds of device products with hundreds of versions of firmware. The distribution of firmware images across products and versions is not uniform. For instance, D-Link re-released two products with different hardware but with the same version of firmware. Here, we focus on the firmware version rather than the products because current vulnerabilities occur in the software (firmware) rather in the hardware.

Then, we extract filesystems from the downloaded firmware images. Table 3 shows the number of filesystems from downloaded firmware images. We are able to extract 5,296 filesystems from the firmware images. Note that only 54.5% of the firmware images can be successfully unpacked into filesystems. It is the reason that incomplete encryption filesystem or unrecognized firmware would lead to the failure of unpacking binary files. For example, TP-Link usually distributes multiple partial images for their firmware, preventing us from obtaining their filesystems. We can generate firmware fingerprints only if their filesystems are capable of being unpacked successfully.

Furthermore, we conducted experiments to validate whether the subtle differences of the filesystem still exist in the directory “WWW”. In this directory, the average number of files is 123. The vendor Belkin has the largest file number at nearly 3,000, and the vendor Netgear has the smallest file number at only 2. We use 5,296 filesystems (successfully unpacked) from Table 3. The file content is extracted, and we use a hash algorithm to calculate its MD5 checksums. Fig. 8 shows the distribution of the directory “WWW” of firmware filesystems extracted from Table 3.

**Table 3** Summary of Firmware Images and Filesystems

| Device type | Vendor | Versions | Filesystems |
|-------------|--------|----------|-------------|
| Gateways or Routers | Belkin | 120 | 57 |
| | D-Link | 2,110 | 597 |
| | Linksys | 78 | 53 |
| | Netgear | 2,063 | 870 |
| | Zyxel | 868 | 115 |
| | Tomato | 3,283 | 3,281 |
| | TP-Link | 1,194 | 323 |

and 300 images appear to have two hash collisions. We further observe these firmware images with the hash collision. If the firmware comes from different manufacturers or device types, there are not any collisions at all. The hash collision only happens when the firmware versions are very similar. For instance, four firmware images (D-Link TM-G5240 4.01.B02, 4.0.0B28, 4.01.B01, and 4.00B29) share the same hash value. We find that images with the hash collision are often updated by manufacturers to fix the same function, such as bugs, vulnerabilities, or performance issues. From the defensive perspective, the same vulnerability may occur across these firmware versions with the hash collision. We consider them as one type of firmware image. It is important to note that the hash-value matching is the most stringent standard for firmware classification. If the hash values of filesystems from two firmware images are the same, we cannot distinguish them. The only solution is to use the binary code similarity match detection, such as [18], [19]. Note that the code similarity match detection is used for offline detection, not online detection.

We explore the degree of difference between various firmware images. We calculate the similarity of their firmware fingerprints with the equation:

\[
sim(M_i, M_j) = \frac{|M_i \cap M_j|}{|M_i \cup M_j|},
\]

where \( M \) is the matrix for presenting the firmware fingerprint; \( i \) and \( j \) are the firmware images \( i \) and \( j \). If the vector in the matrix \( M_i \) is equal to the vector in the matrix \( M_j \), we
add 1; otherwise, we add zero. \(|M_i \cap M_j|\) is the sum of equal vectors of the two matrices \(i\) and \(j\), and \(|M_i \cup M_j|\) is the sum of vectors of two matrices. The similarity degree reaches its highest value at \(\text{sim score} = 1\) and its worst score at 0. Fig. 9 shows the similarity matrix of 160 firmware fingerprints. The deeper the color, the higher the similarity. When the firmware comes from different manufacturers, the similarity is nearly zero, as shown in the color white. When the version numbers are close, the similarity is high in the dark color. We have observed that there are significant differences when the firmware comes from different manufacturers and only slight differences when the images have different versions but the same manufacturer. The honeypot can imitate the firmware on the Internet by producing fake services or webpages on the Internet. Our approach can easily distinguish them because the similarity between the honeypot and truth firmware is lower than the similarity of firmware from different manufacturers.

5.3 Performance

There are two kinds of approaches to recognize embedded devices on the Internet: rule-based and model-based. The rule-based approach is to use the keywords of the banner of remote hosts in application-layer protocols. For instance, Nmap [20], Ztag [21], and ARE [22] belong to this approach for identifying embedded devices. However, many embedded devices do not feed back the banner with the firmware version information. Without keywords of the banner, those approaches cannot recognize the firmware versions of embedded devices. The model-based approach is to use machine learning to build the classification model of embedded devices. A practical challenge is the lack of the training datasets for the firmware versions of embedded devices. Another technical challenge is that the closely related firmware versions of embedded devices share the same web services or telnet services, e.g., Netgear V1.0.0.34 and V1.0.0.33. Therefore, model-based approaches have a poor performance for recognizing firmware versions of embedded devices.

First, we conducted experiments to recognize manufacturers of the firmware without the version information. Existing device search engines (Shodan [23]) use keywords pickup by manual efforts to identify where the firmware comes from. In our firmware fingerprints, we only randomly select one pair \(<\text{request, response}>\) from the matrix. The result shows that we can achieve 100% precision and 91.4% recall.

Moreover, we have conducted the experiments to validate the performance of firmware fingerprints at fine-grained levels. Fig. 10 shows the distribution of the similarity among different firmware. The red points are the firmware Netgear V1.0.0.34, and the blue points are others. The black dotted line is the separate line between the firmware Netgear V1.0.0.34 and others. We use precision and recall to present the performance.

\[
\text{Precision} = \frac{TP}{TP + FP}, \quad \text{Recall} = \frac{TP}{TP + FN},
\]

where TP is the true positive number, FP is the false positive number, and FN is the false negative number. Fig. 11 shows the precision and recall of the firmware along with different threshold values. The X-axis indicates the values of the threshold, and the Y-axis indicates the recognition performance of the firmware. The blue curve is the recall, and the red curve is the precision. We observe that when our threshold is high, the recall decreases, and the number of missing identifications becomes larger. We suggest determining the threshold value according to the requirements of the firmware recognition. Fig. 12 shows the precision and recall of the firmware along with the number of pairs \(<\text{request, response}>\). The X-axis indicates the number of pairs, and the Y-axis indicates the recognition performance of the firmware. We can see that the precision becomes larger when we increase the number of pairs; otherwise, the recall decreases. When the number of pairs \(<\text{request, response}>\) is close to 75, the recall and precision both arrive at 90%.
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sion information in Table 4 with the CWE item to determine
according to the system architectures. We compare the ver-
vides information about software security vulnerabilities
from the National Vulnerability Database [2]. The CWE pro-
their common weakness enumeration specification (CWE)
site [25]. For each item in the vulnerability list, we obtain
crawl the vulnerability information from the CVE web-
exploitation scripts for validation in practice. Instead, we
nerable. For ethical considerations, we do not run the
whether those online embedded devices in Table 4 are vul-
makers have distributed updated patches.
match, the online embedded device running with the firm-
ware is vulnerable. We observe that many embedded devi-
ces are vulnerable on the Internet. For instance, Netgear
ware is vulnerable. We observe that many embedded devi-
5.4 Measurement in the Wild
Based on the fingerprints, we attempt to uncover which
online embedded devices are still using outdated-version
and vulnerable firmware. Our measurement is focused on
three popular vendors, D-Link, Beklin, and Netgear, as their
firmware also has security vulnerabilities. We generate
firmware fingerprints of the three vendors. D-Link firmware
versions range from V1.01 to V4.14, Netgear versions range
from V1.0.0.34 to V1.0.0.44, and Beklin versions range from
V1.00.06 to V1.00.30. To discover the mixed-version firm-
ware on the Internet, we deploy the prototype system on
Amazon EC2 running with 450Mbps of bandwidth.
We only use ports 80 and 8080, because the directory
“WWW” usually provides the response data on those two
ports. We employ the scanner tool ZMap [24] to send a
TCP-SYN packet to every IP address. If the host gives a
response, we add it to the live list; otherwise, we drop it
out. After the horizontal scanning, our live list includes mil-
lions of live IP addresses. As aforementioned, we can iden-
tify which vendor the firmware is from by using one pair of
< request, response > . Then, we send a request to every
host on this list and use the pair of < request, response > for
identification. If the similarity score is larger than the
threshold, we identify that a particular version of firmware
is running on this IP address. Table 4 lists online embedded
devices running with the different versions of the firmware
that belong to D-Link, Beklin, and Netgear. We can see that
there is no uniform distribution for firmware versions.
The latest version only occupies a small portion of devices com-
pared with other types of firmware. It conforms to our pre-
vious observation that many embedded devices are still
using outdated-version firmware even though their manu-
facturers have distributed updated patches.
Finally, we use proof-of-concept exploits to validate
whether those online embedded devices in Table 4 are vul-
nerable. For ethical considerations, we do not run the
exploitation scripts for validation in practice. Instead, we
crawl the vulnerability information from the CVE web-
site [25]. For each item in the vulnerability list, we obtain
their common weakness enumeration specification (CWE)
from the National Vulnerability Database [2]. The CWE pro-
vides information about software security vulnerabilities
according to the system architectures. We compare the ver-
sion information in Table 4 with the CWE item to determine
whether an online embedded device is vulnerable. If it does

| Version  | Number | Version  | Number |
|----------|--------|----------|--------|
| V1.01    | 25     | V1.0.0.34| 3,138  |
| V1.06    | 97     | V1.1.1.58| 98     |
| V1.10    | 29     | V1.0.0.44| 119    |
| V1.20    | 1      | V1.0.0.40| 19     |
| V1.21    | 251    |          |        |
| V1.40    | 6      | V1.00.06| 51     |
| V3.01    | 2      | V1.00.30| 9      |
| V3.11    | 1      | V1.00.08| 28     |
| V3.13    | 1      |          |        |
| V4.14    | 31     |          | 3,906  |

6 DEVICE VULNERABILITY QUANTIFICATION
In this section, we first validate the efficacy of firmware-vul-
nability extraction from security reports. Then we present
the major findings of device vulnerabilities and patch status.
6.1 Implementation
We implement a prototype system of device vulnerability
extraction for the firmware based on open source libraries.
For crawling websites, we use wget and the scrapy crawling
framework [15] to implement web crawler scripts. We use
the Beautiful Soup library [17] and the Natural Language
Toolkit [16] to implement the data preprocessing module.
Specifically, BeautifulSoup generates the HTML tag of every
element on a webpage while keeping the main content and
external links. NLTK calculates the similarity value between
young two documents and filters out duplicated ones. We use
fastText [26] to learn the classification model for identifying
whether a webpage includes the vulnerability information.
Every report is converted into an embedding word vector
by fastText [26]. Features include the top 500,000 most fre-
quent words in the document, which are mapped to 200
size word vector in a hash bucket. We set the learning rate
as 0.1 to run a grid search for learning the classification.
6.2 Effectiveness
We conduct experiments to validate the effectiveness of our
system, including data preprocessing, classification, and
information extraction. We collect a labeled dataset for the
evaluation, which contains 4,000 webpages. We manually
provide the ground truth labels for these webpages.

Data Preprocessing. As we mentioned before, many online
sources might involve the same content because of the
cross-reference and reproduction. We use the three metrics
to characterize the effectiveness of our system, including
recall, performance, and accuracy. When the similarity
threshold is 0.97, the precision is 0.97 and the accuracy is
Fig. 13 shows the performance of our data preprocessing along with the similarity threshold. In practice, our system can detect a similar webpage with high accuracy.

Classification. The classification model determines whether a document contains vulnerability information. We use 10-fold cross-validation on the dataset to derive parameters of the classification model. Fig. 14 plots the performance of the classifier. The result shows that our classification model achieves 94% precision, 92% recall, and 93% accuracy on average. The classification model has only a small fraction of false positives and negatives, which have a limited impact on the overall document classification.

Information Extraction. Aforementioned, we use the regex to extract device-relevant terms from the security reports. Over the labeled dataset, the precision of our firmware extraction is 100%. Note that we do not have the number of false negatives because the regex matching cannot find the missed terms. The information extraction is modeled as a

Table 5
The Overview of the Security Reports

|     | Total Num | Vulnerability-related Num | Firmware-related Num |
|-----|-----------|---------------------------|----------------------|
| Blogs | 57,830    | 47,855                    | 1,390                |
| Forums | 138,104  | 2,198                     | 368                  |
| Mail list | 107,902   | 45,098                    | 4,218                |
| Data Archive | 43,849   | 28,688                    | 922                  |

0.94. Fig. 13 shows the performance of our data preprocessing along with the similarity threshold. In practice, our system can detect a similar webpage with high accuracy.

Classification. The classification model determines whether a document contains vulnerability information. We use 10-fold cross-validation on the dataset to derive parameters of the classification model. Fig. 14 plots the performance of the classifier. The result shows that our classification model achieves 94% precision, 92% recall, and 93% accuracy on average. The classification model has only a small fraction of false positives and negatives, which have a limited impact on the overall document classification.

Information Extraction. Aforementioned, we use the regex to extract device-relevant terms from the security reports. Over the labeled dataset, the precision of our firmware extraction is 100%. Note that we do not have the number of false negatives because the regex matching cannot find the missed terms. The information extraction is modeled as a

6.3 Findings
We extract firmware-related vulnerability information from online resources and present the major findings below. After the data preprocessing, we collect 347,685 webpages from online resources (Table 1), including technical blogs, security forums, mail lists, and data archive. Table 5 shows an overview of the number of vulnerability-related documents and firmware-related reports. Our classification detects nearly 121,641 vulnerability-related reports, and there are 6,898 reports containing the firmware information.

These reports disclose vulnerabilities including relevant device types, vendors, and products. Table 6 lists the top 10 device types and vendor names across firmware vulnerabilities. It is obvious that the distribution of firmware vulnerabilities follows a long-tail for embedded devices. For device vendors, Cisco has the most security flaws, with its largest market shares. Cisco, Linksys, and D-Link are the top 3 device vendors with the firmware vulnerabilities of 3,954, 632, and 587, respectively. We further investigate the vulnerability types for the firmware of embedded devices. Table 7 lists the top 10 vulnerability types in the format of CWE. Specifically, denial of service, code execution, and cross-site scripting are the top 3 vulnerabilities/flaws on embedded devices. We observe that many vulnerabilities could be used as exploit scripts to compromise embedded devices.

| Device Type | Number | Vendor Name | Number |
|-------------|--------|-------------|--------|
| Firewall    | 3,247  | Cisco       | 3,954  |
| Router      | 3,238  | Linksys     | 632    |
| Switch      | 2,207  | D-Link      | 587    |
| Gateway     | 917    | Netgear     | 382    |
| Scanner     | 647    | Juniper     | 374    |
| Modem       | 512    | Verizon     | 306    |
| Camera      | 464    | TP-link     | 255    |
| Access Point| 460    | Sonic       | 208    |
| Printer     | 274    | ASUS        | 169    |
| DVR         | 110    | AXIS        | 140    |

Table 6
The Distribution of Device Types and Vendors Over Firmware Vulnerabilities

| Category                               | Number |
|----------------------------------------|--------|
| Denial of Service                      | 799    |
| Code Execution                         | 412    |
| Cross Site Scripting                    | 408    |
| Buffer Overflow                         | 390    |
| Cross Site Request Forgery              | 264    |
| Command Injection                       | 243    |
| Authentication bypass                   | 220    |
| SQL Injection                          | 204    |
| Privilege Escalation                    | 181    |
| Information Disclosure                  | 142    |

Table 7
The Distribution of Vulnerability Categories

Named Entity Recognition (NER) problem in NLP. However, the NER is highly domain-specific, and those designed for one domain hardly work well on the other domains.
Online resources consist of a leveraged leveraged online resources for device vendors, including vendor patch, no-patch&solution, and no-patch&no-solution. We observe that only 685 vulnerabilities have the patches to update the firmware, available at the official vendor websites and third-party websites. For device vendors, Cisco has the largest number of patches for its products. The vendors with the large market are all reputable for providing vendor patches for fixing vulnerabilities. However, we find that 694 vulnerabilities have neither any patch nor any solution for the firmware.

Fig. 15. The distribution of patch status of firmware vulnerability.

As we mentioned before, we use publicly disclosed vulnerabilities from NVD to identify their patch statuses. Fig. 15 shows the distribution of patch statuses of firmware vulnerabilities across device vendors, including vendor patch, no-patch&solution, and no-patch&no-solution. We observe that only 685 vulnerabilities have the patches to update the firmware, available at the official vendor websites and third-party websites. For device vendors, Cisco has the largest number of patches for its products. The vendors with the large market are all reputable for providing vendor patches for fixing vulnerabilities. However, we find that 694 vulnerabilities have neither any patch nor any solution for the firmware.

7 RELATED WORK

Firmware. The firmware is the software platform of embedded devices, where device vulnerabilities are related to the firmware. Prior works detected firmware vulnerabilities through static analysis and dynamic analysis. Static analysis is performed over the source code and detects underlying vulnerabilities without executing the firmware. Costin et al. [27] collected 32 thousand firmware images and unpacked them to run simple static analysis tasks over those files within the filesystem. Yan et al. [28] proposed Firmalice that detected the backdoor vulnerabilities of the firmware through symbolic execution and enumerating security policies. Chen et al. [5] proposed Dtaint that detected the Taint-style vulnerability in the firmware through constructing interprocedural data flows.

Dynamic analysis is performed over the firmware on a real device or virtual host. Zaddach et al. [7] presented AVATAR to simulate peripherals of embedded devices for the firmware images and performed dynamic analysis on the virtual hosts. Chen et al. [29] presented FIRMADYNE to reduce costs and time for simulating firmware images over the hardware of devices for a large-scale dynamic analysis. Cui et al. [30] focused on a particular embedded device (HP LaserJet printer) for exploiting a vulnerability caused by the firmware update.

However, firmware vulnerability detection (both static analysis and dynamic analysis) relies on professional background and significant manual cost. In contrast, our work is about generating firmware fingerprints and using them to understand device vulnerabilities caused by the firmware.

Fingerprinting. Fingerprinting is a technique for identifying the operating system (OS), applications, or network services. State-of-the-art tools (e.g., Nmap [20]) usually utilize the differences between TCP/IP implementations to identify OS versions. They also use service banners in the application-level protocols to find network services and devices. Shodan [23] and Censys [21] are able to discover devices and web services on the Internet and present the graphical user interface to the public. They provide a global view of online devices for researchers to identify distributed systems and potential security issues. Feng et al. [22] proposed the ARE tool which utilized natural language processing to generate banner rules to discover devices on the Internet automatically. Yang et al. [31] leveraged the neural network to learn the classification model of embedded devices as devices fingerprints. However, the granularity of this information is too coarse to identify firmware information and corresponding device vulnerabilities. Much of the firmware of embedded devices use Linux systems and supports more network protocols, making those existing tools ineffective for fingerprinting the firmware.

The clock skew [32], [33] was proposed for fingerprinting devices by exploiting the differences in time synchronization based on network time protocol. Yang et al. [34] proposed the iFinger which utilizes register states to generate fingerprints of industrial control systems. Many embedded devices run the same version of firmware, and the distribution of firmware images across products is not uniform. By contrast, the vulnerability is associated with the version of a firmware rather than individual devices. Our work utilizes filesystem differences among firmware images to generate firmware fingerprints for embedded devices.

Vulnerability Information. Online resources consist of a large amount of vulnerability information, including flaw descriptions and corresponding software platforms. Prior works propose to extract vulnerability information from online sources. Li et al. [35] conducted a large-scale empirical study of security patches centering on the National Vulnerability Database (NVD). They leveraged the web crawler to scrape the relevant information from the URL links of vulnerability-related webpages. Song et al. [36] leveraged the online sources (aggregation websites) to understand the characteristics of webcams’ distribution and their privacy/security implications. Sabottke et al. [37] extracted the vulnerability-related information on the Twitter for predicting the influence over the real world. Liao et al. [38] utilized natural language processing to extract the indicators of compromise information from the textual descriptions of websites, such as articles, posts, and white papers. By contrast, we focus on extracting the firmware-related vulnerabilities from different online sources. We gather nearly 347,685 documents and find 12,321 firmware-related vulnerabilities for embedded devices.

8 CONCLUSION

Nowadays, embedded devices play a crucial role in our daily lives, connecting to the Internet, including routers, IP-cameras, and printer. The vulnerability is triggered in a particular firmware version of embedded devices, raising serious security concerns. In this paper, we proposed a novel approach for accurately generating firmware fingerprints at the fine-grained level. The core of our approach is to use the filesystem of firmware as the signature to recognize the firmware information. Furthermore, we gather 9,716 firmware
images from official websites of device vendors and 347,685 security reports from online resources. We implemented a prototype of our approach and evaluated its effectiveness through real-world experiments. The results show that our automatically generated fingerprints can achieve 90% recall and 91% precision. We found that 6,898 reports have the firmware and corresponding vulnerability information, and more than 10% firmware vulnerabilities have neither any patches nor any solutions for mitigating underlying risks.
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