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ABSTRACT
This paper explores software’s role in visual art production by examining how artists use and develop software. We conducted interviews with professional artists who were collaborating with software developers, learning software development, and building and maintaining software. We found artists were motivated to learn software development for intellectual growth and access to technical communities. Artists valued efficient workflows through skilled manual execution and personal software development, but avoided high-level forms of software automation. Artists identified conflicts between their priorities and those of professional developers and computational art communities, which influenced how they used computational aesthetics in their work. These findings contribute to efforts in systems engineering research to integrate end-user programming and creativity support across software and physical media, suggesting opportunities for artists as collaborators. Artists’ experiences writing software can guide technical implementations of domain-specific representations, and their experiences in interdisciplinary production can aid inclusive community building around computational tools.
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1 INTRODUCTION
Software has become closely integrated with visual art production. Illustration, painting, animation, and photography are just a small sample of once non-digital fields where many practitioners now incorporate software. Like all creative tools, software offers artists new opportunities while simultaneously imposing constraints. For example, digital drawing software allows artists to continually edit their pieces through layers and undo, but limits them to the functionality provided on a toolbar and can make it difficult to integrate physical media.

Developing software for visual art brings many specific challenges. Artists are distinguished from many other software users by their nonconformity and unconventional approaches to making artifacts [24]. Artists also work extensively with physical media and manual forms of expression—qualities that are challenging to integrate in digital representations [19, 79]. Designing software abstractions and constraints for different domains of visual art poses additional challenges. The ways software designers expect artists to interact with the system may be different from the ways artists are used to engaging with materials to make art in their domain [92]. Furthermore, artists who use domain-specific creative coding languages [56, 73] face additional challenges in having to understand abstract representations and work in a highly structured manner [92]. These forms of working can be incompatible with their existing practices of manual manipulation and non-objective exploration [6, 31].

These challenges, as well the opportunities they surface, affect a variety of stakeholders. They include systems engineering researchers who research creativity support technologies. They also include artists who collaborate with software developers in their own practice. Finally, they include artists who are software developers. Such individuals build personal tools, but also can support communities of creative practitioners by leveraging their domain knowledge to develop and distribute new, artist-specific platforms [52, 73]. To support multiple stakeholders in software production for visual art and address these challenges, we sought to develop a more detailed understanding of the ways visual artists work with software. By studying how artists develop and use their own forms of software, we synthesized design implications across the joint interests of artists and professional software developers.

In this paper, we ask two research questions: (1) What factors lead artists to embrace or reject software tools created by others? (2) What factors motivate artists to develop their own software, and how do their approaches diverge or align with other domains of software development?

Our research questions are motivated by our efforts to develop programming systems for visual artists over the past seven years and oriented towards informing future efforts in systems engineering research for creativity support. Like researchers, artists are motivated, in-part, by creating novel outcomes. We argue that artists’ motivations for building their own software are well aligned with the kinds of contributions valued by systems engineering for visual art production HCI research. Artists’ joint concerns around expressiveness, audience, and commercial viability, as well as their unique workflows, can inform approaches in end-user software
development. But at the same time, artist communities have different values, norms, and forms of dissemination than those of professional software developers [53]. Understanding and integrating these values is the first step in informing research partnerships between these communities.

To investigate these questions and opportunities, we formalized our initial observations into 13 in-depth interviews conducted with artists across a spectrum of software development expertise, deliberately selected from a larger set of conversations over the past four years. Our interviews sought to understand how artists’ tools and materials—digital, physical, and programmatic—impacted their processes and outcomes. This paper makes two contributions. First, through a thematic analysis of our interviews, we surface themes on how software intersects with visual art practice: how artists were motivated to build software as a mechanism for intellectual and community engagement, how existing software representations worked with or against artists’ complex workflows, how artists valued efficiency but resisted forms of software automation, how artists used software beyond making art to organize, motivate and reflect, and how interaction with technical communities impacted artists’ aesthetic choices. Second, our findings suggest opportunities for how efforts in end-user programming can map onto creativity support tools for visual artists. Current forms of software automation misalign with how artists work, while forms of higher level abstraction hinder their ability to manipulate data representations. We argue that artists, who innovate in adapting and writing software to fit their idiosyncratic working styles, can guide technical systems research-driven creativity support tools. For instance, latency and scrubbing metaphors are less relevant to visual art. Research on high ceilings in computational music achieved via design metaphors of control intimacy of musical instruments [96] is different from our work that also focuses on expert practitioners. Our focus is to study the ways visual artists build software as a means to inform creativity support systems research.

Some artists who create software tools also engage in community building. From the OpenFrameworks design philosophy that prioritizes a “do it with others” approach to making art [56], to the Processing community that builds and maintains the platform’s many extensions [74], to the p5.js community statement that recognizes diverse contributions from new programmers [61], all of these frameworks rely on collaborative development from their communities. The School for Poetic Computation (SFPC), a school run by artists for artists who often build computational tools, is another example of an artist-led creative coding community that extends software use [38]. Artist-developed software tools align with art practice and are shaped by community engagement. Our work provides greater detail on this process by examining how artists move from creating artifacts to authoring software and how artists’ software use is shaped by interactions with technical communities.

Studies of art practices have also examined the role of manual production in creative workflows. HCI researchers have theorized that ideas emerge from interacting with materials [37, 80], tangible making builds mental models [71, 91], and physical manipulation facilitates concrete cognitive tasks [32, 46]. Manipulating physical media helps artists develop manual skill and knowledge [69], react and plan in step [6, 21], and reason about building tools [62]. Manual tools also afford expressiveness, by preserving gesture [66], and speed, which supports open-ended exploration [6]. In contrast to prior work on manual production, we investigate how efficiency and automation in software align or conflict with artists’ manual processes and aesthetic preferences.

2.2 Creative Coding Systems: Programming Tools & Communities for Visual Art

The expressive power of programming has led visual artists to develop and disseminate their own programming tools. Lieberman, Watson, and Castro developed OpenFrameworks, a textual programming toolkit, to create interactive audiovisual artwork [56]. The textual languages Processing and p5.js [60, 74] emerged from exploring how to teach programming through the lens of art [74]. Node-based visual programming frameworks like Max and vvvv apply ideas from signal processing for computational music towards producing computational artwork [16, 94]. Researchers in music technology and live-coding have developed domain-specific representations and tools [1, 23, 57]. The goals of these domains differ from visual art. For instance, latency and scrubbing metaphors are less relevant to visual art. Research on high ceilings in computational music achieved via design metaphors of control intimacy of musical instruments [96] is different from our work that also focuses on expert practitioners. Our focus is to study the ways visual artists build software as a means to inform creativity support systems research.

Some artists who create software tools also engage in community building. From the OpenFrameworks design philosophy that prioritizes a “do it with others” approach to making art [56], to the Processing community that builds and maintains the platform’s many extensions [74], to the p5.js community statement that recognizes diverse contributions from new programmers [61], all of these frameworks rely on collaborative development from their communities. The School for Poetic Computation (SFPC), a school run by artists for artists who often build computational tools, is another example of an artist-led creative coding community that extends software use [38]. Artist-developed software tools align with art practice and are shaped by community engagement. Our work provides greater detail on this process by examining how artists move from creating artifacts to authoring software and how artists’ software use is shaped by interactions with technical communities.

2.3 End-User Programming in Art and Design

Research in end-user programming (EUP) supports non-professional programmers as they develop software to further their work [55] and has focused largely on interaction designers. Research has shown that visual designers seek programming tools that directly integrate with visual drawing tools [67] and use high-level tools mapped to specific tasks or glued with general purpose languages.
rather than learn new programming frameworks [8]. Systems like Juxtapose [33] and Interstate [70] improve programming for interaction designers through better version management and visualizations. Re-envisioning software as information substrates [5] that integrate data and application functionality supports greater software malleability and more varied forms of collaboration in web [47] and video editing [48]. While there has been extensive EUP research targeting designers, less research examines EUP for visual art. Researchers have developed a variety of graphic art tools that enable programming through direct manipulation. Some systems support two pane interfaces that place visual output side-by-side with code [15, 63]. Recent work demonstrated that allowing users to directly manipulate intermediate execution values, in addition to output, minimized textual editing [34]. Other work, like Dynamic Brushes, aims to support expressiveness through a direct manipulation environment coupled with a programming language [39]. Results from a study of debugging tools developed for Dynamic Brushes suggested that artists inspect program functionality while making artwork [54]. Our research is aimed at informing future efforts in EUP for visual art by investigating how artists approach software development and work with software representations. We provide insights into the ways that visual artists’ objectives differ from other end-user programmers and highlight opportunities in building domain-specific programming tools for visual art.

2.4 Creativity Support Tools for Visual Art

Creativity support tools researchers have extensively studied how software can support visual art workflows. While Shneiderman outlined several opportunities for creativity support including exploratory discovery and record keeping [83], many HCI systems for visual art emphasize producing artifacts. Systems such as large-scale generative design visualizations [59, 100], cross-modal generative sketching for 3D design [44], or text-based icon design [101] aid practitioners in exploring ideas and selecting artifacts. Researchers have also explored supporting specific affordances in tools such as speed-aware line smoothing algorithms [87], manipulations of negative space to edit vector graphics [7], or selective undo in digital painting [68]. Another category of systems examine ways to digitally emulate physical forms of production [3, 43, 51].

A large body of creativity support research focuses on broadening participation. Shneiderman, as well as Silverman and Resnick [75], advocated for creative systems with “low-floors” that reduce the barriers to entry and “wide walls” that support a diverse range of outcomes. Researchers have examined reducing barriers to making computational art through direct manipulation interfaces for creating procedural constraints [40, 42]. Other systems guide novices in tasks like photographic alignment [22] and narrative video composition [45]. Machine learning (ML) based systems including applications of neural style transfer (NST) [11, 30, 36], user-in-the-loop tools [77], or support for specific automated tasks like auto-complete for hand-drawn animation [98], sketch simplification [85], and layout generation [4], are increasingly used to facilitate easy entry to visual art production through high-level automation. ML-based tools have raised new questions about the relationships between artists and software. Semmo et al. challenged the use of NST arguing that NST must support interactivity and customization for use in creative production [81]. Hertzmann critiqued the notion that ML-based automation creates AI-generated art, arguing that computational systems are not social agents and therefore cannot make art [35]. We seek to understand and critique high-level forms of software automation for visual art by examining the ways artists use or reject these systems in practice.

3 METHODS

This work is structured around a thematic analysis of interviews with professional visual artists. These interviews were motivated and informed by the authors’ personal experiences working between systems engineering and fine art.

3.1 Author Backgrounds

To understand the perspectives that shaped our work, we provide background on the research team’s expertise and focus. The authors represent a spectrum of art experience: Jingyi maintains a hobbyist painting and illustration practice, Sonia studied art history, and Jennifer has formal art training and worked as a professional artist. Presently, Jingyi and Sonia are graduate students in computer science and Jennifer is an HCI professor in an interdisciplinary art and engineering department. As we transitioned from creating artwork to researching and building software tools, we had the opportunity to test our tools with practicing artists. Our discussions about software use, programming, and creative production with artists indicated differences in how practicing artists and professional software developers viewed the opportunities of software.

3.2 Interview Methodology and Participants

Building from this preliminary observation, we conducted a formal set of semi-structured interviews with 20 professional visual artists over a period of four years. We recruited subjects through our established networks drawn from the artist residencies, exhibitions, and educational networks that Jennifer participated in. We aimed to interview artists who worked across a diverse set of materials (e.g., software, paints, code), processes (e.g., coding, manual drawing, performance), and domains (e.g., illustration, animation, interactive art). Figure 1 shows sample artworks from each artist and Table 1 shows basic demographics information, with full artist names released with consent. While these interviews were interspersed with and helped guide research in building software tools, in this work, we foreground the insights from these interviews, rather than presenting a limited subset to motivate a specific system.

For this paper, we included data from 13 out of the 20 interviews. We omitted interviews from artists who did not work with software or visual art as well as those in which the artist focused on their conceptual stances over their process. Our interviews were primarily in person, with five conducted through video conferencing software, and on average lasted 1.5 hours. Our interview objectives were to understand what artists perceive to be the primary opportunities and limitations of digital, manual, and physical media; how different media shaped artists’ learning, process, and outcomes; and what factors encouraged or prevented artists from engaging in software development in their work. Prior to each interview,
we reviewed each artist’s work to direct process-based questions towards specific pieces.

3.3 Data Collection and Analysis
We audio recorded and transcribed each interview. For analysis, we conducted a reflexive thematic analysis [9, 10], focusing on an inductive approach open to latent themes. Each author reviewed each transcript, and, following a discussion of initial patterns, each author coded a subset of transcripts to initially identify as many interesting data extracts as possible. The research team refined the codes and conceptualized them into preliminary themes through weekly meetings and discussions. After all authors collaboratively drafted a written description of each theme, Sonia and Jennifer reviewed them with respect to the coded transcripts to confirm they were representative of the original codes.

3.4 Limitations
Our work focuses on a deep qualitative examination of 13 artists. This approach was necessary to gain insight into the specific factors that shaped the workflows of our interviewees. Artists represented here had a range of experiences with software; future research engaging exclusively with artists who build software will likely uncover additional details such as a quantitative breakdown of time spent across different software development tasks. We chose our methodology based on our personal experiences transitioning between art and software development and research, which we disclose in our author background statement to contextualize our analysis and discussion. Any interview risks social desirability bias. Because we had personal connections with our interviewees, trust contributed to them being comfortable giving honest answers, increasing the reliability of the responses [28].

4 INTERSECTIONS OF SOFTWARE AND VISUAL ART
We conceptualized themes across six dimensions presented below. Revisiting our research questions, we describe how software constraints and representations, use cases beyond producing art, and cultural associations of computational aesthetics impacted how artists used software tools made by others. Artists were motivated to develop their own software to create new functionality in their works, grow intellectually, and gain technical legitimacy in their communities. Furthermore, their idiosyncratic workflows spanning digital and physical mediums were often misaligned with both the constraints and forms of automation provided by existing software.

4.1 Artists’ Motivations for Software Development
Out of the 13 artists from our interviews, eight either were software developers or were in the process of learning software development. We distinguish between software development and programming in that programming involves writing code, while software development also encompasses testing, maintaining, and sharing software [49]. Our software developers described a variety of motivating factors. Initially, artists developed software to add interactivity to their artwork. For example, Mackenzie learned Unity development to facilitate dynamic 3D transitions between panels in an interactive digital comic, and Emily learned C++ and Macromedia Director’s Lingo programming language because it enabled her to create interactive animations. When adding software as a component of their output, artists valued robustness. Artists also developed software to automate tasks. While using software as a tool for art-making, artists placed a higher emphasis on reusability. Molly learned to procedurally generate vector graphics to reduce manual labor when repeating forms in Adobe Illustrator, and Lynne learned Python to reduce the effort required to test different combinations of type when creating new fonts. These objectives align with the established framing of end-user programmers as individuals who write code in service of another practice.

In addition to functional applications, artists developed software because of the opportunities for intellectual and creative growth. For instance, Ben described an interest diving into programming in order to “look under the hood” of software. Redesigning or building new software systems enabled artists to identify constraints in their tools to imagine alternatives. Lynne’s initial experience with Python acted as the catalyst for her to enroll in a creative programming course. She described how learning to use a C++ based framework to make her own graphical user interfaces (GUIs) enabled her to recognize third party software constraints and envision other options:
If I could make my own GUI for things, maybe I could be using things in a different manner. This is a recent thought... I don’t think I ever realized how much it was impacting my work.

The notion that authoring software could expand one’s awareness of creative possibilities was remarkably consistent among the artists we spoke with, though artists varied how they used this idea in practice. Emily, Chris, and Eran all developed their own software interfaces that exposed specific parameters to explore and fine-tune visual properties of their work. Molly described the intellectual satisfaction she derived from translating her manual process generating vector geometry for fabrication to an algorithmic description, enjoying solving complex geometric problems while creating a reusable tool that reflected her manual practice. Similarly, Eran created experimental software tools primarily to investigate new concepts, and he was less concerned if the resulting tool would lead to a finished piece. Artists instead valued speed in designing software sketches to quickly test ideas.

Finally, four artists described being motivated to develop software to influence future forms of software design, different from what they currently observed. Eran and Chris supported students and newcomers to animation and embedded programming, respectively, by designing tools that addressed obstacles they experienced in their own work. Lynne described how developing software would allow her to “have a seat at the table” around media software production. Likewise, Chris recognized that, as an independent artist and professor, he couldn’t compete with the speed and resources of professional software companies, but he could release different kinds of tools that influenced the direction those companies might take, saying, “[a]ll I can do is shape the conversation for the professional tools that get made afterwards.” Kim went a step further, describing her desire to improve her software development skills as a means to bypass negative experiences and communication breakdowns she had experienced when working directly with professional developers:

It’s not always clear to the developers that I’ve worked with why things are important from a designer’s point of view... I think if I could really get that skill down and design as well... the end results would be better.

These experiences demonstrate how learning and participating in software development enabled multiple forms of power in visual art production. First, artists developed software to create new functionality in artworks. Second, artists developed software to
grow intellectually and they built their own interfaces to explore or refine work. Finally, by demonstrating knowledge in software development, artists gained technical legitimacy and could engage in dialogue with professional software developers or circumvent them altogether.

### 4.2 Selecting Software Constraints and Representations

Our interviews revealed two ways software made by others impacted artists’ processes and outputs: they negotiated different forms of software constraints, and they carefully selected specific graphic representations.

Artists viewed software constraints as constructive when they could define the constraints’ parameters. Sometimes, this involved choosing to not use a tool’s features. Shantell, Eran, Fish, Ben, and Mackenzie all described points when they constrained themselves from using software-based undo. This constraint replicated the quality of physical ink, forcing them to work with their mistakes or avoided breaking their flow of drawing with editing. Artists also imposed constraints on their practices through their formal knowledge of design and composition. Michael described how, in Illustrator, he manually laid out his compositions to follow grid structures but broke those structures at arbitrary points—a process that would have been more difficult if Illustrator enforced the grid constraint. In other instances, artists developed software to enact constraints. Emily, Eran, and Fish authored software tools that restricted a user’s ability to erase, define geometry, or select colors. Fish described programming a drawing tool that automatically faded past strokes over time:

*I worked in Processing on creating drawing tools that would fade over time… I was storing screenshots of every stroke, so then I could watch how someone’s drawing came together on a loop… and that came out of experiences, just looking for ways to get other people that are afraid of drawing, just to jump in and try something. So, it was a combination of creating the software that would capture each line and mark and letting it fade, so they can get a sense of depth as they are working.*

While artists had positive experiences imposing their own constraints, they struggled with the stylistic constraints imposed by feature-rich commercial software tools. Despite their respect for and reliance on commercial tools like Adobe After Effects and Unity, Miwa, Molly, Nina, Eran, and Chris struggled with feeling like stylistic aspects of their work were, in Molly’s words, “predetermined by the program.” In part, this reaction was tied to the expectation for fine artists to create novel imagery. Miwa and Chris both described their need to obscure the means of development when using After Effects. The constraints of high-level software tools were also at odds with artists’ desires to enact custom workflows. Artists avoided “defaults” and “presets” for this reason. For example, Nina avoided Photoshop filters because they were “straight out of the box” and incompatible with her personal workflow, and Fish described feeling “stifled” by the aesthetic constraints of Illustrator defaults until he learned how to author custom brushes.

Similar to constraints, artists embraced or rejected lower-level graphic representations—e.g., 3D meshes, Bezier curves, bitmaps—based on the extent that a representation supported their workflow. Both Michael and Molly worked primarily with vector graphics, despite being adept in other representations, because vectors were best suited to the curvilinear geometry and “clean” aesthetics of their work. Similarly, other artists deliberately rejected some digital graphic representations or were frustrated with the inconsistencies that emerged when they tried to blend two different representations. Emily described an extreme dislike for the “smoothness” of 3D graphics, and Mackenzie described how integrating work from Photoshop and Illustrator created a stylistic “gap.” In most cases, these tensions with software representations were not the result of nostalgia for physical media. Emily wasn’t interested in recreating traditional techniques in a digital format, stating her goal was to “push both traditional artistic practice and software tools out of their individual comfort zones, to create something that is unique and blurs the lines between the two.” Alternatively, Shantell, Michael, and Mackenzie felt digital representations actually had comparable aesthetic qualities to physical media.

Instead, the degree to which artists were comfortable working with a digital representation was determined by how it supported their workflows. At a low level of individual mark making, Mackenzie described how Bezier curves afforded editing existing work (a process he described as “ficky”) whereas bitmap brushes pushed him to “[sketch] one thing once and move through it,” because the bitmap representation didn’t support the same level of editing after drawing. At a higher level, Eran described how the timeline representation in animation software required animators to painstakingly edit individual frames. As an animation instructor, he observed students transitioning between drawing the animation and adjusting the timeline to the point of fatigue:

*The task the person has to do is finish his drawing, move the timeline, [and] change something. I see students that, every time they do that, their mind hurts… It’s a break in their flow.*

These observations led Eran to develop animation tools with continuous, rather than frame-based, timelines. He recognized that these different representations lead to trade-offs in workflows—a continuous timeline would afford speed and shift the focus to drawing, but a key-frame timeline enabled low-level but laborious control.

Artists also considered aesthetics clearly shaped by a specific representation to be an indicator of novice work. Michael and Molly described how, as teachers, they worked with students to master software so that their own drawing style was preserved, rather than obscured by the qualities of vector graphics. Mackenzie described how representing applications as standalone packages restricted iteration and workflows across different tools:

*In some ways those programs are really behind kind of walls and are not very modular. The program is this just inside of this [indicating to software window] and it has many little tools that exist inside of that and some of those have like smaller tools that exist inside of that. So you’re kind of using like all of these tools in Photoshop and all of these tools in Illustrator… but when I think about the way I work… passing things back and*
forth and iterating in different ways and quickly. I feel like you’ve got these big walls between programs... I’m interested in... how those things can be broken out or built out separately.

Overall, the degree to which artists embraced software constraints and representations corresponded to the degree that they could be adapted to an established workflow. When faced with complex tools with powerful black-box functionality or high-level representations, artists often tried to use these tools for unintended purposes. When this was not feasible, they opted for software tools with limited functionality or built their own.

4.3 Non-Linear Physical-Digital Workflows

Despite working across a wide range of visual art domains, each artist described workflows that integrated digital and physical processes, working non-linearly between digital and physical production using a diverse set of tools and approaches. Foremost, artists heavily relied on the ability to provide manual inputs to digital tools. Miwa, Ben, and Nina all mentioned they liked the “organic” and “warm” quality of hand drawn art—deviations and irregularities in their artistic style that were built up over learning to draw and physically engaging with their body. Artists also improvised physical materials as digital inputs. Emily photographed and scanned objects to turn into textures to “incorporate as many non-computer elements into the digital artwork,” while Nina traced over copies of architectural plans as a starting point for her prints.

Similarly, artists produced physical outputs with digital fabrication. Shantell used a CNC mill to fabricate a previously ink-based drawing as functional printed circuit board traces. Michael described how he would arbitrarily decide to convert flat vector graphics to 3D physical objects without advanced planning (Figure 1M):

I can extrude this. I can laser cut it 15 times and laminate it. ... There’s something to me, the formal experience of taking something that changes dimension, which is exciting. I’m gonna find something that I normally couldn’t have... Those opportunities past the computer.

Artists also used physical production as a means to think through problems, either individually or with collaborators. For example, Emily worked out the computational rules to define an interactive generative puzzle game while working on a hand-sketched maze. Likewise, Molly shared how she would “solve code problems” while felting, constantly “switching back and forth between doing a little coding and doing a little felting or folding.” Emily and Michael, two artists who used software tools developed by their collaborators, shared that they would evaluate the tools by iteratively building physical artifacts with them. Both sets of collaborators moved back and forth between digital and physical production to create artwork together. For example, in his collaboration with Chris, Michael would “manually rip” outputs enabled by Chris’s tools and “start to draw with” them—he then sent these drawings and feedback to Chris, who in turn would modify his code.

Moving between digital and physical spaces enabled artists to leverage the affordances that emerged from using both spaces when producing work, such as for painters Ben and Kim. Ben described working out ideas by alternating between digital painting on a tablet, where he could use color pickers to explore color choices instead of manually mixing paints, and explore material considerations through physical painting. He said the materiality of these physical paints added an abstraction to the way a piece communicated an idea beyond its literal representation, something that wasn’t available in digital software. Likewise, to inform her physical paintings on canvas (Figure 1L), Kim relied on “huge [digital] libraries of images and washes” to develop her ideas. For drawings to “look markedly better and more human,” Fish encouraged his students to cycle through physical and digital drawing:

Why don’t you put a piece of tracing paper over the screen right now, and just physically draw it? And then let’s look at the drawing. And then let’s open up Illustrator, and then create a version of it again.

While appreciative of the benefits software tools provided, artists also encountered challenges of scale when translating physical artifacts to digital tools. Emily, who always began her process with physical sketches, described digitizing, segmenting, and sharing her sketches as unnecessarily laborious and repetitive. Artists were also unable to preserve the ways they manipulated physical elements of an artwork to explore scale and composition. Both Miwa and Emily noted the difficulty of using a screen to design animations that would be projected at large scale (Figure 1 A & N). Likewise, because she determined the scale of her paintings relative to her body, Kim was unable to make the same judgments while working with software interfaces. Nina went “back and forth” from working in software to printing out and “literally” putting down work on the floor to look at it when making judgments about layout and composition. Both Lynne and Nina elaborated how “proportions and visual relationships” needed to be assessed physically because balance and weight were perceived differently on a screen.

In summary, artists flexibly and non-linearly moved back and forth between physical and digital spaces when creating work. Artists relied on physical manipulation as a means to refine producing artwork and as a form of reflection or problem solving. Finally, they encountered barriers when they were unable to use physical manipulation or embodied notions of proportion and scale in software tools.

4.4 Valuing Efficiency and Resisting Software Automation

We observed that artists cared deeply about efficiency in their practice; some even developed their own forms of automation. While quickly working manually was important for aesthetic outcomes, existing forms of software-enabled automation imposed undesirable aesthetics that artists had to go back and manually refine. Artists valued speed and efficiency particularly in contexts of idea exploration, iteration, and turn-around time when working with collaborators. For example, Emily wrote software to procedurally generate and explore many different compositions, as this was faster and less effort than manually creating each one. Eran built tools for new ways of artistic expression with the goal of “getting to the quickest way [he] could test” them. In his collaboration with Michael, Chris described the importance of speed:

I love the fact that I have just enough proficiency with Processing that in a day we could produce 20 different interesting iterations and then have a longer dialogue
about successes and failures and ways to change and ways to improve.

In forms of manual art production, working efficiently also resulted in desired aesthetic outcomes. For example, for Shantell, Mackenzie, and Michael, speed was synonymous with confidence in drawing and crucial to the aesthetic development of their line. In contrast, we saw artists reject aspects of automated efficiency that led to undesirable aesthetics, especially when they already possessed the manual skills to do something that looked better than what the software could. For example, because she disliked how the default algorithm on the vinyl cutter produced intersections, Molly wrote her own to outline Bezier curves with some thickness in order to vinyl cut her line drawings (Figure 1J). Similarly, Lynne hesitated to ever arrange typography along a path because she disliked how the automated result looked:

> In Illustrator… if you try to set text on a path in that circle, it looks really crappy, so I’ll never do it. But in an analog format, where I can cut and paste the letters or draw them to be there, it looks fine… Maybe it’s because of the program that it was almost taboo for me to put type on a shape, because it looked terrible in the interface.

In fact, artists often chose to create works by hand even when they recognized code could have achieved a similar aesthetic outcome. For instance, Michael preferred to execute a painting that had generative art aesthetics by hand because, to him, drawing was more efficient than the overhead of programming a similar result.

Many forms of software-enabled automation that artists relied on were established features, such as undo, redo, layers, saving multiple versions of a file, and digital editability. Artists described liking these forms of automation since they remained “in the loop” and still had aesthetic control over their pieces. Taken together, the experiences of artists using software for automation were at odds with the notion that automation would remove tedious manual labor. On the contrary, because artists lacked control over nuanced outcomes in automated systems, they often spent time fighting to achieve their desired aesthetics. Manually executing their pieces, on the other hand, was both expressive and efficient.

4.5 Using Software Tools Beyond Producing Artifacts

Software tools served artists in aspects of their practice beyond working on a visual artifact. In this section, we report on visual artists’ experiences of using software tools across tasks of documenting, tracking, generating, and sharing ideas, as well as reflecting on the process of drawing.

Artists described using digital software to collect, organize, and refer to artifacts, including sketches from their processes, while making artwork. Ben described storing and relying on digital recipes of how to mix precise colors of paint. Fish would often have his sketches in an art board to the side while working on a main piece, saying it was like having a “life raft” to have “some kind of composition to play off of.” Miwa shared a similar process, using Evernote to organize and reference inspiration she came across while working and her own drawn notes. Mackenzie depended on both Evernote and rigorous commenting in his code as a means to quickly resume personal projects after working on client work. He described his C# code in Unity as being “half comments, at least.”

Artists also identified points where their software tools for organization fell flat. Emily, who frequently blended drawing and note taking, felt like compared to a paper notebook, using a computer was “less freeform.” Nina felt like duplicating her Illustrator art-boards as to not lose old iterations while managing version history “wasn’t streamlined” and her ideas were “getting muddled,” as the cumbersome versioning obscured her creative decision making.

To aid in reflecting on and analyzing their own processes, artists used forms of digital software, such as video recording. In creating a projection-based animation piece (Figure 1N), Miwa recorded footage of herself moving around the space to analyze how her shadow affected the piece and refine its composition. Likewise, Fish recorded himself drawing with a webcam in order to review and reflect upon his process “like a sports commentator.” Shantell also described recording herself, to rather simulate the pressures of having a live audience, which mentally forced her to draw. Beyond video, Shantell also cared about analyzing the metrics of her artwork and speculated on using computational tools to aid in understanding things she could not see:

> I drew [Figure 1E] at an average of five inches per second and I had someone work out the combined amount of line—it’s roughly 1668 feet long. Oh, and the average coverage is between 10% and 12%. So, now what can I do with that information? One thing I’m interested in as an artist is, can I break down all the analytics of my drawing? Can I break down my speeds, my angles, my distances?

A few artists built their own software tools to aid in reflection. The Processing extension Fish created to observe how other artists built up their drawings (as quoted in section 4.2) was originally for his own practice, but he also found it valuable as a teaching tool for his students. Nina, on the other hand, was not interested in using tools for analyzing her own workflows because she felt like her lack of experience with coding prevented her from conceptualizing how those tools would work and how she would apply them to her own practice.

In summary, artists engaged with software not only to create visual artifacts but also to organize and share materials in support of their pieces, as well as to introspect on their own and others’ artwork. The fact that artists prioritized using computational tools for reflection, analysis, organization, and management showed how they leveraged computational affordances to assist creative labor, as opposed to performing it. In our interviews, artists discussed at length computational tools that helped them in their process of making artwork, as opposed to tools that made the artwork itself.

4.6 Relationships between Aesthetics and Audiences

As previously discussed, software shaped the visual characteristics of artists’ work. Artists’ decisions to obscure or embrace computational aesthetics were impacted by social and cultural perceptions of technology. Moreover, mismatches between their own values and those of established technical communities initially led artists to hesitate in identifying as technical creators.
Many artists felt artwork produced with generative algorithms trended towards a specific aesthetic, referring to work that was “generative” or “glitch”-based in style, and work that deliberately suggested a technical sophistication by emphasizing “shiny,” “sexy,” or “hardcore” elements in its construction. This idea is consistent with discussions in the computational art community around a digital or generative art “vernacular” of established and sometimes cliché aesthetics from a narrow set of algorithms [95].

Chris, Michael, Miwa, Nina and Molly described how their audiences’ expectations surrounding computationally-produced artwork determined the ways in which they obscured or emphasized these aesthetics. In designing computationally generated or interactive works, Chris, Nina, and Miwa all tried to highlight the concepts in their pieces that were not about technology. When artists chose to incorporate a recently developed computational technique into their work, the incentive for originality and novelty created a contest to quickly map out all possible variations or unconventional applications. Citing the example of Google Deep Dream [64], Chris described how:

*There’s this weird race to find the new edges of the new box every time an update… or a new platform is pushed out because you know all the easy stuff is going to be consumed into a more easy popular culture. Constantly finding new aesthetics or what are the aesthetics that everybody is sort of working in, but that you need to push just beyond.*

Michael, Chris’s frequent collaborator, described his appreciation for Chris’s ability to “finesse” the high-tech components of the work so that they were “embedded, subdued, and poetic,” recognizing that investing in a high-tech digital aesthetic required artists to continually adapt to rapidly changing trends and avoid clichés. He personally chose to avoid this “baggage” in his own practice.

When artists brought computational work into more traditional art communities, they had to decide between obscuring the computational qualities of their work or devoting significant effort to explain and contextualize its technical properties to their audience. As Molly put it:

*If you’re making work that looks like sculpture, then who’s your audience? Is it an audience who understands sculpture, but not what an algorithm is? Because I get real tired of explaining what an algorithm is.*

Similarly, several artists initially resisted using computation because they did not share the values of existing technical communities, despite finding later success. Kim described a “disconnect” between the decision making processes of designers and developers. When Shantell worked in engineering communities, she struggled to reconcile her desires for transparent and aesthetically varied works with engineering norms that emphasized efficiency through technological opacity and uniformity. Lynne delayed pursuing coding because she was “burned by the tech culture” of a major Silicon Valley tech company when she worked there as a designer. Likewise, Molly described how she initially felt pushed to exhibit mastery in computer programming because of the “power dynamics” that exist between programming and domains like knitting or drawing:

*There’s a certain part of the population that’s going think you’re way cooler if you can code that thing than if you can draw it out, which is crazy.*

It is worthwhile to point out that the artists who experienced these conflicts were all women. The challenges they experienced are consistent with larger patterns of marginalization of certain groups—including women—in computer science and engineering [58]. Despite these conflicts, Kim, Shantell, Lynne and Molly persisted—often flourished—in computational production because they were able to find computational communities or engineering collaborators with similar values who prioritized what they had to say. Molly’s immersion in traditional art communities strengthened her belief in the importance of manual and craft skills. She reached a point where she no longer felt like she needed to “prove” she could code well for her “art to matter.”

5 DISCUSSION

Here we discuss how artists currently engage with software in relationship to the current state of end-user programming (EUP) and creativity support tool (CST) research. From our analysis, we present critiques of existing approaches, design implications in response to these approaches, and strategies for new research opportunities in four categories. (1) Current tools that seek to lower the barrier of entry for creating art may rely on forms of automation and abstraction that hinder how artists traditionally learn through manual engagement with materials. (2) Artists have complex and non-linear workflows that span physical and digital media; research can work towards unifying representations across both physical and digital objects. (3) Artists are uniquely suited as technical collaborators in defining domain-specific programming representations and their contributions can expand the dimensions of what counts as systems research. (4) If systems engineering researchers wish to engage with artists, they have to consider not only the tools they build, but also the communities that surround them.

5.1 Automation Obscures Processes, Abstraction Obscures Data

Based on our interview findings, we challenge the notion that computational automation reduces tedious manual labor. In section 4.4, we described how forms of automation and abstraction that forgo manual control presented barriers to artists becoming self-reliant and producing aesthetically sophisticated outcomes. Artists instead relied on skilled manual execution and custom software to be efficient while preserving manual style. We argue that CST research can focus on not only making tasks faster or easier to accomplish, but also helping artists develop self-sufficiency through preserving manual control.

While simpler controls make tasks more accessible to novices, who are the second most targeted user group in CST research [27], forms of black-box automation can prevent artists from both using these tools in their existing workflows and in flexibly extending them across multiple workflows. For example, Molly had to write her own vinyl cutting algorithm from scratch because she could not edit the existing one provided with the software. As these forms of automation do not provide access to transparent algorithms, artists cannot adapt them in unique ways to develop idiosyncratic
approaches to working. They instead may fall into aesthetics pre-
determined by the tools, as described in section 4.2.

Furthermore, higher-level abstractions sometimes prevented
artists from working at multiple granularities. For instance, Macken-
zie deliberately distinguished between the low-level representations
of Bézier curves versus bitmaps when starting digital work as Bézier
curves better afforded editing. In contrast, a higher-level represen-
tation, such as an automated effect or filter, would restrict this
kind of meaningful decision making. By depending on computa-
tional scaffolds that do not allow them to manually manipulate
data representations, artists may not develop the skills to produce
sophisticated artifacts. For instance, tools that use generative adver-
sarial networks (GANs) such as ArtBreeder [86] or various projects
focusing on style transfer [81] forego manual control as artists can
only specify input images; the engineers of such systems are the
ones who determine the visual aesthetics of the final artifact.

Inspired by the processes artists described in section 4.5, forms
of automation that do not remove manual control over processes
can be applied to areas like exploration [33], project management,
and new ways of “seeing” and reflecting upon artwork [26]. CST
research has also investigated data abstractions artists are famil iar
with, such as better ways of selecting layers [82] and undoing/redoing actions [13, 68]. By allowing artists to have control
over forms of automation and manipulate data representations,
CSTs can focus on not only helping artists accomplish tasks, but
also developing forms of self-reliance for unique outcomes.

5.2 Adapting Digital Tools to the Unique
Workflows of Artists

In section 4.3, we described how artists have complex and non-
linear workflows that move across a variety of mediums, both
physical and digital. We draw from these workflows to advocate
for programming systems that integrate manual input and physical
materials with digital output and computational control. We also see
design opportunities that take into account the aesthetic experience
of using digital tools that capture the user’s tacit knowledge.

In creating work across physical and digital mediums, artists
particularly highlighted the struggles of moving between separate
tools and adapting their pieces to fit the constraints of the medium.
In these transitions, artists experience what Winograd and Flores,
in interpreting Heidegger, call “breakdowns” [97]—instances when
artists engage with low-level properties of objects because they fail
to accommodate fluid and invisible interactions. Our interviews
showed examples of productive breakdowns when working with
physical materials, such as Michael exploring many fabrication
techniques and materials to transform his vector drawings, which
ultimately inspired reflections to shape the final artwork. However,
artists also experienced frustrating breakdowns that were simply a
result of separate applications and tools not being able to interface
with each other, such as Emily having to laboriously transfer her
sketches across different digital mediums.

We argue that one opportunity space for CST researchers—
particularly in end-user programming—is to design program repre-
sentations that support non-linearly moving between work spaces
of physical and digital media, such that the output of any single
stage can be the input of any other stage. This is in contrast to
current projects, such as those in digital fabrication [14, 78, 99],
that assume more linear workflows: artists might start with a digi-
tal design tool, then use an existing program to compile it into
machine code, and then fabricate it. For example, representations
that integrate digital graphics, manual drawing gesture data, and
CNC toolpaths could enable artists to program custom workflows
across physical and digital forms of creation, and software envi-
ronments that unify interfaces for authoring graphics, modifying
manual input parameters, and programming CNC machine behav-
ior could support rapid digital-physical transitions. Projects that
use interactive paper substrates [29, 90] support domain experts
in flexibly transitioning between the digital and physical. Deven-
dorf and Rosner state that “hybridity,” a melding of exactly two
dichotomous categories, narrows the scope of what designers work
with and privileges some interactions over others [18]—we imagine
designing data representations so artists can smoothly transition
between all forms of making during any stage of their process.

Work has already investigated how to share workflows between
different fabrication machines through integrated environments
[72] or domain-specific languages [89]. Additionally, efforts in end-
user programming like Enact [50] or Webstrates [47] have made
progress on accommodating workflows that span multiple applica-
tion programs. Webstrates aims to unify software representations
at the level of the operating system such that objects can be shared
across different applications that traditionally have their own internal
representations. However, many forms of art production rely on
specific affordances of physical materials that cannot be digitally
replicated [37]. In extending this concept to support the work of
artists, we argue the “operating system” now has to include the
physical spaces they also inhabit: for instance, from clay to 3D mod-
els to CAD software to G-Code to a 3D printer. Research efforts like
Dynamicland [93] have investigated these concepts by building a
programming representation and operating system to unify actions
in software, and those over space and time in the physical world.

When working with physical materials, artists also based their
tool choices not only on how they helped them execute visual
artifacts but also on how they integrated into their varied intentions
while making art. The same tool could be used by different artists for
sketching, for refinement, or simply because it brought both tactile
and emotional pleasure. The focus artists had on their feelings and
senses when using tools suggests a space for systems researchers
to pay attention to the emotional and aesthetic experiences of
their software, in addition to targeting contributions that make
accomplishing tasks faster or easier.

Finally, how artists interacted with tools was shaped by individ-
ual and embodied forms tacit knowledge, like knowing how much
pressure to apply to a pen stroke while sketching versus lining.
Capturing, formalizing, and evaluating these kinds of experiences—
as well as emotional and aesthetic ones—is a challenge. Some CST
researchers with backgrounds in art practice may draw from their
own experiences [88], but when researchers lack familiarity with
the practices they want to support, artists can be powerful technical
collaborators.
5.3 Visual Artists as Technical Collaborators

As detailed in section 4.2, artists have a deep domain knowledge of their medium and appropriately choose to use or not use tools based on how the constraints and representations of the tool fit into their workflows. Devendorf et al. encountered similar knowledge in their residency with weavers, and argue that craftspeople should be considered technical collaborators with HCI researchers—while craftspeople’s knowledge may be through a different medium than software engineering, that knowledge is still compatible with researchers’ practices of design iteration and innovation [17]. We expand this notion of craftspeople as technical collaborators to visual artists; specifically, we argue visual artists are particularly well situated in defining domain-specific programming representations that integrate manual expression with computational automation and digital manipulation.

Artists who code understand the constraints of writing software and applying code towards artifacts they have previously manually created, such as Lynne writing Python scripts to speed up typographic labor or Chris deriving insights about which tools to build immediately after he manually finished his pieces. Because certain representations may be better aligned with painting, rather than drawing, or felting, or may even misalign with working by hand, we suggest that the domain expertise of artists, who are well versed in their craft, can help define such representations. This is in line with ideas from participatory and co-design [65] methodologies; artists can make strong contributions in designing tools beyond the initial need-finding and final evaluation stages. However, beyond participatory design methods where artists help define high level features, we suggest that they also be involved in lower-level engineering discussions about data representations and implementation. Artists are specifically interested in forging new and different paths because they open up new avenues for artistic exploration, instead of basing their success on efficiency.

Research collaborations are a two-way street that should benefit all parties in tangible ways. Before starting collaborations, researchers should consider how HCI can also bring value to the types of achievements valued in an art career. For instance, artists and researchers have different incentives in disseminating tools they make—artists value releasing tools to their communities, while less than a quarter of CSTs are publicly available [27], potentially due to the high value placed on the academic paper. We argue that HCI should broaden the scope of what is considered a systems engineering contribution to include the forms of output and inquiry artists value—such as making polished artifacts with systems over time, releasing useful technologies to support creative communities as opposed to constantly prioritizing novel systems, and investigating the art practices of individuals versus reporting on generalizable trends among large groups of artists.

5.4 Building Tool Communities

In section 4.1, we described how artists were motivated to learn software development for various forms of power: in creating new functionality, intellectual growth, and technical legitimacy. In section 4.6, we described the experiences of four artists who overcame cultural barriers, differences in values, and feelings of exclusion to incorporate computation in their practices. Throughout this paper, we have argued for the value artists bring to our systems engineering research community. At the same time, these findings, as well as past research [76], show that the ways artists incorporate software and programming in their work is heavily influenced by the perceptions and values of their communities. If systems engineering researchers, as another technical community, seek to engage artists more broadly in developing tools, we also need to consider the communities surrounding the use of such tools.

For inspiration, we can look to two artist-led organizations that have been successful in teaching programming to artists: p5.js, a JavaScript port of the Processing creative coding language, and the School for Poetic Computation (SFPC), an artist-run school with the motto “more poetry, less demo.” Both these organizations have been successful in devoting many resources towards building communities where artists feel a sense of belonging, in addition to providing the tools to make novel work. However, these groups—as well as the collaborations we reported on—represent a very narrow space within the larger software community. To support more artists, we need to find ways to build other communities elsewhere, as well as broaden our existing ones. The power of art comes from existing in intimate conversation with other humans, so leaving out such considerations of communities stifles the impact system builders can have on supporting artists working with computers.

6 CONCLUSION

In this paper, we examined the intersections of software and visual art to inform end-user programming and creativity support tools research. Our recommendations for software for creative production come from our thematic analysis of 13 artist interviews. By validating artists as core technical contributors in systems research and highlighting the need for inclusive community building around computational tools, we recognize and legitimize the value of distinct approaches to software use. Because systems that use high-level automation to make artwork conflict with artists’ desires for fine-grained manipulations of their artifacts and tools, we suggest using automation to instead support analysis, organization, and reflection. We argue that diverse, non-linear physical-digital workflows can inform building flexible data representations for artwork and digital fabrication. Finally, we believe artists can contribute to shaping these representations because of their distinct approaches to how they learn, use, and build software that are rooted in humanistic inquiry and art practice. Based on these findings, our vision is that software for artists will be written in close collaboration with artists. Through these collaborations, we see great potential to extend software use in creative practice and to grow inclusive communities around software development.
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