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Abstract

This study aims to identify and systematically compare the main large-scale agile frameworks that companies can adopt to manage the work of large-scale and distributed teams. Through this, companies can more consciously perform a better-informed decision on the choice of the framework that best fits the practices and challenges of their organizations. This work employs a qualitative approach supported by an exploratory analysis that identifies and explores the processes of migration to a large-scale agile. In the first phase, fifteen assessment criteria for scaling agile are discussed. In a second phase, these criteria are used to perform a comparative analysis of six large-scale agile frameworks (i.e., DAD, LeSS, Nexus, SAFe, Scrum at Scale, and Spotify). The findings reveal there isn't a dominant large-scale agile framework in all dimensions. However, it is possible to identify frameworks like Nexus and Spotify that target smaller teams and offer low technical complexity. These frameworks easily accommodate changes, while there are other frameworks like SAFe and DAD that offer high levels of scalability but require more demanding and deep efforts in changing work processes in an organization.
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1. Introduction

The globalization of the economy has forced organizations to face several challenges in the most wide-ranging business areas to achieve the agility and efficiency needed to remain competitive and adapt quickly to market changes [1]. As a result of this process, project managers have been challenged to adapt their processes to improve efficiency in increasingly agile environments, thus emerging alternatives to traditional methodologies for the management and development of projects.

The agile development was initiated through professionals connected to the software engineering area, aiming to minimize the risks associated with software development. The Manifesto for Agile Software Development was created in 2001 based on four fundamental values: (i) individuals and interactions over processes and tools; (ii) working software over comprehensive documentation; (iii) customer collaboration over contract negotiation; and (iv) responding to change over following a plan. Compared to the traditional model, agile methodologies work with short cycles or interactions, in which at the end of each step there is a deliverable product. Consequently, they provide faster changes that adapt to the current paradigm of technological evolution and high market competitiveness [2].

Agile practices have been highly successful in the corporate market, especially among small teams and projects [3]. However, its adoption in large organizational structures is often questioned, given the difficulties of managing independence among multiple teams, hierarchical pyramids that are inspired by non-agile models and the difficulties arising from a cultural heritage of the industrial era. This view is confirmed by [4], [5] who identified that the large-scale application and institutionalization of agile practices within companies that develop software is challenging since the adoption of agile practices in large teams and projects requires that agile principles be applied throughout the organization. Consequently, the introduction of agile practices challenges the existing practical structures and launches issues related to traditional roles, responsibilities, and expectations. In [6] it is argued that some decisions need to be made regarding the strategy of implementation of
agile methodologies, particularly in their expansion to other organizational areas and restructuring of business processes.

The success of agile methodologies in projects and small teams necessarily led to their adoption in new areas, with increasingly more companies applying agile practices in large-scale projects with teams involving hundreds of professionals, often geographically dispersed [7], [8]. As a consequence of this process, frameworks have emerged to manage large-scale agile projects, such as Large-Scale Scrum (LeSS), Disciplined Agile Delivery (DAD), Scale Agile Framework (SAFe), among others. These frameworks were developed considering a great variety of agile practices and covering multi and large teams in which the agile principles are applied throughout an organization. However, the choice of the most suitable and appropriate agile methodology for an organization is a problematic task. The results of the study carried out by [9] indicate that professionals in the engineering field pointed out the lack of an evaluation model to perform a comparative analysis among the various large-scale agile frameworks that allow guiding the practitioners in this choice. This situation has provoked little reflective and unsustainable decisions, in addition, to have paralyzed some transformation initiatives for large-scale agile. In this sense, this study intends to identify the large-scale agile frameworks that organizations can adopt and performs a comparative analysis between them to highlight the main characteristics that are essential in the process of choosing a large-scale agile framework.

The manuscript is organized as follows: Initially, a literature review in the field of large-scale agile frameworks is performed. Next, we present the organization of the study methodology in which the comparison criteria considered in the analysis of the frameworks are presented. After that, the results of this study are explored and discussed according to each dimension. Finally, the conclusions of this study are drawn.

2. Literature Review

Below is performed a literature review considering several frameworks for scaling agile.

2.1. DAD

The DAD was developed by Scott Ambler and Mark Lines in 2011 to fill the gaps in the Scrum processes [10]. DAD can be perceived as a hybrid approach that extends Scrum with other strategies derived from agile practices such as Extreme Programming (XP), Unified Process (UP), Kanban, among others. A key goal of DAD is to cover the entire delivery lifecycle from initial concept to delivery for operations and support. Table 1 presents the objectives of each DAD phase. The DAD life cycle consists of three phases in which a product is incrementally built.

| Phase       | Objectives                                                                 |
|-------------|-----------------------------------------------------------------------------|
| Inception   | Carrying out the project initiation activities. Identification of the project vision, stakeholders, initial requirements, forms of financing and project risks. |
| Construction| Production of a potentially consumable solution on an incremental basis. For this purpose, the project can be formed through a set of iterations or through a continuous and lean flow approach. |
| Transition  | Ensure that the solution is ready to go into production and involve stakeholders in this process. |

The roles suggested by DAD also assume a hybrid nature considering the size of the teams. It is important to recognize that roles are not people. Therefore, in DAD anyone can take on one or more roles and they may change over time. In [10] it is clarified that roles in DAD are divided into primary roles (e.g., team lead, product owner, architecture owner, team member, and stakeholder) that exist in all teams regardless of scale and secondary roles (e.g., specialist, integrator, domain expert, technical expert, and independent tester) that are only present in larger teams and for a certain period.

A DAD approach can scale from two perspectives: tactical agility and strategic agility. Tactical agility addresses the scalability process through a contextual application (e.g., team size,
geographic distribution, project complexity, etc.) of project objectives and practices that best fit it; strategic agility is more ambitious in advocating the implementation of lean and agile strategies throughout the organization [11].

2.2. LeSS

The LeSS methodology was conceived to apply Scrum to large projects, in multiple locations or offshore environments. LeSS specifies the organizational changes that must be developed in addition to those addressed in the traditional Scrum pattern and determines the creation of cross-functional teams through the elimination of traditional roles (e.g., project manager, team leader). In [12] it is reported that the use of agile methodologies enables the development of cross-functional teams, in which a combination of technical and functional skills is observed.

LeSS uses most of the practices and principles of other agile methodologies. The core objective is to always be very objective, simple, and transparent. Furthermore, the framework focuses on the entire product, customer focus, continuous improvement, lean thinking, among others. In LeSS, all sprints end at the same time and all Scrum teams work on the same product backlog [13]. Sprint Planning is also made up of two parts as in Scrum [13]: (i) the first part of the planning defines the objective and the product backlog items that will be included in the sprint; and (ii) the second part of the planning allows teams to set up their plan to develop the items and achieve the established objectives of the sprint.

LeSS is recommended for a maximum total of 8 teams with 8 members each. For larger teams there is also the LeSS Huge. Conceptually the Less Huge can be seen as the adoption of LeSS in an environment with multiple stacked LeSS structures. In the Less Huge, there is a change in roles with the emergence of a product owner per area, the emergence of requirement areas in the product backlog, and the execution of parallel LeSS sprint runs per requirements area [14].

2.3. Nexus

The Nexus framework was proposed by Ken Schwaber in 2015 and has the essential objective of facilitating the coordination of several Scrum teams (ideally between 3 and 9) in the development of a single product [15]. Nexus presents a set of rules, roles, and events very similar to what occurs in Scrum. The biggest difference between both frameworks is the focus that is given to the exploration of dependencies and synchronisms of the various Scrum teams. With this approach, Nexus seeks to increase the cohesion between teams with the ability to deliver a ready increment at the end of each sprint [15].

The Nexus integration team is a key element in this framework. This team is responsible for ensuring each delivery at the end of a sprint. To this end, they are responsible for solving the technical and non-technical problems that inhibit the Scrum teams from achieving their goals [15]. The Nexus integration team consists of two basic roles, as with the Scrum framework: (i) product owner; and (ii) scrum master. In addition, a third role has arisen which is the Nexus integration team. According to [16], its members are responsible for defining the application integration architecture and mentoring the Scrum teams. In this sense, this team should have the necessary cross-functional skills and resources to enable each Scrum team to progressively improve the state of the integrated increment. Nexus is also based on transparency, which turns possible to visualize the integrated state of increments of all artifacts.

2.4. SAFe

SAFe is an agile development framework that targets large-scale environments. The framework is divided into three segments: team, program, and portfolio [17]. Each level has its integration activities and processes. The SAFe incorporates lean and agile practices at all three levels, providing standards for team and program size, which can be employed at scale [17].
In the SAFe paradigm, an agile team remains similar to a typical Scrum team, with some minor variations. The Scrum team is now referred to as ScrumXP and there is still a Product Owner and a Scrum Master that can be shared between 2 to 3 teams. A ScrumXP team can be specialized, not necessarily cross-functional. Furthermore, ScrumXP teams should work in a cohesive and coordinated manner and should have the ability to design, build, and test their work. At the programme segment level, several roles have been created, namely: (i) product manager; (ii) system architect; (iii) release train engineer; and (iv) UX designer. In addition to these individual roles, the SAFe methodology proposes additional teams, such as: (i) business owner team; (ii) release management team; (iii) devops team; and (iv) system team.

The development functionalities in the SAFe is carried out synchronously by involving several teams in an Agile Release Train (ART). Moreover, SAFe considers that the teams regularly produce, every quarter, a Potentially Usable Increase (PSI). The ART stipulates that interactions should be structured and organized in timeboxes with fixed date and quality, but with variable scope [18]. The methodology proposes the organization of the ARTs in four two-week interactions, followed by a three-week interaction known as Hardening, Innovation and Planning phase (HIP). Hence, the teams dedicate themselves to ART, developing and synchronously launching the PSI at the same quarterly pace. At the portfolio level, the SAFe introduces concepts on investment themes and value flow for the alignment of ARTs at the program level. A value flow is seen as a long-lasting series of system definition, development and implementation process steps used to implement systems that provide a continuous flow of value to the business.

2.5. Scrum at Scale

Scrum at Scale is a framework that allows scaling the Scrum framework to multiple Scrum teams to address complex issues while delivering value to customers. Studies performed by [9], [12] indicate that the speed of teams and the volume of work produced decreases as the number of Scrum teams increases, mainly due to the work required to coordinate team dependency and duplicate work. In this sense, Scrum at Scale emerges as a means of structuring and coordinating the work of multiple teams and achieving linear scalability. Three principles for the Scrum at Scale framework can be identified: (i) light; (ii) easy to understand; and (iii) difficult to master. Scrum at Scale has two cycles: the Scrum Master cycle and the Product Owner cycle. Sutherland (2019) argues that the combination of these two cycles turns possible to create a framework that establishes the efforts of several teams in a single goal. Activities are coordinated by the Scrum of Scrums, which is built by the product owner (i.e., MetaScrum) and the various Scrum Masters of each team.

New roles and activities arise in the Scrum Master cycle. The Scrum of Scrums (SoS) is a Scrum team responsible for the incremental delivery of an integrated product at the end of each sprint. The same principles as the original Scrum are applied, such as team size, the existence of a Scrum Master and Product Owner. A new event called Scaled Daily Scrum (SDS) also appears that aims to identify impediments and discover dependencies among teams. One representative of each team (e.g., team’s Scrum Master) must participate in the SDS. This model can be scaled to other levels of coordination with the emergence of the concept of Scrum of Scrums of Scrums (SoSoS). This multi-layered model requires steering and leadership that can be achieved through the Executive Action Team (EAT). The mission of EAT is to coordinate the various SoS and SoSoS teams and interact with other parts of the organization like top managers and financial managers. This organizational model enables the transparent identification of impediments that can be easily scaled in the organization and resolved on the same day. Moreover, this framework allows an organization to grow organically based on its needs and at a sustainable pace.

2.6. Spotify’s Agile Scaling Model

Spotify is currently one of the world's most popular music companies. Much of its commercial success is due to its work philosophy based on agile methodologies. Since the beginning, Spotify has adopted Scrum which worked well as the company had few collaborators. Meanwhile, the company's growth and the existence of development teams in several cities by different time zones forced the
company to develop internally a new method to scale the agile methodology and it provoked a mindset change in new employees. For this purpose, the company proposes a new model called the Spotify Tribe Engineering Model consisting of seven elements [19]: (i) squads; (ii) tribes; (iii) chapter; (iv) guild; (v) trio; (vi) alliance; and (vii) chief architect.

A Squad is similar to a Scrum Team. All Squad members must have the necessary skills and tools to design, develop and test the code. Each team has the autonomy to decide how to work (e.g., Scrum sprints, Kanban, TDD). It is also possible for each team to establish its agile work methodology at a micro-level [19].

A Tribe is made up of several teams that work on a given feature. Each tribe has a tribal lead that takes responsibility for creating an innovative and productive environment for their squads. In [19] it is argued that the squads of a tribe should share the same physical space and it is essential to promote collaboration between the squads. Furthermore, in [19] it is suggested that tribes should be composed of a maximum of 100 people to reduce the risks of increased bureaucracy and rigidity of work processes that arise in large teams. This recommendation is shared by [20] when stating that agile in large teams experience difficulties in coordination and cooperation between teams.

A Chapter and Guild have common objectives despite having different implementations. In both cases, the common goal is to keep the teams aligned and focused while ensuring the transparency of processes. However, a chapter is formed within the same tribe to discuss an area of specialization and its specific challenges. On the other hand, guilds are informal groups formed by people from different tribes but who have a common interest. Guilds are voluntary and are formed in the interest of the people. In [21] it is also pointed out that guilds are non-formal forms of knowledge sharing in large-scale agile organizations.

Finally, it is also important to look briefly at the other roles that arise in the Spotify model. Trio appears when in a tribe there is the tribe lead, product area, and design area. An alliance is a combination of three trios. Another key member is Chief Architect, who is responsible for defining the architecture of the technological solution and resolves the issues of system architecture dependency. In [22] it is argued that Chief Architects play an essential role in ensuring the system's integrity and evolvability, also functioning as a centralizing element that coaches the various agile teams.

2.7. Custom frameworks

The study conducted by [9] with global companies that adopt large-scale agile practices identified that 7 in 13 of the companies (e.g., Accenture, Dell, Intel) use custom frameworks developed by the companies themselves. These models are inspired by several agile methodologies such as Scrum, Kanban or TDD. Many of these developments were not created from scratch but emerged due to failed initiatives in the adoption of previous models of large-scale agile.

One of the reasons that emerges for companies to develop their custom framework is the goal of creating a framework that effectively works in practice and that will add value and reduce delivery times [9]. Another reason is the specificity of each company, which hinders the adoption of frameworks with very strict rules and that can be an obstacle to their adoption by organizations [9]. In fact, a model that results in one organization may not produce the same results in another type of organizational culture. Moreover, the studies carried out by [23] identified that specific organizational culture factors correlate with the effective use of an agile method. Another issue that stimulates the creation of custom frameworks is the compliance processes that need to be developed by following national and international regulations [24]. Indeed, there are markets (e.g., health sector) that require more robust and extensive processes (e.g., the testing process and quality assurance).

3. Method

This study uses a qualitative approach supported by an exploratory analysis considering secondary sources that explore the processes of migration to large-scale agile. According to [25], the exploratory study enhances the ideas or discovers insights, being generally employed when there is little knowledge about the topic to be addressed. Furthermore, qualitative research emphasis on
situational specifics and contributes to a good description of processes [26]. In fact, the migration process to large-scale agile is still in an emerging phase, and there are mostly published studies that explore the challenges and good practices of this migration in various organizations through case studies. In these studies, the existence of two approaches becomes evident: the analysis of migration challenges for large-scale [4], [5] and the exploration of the specific challenges of using large-scale frameworks like LeSS or SAFe [13], [27]. However, there is a need to have a study that comparatively evaluates these frameworks according to multiple criteria for scaling agile.

The data collection process in this study was performed in two stages. The first step covered the identification of large-scale agile frameworks. In total six large-scale agile frameworks were identified based on the literature review process. Furthermore, it was discovered the existence of custom frameworks developed by the companies and that meet the particularities of each company and sector of activity. In the second stage, the authors sought to identify criteria that would allow a comparative analysis of the frameworks. For this purpose, the challenges and success factors for large-scale agile transformations identified by [5], [9] were considered. Added to these factors were included the expected benefits from scaling agile identified by [27], [28], which allow meeting the benefits expected by companies when they perform a migration process for large-scale agile.

Table 2 maps the criteria used in the process of benchmarking frameworks. It can be observed that most of the criteria are common to all four authors. However, there are some less known criteria such as waste elimination and learning ability that may be relevant in the process of comparative analysis of large-scale agile frameworks.

| Criteria                  | Ref [5] | Ref [28] | Ref [27] | Ref [9] |
|---------------------------|---------|----------|----------|---------|
| Accommodate changes       | X       | X        | X        | X       |
| Continuous improvement    | X       | X        | X        |         |
| Control level             | X       | X        | X        |         |
| Coverage                  | X       |          | X        |         |
| Customer involvement      | X       | X        | X        |         |
| Ease to use               | X       | X        | X        |         |
| Flexibility               | X       | X        |          |         |
| Geographically distributed| X       | X        |          |         |
| Learning ability          |         |          |          | X       |
| Scalability               | X       | X        | X        |         |
| Team size                 | X       | X        | X        |         |
| Technical complexity      | X       | X        | X        |         |
| Time to market            | X       | X        | X        |         |
| Transparency              | X       | X        | X        |         |
| Waste elimination         | X       | X        |          |         |

4. Results and Discussion

Table 3 performs a comparative analysis of the characteristics and potentialities offered by each large-scale agile framework. For this purpose, a nominal scale composed of three gradual indicators (e.g. low, moderate, and high) was established as suggested by [29] and that can be applied both in the engineering and social sciences fields. In the scope of this study, the Spotify framework was included in the comparative process of analysis of large-scale agile frameworks, although its model is not unanimously considered a large-scale framework. This view is shared by [30] who points out that the Spotify model was applied in the cultural and contextual background of the Spotify company, not aiming to define itself as a framework for scaling agile. However, and despite this, the study conducted by [9] finds several organizations in the financial and public sectors adopting this approach to solve the challenges of adopting agile on a large scale. In this sense, this framework was considered in this study, but its column in Table 3 is shaded in grey to highlight this situation.
4.1. Accommodate changes

According to [17], requirements may change according to several conditions, such as forgetting a requirement, changing the customer's opinion, marketplace changes, political or legislative issues. In this sense, large-scale agile frameworks have to offer the possibility to accommodate changes. Nexus and Spotify are the frameworks that best accommodate changes in requirements by minimizing dependencies and process control. Both frameworks address short term challenges, which facilitate the inclusion or reformulation of a requirement. On the other hand, in LeSS, SAFe and Scrum at Scale the proposed organic structures are relevant to ensure a high follow-up of the processes, but they become little reactive to the changes that may arise in the requirements. This view is confirmed by [6] when highlighting that the challenges of incorporating a large-scale agile framework arise mainly at the organizational level, which slows down the change process. In this sense, the process of change management is not only at the technical level but also at the organizational level, such as budgeting and metrics [31].

4.2. Continuous improvement

Continuous improvement is an adopted practice that aims to improve results by making them more efficient and effective, whether in products, services, or processes. According to [32], continuous improvement requires continuity, it is cultural to focus not only on company processes, but also on their cultural dimension and the benefits offered should be comprehensive and involve all areas. The implementation of a continuous improvement methodology must evidence incremental (e.g., occurring slowly, and with small increments, over time) or immediately results (e.g., significant and sudden change).
In addition to the two previous frameworks (i.e., Nexus and Spotify) that offer high capacity for accommodate changes and continuous improvement, LeSS also stands out. In LeSS, the change initiative is continuous through experimentation and improvement. These three practices contribute to eliminate the traditional project/program manager positions and allow the deployment process to be significantly lower. On the opposite side, frameworks like SAFe are too prescriptive, which hinder the process of continuous improvement in short cycles.

4.3. Control level

All the analyzed frameworks contribute to reach an acceptable level of process control, especially LeSS, Nexus, and SAFe that ensure an efficient control of the sprints of each increment. In these frameworks, a top-down control model with a bottom-up execution strategy is adopted. One of the essential aspects of these frameworks is the contribution to an increase in project predictability and risk control. According to [5], in large-scale development, the project risks necessarily increase significantly, therefore it is relevant to predict, anticipate and mitigate problems and defects that become more expensive as the development process evolves.

It is also important to analyze the trade-off between a high control level and the autonomy of a team. In the vision of [9], large-scale agile frameworks can aggravate this problem by imposing more restrictions and rigidity in a process that is necessarily intended to be agile and dynamic. In this sense, the level of control offered by a framework should be analyzed in conjunction with other factors like scalability, autonomy, and flexibility.

4.4. Coverage

An organization that works with dozens or hundreds of agile teams also needs to be agile in its other organizational areas. In [33] it is pointed out that the agile units of a newly converted company may suffer from bureaucratic procedures or lack of collaboration between the operation, management and innovation teams. In this sense, organizational changes should be implemented to ensure that the agile teams are compatible with the functions that do not operate in this way. A large-scale agile framework must necessarily cover the entire enterprise, and not exclusively the operational processes.

In terms of coverage, SAFe and DAD frameworks stand out. The SAFe covers the entire enterprise areas and is structured in three dimensions (e.g., team level, program level, and portfolio level; while the DAD includes four levels (e.g., Team level, DevOps, IT, Enterprise).

4.5. Customer involvement

The principles of agile management argue that customer satisfaction is a higher priority than the processes used during the project. The active involvement of the client throughout the project gives agile teams the chance to understand the client's vision and develop a reliable and authentic relationship with the team [34]. On a large scale, these challenges gain greater importance since the impact of developing something that is not in line with the customer's needs is also greater. In this dimension, two frameworks stand out: (i) in the SAFe, constant feedback from customers allows for the inclusion of improvements throughout the process; and (ii) LeSS offers a customer-centric and feature-oriented approach in which the teams engage directly with the customer, allowing them to define priorities and a long-term vision of the product.

Both the SAFe and LeSS frameworks advocate that teams should work closely with external and internal customers. In fact, in [9] it is emphasized this approach reduces the layers of control and approval, accelerating the work and increasing the motivation of teams. Consequently, this approach encourages the emergence of a bottom-up approach to innovation, in which the responsibility for innovation lies with those who are closest to customers.

4.6. Ease to use

The empirical study carried out by [9] among European companies that use large-scale agile frameworks identified that one of the main difficulties experienced by companies is the trouble in
using these frameworks in practice. This study confirmed those findings, but additionally it turned possible to identify three frameworks whose adoption process is less complex: (i) SAFe; (ii) Scrum at Scale; and (iii) Spotify. The adoption of the SAFe provides a global vision of the projects and does not require a high restructuring of the processes in the company. Moreover, SAFe is a framework that is well documented. The Scrum at Scale is a simple and effective framework that reduces and avoids the introduction of extra complexity. Consequently, the productivity per team does not decrease as more teams are created. Finally, the Spotify framework effectively addresses short-term challenges and responds to changes quickly.

4.7. Flexibility

As might be expected, in larger organizations it becomes more difficult to implement a transformation that involves changes throughout the value chain, from processes to behaviors and cultures. It is important to recognize that agile methodologies are based on principles of flexibility, close collaboration, small autonomous units, and clear communication. However, scaling it up in organizations that require several different units involved in individual decisions is a challenge. Furthermore, in [4] it is argued that organizations need to recognize that the use of agile methodologies is not simply a change in the way a product is delivered, but rather a behavior change that needs to be evident in delivery teams and other peripheral units (e.g., finance, human resources, etc.).

Two frameworks stand out in terms of flexibility: Scrum at Scale, and Spotify. Scrum at Scale offers fluid communication between various scrum teams through SoS meetings. Dependencies are thus managed by this framework. In the Spotify framework, the teams are autonomous and self-managed with minimal control. This approach minimizes dependencies within teams.

4.8. Geographically distributed

The scheduling of teams according to market conditions is key for companies. One of the market trends is the adoption of distributed teams in which companies look for the best professionals in the industry regardless of their geographical location. Although this model is not new, the potential offered by information technologies makes working in a remote environment easier to implement. In [35] it is summarized some of the main advantages of this approach, namely the increase in productivity, the balance between personal and professional life and the attraction of talent on a global scale. However, there are also some challenges, namely the difficulty of coordinating across different time zones, the centralized monitoring of the development process, communication difficulties, the sharing of informal knowledge and the cultural differences that may arise [7].

The high level of control offered by the SAFe and the offer of a decentralized decision-making make process turns this framework the most suitable for working in large organizations with geographically distributed teams. Furthermore, the SAFe is a framework that encourages the intrinsic motivation of highly qualified workers, who naturally arise in environments with geographically distributed teams. The findings obtained by [18] reveal the application of the SAFe in a large European company with approximately 115,000 employees and in which the SAFe was used in the migration processes from waterfall to agile environment turned the company more efficient by reducing the average project development time by approximately three months.

4.9. Learning ability

One of the properties of agile methods is their high flexibility based on iterative and incremental cycles. Throughout this process, in [12] it is argued there should be a commitment of people to constant learning rather than following a strict agile framework or method. In this way, teaching teams how to learn throughout the development cycle is an element that will contribute to increasing the maturity of teams and the delivery of more reliable products.
Three frameworks stand out from this perspective. DAD offers a learning-oriented hybrid agile approach in which the sharing of knowledge with other teams is encouraged. Furthermore, one of the fundamental principles of DAD is to allow the best choice through a goal-oriented approach and the support of multiple life cycles. LeSS is another framework that offers high learning conditions and consistent growth. This situation is achieved through frequent coordination between teams and the existence of frequent retrospective sessions that contribute to the continuous improvement of the project. Finally, Spotify is also another framework in which team learning is strongly promoted through continuous integration processes.

4.10. Scalability

Scalability can be seen as the ability to adjust or adapt the framework to work needs with a larger volume of people and teams in parallel. In [36] it is stated that in an agile-scale framework scalability should be considered both from a vertical and horizontal perspective. From a vertical perspective, agile transformation is shared by several business units that execute their own agile initiatives simultaneously or sequentially. In the end, the resulting work of multiple teams is integrated into a single product. From a horizontal perspective, a specific agile structure is adopted and other business units progressively replicate the same model.

SAFe is a framework that presents high levels of scalability by facilitating the work with multiple teams, in which the organizational structure, responsibilities, and roles are well defined. Another framework that presents a high level of scalability is DAD by supporting diverse delivery lifecycles (e.g., agile lifecycle, lean lifecycle, program lifecycle) and by not providing a single lifecycle, which turns possible to be adjusted through context.

4.11. Team size

With the increasing size and complexity of projects, the techniques used to manage them are no longer effective. The large-scale agile frameworks must also meet this challenge. For simple small-scale projects, Scrum at Scale, Nexus and Spotify frameworks promote integration and continuous improvement and high transparency of projects. On the contrary, in projects that involve large teams and need an agile transformation, the most appropriate solutions are SAFe and Less - Huge. The SAFe is particularly designed for large companies facilitating the work with several teams. This framework also promotes the sharing of strategy and architecture between the development and management teams.

4.12. Technical complexity

Low complexity is a very important point for agile development. In [13] it is stated the simpler and less confusing the processes, the easier it is for the team and the client to understand. Furthermore, the greater the understanding, the more fluid the product development process will be. The frameworks that present lower levels of complexity are also those aimed at small and medium-sized teams (e.g., Nexus, Scrum at Scale, and Spotify). On the opposite side, the SAFe defends a prescriptive model with heavy processes that require an agile transformation of the organization. In addition to the weight of the process, the SAFe also adds layers of management throughout the development process.

4.13. Time to market

One of the objectives of agile methodologies is to offer greater agility and speed in the delivery of projects. In this sense, large-scale agile frameworks should contribute to the elimination of waste, increase the speed of delivery, respond more quickly to market changes and improve development processes. However, being agile does not mean delivering the entire project faster. The focus should be on delivering faster value to the customer since the deliveries are partial and incremental.
The Spotify framework is one that offers shorter incremental delivery cycles. This improves delivery speed through continuous integration processes and integration of code into a delivery patch. Furthermore, based on customer feedback, it is possible to improve a feature or switch to an older feature, if needed. As a result, responses to changes are achieved much more quickly.

4.14. Transparency

Transparency is a core value for Agile to work on a large scale. Transparency gives a company the ability to evaluate and track work progress and to inspect and adapt its products and processes. Large-scale agile frameworks offer high standards of transparency by providing a view of the entire product that ensures transparency in the work carried out by teams. However, from a practical point of view, the use of large-scale agile frameworks by companies does not always provide a correct and complete view of the processes. The findings identified by [9] report the existence of an excessive tendency of companies to evaluate their agile transformation level through metrics that reveal the adherence level to a framework (e.g., number of tribes, number of user stories in a sprint, etc.). These metrics give inaccurate indications about the impact of using these frameworks on key performance metrics like value delivery, quality, productivity, or sustainability.

4.15. Waste elimination

The waste is an intrinsic element of any system and gradually becomes more visible in complex systems. As an artifact is built it increases the likelihood of waste generation and the greater the need to spend time and effort to correct errors and impediments [37]. The study conducted by [10] concluded that the three main causes for waste generation are the inclusion of unsolicited functionality, project churn (e.g., projects and tasks switching) and crossing organizational boundaries mainly between the development team and stakeholders. One of the ways to reduce the amount of waste is to have self-organized teams that operate around the work that is trying to accomplish.

Most large-scale frameworks have difficulties in reducing the waste generated at each stage of development, mainly due to the rigidity of processes and the complexity of projects. Moreover, projects in which there is great instability of requirements tend to generate more waste. Scrum at Scale is the one that best responds to this challenge through the modular structure and focuses on the management of the premises and through the incentive to the creation of autonomous and multifunctional teams. However, the answer to this challenge becomes more complex when the value flows intersect several teams.

5. Conclusion

Agile development is an incremental, iterative, and collaborative approach to project development that contributes to the development of high quality and low-cost products. Initially, agile practices were launched to support small teams that share the same physical space but can be adapted to suit the more complex environment. The large-scale agile frameworks that have emerged in the market meanwhile propose an agile and disciplined delivery lifecycle that scales agile building strategies to handle the entire delivery process, from the beginning of the project, to development, and production. In this sense, these frameworks explicitly deal with the complexities faced by large teams, namely in terms of control level, coverage, flexibility, scalability, transparency, waste elimination, among others.

Today's companies find it very difficult to choose a large-scale agile framework that fits their business specificities. In fact, each organization faces a combination of different factors and therefore needs a process, a team structure, and a toolset environment tailored to their unique situation. In this sense, this study seeks to give undeniable theoretical and practical contributions by defining a structure that allows comparing the various frameworks, thus also supporting companies in choosing the best framework that fits the practices and challenges of their organizations. The findings did not reveal a dominant framework that is better all dimensions, but it is possible to consistently identify the
existence of frameworks that stand out in a set of dimensions. Furthermore, the findings indicate that the main challenge faced by organizations in the process of agile scaling is to understand internally their organizational culture and not try to impose a large-scale agile framework based on an organizational culture distinct from the mindset of their organization. In this sense, a framework that presents good results in one organization can be a failure in another.

As future work, it is intended to build a decision support system that can be a technological application to support companies in choosing a large-scale agile framework. In this sense, it is intended to adopt a multi-attribute method (e.g., AHP, MAUT) that helps organizations to choose and understand their choice, in which the importance of each criterion is established by the company.
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