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Abstract
Coordination plays a significant role in Software Development Lifecycle (SDLC) models. However, coordination varies between SDLC models. Relatively, little research has been conducted to analyze coordination in different SDLC models. This paper presents a Systematic Literature Review (SLR) of coordination in different SDLC models. Among the range of SDLC models, the most important and popular ones are the waterfall, spiral, agile, RAD, V and incremental models, which have been investigated on how coordination works in these models.
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1. Introduction
The use of coordination in software projects has already successfully rendered projects of good quality. Coordination is defined as: “when multiple actors pursue goals together, they have to do things to organize themselves that a single actor pursuing the same goals would not have to do. We call these extra organizing activities coordination”¹. In this research, coordination is examined through the coordination between software developers during the software development stage in software engineering projects.

A Software Development Lifecycle (SDLC) model can be described as a process which begins at the phase of feasibility analysis right up to maintenance². There are various SDLC models examined throughout the software development process. The most important and popular models are the waterfall model, spiral model, agile model, Rapid Application Development (RAD) model, V-model and incremental model.

As a matter of fact, different SDLC models have their own way in developing software development projects, therefore, coordination along the development period will differ between each SDLC model.

Table 1. Keywords used in this study

| Category       | Keywords                                           |
|----------------|----------------------------------------------------|
| Coordination   | Software developer coordination                    |
|                | Developer coordination                             |
|                | Coordination                                      |
|                | Software developer co-operation                    |
|                | Developer co-operation                             |
|                | Co-operation                                      |
|                | Software developer collaboration                   |
|                | Developer collaboration                            |
|                | Collaboration                                     |
| Model          | Waterfall model                                   |
|                | Spiral model                                      |
|                | Agile model                                       |
|                | Rapid Application Development (RAD) model         |
|                | V-model                                           |
| Development    | Software Development                              |
| Environment    | Software Project                                   |
|                | Software Engineering Project                      |

This paper explores how coordination takes place in different SDLC models. Despite a plethora of SDLC models available nowadays, this paper discusses only the popular and vital models. These include the waterfall, spiral, agile, RAD, V and incremental models.
The paper has been structured as follows. The method is described in the first section. The next section presents results of the study, followed by the discussion section on coordination that occurs in selected software development lifecycle models. The final section infers the conclusions for this paper.

2. Method

2.1 Research Questions
With respect to providing a more comprehensive review on the research stated, the following research question is addressed:

RQ1: How does coordination occur in different Software Development Lifecycle (SDLC) models?

2.2 Searching and Keywording Criteria
The database search engines used in this study are:

- Emerald Insight (http://www.emeraldinsight.com/).
- ResearchGate (http://www.researchgate.net).
- Google Scholar (https://scholar.google.com.sg/).
- Springer (http://www.springer.com/gp/).
- IEEE Xplore (http://ieeexplore.ieee.org).
- ACM Digital Library (http://dl.acm.org/dl.cfm).
- Elsevier Science Direct (http://www.sciencedirect.com/).
- Wiley Online Library (http://onlinelibrary.wiley.com/).

The keywords used in this study are listed in Table 1 below.

2.3 Screening of Papers
Next, a previous study conducted in regard to the research studied was screened thoroughly. Inclusion and exclusion criteria were included.

The criteria for Inclusion (I) and Exclusion (E) are as follows:

I1. The related papers were issued with well-defined research questions, search and keyword criteria.
E1. Abstracts, organization studies, articles, presentations.

The papers were screened step by step. Firstly, the researcher scrutinized the title, abstract, introduction as well as content of the papers, because the keywords associated with this study may not have been at the beginning of the paper. Of all the 80 papers screened by title, 46 papers were extracted from abstract screening and 46 papers by screening the introduction and content. The final inclusion papers stood at a total of 31 papers.

Figure 1. Steps in screening papers.

3. Results

3.1 Search Results
Appendix A displays the list of selected papers based on the search and keyword criteria.

The frequency of papers issued by year can be observed in Table 2. From 2002, papers associated with the study have shown a distinct improvement. This improvement can be traced to the presence of coordination in the success of project development. On the other hand, from 1995 until 2001 only a few papers that focused on coordination in SDLC models were successfully issued.

Table 3 classifies papers related to coordination in different SDLC models. Studies on coordination were mostly conducted in agile model.

4. Discussion

4.1 How does Coordination Occur in different Software Development Lifecycles? (RQ1)

The various ways coordination takes place in different SDLC models are discussed as follows:
Table 2. Paper issued (by year)

| Year | Percentage (%) | Frequency |
|------|----------------|-----------|
| 1995 | 0              | 0         |
| 1996 | 3              | 1         |
| 1997 | 3              | 1         |
| 1998 | 0              | 0         |
| 1999 | 3              | 1         |
| 2000 | 3              | 1         |
| 2001 | 3              | 1         |
| 2002 | 7              | 2         |
| 2003 | 7              | 2         |
| 2004 | 3              | 1         |
| 2005 | 9              | 3         |
| 2006 | 9              | 3         |
| 2007 | 9              | 3         |
| 2008 | 3              | 1         |
| 2009 | 7              | 2         |
| 2010 | 7              | 2         |
| 2011 | 3              | 1         |
| 2012 | 14             | 4         |
| 2013 | 0              | 0         |
| 2014 | 0              | 0         |
| 2015 | 7              | 2         |
| Total| 100%           | 31 papers |

Table 3. List of SDLC models

| SDLC Model                          | Paper ID                  |
|-------------------------------------|---------------------------|
| Waterfall Model                     | (2)(3)(4)(5)(6)(7)        |
| Spiral Model                        | (3)(2)(8)(9)(10)          |
| Agile Model                         | (11)(12)(13)(14)(15)(16)(17)(18)(19)(20)(21)(22)(3)(2)(5) |
| Rapid Application Development (RAD) Model | (23)(24)(25)(26)(27)  |
| V-model                             | (28)(29)(5)              |
| Incremental model                   | (30)(31)(4)(32)          |

4.1.1 Waterfall Model

Waterfall is a traditional model. There are five phases typically used in a waterfall model which include requirement phase, design phase, implementation phase, testing phase and maintenance phase.

Waterfall model is well-known for its sequential development process\(^1\). As a matter of fact, sequential approach prevents people who are engaged in other phases to be involved in the current working phase\(^2\). In other words, each phase must be fully completed before moving on to the next phase. This model cannot return to the previous phase if the developer goes beyond the current phase. For example, if the developer has completed the requirement phase and is already at the design phase, any changes that exist in the requirement phase cannot be altered anymore. If users still need to change the requirements, they will have to wait until all phases are completed before they can proceed to another cycle. Thus, this indicates that low levels of interaction occurs between phases in waterfall model\(^7\).

In addition, the software development project of waterfall model is structured through good documentation\(^6\). Thus for distributed teams, this is considered an advantage since they need to coordinate with each other to reduce the problems, especially with less communication between them. Every phase is documented in the waterfall model and full documentation can be seen at the last phase which is deployment\(^6\). With well documentation, the developer is able to work on his own by referring to design documentation of the product characteristics to be developed until the integration phase begins.

4.1.2 Spiral Model

Spiral model evolved from the waterfall model and is the combination of iterative and sequential approach\(^10\). Spiral model consists of four phases which are the requirement phase, design phase, construct or build phase and evaluation and risk analysis\(^9\). Spiral model is suitable for a large project where requirements are clear and fixed. Besides that, this model emphasizes more on risk assessment\(^3\),\(^8\).

Coordination in spiral models usually can be seen at the end of each cycle when review takes place. Review process requires stakeholders to coordinate before the next cycle begins\(^2\). This entails collaboration between stakeholders to review products of previous cycles, besides planning for the next cycle and resources involved\(^2\). Nevertheless, this model stresses more on coordination through formal communication in the form of detailed documentation\(^8\).

4.1.3 Agile Model

Agile model is another model featured in the software development lifecycle. There are five phases in an agile model which forms mini-incremental iteratively, including the planning phase, analysis phase, design phase, implementation phase and testing phase.

Agile model is suitable only for small teams. This is to maintain effectiveness of coordination among teams through informal communication practices\(^20\). Informal communication emphasized in this model is face-to-face
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Communication like face-to-face meetings, audio/video conferences or email conversations\(^{12,15,17,22}\). Coordination through informal communication is more important in agile models compared to formal communication because projects can proceed smoothly when developers can discuss if an issue arises\(^{12,13,16}\). Agile model is flexible as it adheres to changes in an attempt to fulfill client’s needs\(^{5,18}\). Nonetheless, large teams are not as flexible as small teams in addressing changes\(^{5,21}\).

The agile development approach emphasizes on coordination and collaboration to share tacit knowledge among team members\(^{19}\). In this case, tacit knowledge is retained by agile methods through regular face-to-face communication. With this intention, this model is able to practice knowledge sharing among teams while communicating. Agile practices such as eXtreme Programming (XP) and Scrum have had positive effects on communication involving development teams, thus contributing to productive software development. Regular meetings of Scrum is the best method in coordinating the teams\(^{11,14}\). Teams are able to communicate face-to-face in sharing knowledge, and deal with any arising issues during the development process\(^{14}\).

4.1.4 Rapid Application Development (RAD) Model

Rapid Application Development (RAD) model is a concept in which high quality products can be developed rapidly\(^{23}\). Therefore, this model focuses on developing systems that are less complex where the framework is already in place\(^{23,26}\). The phases involved in this model are the business modeling phase, data modeling phase, process modeling phase, application generation phase and testing phase. Developers come up with products in parallel with products that have been broken down into modules and then combined into a functioning prototype. Software developers who implement this model use a prototype that will be improved over and over again based on feedback from users\(^{26}\). In the meantime, a software development team for each module is allocated a fixed time period to start development concurrently\(^{23}\). This is in accordance with the model name, known as Rapid Application Development model.

Coordination in Rapid Application Development (RAD) is focused on formal communication which requires documentation, unlike informal mode of communication\(^{26}\). RAD usually involves a small team size\(^{24}\). In RAD, communication is particularly important to maintain an understanding among the team members\(^{25}\). RAD teams consist of developers and users who are authorized to make design decisions, hence coordination among them is usually on a weekly, monthly or quarterly basis\(^{27}\). Users and developers interact either through formal or informal meetings\(^{27}\).

4.1.5 V-Model

V-model is similar to waterfall model which is sequential, but each phase in the V-model will go through testing to make sure there are no errors. Phases involved are the requirement phase, system design phase, architecture design phase, module design phase and coding phase. Once requirement phase is completed, the developer will perform the test using acceptance testing. System design phase will be tested using system test while architectural design phase will be tested using integration test, followed by modular design phase which is tested using the unit testing. Lastly, coding phase will connect two halves of the V-model phase which were involved in software development and tested in each phase.

As for the V-model, although it is a traditional model, coordination is marginally better since the development team and testing team need to collaborate before moving on to the next phase\(^{4}\). Coordination is considered essential in V-models with mitigation plans like video or audio conference, face-to-face meeting and early prototyping taken to prevent any further miscommunication\(^{28}\). Meanwhile, in the test phase, formal communication is not always practiced because documentation serves more for large teams than small teams\(^{29}\).

4.1.6 Incremental Model

Incremental model is an improved version of the waterfall model. The phases involved in incremental model are the requirement phase, design and development phase, testing phase and implementation phase. This model is called incremental as the project is developed based on systems that are divided into parts\(^{4}\). This model will not meet the overall requirement of users, but will complete the first requirement before fulfilling the next requirement. Each requirement that is met will go through each phase of the incremental model.

Coordination between stakeholders in incremental models occur iteratively when they are required to alternate in lending cooperation until the end product is
successfully delivered\(^3\). Coordination during implementation phase can be seen through team communication and collaboration such as walkthrough, peer review, project meeting and so on\(^9\). Incremental models are flexible, that is to say when there are modifications in requirements, this model allows changes to be made easily\(^4\). For this reason, developers need to coordinate through discussion in solving problems, and mutual agreement to keep updated on the progress\(^9\).

The mapping shown in Table 4 shows that coordination occurs most frequently in agile model, V model and incremental model. There is a lack of coordination awareness in waterfall model and RAD model.

### 5. Conclusion

This paper explores coordination that occurs in different software development lifecycle models of current literature. Besides, this paper also maps research papers published by year. This research is important because it provides information on coordination that takes place in various SDLC models.
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