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ABSTRACT

Looping is one of the fundamental logical instructions used for repeating a block of statements. All programming languages are used looping structures to simplify the programs. Loops are supported by all modern programming languages, though their implementations and syntax may differ. This paper compares the two types of looping structures while and do-while using the compile time and runtime of the given programs to improve the efficiency of the programs. It is found that for small number of iterations while is efficient in runtime and do-while is efficient in compile time, the difference in total execution time may not be considerable. But given any large number of iterations, the difference is noticeable.
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1. INTRODUCTION

A computer can process a program in one of the following ways in sequence, selectively, by making a choice as a branch, repetitively, by executing a statement again and again, using a structure called a loop; or by calling a function.

The most common control structures used in programming languages are selection and repetition. In selection, the program executes particular statements depending on different Boolean condition(s). In repetition, the program repeats particular statements a certain number of times based on different condition(s).

Loops are among the most elementary and powerful programming concepts in computer programming. In computer science, a loop is a programming structure that repeats a sequence of instructions until a specific condition is met. Loops have been part of programming since the beginning of structured code in assembly language. In the earliest form using GOTO statements in assembly code, it has now evolved to much simpler logical abstractions like ‘while’ and ‘for’ loops [1].

All Loops are supported and executed by all current programming languages, however it is obvious that, their syntax and implementation may differ. Three of the most common types of loops are the ‘while’ loop, ‘do-while’ loop and the ‘for’ loop [1].

Loops generally have three parameters:

- Initialize the loop control variable: Initialization should occur before the loop starts.
- Test the loop control variable: Testing is done within the parenthesis of the loop statement.
- Update the loop control variable: Updating is done somewhere inside the loop, usually as the last statement with in the loop.

The control variable initialization, though optional, is the condition that the loop must satisfy before it can begin with the first iteration of the loop. The variable update is optional in a looping structure [2].

The most significant parameter for a looping structure is the running condition. If the condition of running is correct or ‘true’ then the loop continues with the following iteration. Here, this condition is also optional, however, leaving this condition blank leads to the loop becoming an infinite loop. When the running condition statement returns incorrect or ‘false’, the next iteration is not begun and the loop statement is exited. This means that the code is allowed to proceed with the first statement occurring immediately after the loop statement.

The efficiency of a computer program highly depends on its run time and its compile time. Runtime is the duration of time when a program is running. It starts when a program is opened and ends with the program are quit. Compile time is the point at which a program is converted from source code to machine code. So, there is a need for comparing different looping structures in order to write efficient programs in computer science [3]. Presently, there are no enough comparisons made between ‘while’ and ‘do-while’ loops. This paper makes a comparison between the ‘while’ loop and ‘do-while’ loop to improve the efficiency of the programs.

2. WHILE LOOP

In most computer programming languages, a while loop is a control flow statement that allows code to be executed repeatedly based on a given Boolean condition. A ‘While’ Loop is used to repeat a specific block of code an unknown number of times, until a condition is met.

The while construct consists of a block of code and a boolean condition.

while (boolean condition){
    //statements
}

The boolean condition is evaluated, and if the boolean condition is true, the code within the block is executed. This repeats until the boolean condition becomes false. Because the while loop checks the boolean condition before the block is executed, the control structure is often also known as a pre-test loop [4].

3. DO-WHILE LOOP

A do-while loop is a control flow statement that executes a block of code at least once, and then repeatedly executes the block, or not, depending on a given boolean condition at the end of the block.

The do while construct consists of a block of code and a condition.
do {
    // statements;
} while (boolean condition);

First, the code within the block is executed, and then the condition is evaluated. If the condition is true the code within the block is executed again. This repeats until the condition becomes false [4]. Because do while loops check the condition after the block is executed, the control structure is often also known as a post-test loop.

**Significant Differences Between while and do-while Loop:**

1. The while loop checks the condition at the opening of the loop and if the condition is fulfilled statement inside the loop, is executed. In do-while loop, the condition is checked after the execution of all statements in the body of the loop [5].
2. If the condition in a while loop is false, a single statement inside the loop is not executed [5], and if the condition in ‘do-while’ loop is false then also the body of the loop is executed at least once then only the condition is tested accordingly.

**5. RESULTS AND FINDINGS**

For comparing the execution time of while loop with the do-while loop, we checked the compile time and execution time of the programs which have written using while and do-while loop. Ten C++ programs were compared to analyze while and do-while loop.

1. Display even numbers from 1 – 100 (P1)
2. Display numbers from 100 to 0 in reverse order (P2)
3. Print the series 100, 95, 90, up to 5 (P3)
4. Find the given number is Prime or not (P4)
5. Find all square-numbers between 0 to 1000 (P5)
6. Display the reverse of given five-digit number (P6)
7. Display all numbers between 0 to 100 which are divisible by three and five (P7)
8. Display factorial of a given number (P8)
9. Find sum of odd numbers between two entered numbers (P9)
10. Display the series of Fibonacci for given number (P10)

Above programs written in DevCpp using while and do-while looping structures individually and the compilation time and running time were observed. Those values are tabulated in the Table 1.

The programs P1, P2, P3, to P10 which are written in C++ programming language are used to calculate the execution time and the compile time of the while and do-while loop. To calculate the compile time and execution time, DevCpp Integrated Development Environment (IDE) was used. According to the result compile time of the while is greater than do-while, but execution time of the while is less than do-while loop.
Table 1. Comparison of compile time and running time of the while and do-while loops

| Program no. | Compilation Time (s) | Running Time (s) |
|-------------|----------------------|-----------------|
|             | While                | do-while        | While      | do-while |
| P1          | 0.17                 | 0.17            | 0.0488     | 0.0606   |
| P2          | 0.19                 | 0.19            | 0.1341     | 0.1593   |
| P3          | 0.20                 | 0.19            | 0.0235     | 0.0819   |
| P4          | 0.21                 | 0.19            | 2.0340     | 2.4620   |
| P5          | 0.11                 | 0.10            | 0.0073     | 0.0095   |
| P6          | 0.13                 | 0.13            | 0.0061     | 0.0167   |
| P7          | 0.12                 | 0.10            | 0.0065     | 0.0075   |
| P8          | 0.18                 | 0.17            | 1.4660     | 1.5790   |
| P9          | 0.19                 | 0.20            | 2.5580     | 2.7660   |
| P10         | 0.19                 | 0.18            | 1.5380     | 1.8650   |

For any given huge amount of iterations, the difference is fairly noticeable.

Table 2. Comparison of total execution time of the while and do-while loops

| Program no. | Total execution time |
|-------------|----------------------|
|             | Time(s) |
|             | While    | Do-while |
| P1          | 0.2188   | 0.2306   |
| P2          | 0.3241   | 0.3493   |
| P3          | 0.2235   | 0.2719   |
| P4          | 2.2440   | 2.6520   |
| P5          | 0.1173   | 0.1095   |
| P6          | 0.1361   | 0.1467   |
| P7          | 0.1265   | 0.1075   |
| P8          | 1.6460   | 1.7490   |
| P9          | 2.7480   | 2.9660   |
| P10         | 1.7280   | 2.0450   |

Fig. 3. Comparison of compile time of while and do-while loop

Fig. 4. Comparison of run time of while and do-while loop

Total execution time of the while and do-while loops were calculated by the sum of respective compile time and run time [6]. According to the comparison it is found that for small number of iterations while is efficient in runtime and do-while is efficient in compile time, the difference in total execution time may not be considerable. But for any given huge amount of iterations, the difference is fairly noticeable.

6. CONCLUSION

These looping features enable programmers to develop concise programs containing repetitive processes that could otherwise require an excessive number of statements. It enables us to repeat a specific section of code or statement without the use of go to statements [7]. On some instances, it might be necessary to execute the body of the loop before the test is performed. Both while loop and do-while loops are the iteration statement, if we want that first, the condition should be clearly verified, and then the statements inside the loop must execute then the while loop is used. In order to test the termination condition at the end of the loop, then the do-while loop is used. Loops allow to repeat a block of code multiple times. Both while and do-while are relatively similar in that both check a condition and execute the loop.
body if it evaluated to true but they have one key difference. That is, a while loop’s condition is checked before each iteration, the loop condition for do-while, however, it is checked at the end of each iteration. So, it is obvious that a do-while loop is always executed at least once. It is conceivable, and in some cases desirable, for the condition to always evaluate to true, creating an infinite loop. When such a loop is created intentionally, there is usually another control structure like break statement that allows termination of the loop.

7. FUTURE WORK
Looping control structures fully depends on ‘for’ loop, ‘while’ loop and ‘do-while’ loop. ‘For’ loop is more flexible to write as initialization, test condition, updating loop control variable all are written after ‘for’ keyword. So as a future work we are going to compare ‘for’ loop with ‘While’ and ‘Do-While’ loops with their processing time in order to increase a program’s efficient to elicit effective program techniques.
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