Plug-in Diverse Parsers Within Code Visualization System with Redefining the Coupling and Cohesion in the Object-Oriented Paradigm
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ABSTRACT

Because of the invisible nature of software and the bad coding habits (bad smell) of the existing developers, there are many redundant codes and unnecessary codes, which increases the complexity and makes it difficult to upgrade software. Therefore, it is required a code visualization so that developers can easily and automatically identify the complexity of the source code. To do this, it is necessary to construct SW visualization tool based on open source software and redefine the coupling and cohesion according to the object oriented viewpoint. Specially to identify a bad smell code pattern, we suggest how to plug-in diverse parsers within our tool. In this paper, through redefining coupling and cohesion from an object oriented perspective, we will extract bad smell code patterns within source code from inputting any pattern into the tool.
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1. 서 론

SW 산업이 발전함에 따라 SW의 크기도 점차 커지고 있지만, 소프트웨어의 비가시성 때문에 특정 인원이나 조직이 개발 과정 전반을 모두 파악하기 어렵다. SW 전반에 걸친 가시성 확보를 위한 SW 가시화가 필요하다. SW 가시화는 SW 개발 과정에 대한 SW 엔지니어뿐만 아니라 SW 개발 경험이 없다.

※ 이 논문은 2016년 교육부와 한국연구재단의 지역혁신창의인력양성사업의 지원을 받아 수행된 연구(REP-2016H1A1035540).
※ 이 논문은 경북대학교 소프트웨어공학과에서 수행한 연구(REP-2016H1A1035540).
※ 이 논문은 경북대학교 소프트웨어공학과에서 수행한 연구(REP-2016H1A1035540).

1. 서 론

SW 산업이 발전함에 따라 SW의 크기도 점차 커지고 있지만, 소프트웨어의 비가시성 때문에 특정 인원이나 조직이 개발 과정 전반을 모두 파악하기 어렵다. SW 전반에 걸친 가시성 확보를 위한 SW 가시화가 필요하다. SW 가시화는 SW 개발 과정에 대한 SW 엔지니어뿐만 아니라 SW 개발 경험이 없다.

로드 프로젝트 진척상황과 품질수준 과학이 위험이 다[1, 2]. 본 논문에서는 객체지향(JAVA) 언어의 소스코드 내 결합도와 응집도를 객체지향에 맞게 재정의하고 예시 코드를 통한 그래프로 가시화한다. 기존의 오픈소스인 소스네비게이터를 활용한 방법 외에 다른 파서를 이용하여 소스코드를 분석하여 활용할 수 있도록 구현한 시스템을 설명한다. 이로 통해 개발자가 원하는 파서를 사용하거나 여러 파서를 이용하여 가시화한 결과물에 대한 신뢰성을 높이고자 한다.

본 논문의 구성은 다음과 같다. 2장에서는 기존 문제점과 파서의 종류, 코드 복잡도에 대해 설명하고, 3장에서는 객체 지향관점에서 결합도와 응집도를 재 정의한다. 그리고 4장에서는 다양한 파서(SourceNavigator와 XCodeParser)를 적용하여 구현한 파서 플러그인을 토대로 시스템에 대해 설명한다. 그리고 5장에서는 시스템을 활용한 결합도와 응집도 가시화를 소개하고, 마지막 6장에서는 결론 순으로 언급한다.
2. 관련 연구

2.1 기존 툴체인

기존 툴체인에서는 절차식 언어에서의 응집도와 객체지향 언어에서의 응집도를 예시코드와 소스코드의 내부 흐름도로 가시화하여 비교하였다[3]. 기존 툴체인에서는 응집도 가시화를 위해 아래와 같은 4개의 단계로 구성되었다.

- Code Input 단계에서는 타겟 소스코드를 오픈소스 코드 분석도구인 소스네비게이터에 입력한다. 이때, 타겟 소스코드는 객체지향 언어인 자바 기반 코드이다.
- Analysis, save DB 단계에서는 입력된 소스코드를 소스네비게이터로 분석한다. 분석 결과로는 *.cl, *.by, *.iv 등과 같은 바이너리 파일이 생성된다. 이 파일들을 소스네비게이터의 DBdump로 정보를 추출하여 데이터베이스에 저장한다.
- Analysis Structure 단계에서는 데이터베이스에 저장된 정보를 툴체인의 정의에 따라 재해석하여 *.gv 파일을 생성한다. 이 파일을 GraphViz에 입력한다.
- 마지막으로, Visualization 단계에서는 이전 단계에서 재해석한 *.gv 파일을 GraphViz를 이용해 그래프로 가시화한다.

그러서 Fig. 2 처럼 전체 소스코드 파일들을 다시 읽어(1), 소스코드 내에 return을 찾아내어(3), 소스네비게이터로부터 분석되어 저장된 데이터베이스 중 관련 필드에 추가 해주는 방법(2)으로 수행하였다.

2.2 다양한 파서의 종류

소스코드 분석을 위한 파서는 종류가 다양하다. 여러 종류의 소스코드들을 분석하여 다양한 형태로 추출해 준다. 파서 프로그래머들의 호호는 오픈소스인 SourceNavigator, JavaParser, 자체제작 도구인 XCodeParser 등이 있다. Table 1은 파서의 종류와 특징이다.

| Type            | Feature                                                                 |
|-----------------|-------------------------------------------------------------------------|
| Source Navigator| Open source code analysis tool. It can analyze various kinds of code such as C, C++, and Java. Enter code and generate binary file as result, database with DBdump. |
| XCodeParser     | C, C++, and Java code are analyzed by the self-produced tool of Hongik University software engineering laboratory and made into ASTM (Abstract Syntax Tree Metamodel) file. |
| JavaParser      | Open source code analysis tool. Target only the source code coded in Java. It is based on JDT ASTParser, and it is made in Abstract Syntax Tree (AST) form. |

2.3 코드 복잡도

코드 복잡도란 소프트웨어 프로그램의 복잡도를 측정하는 체계이다. 일반적으로 복잡도를 메트릭을 통해 측정한 결과 수치가 높은 경우, 많은 에러가 발생할 가능성이 높아진다. 복잡도를 측정하는 방법으로는 LOC(Line of Code), 멜케이브 복잡도 메트릭(McCabe's complexity metrics), 할스테드 메트릭(Halstead's metrics), 결합도(Coupling), 응집도(Cohesion) 등이 있다[4]. 이들을 간단히 설명하면 다음 Table 2와 같다.

| Type                    | Description                                                                 |
|-------------------------|-----------------------------------------------------------------------------|
| Line of Code            | It measures the number of lines of source code. While performing the same function, the code of a shorter number of lines can be considered to have a low complexity. |
| McCabe's Complexity Metrics | The number of disconnected parts of the graph, the number of edges, and the number of nodes are substituted into the cyclomatic complexity formula to quantify. The higher the quantity, the higher the code complexity. |
| Halstead's Metrics      | It shows the code complexity by measuring program length, lexical number, volume, difficulty, implementation effort index, implementation time, number of estimated bugs. |
| Coupling                | It is a measure of the degree of data transfer and reference between modules, indicating the degree to which one module relies on another module. There are six types of coupling: data, stamp, control, external, common, and content coupling. |
| Cohesion                | It shows how a module of a program performs only one function, and measures the degree to which a component in a module is aggregated. There are seven types of cohesions: functional, sequential, exchangeable, procedural, temporal, logical, and coincidental. |
3. 객체지향 기반 결합도 & 응집도 재정의

2001년 Daniel Rodriguez에 의하면 기존의 절차식 언어 기반 소프트웨어는 캡슐화, 상속, 다형성 등의 개념들이 없다. 그러나 객체지향 개념은 캡슐화, 상속, 다형성 등의 개념들을 포함하고 있다. 그 예로 객체, 클래스, 클래스 컴포넌트, 패키지 등이 있다. 이처럼 결합도와 응집도는 기존의 절차식 언어에서의 Function 관점과 객체지향에서의 객체 관점은 차이가 있다. 그러므로 객체지향 언어의 특성에 맞는 재정의가 필요하다.

결합도는 객체지향 언어에서 클래스 또는 객체를 기반 단위로 하며, 서로 간의 데이터 전달, 파일 공유 등을 나타낸다. 따라서 객체지향 언어에 재정의될 필요가 있다. Table 3은 결합도의 기존 정의와 객체지향 관점에 맞게 재정의한 표이다.

Table 3. Redefining Coupling in Object-oriented Paradigm

| Type         | Existing Definition                                                                 | Redefinition                                                                 |
|--------------|--------------------------------------------------------------------------------------|------------------------------------------------------------------------------|
| Data Coupling| There are no or one parameters to exchange between modules.                         | There are no parameters to exchange between classes / objects.               |
| Stamp Coupling| It exchanges complex data structures such as arrays between modules and modules as parameters. | The parameters to be passed between classes / objects are arrays or objects. |
| Control Coupling| Depending on the parameters that are exchanged between the modules, they affect the module. | The parameter passed between the class / object is used as the condition of the condition statement. |
| External Coupling| Communication is made between modules using external files or files.                | External files and data between classes / objects are transferred and used.   |
| Common Coupling| Global variables are shared between modules.                                         | The parameters to be passed between classes / objects are declared as static. |
| Content Coupling| One module modifies or relies on the internal behavior of another module.          | Changes the internal properties of other objects, such as get / set between classes / objects. |

결합도 중에서 자료 결합도가 가장 낮은 결합력을 가지며, 내용 결합도가 가장 높은 결합력을 갖는다. 결합력이 낮아질수록 모듈 간 주로 활동하는 데이터 개수가 적어지거나, 데이터 타입이 간단해지며, 각 기능이 독립적으로 되어 코드의 품질이 높아진다.

응집도는 객체지향 언어에서 클래스 또는 객체 단위 내에서 속성과 메소드 또는 기타 연산들의 관계를 나타낸다. 따라서 응집도 또한 재정의될 필요가 있다. Table 4는 응집도의 기존 정의와 객체지향 관점에 맞게 재정의한 표이다.

Table 4. Redefining Cohesion in Object-oriented Paradigm

| Type         | Existing Definition                                                                 | Redefinition                                                                 |
|--------------|--------------------------------------------------------------------------------------|------------------------------------------------------------------------------|
| Functional Cohesion| All components in the module perform only one function.                          | All variables and components within an object perform a single task.        |
| Sequential Cohesion| The result of one execution in the module is used as the input value of another execution. | The methods in the object are executed sequentially, and each method depends on the previous method. |
| Communication Cohesion| Perform other functions using the same input / output in the module.            | The components in the object act on some of the same data.                 |
| Procedural Cohesion| The components in the module do not share input and output, but perform them in order.     | The configuration methods within an object are interrelated and are performed in a specific order. |
| Temporal Cohesion| Components that are not associated with the module perform operations at a certain point in time. | Components within an object perform different functions together at the same time. |
| Logical Cohesion| The components in the module have similar characteristics or are classified into specific types. | The components within the object perform a logically related task or similar function. |
| Coincidental Cohesion| Each component in the module performs a task that is completely unrelated to each other. | All functions and components within an object perform functions that are not related to each other. |

4. Plug-in Diverse Parser based on Toolchain

본 장에서는 관련 연구에서 언급한 문제점들을 보완하고 더 나아가 사용자가 파서를 선택하여 원하는 데이터를 가시화할 수 있도록 XCodeParser를 추가하였다. 개선된 Toolchain 시스템에 대한 구성을는 Fig. 3과 같다.

Fig. 3. Improved Toolchain System Structure Map
점선으로 된 네모는 SourceNavigator와 XCodeParser 이 외에 다른 파서를 plug-in하여 활용할 수 있다는 의미이다.

4.1 툴 체인 절차

Input Code 단계에서는 툴체인 내의 getData에서 타겟소스 코드를 입력받는다. 프로그램 실행 전 사용자가 선택한 파서(SourceNavigator 또는 XCodeParser)로부터 입력받은 데이터를 전달한다. 이때, 타겟 소스코드는 객체지향 언어인 자바 기반 코드이다.

Code Analysis 단계에서는 입력된 소스코드를 Source Navigator로 분석하고, 결과 *.cl, *.by, *.lv 등과 같은 바이너리 파일들이 생성된다. 그리고 XCodeParser로 분석한 결과로는 입력된 소스코드 파일의 개수만큼 *.astm 파일이 생성되는데, 파일의 이름은 "입력된 각 소스코드 파일의 이름.astm"이 된다[7].

Save DB 단계에서 바이너리 파일들은 소스네비게이터의 DBDump으로 정보를 추출하여 데이터베이스에 저장하고, *.astm 파일들은 따로 정보를 추출해서 데이터베이스에 저장해 한다.

Analysis Structure 단계에서는 기존 시스템과 동일하게 데이터베이스에 저장된 정보를 Toolchain의 정의에 따라 재해석하여 *_gv 파일을 생성한다. 이 파일은 GraphViz에 입력한다.

마지막으로, Visualization 단계에서는 기존 시스템처럼 이전 단계에서 재해석한 *_gv 파일을 GraphViz를 이용해 그레프로 가시화한다.

4.2 Plug-in을 위한 DB 추출 쿼리

파서 플러그인화의 어려움은 파서마다 분석하여 DB에 저장하는 방법이 다르다는 것이다. 예를 들면, SourceNavigator로부터 생성된 데이터베이스와 XCodeParser로부터 생성된 데이터베이스의 column 값을 같은 종류의 데이터로 전달할 다른 방법으로 정의되어 있다. 이는 Fig. 4와 Fig. 5을 통해 더 자세히 알 수 있다.

1) SourceNavigator

```sql
String query = "SELECT referred_class_name, referred_class_name, referred_type
               + referred_symbol_name, referred_argument_types
+ 'from ' + name where refer_type='bd' and referred_type='td'
+ order by referred_class_name asc, referred_class_name asc;
```

2) XCodeParser

Fig. 5는 XCodeParser로부터 생성된 ASTM 파일에서 추출한 정보를 입력된 데이터베이스에서 가시화를 위한 정보를 추출하는 워리어문으로, call 관계와 파라미터 타입, 파라미터 이름을 가져오는 부분이다.

5. 코드 복잡도 가시화

기존에 소스네비게이터로 추출된 오차를 가시화하기에는 한계가 있다는 것을 언급했다. 그래에서 Plug-in 형식으로 추가한 XCodeParser로 재 정의하여 결합도와 응집도를 추적하였다.

Equation (1)은 결합도와 응집도가 산출한 개선식이다. 개발자가 결합도와 응집도를 쉽게 파악할 수 있도록 수치화 할 것이다. 결합도의 측정은 클래스 간에 해당하는 결합 종류를 모두 합산한 것이다. 응집도의 측정은 클래스 내 메소드 간에 해당하는 종합 종류를 모두 합산한 것이다. 가시화를 위해 사용된 각 결합도들과 각 응집도들의 가중치는 아직 정확한 수치가 정해져 있지 않기 때문에 임의로 정하였다[8].
Fig. 7 ~ Fig. 9는 가시화에 Equation (1) 공식을 적용한 것이다.

\[
\sum_{i=1}^{n} C_i = C_{tot} + C_{sel} + C_{con} + C_{red} + C_{req} \quad \text{결합도의 총합}
\]

\[
\sum_{i=1}^{m} C_i = C_{tot} + C_{sel} + C_{con} + C_{red} + C_{req} \quad \text{응집도의 총합}
\]  

(1)

Fig. 7. Coupling and Cohesion Visualization Graph

Fig. 7은 재 정의하다 결합도와 응집도를 하나의 그림으로 가시화한 것이다.

Fig. 8. Coupling Only Visualization Graph

클래스와 메소드간의 포함관계는 클래스 다이어그램 형태로 나타내었다. ① 표시는 해당 메소드의 내부 응집도들의 가중치 값을 모두 합한 수치, ② 표시는 각 클래스 간에 결합도들의 가중치 값을 모두 합한 수치이다.

Fig. 8은 결합도만 가시화한 것이다. 타원형으로 표시해두고 라인 부분 내에서 8은 총 결합도 수치이고, 꽉 잡는 꼭대기(<<,>>) 사이에서 S는 스탠드 결합도 2개, M은 공통결합도가 2개를 의미한다. 이외의 결합도 관계를 나타낸 다른 라인 내에는 데이터 결합도 등 여러 개가 나와 있는 것을 보면 정상적으로 데이터가 추출됨을 알 수 있다.

Fig. 9. Cohesion Only Visualization Graph

Fig. 9는 응집도만 가시화한 것이다. 결합도와는 다르게 클래스 간에 확성표가 없어 전체 그래프가 서로 혹은 가로로 길게 생성된다. 전체 그래프 중에서 Fig. 7에서 확대했던 ConnectionToServer 클래스만 확대 하였다. 클래스 내부의 메소드들이 있고 메소드 안에는 메소드 이름과 메소드 내 전체 응집도가 합산된 수치, 대괄호 내에는 어떤 응집도 종류가 해당되는지와 그 수치가 있다.

6. 결 론

소프트웨어의 크기가 계속적으로 커짐에 따라 소스코드의 복잡도 또한 더욱 복잡해지고 있다. 코드의 복잡도를 측정하는 지표들에는 순환복잡도와 결합도, 응집도 등이 있다. 본 논문은 기존 결합도와 응집도의 개념을 객체지향 관점에 맞게 재정의하고, 예시코드를 가시화하였다.

또한 기존 연구에서의 문제점을 보완하고 개발자가 원하는 파서를 선택하여 가시화 할 수 있도록 시스템을 개선하였다. 이는 차후에 다른 파서 또는 Plug-in 형식으로 덧붙일 수 있다. 따라서 현재 시스템에서는 SourceNavigator와 XCodeParser로만 이루어져 있지만 앞으로 이클립스에서 기본으로 제공하는 ASTParser도 분석하여 추가할 예정이다. 또한 4장에서 언급한 마바 장이 파서마다 각각 생성하는 데이터베이스가 된 것이므로, 앞으로는 이를 공통된 부분, 다른 부분을 분석하여 통일된 하나의 데이터베이스 형태로 개선할 예정이다.
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