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SUMMARY SPHINCS+ is a state-of-the-art post-quantum hash-based signature that is a candidate for the NIST post-quantum cryptography standard. For a target bit security, SPHINCS+ supports many different tradeoffs between the signature size and the signing speed. SPHINCS+ provides 6 parameter sets: 3 parameter sets for size optimization and 3 parameter sets for speed optimization. We propose new parameter sets with better performance. Specifically, SPHINCS+ implementations with our parameter sets are up to 26.5% faster with slightly shorter signature sizes.
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1. Introduction

Today’s popular public-key algorithms are not quantum resistant. Quantum computers can solve the integer factorization problem, the discrete logarithm problem, and the elliptic curve discrete logarithm problem in a polynomial time [1]. Fortunately, most current symmetric cryptographic primitives such as hash functions are considered to be quantum resistant simply by doubling the key size [2].

Unlike most digital signature schemes based on hard mathematical problems, hash-based signature schemes are built solely on hash functions. In 2015, the first practical stateless hash-based signature called SPHINCS was presented [3]. SPHINCS has a hyper-tree structure combining Goldreich’s binary certification tree [4, §6.4.2], WOTS+ (Winternitz One-Time Signature) [5], and HORSS (Hash to Obtain Random Subset) [6].

In 2017, SPHINCS+ [7], a revised version of SPHINCS, was submitted to the NIST post-quantum cryptography standardization project. SPHINCS+ employs improved techniques such as multi-target attack protection [8], tree-less WOTS+ public key compression, FORS (Forest Of Random Subsets), and verifiable index selection.

SPHINCS+ is a stateless hash-based signature framework rather than a specific signature scheme. Many parameter options offer flexible tradeoffs with respect to the signature size, the signing speed, and the security level. SPHINCS+ provides three instantiations of hash functions (SHAKE256, SHA-256, Haraka) and six parameter sets (128s, 128f, 192s, 192f, 256s, 256f) where ‘s’ stands for “small” and ‘f’ for “fast” [7]. In 2019, the 2nd round submission of SPHINCS+ was released, where a tweakable hash function can be instantiated in two different ways: SPHINCS+-robust and SPHINCS+-simple [9]. SPHINCS+ is the only hash-based signature moving on to the 2nd round of the NIST post-quantum cryptography standardization [10].

Parameter sets of SPHINCS+ are obtained with the help of a Sage script that is listed in the specification [7], [9], [11]. For a target bit security, the output of the script is a long list of possible parameters achieving this security level together with the signature size and an estimate of the signing speed. The six parameter sets (128s, 128f, 192s, 192f, 256s, 256f) of SPHINCS+ are non-extreme; they are not the smallest (with a very slow speed) or the fastest (with a very long signature size) options. They provide balanced tradeoffs between the signature size and the signing speed.

Because the six parameter sets of SPHINCS+ are non-extreme, a parameter set with shorter signatures and slower signing (or with longer signatures and faster signing) can be found. However, can we find parameter sets with both shorter signatures and faster signing? We answer the question affirmatively by presenting new parameter sets with shorter signatures and faster signing. To search for better parameter sets, we run the Sage script with an improved estimate of the signing speed and a wider range of parameter values. SPHINCS+ implementations with our parameter sets are up to 26.5% faster with slightly shorter signature sizes.

2. SPHINCS+

We briefly explain the parameters of SPHINCS+. Refer to [7], [9], [11] for a more detailed description of SPHINCS+. We consider the robust instantiations because the simple instantiations require the random oracle model and the six parameter sets of SPHINCS+ were chosen only by considering the robust instantiations.

Let $B$ be the set of bytes. SPHINCS+ uses several instantiations of tweakable hash functions of the form $T_f : B^n \times B^{32} \times B^{ln} \rightarrow B^n$. Hash functions $F \overset{\text{def}}{=} T_1$ and $H \overset{\text{def}}{=} T_2$
are two special cases of $T_r$. SPHINCS* uses pseudorandom functions PRF and PRF_{msg} and an additional keyed hash function H_{msg}.

SPHINCS* is a hyper-tree of height $h$ that consists of $d$ layers of XMSS (eXtended Merkle Signature Scheme) trees where each leaf of XMSS is the public key of a WOTS key pair. Each WOTS key of the $2^h$ leaves in the bottom layer signs a FORS public key, which is then used to sign the message. The public key of SPHINCS* is the root of the hyper-tree and the private key is a secret seed value that can generate all WOTS and FORS keys pseudorandomly. A WOTS key pair defines a structure that consists of len hash chains of length $w$. FORS consists of $k$ trees of height $a$ where the leaves of each tree are the hashes of the $t = 2^a$ private key elements and the public key is computed by compressing the concatenation of all the $k$ root nodes with the tweakable hash $H$.

The theoretical formulas for the size and the speed of SPHINCS* are given in Table 1 and Table 2 [9].

### Table 1
| Signature size | Sig |
|----------------|-----|
| Size           | $(h + k(\log t + 1) + d \cdot \text{len} + 1)n$ |

### Table 2
The number of function calls required for signing. The single calls to $H_{msg}$, PRF_{msg}, and $T_k$ are omitted as they are negligible when estimating speed.

| Func. | Sign | $kt + d(2^h \cdot w \cdot \text{len})$ |
|-------|------|-----------------------------------|
| $F$   | $kt + d(2^h \cdot w \cdot \text{len})$ |
| $H$   | $k(t - 1) + d(2^h \cdot d - 1)$ |
| PRF  | $kt + d(2^h \cdot d \cdot \text{len})$ |
| $T_{\text{len}}$ | $d^2 h^d$ |

3. **New Parameter Sets**

3.1 **Sage Script**

For a target security level, the Sage script searches through a large space of possible parameter values to select the hyper-tree parameters $h$ and $d$, the FORS parameters $\log t$ and $k$, and the WOTS parameter $w$. The original search range is as follows [7]:

- $h \in \{60, 62, 64, \ldots, 72\}$
- $\log t \in \{4, 5, 6, \ldots, 16\}$
- $k \in \{5, 6, 7, \ldots, 39\}$
- $d \in \{4, 5, 6, \ldots, h - 1\}$
- $w \in \{16, 256\}$

The signing speed of a parameter set is estimated as follows.

\[
\text{speed} = (\text{num. of calls to } F) + (\text{num. of calls to } H)
\]
\[
= (kt + d(2^h \cdot w \cdot \text{len}) + (k(t - 1) + d(2^h \cdot d - 1))
\]

Table 3 shows the six parameter sets of the SPHINCS* specification [7], [9], [11]. The theoretical formulas for the size and the speed of SPHINCS* are given in Table 1 and Table 2 [9].

\[
\text{speed} \approx (kt + d(2^h \cdot w \cdot \text{len})) + (kt + d(2^h \cdot d \cdot \text{len}))
\]
\[
= 2kt + d(2^h \cdot w \cdot \text{len} + 1))
\]
\[
= k2^{\log t + 1} + d(2^h \cdot (\text{len} \cdot w + 1))
\]

where the last equation is used in the Sage script of the SPHINCS* specification [7], [9], [11]. Table 3 shows the six parameter sets of the SPHINCS* specification [7], [9] that are obtained with Eq. (1) and Eq. (2).

To find new parameter sets, we use a more precise estimate of the signing speed. Whereas Eq. (2) counts the calls to the tweakable hash functions $F$ and $H$, we count the calls to the underlying hash function SHAKE256. A call to the pseudorandom function $\text{PRF}$ invokes SHAKE256 once and a call to the robust instantiation of the tweakable hash function $T_r$ (of which $F$, $H$, and $T_{\text{len}}$ are special cases) invokes SHAKE256 twice [9, §7.2.1]:

\[
\text{PRF(SEED, ADRS)} = \text{SHAKE256(SEED||ADRS, } 8n)
\]
\[
T_r(\text{PK.seed, ADRS, } M) = \text{SHAKE256(\text{PK.seed}||ADRS||M^b, } 8n)
\]
\[
M^b = M \oplus \text{SHAKE256(\text{PK.seed||ADRS, } l)}
\]

Based on the function calls of Table 2, we compute the number of calls to the underlying hash function as follows.

\[
\text{speed} = 2 \cdot (\text{num. of calls to } F) + 2 \cdot (\text{num. of calls to } H)
\]
\[
+ (\text{num. of calls to } \text{PRF}) + 2 \cdot (\text{num. of calls to } T_{\text{len}})
\]
\[
= 2(kt + d(2^h \cdot w \cdot \text{len}) + 2(k(t - 1) + d(2^h \cdot d - 1))
\]
\[
+ (kt + d(2^h \cdot \text{len} \cdot w + 1)) + 2(d^2 h^d)
\]
\[
= d^2 h^d(2w \cdot \text{len} + \text{len} + 4) + 5kt - 2(k + d)
\]

Finally, we search through a wider range of parameter values as suggested in the most recent version of the SPHINCS* Sage script [11] as follows.

- $h \in \{56, 57, 58, \ldots, 83\}$
- $\log t \in \{3, 4, 5, \ldots, 23\}$
- $k \in \{1, 2, 3, \ldots, 63\}$
- $d \in \{4, 5, 6, \ldots, h - 1\}$
- $w \in \{16, 256\}$
3.2 Results

We propose four new parameter sets: SPHINCS\textsuperscript{+}-128f-A1, SPHINCS\textsuperscript{+}-192s-A1, SPHINCS\textsuperscript{+}-192s-A2, and SPHINCS\textsuperscript{+}-256s-A1, where 'A' stands for “additional” or “alternative.” The comparison of our parameter sets with the corresponding original parameter sets is given in Table 4.

- **parameters**: Numerical values of SPHINCS\textsuperscript{+} variables.
- **bitsec**: Each version of the Sage script in [7], [9], [11] can sometimes output a slightly different bit security value. We used the most recent version of the Sage script [11].
- **signature size**: Exact values of signature sizes are computed from Table 1. The column of “ratio (%)” sets the signature size of the original parameters as 100%.
- **signing speed**: The column of “function calls” is the output of the Sage script with Eq. (3). The column of “runtime (sec)” is the benchmark result showing the median of 10,000 runs on 3.2GHz Intel(R) Core(TM) i5-6550 with the C reference implementation compiled with gcc-7.4.0. The column of “ratio (%)” sets the signing speed of the original parameters as 100%.

SPHINCS\textsuperscript{+}-128f-A1 improves both the signature size and the signing speed by approximately 5%. We propose two parameter sets for 192s; SPHINCS\textsuperscript{+}-192s-A1 provides 7.7% shorter signature and SPHINCS\textsuperscript{+}-192s-A2 provides 26.5% faster signing. Finally, the improvement of SPHINCS\textsuperscript{+}-256s-A1 is less than 1%. We could not find better parameter sets for 128s, 192f and 256s.

4. Conclusion

SPHINCS\textsuperscript{+} is a state-of-the-art post-quantum hash-based signature framework that supports various tradeoffs by selecting different parameter sets. With a more precise estimate of the signing speed and a wider range of parameter values, we could find new parameter sets that provide faster signing and shorter signature sizes. For a given security level, most signature schemes do not allow performance tradeoffs by parameter selection and thus speeding up requires algorithmic techniques (e.g., [12]). Flexible parameter selection is one of the distinguishing and nice characteristics of SPHINCS\textsuperscript{+}.
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