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I. INTRODUCTION

In spite of many advantages of biometric systems, they are hampered by their security and privacy problems[1]. That is, once the systems are compromised, the biometric data is compromised permanently and cannot be reissued. This is an urgent problem in the biometric community.

In the fuzzy vault proposed by Juels and Sudan[2], Alice can place a secret value S in a vault and lock it using an unordered locking set L. Bob, using an unordered unlocking set U, can unlock the vault only if U overlaps with L to a great extent.

Based on the fuzzy vault, some implementation results for fingerprint have been reported[3-5]. However, the previous researches are not realistic in the sense that they use a fixed-degree polynomial without considering the number of minutiae extracted from each user. That is, their system cannot handle the fingerprint having less number of minutiae than the fixed-degree polynomial. For large-scale applications which should handle the fingerprint having less number of minutiae, this is a very important issue, but has not been addressed.

In this paper, we propose a method for applying the fingerprint having a few minutiae to the fuzzy vault without sacrificing the security. To make the system more practical, we use multiple polynomials adaptively, instead of using a fixed-degree polynomial.

II. FUZZY FINGERPRINT VAULT

A fingerprint minutia represented by \( m_i = (x_i, y_i, \theta_i, t_i) \) is composed of four elements: x-, y-coordinates, angle, and type. The fuzzy fingerprint vault system is composed of two steps, locking and unlocking. For the purpose of explanation of the proposed method in the following section, each step of the fuzzy fingerprint vault is explained in the following.

Locking Processing:

1. Extract minutiae from a template fingerprint image of a user. These minutiae are called as real minutiae.

   \[ L = \{(x_i, y_i, \theta_i, t_i) | i = 1, ..., n\} \]

   where \( n \) denote the number of minutiae.

2. Generate a degree-k polynomial from a secret(S), and compute a hash value \( \kappa \) from a hash function \( \text{hash}(S) \)

   \[ p(x) = a_0 + a_1x + \cdots + a_kx^k \]  
   \[ S = (a_0 \parallel a_1 \parallel \cdots \parallel a_k) \]  
   \[ a_i \in \text{GF}(p^2) \]  
   \[ \kappa = \text{hash}(S) \]  

3. Compute the polynomial projections, \( p(x) \), after converting all elements of \( L \) to an element of \( \text{GF}(p^2) \), and define this result as set \( R_L \). For example, if an element of \( \text{GF}(p^2) \) is represented as \( AX + B \) (where \( A, B \in \text{GF}(p^2) \)), we can replace \( x \), y coordinates of the minutia to \( A \) and \( B \), respectively.

   \[ R_L = \{(r_{xi}, r_{yi}) | i = 1, ..., n\}, \quad r_{xi} = (x_i, y_i, \theta_i, t_i) \]  
   \[ v_i = p(X_i), \quad X_i = x_i + y_i \in \text{GF}(p^2), \quad i = 1, ..., n \]  

4. Randomly generate chaff minutiae that do not lie on \( p(x) \) to protect real minutiae.

   \[ C = \{(c_i, v_i) | i = n + 1, ..., r\}, \quad c_i = (x_i, y_i, \theta_i, t_i) \]  
   \[ v_i = p(X_i) + \alpha_i, X_i = x_i + y_i \in \text{GF}(p^2), \quad i = n + 1, ..., r \]  

where \( \alpha_i \) is a non-zero element over finite fields of the form \( \text{GF}(p^2) \).

5. Randomly generate set \( R \) that is integrated with \( R_L \) and \( C \).

   \[ R = \{(r_i, v_i) | i = 1, ..., r\}, \quad r_i = (x_i, y_i, \theta_i, t_i) \]  

6. Finally, the vault is constituted by the real and chaff
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minutiae, the degree $k$ of the polynomial and the secret. The secret should be stored in a hashed form.

$$V = \{(r_i, v_i) : k, |i| = 1, \ldots, r\}$$  \hspace{1cm} (11)

**Unlocking Processing:**

Unlocking processing is the step that reconstructs the polynomial from minutiae of input fingerprint image.

1. Extract minutiae from input fingerprint image.
   $$U = \{(x_i, y_i, \theta_i, t_i) : i = 1, \ldots, m\},$$  \hspace{1cm} (12)

   where $m$ denotes the number of minutiae.

2. Execute fingerprint matching with Set $U$ and $r$, of Set $V$ stored in the Locking processing. The matching results are stored in Set $M$ with $t$ matched minutiae and corresponding $v_i$ in Set $V$.
   $$M = \{(m_i, v_i) : i = 1, \ldots, t\}, m_i = (x_i, y_i, \theta_i, t_i),$$  \hspace{1cm} (13)

   where $M \in R, t \leq r$.

3. If $k$ and $M$ are used as input values for the RS\text{DECODE}, the degree-$k$ polynomial $p(x)$ will be returned. Then, $\kappa'$ is computed by Eq. 16.
   $$p(x) = \text{RS\text{DECODE}}(k, M)$$  \hspace{1cm} (14)

   $$p(x) = a'_0 + a'_1 x + \cdots + a'_k x^k$$  \hspace{1cm} (15)

   $$\kappa' = \text{hash}(a'_0 \| a'_1 \| \ldots \| a'_k)$$  \hspace{1cm} (16)

4. If $\kappa'$ and $\kappa$ are exactly same, the user is accepted. Otherwise, he is rejected.

   Decision = \begin{cases} 
   \text{Accept, if } \kappa' = \kappa \\
   \text{Reject, otherwise}
   \end{cases}  \hspace{1cm} (17)

If Set $M$ contains $k+1$ real minutiae, the fuzzy fingerprint vault can reconstruct the same polynomial used in the locking process. Eq. 18 shows a complexity of the system in case of a brute-force attack to select $k+1$ real minutiae from the vault including both real and chaff minutiae. From Eq. 18, the complexity can be increased as adding more chaff minutiae and using a higher-degree of the polynomial under the $n>k$ condition.

$$\text{Complexity 1} = C_{k+1}/C_{k+1}$$  \hspace{1cm} (18)

We can consider another possible attack, called coefficient attack, that reconstructs the polynomial directly by guessing the coefficients of the polynomial. In this case, the complexity can be represented as Eq. 19, where $k$ and $l$ are the degree of the polynomial and the bit length of the coefficient, respectively. The complexity can be increased with a higher-degree of the polynomial because $l$ is decided by the image size.

$$\text{Complexity 2} = 2^{((l+1)n)}$$  \hspace{1cm} (19)

Note that the previous researches[3-5] are not applicable to the fingerprint having a few minutiae since they use a fixed-degree of the polynomial without considering the number of minutiae extracted from each user. For example, Fig. 1 shows the result of the fingerprint verification of the fuzzy fingerprint vault. As shown in Fig. 1(a), 7 real minutiae are extracted from a template fingerprint image, and then 200 chaff minutiae are added. In the verification stage, 7 minutiae are extracted from input fingerprint image(Fig. 1(b)), and then 6 real minutiae(represented as dotted red circle) are matched between Fig. 1(a) and (b) after aligning them exactly(Fig. 1(c)). If the system uses a fixed-degree of the polynomial(i.e., degree of more than 7), the user cannot be accepted as a legitimated user, in spite of using the same finger.

The straightforward method to solve this problem is to set the fixed-degree of the polynomial to be one less than the minimum number of minutiae extracted from all users. However, this simple method may degrade the security of the fuzzy fingerprint vault because the security of the system is based on the difficulty of the polynomial reconstruction problem. For example, let’s consider two scenarios when the number of real and chaff minutiae are 30 and 200, respectively. Scenario A uses a degree-3 polynomial with 16-bit length coefficients and scenario B uses a degree-12 polynomial. According to Eq. 18, the complexities of scenario A and scenario B are about $4.1 \times 2^{39}$ and $4.7 \times 2^{16}$, respectively. Also, according to Eq. 19, the complexities of scenario A and scenario B are $2^{64}(=2^{((3+1)\times 16})$ and $2^{208}(=2^{((12+1)\times 16})$ evaluations, respectively. Note that, the time for each evaluation using Eq. 18 is much larger than that of
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Fig. 1. An example of the fuzzy fingerprint vault with a few minutiae. (a) template fingerprint image(O : real minutiae, X : chaff minutiae), (b) input fingerprint image, (c) result of verification after alignment
In this paper, we propose a method for applying the fingerprint having a few minutiae to the fuzzy vault without sacrificing the security. To implement a practical fuzzy fingerprint vault system, we use multiple polynomials in the locking process, as shown in Fig. 2(b), instead of the typical method using only one polynomial as shown in Fig. 2(a)[3-5]. That is, each element of the real minutiae is projected on the two different polynomials \( p_1(x) \) and \( p_2(x) \).

In the typical fuzzy fingerprint vault using one polynomial, each \( x \) value has its corresponding \( y \) value projected on \( p_2(x) \) as shown in Fig. 2(a). In this case, if the degree of the polynomial is low, the security problem can be occurred in the fuzzy fingerprint vault system as explained in the previous section. However, if each \( x \) value has its corresponding \( y \) values projected on both \( p_1(x) \) and \( p_2(x) \) as shown in Fig. 2(b), we can solve the security problem. Because these two polynomials are independent with each other, it is difficult for an attacker to generate the two polynomials correctly. Chaff minutiae protecting real minutiae also have two \( y \) values that do not lie on both \( p_1(x) \) and \( p_2(x) \) in the proposed method. Real and chaff minutiae are represented as white and black circles in the Fig. 2, respectively.

Therefore, Eq. 11 of the locking process \( \oplus \) has to be modified as Eq. 20. \( v_{y1} \) and \( v_{y2} \) are computed by Eq. 21 and 22. That is, if \( r_i \) are real minutiae, \( v_{y1} \) and \( v_{y2} \) are the results projected on the polynomial \( p_1(x) \) and \( p_2(x) \). Otherwise, \( v_{y1} \) and \( v_{y2} \) are the generated values that do not lie on both \( p_1(x) \) and \( p_2(x) \). Also, Eq. 12 in the unlocking process \( \oslash \) is redefined as Eq. 23.

In the unlocking process \( \oslash \), RS\_DECODE may return two polynomials \( p_1'(x) \) and \( p_2'(x) \) using \( k \) and \( M \) that is redefined in Eq. 24.

\[
V = \{ (v_i, v_{y1}, v_{y2}) \mid k \mid i = 1, \ldots, r \} \tag{20}
\]

\[
v_{y1} = \begin{cases} p_i(X) & X_i \text{ is real minutiae} \\ p_i(X) + \alpha & X_i \text{ is chaff minutiae} \end{cases} \tag{21}
\]

\[
v_{y2} = \begin{cases} p_i(X) & X_i \text{ is real minutiae} \\ p_i(X) + \alpha & X_i \text{ is chaff minutiae} \end{cases} \tag{22}
\]

\[
\begin{align*}
X_i &= x_i, X + y_i \in \text{GF}(p^3), i = 1, \ldots, r \\
M &= \{(m_i, v_{y1}, v_{y2}) \mid |i = 1, \ldots, r|, m_i = (X_i, y_i, \theta, t_i) \} \tag{23}
\end{align*}
\]

### Table I. Parameter Setting for the Multiple-Polynomials Method.

| # of Real Minutiae | 4–5 | 6–10 | 11–15 | 16–20 |
|--------------------|-----|------|-------|-------|
| Degree of Polynomial | 3   | 4    | 6     | 7     |
| # of Polynomial    | 4   | 3    | 2     | 1     |

### Table II. Performance Comparison

| Degree | FAR (%) | GAR (%) | FAR (%) | GAR (%) |
|--------|---------|---------|---------|---------|
| 7      | 0.18    | 90.79   | 0.18    | 91.68   |
| 8      | 0.12    | 86.93   | 0.12    | 88.21   |
| 9      | 0.08    | 82.86   | 0.08    | 84.54   |
| 10     | 0.02    | 78.36   | 0.02    | 80.50   |
| 11     | 0.02    | 72.46   | 0.02    | 74.68   |
| 12     | 0.00    | 70.25   | 0.00    | 72.57   |

### IV. Experimental results

To evaluate the performance of the proposed method using multiple polynomials, we used FVC2002-DB1 Set A[6]. The database is consisted of 100 fingers, and 8 impressions per finger. Each sample was matched against the remaining samples of the same finger to compute the Genuine Acceptance Rate(GAR). Similarly, the first sample of each finger was matched against the first sample of the remaining fingers to compute the False Acceptance Rate(FAR). All experiments were performed on a system with a 2.66GHz processor, and the number of chaffs was 200.

To examine the effectiveness of the proposed method, we implemented multiple configurations(e.g., the degree of the polynomial, the number of polynomials) based on the number of real minutiae (see Table I). Note that, for fingerprints having a few minutiae, we determined these parameters to make the total degree(i.e., sum of each degree of multiple polynomials) to be 12(i.e., the maximum degree of the previous methods).

We applied our multiple-polynomials method to the fingerprints having less than 15 minutiae because of having too little overlap between different acquisitions of the same fingerprints. For fingerprints having more than 15 minutiae, the fixed-degree polynomial method was applied like the previous researches.

As shown in Table II, the proposed method can improve the
performance of GAR without any degradation of FAR (Note that the degree of the polynomial in the proposed method is not shown in Table II because each fingerprint has a different number of degree). Especially, if the system uses a degree-10 polynomial without considering the number of template minutiae, the previous method cannot handle the fingerprints having less than 10 minutiae (i.e., regard the legitimate user as an attacker). In the experiment, there were only 35 cases for the fingerprints having less than 10 template minutiae. If the test scenario has more cases for the fingerprints having a few minutiae, then the GAR gap between the previous and the proposed methods can be increased.

Also, if the system uses only one polynomial of degree 3, the security against the coefficient attack with the 4 coefficients is $2^{64}$ according to Eq. 19. The security of our system that uses 4 polynomials of degree 3 can be increased to $2^{256}$.

V. CONCLUSION

Although the fuzzy fingerprint vault is one of the best solutions to protect the fingerprint template securely, it is difficult to implement a practical system without considering the number of minutiae extracted from each user. The previous results cannot handle the fingerprint having a few minutiae, because they use a fixed-degree polynomial. To solve this problem, we decided the degree of polynomial adaptively by considering the number of minutiae. Furthermore, we applied multiple polynomials to improve the security of the fuzzy fingerprint vault with a low-degree polynomial. Based on the experimental results, we confirm that the proposed method can enhance not only the security but also the performance of GAR without any degradation of FAR. Furthermore, with the advance of computing power, our method can maintain the required security (i.e., scalable) by adjusting the number of polynomials and the degree of each polynomial.
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