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INTRODUCTION

With the growing demand and usage of cloud services, it is imperative to provide security to the data at a prime level. To achieve optimal security, the data are encrypted using algorithms such as RSA and Diffie-Hellman. These algorithms generate a "key" to actually perform the encryption. Managing this "key" is a part of the key management problem. If this key is revealed or compromised, it poses a direct threat to the integrity of the data.

Managing this key at the clients' site or at the cloud service providers' (CSP) site poses a serious security threat to the data itself. The existing security scheme does not allow the client or the CSP to save or choose this key. A third-party termed as a certificate authority (CA) is involved. The CA chooses the key that the client and the CSP require for communication. This again exposes a security threat. What if, the CA is compromised? Hence, this is not really an optimal solution for this problem. Effective synchronization is also a problem in this case. To overcome synchronization delay, some of the public keys come pre-installed in the operating system; we use these days. Although the time one requires to crack the private key generated by the CA is exponential, the very fact that it can be cracked makes the existing system less attractive. To overcome this, the existing system uses some key discarding techniques. Where a key is discarded or destroyed after a period. This again raises another question: How many times should one update their local machines with new keys? The major drawback of the existing system is that it does not provide an effective solution for key-recovery if lost.

Securing the key and proving a key recovery mechanism ensures trust between a client and a CSP. In this paper, we propose a technique to manage the key at the client's site while the service providers' site manages a portion of the key. The proposed technique secures the key itself and also provides a fail-safe mechanism to retrieve the key if lost.

LITERATURE SURVEY

Assorted key-management techniques were studied from the paper [1]. Symmetric key-management scheme, group key management, and various other new key-management techniques were understood from this paper [3]. This journal was greatly helpful in understanding various encryption algorithms and their role in key management. The symmetric and asymmetric key algorithms and various other hashing algorithms were understood from this journal. The mathematics behind them and how they are used in real life was also understood. The necessity of securing the data was understood from the paper [4]. How aggregated data can be hashed without any hassle and the various drawbacks in handling large amount of data for hashing to achieve security was also understood. How key management is used in this scenario was also understood. The concept of group key. Splitting key into n parts and installing them at various client location was understood from the paper [5].

Phase I – Encrypting the data

This is a straightforward mechanism to encrypt the data where we use a symmetric or asymmetric algorithm to encrypt the data. The research focuses on managing the key that is used for encryption by the algorithm. We do not really pay attention to the algorithm we use. This encrypted data are then stored at the CSP's end, while the actual encryption is done at the client's site.

Phase II – “The split key technique”

Once the encryption algorithm leaves a “key” as a residue. We apply a hashing function to the key and split the actual key into two equal “sub-keys.” This can be done vice-versa as well. This is done at the client's site.

THE SPLIT KEY TECHNIQUE

The plain text or the hashed primary key is given as an input to an application which then splits it into equal halves. The application's output
is two files. If the key is split first then, the two halves are given as input to the hashing algorithm. This hashing technique can be kept secret.

Once the sub-keys are hashed, we randomly chose one to stay at the client's location and the other to be stored at the CSP's location. Now that the key is split into parts, effective synchronization and authentication mechanisms should be in place to generate the primary key from the sub-keys and to maintain trust between the client and the CSP.

Synchronization
When a client needs to access the data at the CSP's location, the two sub-keys should be combined to generate the actual key. The same application that was used to split the key into two equal halves is used to merge the two sub-keys to form the primary key in cipher text.

This merged output file is taken as the input to the hashing algorithm. Here, the ciphertext file is converted into a plain text file.

Authentication
No additional authentication is required because the primary key cannot be regenerated with out using the right subkeys. The subkey present at the CSP's location could be the authentication for the client and vice-versa.

DESIGN
As the owner of the data, it gives all the right for a client to generate and manage their own key. We assume, security at all levels in the client's premises is optimal.

The algorithms and the hashing techniques used are not our primary concern. The key that is used for the encryption by the algorithm is our main focus. Moreover, as this is done at the client's location, we trust all the other clients as well. Should the client be a huge enterprise? The proposed idea can be implemented with or without a local key management server (KMS).

With a local KMS
Introducing a KMS locally lessens the burden on the client's machine. This, however, increases administrative work and also increase security risk of KMS being compromised. But here, as the keys at KMS are already hashed and split the intruder cannot get any useful information. This method is suitable if the number of client in a LAN network is large.

Here, the KMS can also implement the splitting of the key, deploying them on the client machines based on requirement and necessity.

Without a KMS
Without a KMS, each of the client presents locally is responsible for generating their own key and performing the split-key technique. The clients then can freely request and access the data needed at the CSP at their will.

ACCESSING THE DATA AT CSP
Accessing the data at the CSP requires the actual key. In this case, the combination of the subkeys. The application that was used to split the key is used to generate the primary key by simply joining the two subkeys. As discussed earlier, there is no authentication required. The subkeys themselves act as an authentication factor.

TRANSFER OF KEYS OVER LAN
Once the key is split into halves and stored at the consumer's and provider's location, we need an effective mechanism to transfer one-half of the key at the provider's location to the consumer's location. To achieve this, separate consumer and provider programming methods are used.

This transfer of key is practically achieved using python socket programming.

The consumer method
This method is capable of receiving the key in the form of an array of bytes. As socket programming is used, byte ordering is taken care by default.

This method also comprises of the key join method so that, once both halves of the keys are gathered they are joined together.

Algorithm
1. A consumer socket is created
2. The socket is binded with the local IP and a Port no.
3. The socket is now made to listen passively at the given port no.
4. The connection received from the CSP's end is accepted
5. The contents received is stored in a local variable
6. The contents are then written to an output file.
The contents of the output file are equivalent to the file that was transmitted from the CSP

The provider method

This method, basically transfers the one-half of the key that it has to the consumer. This key can be stored or put in the provider’s place by various means. It can be as simple as just copying the half of the key and physically dumping it at the provider’s end. As the split keys are already hashed, there is no real security threat here.

Algorithm

1. A provider socket is created
2. The created socket is connected to the local IP address and the port no. the consumer is listening
3. The file to be transferred is referenced using file object
4. Then, the contents of the file are then read using the file object and stored in a local variable
5. The contents of this variable are then transmitted through the port no. to the given IP address byte-by-byte.

The number of bytes received at the receiver’s end is in the same order in which it was transmitted.

CONCLUSION AND FUTURE WORK

As discussed throughout, splitting the key into equal halves and encrypting them provides security to the “key” itself. If the primary key is lost at the client’s side, we can still recover or regenerate the primary key by merging the two subkeys. Hence, providing a fail-safe mechanism to retrieve key if lost.

Future research can include simplifying the process of splitting the key and synchronization process. An additional authentication mechanism can be in place at the CSP’s location to validate if the requester is authorized.
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