Abstract—This article presents an approach to encode Linear Temporal Logic (LTL) Specifications into a Mixed Integer Quadratically Constrained Quadratic Program (MIQCQP) footstep planner. We propose that the integration of LTL specifications into the planner not only facilitates safe and desirable locomotion between obstacle-free regions, but also provides a rich language for high-level reasoning in contact planning. Simulations of the footstep planner in a 2D environment satisfying encoded LTL specifications demonstrate the results of this research.

I. INTRODUCTION

Humanoid locomotion is accomplished by changing its footholds. In order to move feasibly and efficiently, a footstep planner must be able to find sequences of foot positions and orientations that will realize the robot’s locomotion objectives. One established solution for the footstep planning problem is to perform some discrete sampling-based search algorithm over reachable foot positions and orientations. This approach first determines candidate footsteps through one of several methods, including:

- intersecting valid sample limb configurations with the environment to determine which limb configurations are close to contact and then projecting these configurations onto contact using inverse kinematics [1]
- assuming general bounds on the displacement of each foothold based on the robot structure and kinematic reachability [2] [3] [4] [5]
- defining an action-effect mapping [6]

Then, a search algorithm, such as A* [7] [6] [8] [4] or Rapidly-exploring Random Trees (RRT) [5] [9] is used to find a sequence of footsteps. However, the performance of these search algorithms largely depends on the quality of the heuristic function that guides the search as well as the granularity of the discretization. As an alternative, Deits and Tedrake [10] proposed a footstep planner formulated as a mixed integer optimization program with continuous decision variables for footstep position and orientation, and integer decision variables to eliminate non-convex constraints. After employing the IRIS algorithm [11] to compute large obstacle-free convex regions within the provided environment, their solution solves a Mixed Integer Quadratically Constrained Quadratic Program (MIQCQP) with a clever discretization of\( \cos \) and \( \sin \) in its reachability constraint. This approach solves for globally optimal footstep plans at realtime rates while satisfying reachability constraints and avoiding obstacles.

II. PROBLEM DESCRIPTION

In this article, we consider the problem of encoding temporal logic specifications into a MIQCQP footstep planner to improve and extend its functionality. Continuous footstep planners like the Mixed Integer Quadratically Constrained Quadratic Program (MIQCQP) footstep planner proposed by Deits and Tedrake [10] adopt an optimization framework, thereby avoiding the use of search heuristics as well as the sampling of discretized footstep configurations. The problem of integrating temporal logic specifications into a sampling-based search algorithm such as Probabilistic Road Maps (PRMs) and Randomly-Exploring Random Trees (RRTs) has been studied [12] [13]. However, we have adopted the continuous footstep planner to take advantage of its ability to solve for optimal solutions as well as the ease with which its optimization framework can be expanded upon to include simplified robot dynamics constraints and compute for reaction forces.

III. SOLUTION

As mentioned previously, this work builds upon Deits’ [10] footstep planner. This planner solves an MIQCQP to determine \( x, y \) and \( \theta \) for \( N \) footsteps. We first will cover the formulation of this footstep planner before discussing the encoding of LTL specifications.

A. MIQCQP Footstep Planner

The footstep planner seeks to minimize a quadratic cost function (in terms of the length of each stride and the distance between the terminal footstep and the goal footstep position and orientation) subject to obstacle avoidance and reachability constraints. Obstacle avoidance is facilitated by first decomposing the non-convex obstacle-free configuration space into a set of convex “safe” regions [11]. These convex regions are then defined as polygons by the halfspace representation and added as convex constraints to the program. A binary variable is assigned to each possible footstep and region pair. If such a binary variable is 1, the corresponding footstep is assigned to the region. More precisely, the matrix, \( H \in \{0, 1\}^{R \times N} \), where \( R \) is the number of regions and \( N \) is the number of footsteps, is constructed such that if \( H_{r,j} = 1 \), then the \( j^{th} \) footstep, \( j = \{1, ..., N\} \), is assigned to the region \( r \). This implication is defined as a mixed-integer linear constraint using the big-M formulation [14],

\[
-M(1 - H_{r,j}) + A_r f_j \leq b_r
\]

where

\[
f_j = \begin{bmatrix} x_j \\ y_j \\ \theta_j \end{bmatrix}
\]

\( M \) is a sufficiently large positive number, \( A_r \) defines the normal vectors corresponding to the supporting halfplanes
of the polygonal obstacle-free regions, and \( b_r \) defines the offsets between the halfplanes and the origin. However, since the footstep must only belong to one region instead of the intersection of all these regions, \( \sum_{r=1}^{R} H_{r,j} = 1 \) must be enforced.

The footstep reachability constraint is defined as the intersection of two circular regions offset from the previous foothold (as shown in Eq. 2 below). These offsets are mirrored for left and right feet.

\[
\left\| \begin{bmatrix} x_j \\ y_j \end{bmatrix} - \left( \begin{bmatrix} x_{j-1} \\ y_{j-1} \end{bmatrix} + \begin{bmatrix} \cos(\theta_j) \\ \sin(\theta_j) \end{bmatrix} p_i \right) \right\| \leq r_i \tag{2}
\]

where \( i \in \{1, 2\} \), \( j \in \{2, \ldots, N\} \), \( p_i \) are the centers of the circles, and \( r_i \) are the radii of the circles. By tuning \( p_i \) and \( r_i \), we can obtain a conservative approximation of a biped’s footstep reachability. In order to eliminate the nonlinearity, \( \cos \) and \( \sin \) are approximated by linear piece-wise functions along with binary variables to decide which linear segment of the function to use based on \( \theta \)’s value. These binary variables are defined as binary matrices, \( S, C \in \{0, 1\}^{L \times N} \), where \( L \) is the number of piece-wise segments and \( N \) is the number of footsteps. Since \( \theta \) cannot belong to multiple segments, \( \sum_{i=1}^{L} S_{i,j} = \sum_{i=1}^{L} C_{i,j} = 1 \) must be satisfied. Our piece-wise approximation of \( \cos \) and \( \sin \) defines 5 linear segments:

\[
\sin(\theta) = \begin{cases} 
-\theta - \pi & -\pi \leq \theta < -1 - \pi \\
-1 & 1 \leq \theta < -1 \\
\theta & -1 \leq \theta < 1 \\
1 & 1 \leq \theta < \pi - 1 \\
-\theta + \pi & \pi - 1 \leq \theta < \pi 
\end{cases} \tag{3}
\]

\[
\cos(\theta) = \begin{cases} 
-1 & -\pi \leq \theta < -\pi/2 - 1 \\
\theta + \pi/2 & -\pi/2 - 1 \leq \theta < -1 - \pi/2 \\
1 & 1 - \pi/2 \leq \theta < \pi/2 - 1 \\
-\theta + \pi/2 & \pi/2 - 1 \leq \theta < \pi/2 + 1 \\
-1 & \pi/2 + 1 \leq \theta < \pi 
\end{cases} \tag{4}
\]

The graphical representation of this approximation is shown in Fig. 1. We also bound the change in footstep orientation in every step to \( \pi/8 \) rad.

Putting the quadratic cost function and all these constraints together, we get the following MIQCQP:

\[
\begin{align*}
& \text{minimize} & f_N - g)^T Q(f_N - g) + \sum_{j=1}^{N-1} (f_{j+1} - f_j)^T R(f_{j+1} - f_j) \\
& \text{subject to} & H_{r,j} = A_r f_j \leq b_r \\
& & S_{i,j} = \begin{cases} 
\phi_l \leq \theta_j \leq \phi_{l+1} \\
\phi_{l+1} - \theta_j \leq \phi_{l+2} - \phi_l + h_l 
\end{cases} \\
& & C_{i,j} = \begin{cases} 
\phi_l \leq \theta_j \leq \phi_{l+1} \\
\phi_l \leq \theta_j \leq \phi_{l+1} 
\end{cases} \\
& & \left\| \begin{bmatrix} x_j \\ y_j \end{bmatrix} - \left( \begin{bmatrix} x_{j-1} \\ y_{j-1} \end{bmatrix} + \begin{bmatrix} \cos(\theta_j) \\ \sin(\theta_j) \end{bmatrix} p_i \right) \right\| \leq r_i \\
& & \sum_{r=1}^{R} H_{r,j} = \sum_{l=1}^{L} S_{l,j} = \sum_{l=1}^{L} C_{l,j} = 1 \\
& & \theta_j - \theta_{j-1} \leq \pi/8 
\end{align*}
\]
σ_i ≡ φ_1 ∧ φ_2 \text{ iff } σ_i ≡ φ_1 \text{ and } σ_i ≡ φ_2 \quad (12)
σ_i ≡ ¬φ \text{ iff } σ_i \not≡ φ \quad (13)
σ_i ≡ φ \text{ iff } σ_{i+1} ≡ φ \quad (14)

σ_i ≡ φ_1 U φ_2 \text{ iff } \exists i \text{ s.t. } σ_j ≡ φ_2 \text{ and } σ_k ≡ φ_1 \quad ∀i ≤ k < j \quad (15)

2) Mixed Integer Encoding: In this section, we will detail the mixed integer encoding of Linear Temporal Logic specifications. Let p be an atomic proposition defined over some footstep. Then, this proposition has a corresponding binary variable P^k, which is defined to be 1 when p is true at the kth footstep and 0 when p is false at the kth footstep (where k = 0...N - 1).

To appropriately extend the semantics of Linear Temporal Logic to mixed integer programming, we redefine the original satisfaction relations outlined in the previous section in terms of integer variables. Let σ_k is a finite run that starts at footstep k.

Firstly, σ_k \models p can be encoded by the following integer constraint,

\[ P^k = 1 \quad (16) \]

The conjunction satisfiability relation, σ_k \models \land_{j=1}^m φ_j, where m is any integer greater than 1, can be encoded by the following integer constraint,

\[ \sum_{j=1}^m P^k_{φ_j} = m \quad (17) \]

The negation satisfiability relation, σ_k \models ¬φ can be encoded by the following integer constraint,

\[ P^k_{φ} = 0 \quad (18) \]

Although the disjunction satisfiability relation, σ_k \models \lor_{j=1}^m φ_j, where m is any positive integer greater than 1, can easily be derived from the conjunction (Eq. [17]) and negation (Eq. [18]) satisfiability relations by means of Eq. [6] we propose a more succinct encoding:

\[ \sum_{j=1}^m P^k_{φ_j} > 1 \quad (19) \]

Finally, σ_k \models φ can be encoded by the following integer constraint,

\[ P^{k+1}_φ = 1 \quad (20) \]

The encoding of the until operator, U can be defined in terms of Eqs. [11][20] above. Specifically, the expansion laws of LTL formulae [15] give us the following recursive identity for the until operator, U:

\[ φ_1 U φ_2 = φ_2 \lor (φ_1 \land (φ_1 U φ_2)) \quad (21) \]

Granted that footstep planning involves a finite horizon, any loops in the plan are finite and would not lead to circular reasoning (as pointed out in [16]). As a result, we can avoid using an auxiliary encoding of U, which involves under-approximating its functionality [17]. Instead, our proposed approach formulates a set of nested mixed-integer constraints (using Eqs. [11][20] over a vector of binary variables, in which each variable corresponds to the satisfiability of φ_1 U φ_2 at a particular foothold in the run.

Let T ∈ {0, 1}^{1x(N-k)} be a vector of binary variables of length N - k + 1. Assuming Eqs. [11][20] σ_k \models φ_1 U φ_2 can be encoded by the following set of integer constraints:

\[ T^i = P^i_{φ_1} \lor (P^i_{φ_1} \land T^{i+1}) \quad i = k, ..., N - 1 \quad (22) \]

with base case,

\[ T^N = P^N_{φ_2} \quad (23) \]

and satisfiability constraint (i.e. σ_k must satisfy the LTL specification, φ_1 U φ_2)

\[ T^k = 1 \quad (24) \]
Instead of deriving the mixed-integer encodings for safety, liveness, and persistence LTL formulae from the general definitions above, we can more efficiently encode them as follows:

**Safety (“always”):** The safety LTL specification, $\sigma_L \models \Box \phi$ can be encoded as the following integer constraint:

$$\sum_{i=k}^{N} P^i_{\phi} = N - k + 1 \quad (25)$$

**Liveness (“eventually”):** The liveness LTL specification, $\sigma_L \models \diamond \phi$ can be encoded as the following integer constraint:

$$\sum_{i=k}^{N} P^i_{\phi} \geq 1 \quad (26)$$

**Liveness (“repeated eventually”):** The liveness LTL specification, $\sigma_L \models \Box \diamond \phi$ (repeated eventually) can be encoded as the following set of integer constraints:

$$\sum_{i=j}^{N} P^i_{\phi} \geq 1 \quad j = k, ..., N \quad (27)$$

**Persistence (“eventually always”):** The persistence LTL specification, $\sigma_L \models \diamond \Box \phi$ (eventually always) is defined with the help of Eq. (19) and is encoded as follows:

$$\sum_{j=k}^{N} \sum_{i=j}^{N} P^i_{\phi} = N - j + 1 \quad (28)$$

### IV. Examples

Our mixed integer encodings facilitate the integration of LTL specifications in the footstep planner. This is particularly powerful in ensuring safe performance of region-based locomotion tasks. Specifications can detail desired locomotion behavior such as the requirement that the robot must eventually enter a set of regions or that it must reach some region within some number of footsteps. Specifications can also be used to outline underlying environment (region-specific) characteristics such as the requirement that if a footstep is placed in a particular region, the following footsteps must remain in that region or that access to certain regions is only granted provided particular regions have already been visited.

In this section, we present three LTL-constrained footstep planning scenarios. These scenarios were solved using the commercial optimization solver, Gurobi on a laptop with a 2.3 GHz quad-core processor and 16 GB of memory. Source code and animations of these scenarios can be found on Github at [https://github.com/vikr53/ltl_footstep_planner](https://github.com/vikr53/ltl_footstep_planner)

#### A. Liveness

We will first consider encoding a region-based liveness specification that necessitates that certain obstacle-free regions be visited eventually. The planner then solves for an optimal set of footsteps that fulfill this requirement while also reaching some goal footstep position and orientation.

**Liveness:**

Liveness can be encoded as the following integer constraint:

$$\sum_{i=k}^{N} P^i_{\phi} = N - k + 1 \quad (25)$$

**Liveness (“eventually”):** The liveness LTL specification, $\sigma_L \models \diamond \phi$ can be encoded as the following integer constraint:

$$\sum_{i=k}^{N} P^i_{\phi} \geq 1 \quad (26)$$

**Liveness (“repeated eventually”):** The liveness LTL specification, $\sigma_L \models \Box \diamond \phi$ (repeated eventually) can be encoded as the following set of integer constraints:

$$\sum_{i=j}^{N} P^i_{\phi} \geq 1 \quad j = k, ..., N \quad (27)$$

**Persistence (“eventually always”):** The persistence LTL specification, $\sigma_L \models \diamond \Box \phi$ (eventually always) is defined with the help of Eq. (19) and is encoded as follows:

$$\sum_{j=k}^{N} \sum_{i=j}^{N} P^i_{\phi} = N - j + 1 \quad (28)$$

### B. Until

We now demonstrate the encoding of the until, $U$, temporal operator in the footstep planner. The until operator can be used to ensure that the approach to some goal state remains within certain pre-defined desirable regions. This has applications in a wide-variety of locomotive tasks such as surveying and reconnaissance.
Let \( p_{R_1}, p_{R_2}, \) and \( p_{R_3} \) be the atomic propositions, “a footstep is in Region 1”, “a footstep is in Region 2” and “a footstep is in Region 3” respectively. The length of the plan is \( N = 13 \).

**LTL Formula:**
\[
(p_{R_1} \lor p_{R_2}) U p_{R_3} \tag{31}
\]

**Mixed-Integer Encoding:** First, we define a vector of binary variables, \( T \in \{0, 1\}^{1 \times N} \). Then, we specify the base case (as given by Eq. 23):
\[
T^N = H_{R_1,N} \tag{32}
\]

where \( R_3 \) denotes the index for Region 3 in matrix \( H \). Next, following the formulation defined in Eq. 22 and Eq. 19 we first encode \( \phi^k_1 \equiv p^k_{R_1} \lor p^k_{R_2} \), where \( k = 1, \ldots, N - 1 \), and \( p^k_{R_1} \) and \( p^k_{R_2} \) are the atomic propositions, “the \( k \)th footstep is in Region 1”, “the \( k \)th footstep is in Region 2”.

\[
H_{R_1,k} + H_{R_2,k} \geq 1 - M(1 - p^k_{R_1}) \tag{33}
\]

\[
H_{R_1,k} + H_{R_2,k} \leq 1 - m + M(p^k_{R_1}) \tag{34}
\]

where \( m \) and \( M \) are sufficiently small and large positive integers respectively. Then, using the big-M formulation and the conjunction encoding given by Eq. 17 we encode the term, \( \phi_1 \land \bigcirc(\phi_1 U \phi_2) \):

\[
p^k_{\bar{\phi}_1} + T^{k+1} \geq 2 - M(1 - B^k) \tag{35}
\]

\[
p^k_{\bar{\phi}_1} + T^{k+1} \leq 2 - m + M(B^k) \tag{36}
\]

where \( B \) is a vector of binary variables, i.e. \( B \in \{0, 1\}^{1 \times (N-1)} \). Finally, we have the following two constraints to finish encoding the entire specification:

\[
H_{R_1,k} + B^k \geq 1 - M(1 - T^k) \tag{37}
\]

\[
H_{R_1,k} + B^k \leq 1 - m + M(T^k) \tag{38}
\]

All that remains is simply adding the satisfiability constraint (Eq. 24):
\[
T^1 = 1 \tag{39}
\]

Fig. 3 displays the solved LTL-constrained footstep plan. It is evident that the 13 planned footsteps abide by the given specification, “until Region 3 is reached, footsteps must either be in Region 1 or Region 2”, while reaching its goal state - (x: 2, y: 1.5, \( \theta \): \( \pi/2 \)). This example was solved in around 2s.

**C. Timed Specifications**

In this example, we consider the encoding of timed LTL constraints, where each footstep is assumed to be a single time unit. Defined over a discrete time domain, these specifications are relatively simple to encode but allow for the expression of interesting constraints like “always be in a particular region or set of regions for the first \( p \) steps” or “eventually reach a region within the \( p^{th} \) and \( q^{th} \) footstep”, where \( p, q \) are arbitrary positive integers. For the sake of this example, we consider the following specification:

**LTL Formula:**
\[
\square[7 \leq k \leq 15] p_{R_1} \tag{40}
\]

The footstep plan generated for this scenario is shown in Fig. 4. The plan’s length is \( N = 18 \) steps. It is evident that the plan satisfies the discrete-timed specification, “the \( 7^{th} \) to the \( 15^{th} \) footstep must be in Region 2”, while finally reaching its goal state - (x: 1.5, y: 2.2, \( \theta \): \( 3\pi/4 \)). The solve time for this example was around 2s.

Aside from encoding surveying behaviors, an interesting application of such timed specifications is assessing the accessibility of a region. While taking into account the particular formulation of the footstep planner (the planning horizon, reachability constraints, the obstacle-free regions and other encoded specifications), this specification can determine whether a specific region or set of regions can be reached within some number of steps. For example, in order to determine whether Region 2 can be reached within 5 footsteps for the formulation used for this example, we can simply encode the specification, \( \phi_2 \equiv 5 p_{R_2} \), into the optimization program. By nature of the encoding, the planner attempts to satisfy this specification. Thus, if the MIQCQP is rendered infeasible, we know definitively that it is not possible to reach Region 2 in 5 footsteps, i.e. Region 2 is not accessible in 5 steps with the current formulation. The opposite is true when the MIQCQP is solvable, i.e. Region 2 is accessible in 5 steps.
V. ONGOING/FUTURE WORK

A. Stride Adjustment

We have also considered the encoding of region-based stride adjustments. Since the traversibility of terrain can vary significantly over a footstep plan, the planner may need to tread certain regions more carefully than others. Often, the first step in reducing the risk of losing dynamic stability on account of the terrain is reducing the stride length. This can be easily implemented by changing the reachability constraints for regions with difficult terrain:

From Eq. 2, \( p_i \) and \( r_i \), \( i \in \{1, 2\} \), are the centers and radii of the circles whose intersection defines the footstep reachability of the robot. To define the reduced reachability constraint, we merely have to intersect two relatively smaller and less set circles with centers and radii, \( p_{si} \) and \( r_{si} \), \( i \in \{1, 2\} \) respectively. Then, we use the big-M formulation to encode the implication that smaller strides only occur in specific regions. For example, smaller strides in Region 2 can be encoded as:

\[
\begin{align*}
\left[ x_j - \left( x_{j-1} + \begin{bmatrix} \cos(\theta_j) & -\sin(\theta_j) \\ \sin(\theta_j) & \cos(\theta_j) \end{bmatrix} p_i \right) \right] - M(1 - H_{R2,j}) & \leq r_i \quad (42)
\end{align*}
\]

Fig. 5 depicts the result of encoding the above specification in the footstep planner. It is evident that the planner is able to shorten its stride in this region to reduce the risk of slipping. However, it must be noted that solely planning shorter strides does not guarantee safer locomotion. Appropriate contact forces must also be planned. We hope to investigate the integration of our LTL-constrained planner with trajectory optimization (for planning through contact) [18].

B. Multi-Contact Planning

In addition to specifying region-based locomotion behavior, encoded LTL specifications can potentially be extended to the more difficult multi-contact problem, allowing us to encode higher-level reasoning about the safety and performance of these plans. We propose that this is possible by first defining the planner in three dimensions, then approximating the COM position as the center of the support polygon and adding approximate arm reachability constraints. Lastly, LTL constraints can be defined over the ordering of contacts. Given the combinatorial complexity of the multi-contact problem, this formulation would be able to not only make the problem more tractable but also guarantee the safety and performance of multi-contact plans. We are actively researching this idea and have done some preliminary tests on the simpler footstep planner (which has only 2 end-effectors).

Preliminary Results: To demonstrate that the ordering of end-effectors in contact need not be defined explicitly (as was done in the formulation of the original MIQCQP footstep planner [10]), we encode ordering-related LTL specifications into the planner and let the planner formulate the appropriate end-effector contact sequence. In the case of the footstep planner, the safe and desirable ordering of end-effectors in contact is trivial - the right foot must follow the left foot, and a footstep can be made by either the left or right foot, not both. This is encoded as the linear mixed-integer constraints:
\[ LL^j + RL^j = 1 \] (43)
\[ -M(1 - LL^{j-1}) + RL^j \leq 1 \] (44)
\[ M(1 - LL^{j-1}) + RL^j \geq 1 \] (45)

where \( LL^j \) and \( RL^j \), for \( j \in \{2, \ldots, N\} \), are binary variables that determine whether the left leg and right leg make the \( j^{th} \) footstep respectively. In addition, the reachability constraint in Eq. (2) must be changed to adjust whether a particular footstep was chosen to be made with the left or right foot:

\[
\begin{bmatrix}
  x_j \\
  y_j \\
\end{bmatrix} - \begin{bmatrix}
  x_{j-1} \\
  y_{j-1} \\
\end{bmatrix} + \begin{bmatrix}
  \cos(\theta_j) & -\sin(\theta_j) \\
  \sin(\theta_j) & \cos(\theta_j) \\
\end{bmatrix} \begin{bmatrix}
  p_1 \\
\end{bmatrix} \leq r_1
\] (46)

\[
\begin{bmatrix}
  x_j \\
  y_j \\
\end{bmatrix} - \begin{bmatrix}
  x_{j-1} \\
  y_{j-1} \\
\end{bmatrix} + \begin{bmatrix}
  \cos(\theta_j) & -\sin(\theta_j) \\
  \sin(\theta_j) & \cos(\theta_j) \\
\end{bmatrix} \begin{bmatrix}
  p_2 \\
\end{bmatrix} \leq r_2
\] (47)

This encoding was successful and generated similar results to the original formulation. It must be noted that while these specifications are in effect equivalent to original implicit encoding for the case of the footstep planner, it is neither preferable nor feasible to add ordering constraints on a contact-by-contact basis for the more complicated multi-contact problem. Instead, encoding such LTL specifications allow the planner to not only determine the optimal sequence of contacts but also guarantee that this sequence follows some safety constraints. In the multi-contact planning problem, these constraints could include simple requirements like \( \Box(l_{\text{leg}} \lor l_{\text{rleg}}) \) (one foot should always be on the ground), and even criteria for the necessity of multi-contact plans (such as uncertainty in the stability of certain contacts). This idea seems promising, and we hope to make progress on its development soon. The code for this example is available as the script, footstep_planner_contact_ordering_specs.py in the Github repository linked earlier in this paper.

C. Exploiting Sparse Constraint Matrices

While this planner can solve our footstep planning problem for 10 steps, 5 regions and a few LTL constraints in less than a second, increasing the planning horizon (i.e. planning for more footsteps), introducing new regions and encoding additional constraints increase the complexity of solving the mixed-integer program. Hence, a limitation of this planner is its poor scalability.

We propose that the sparsity of the \( H, S \) and \( C \) matrices can possibly be exploited to increase the solve times of plans with large horizons (greater than 20 footsteps). However, this is merely an idea at the moment, and we hope to explore this in more detail soon.