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ABSTRACT

Blockchain uses cryptographic proof to replace trusted third parties to ensure the correctness of the information, allowing any two willing parties to transact directly with each other. Smart contracts are pieces of code that reside inside the blockchains and can be triggered to execute any transaction when specifically predefined conditions are satisfied. Being commonly used for commercial transactions in blockchain makes the security of smart contracts particularly important. Over the last few years, we have seen a great deal of academic and practical interest in detecting and repairing the vulnerabilities in smart contracts developed for the Ethereum blockchain. In this paper, we conduct an empirical study on historical bug fixing versions of 46 real-world smart contracts projects from Github, providing a multi-faceted discussion. In this paper, we mainly explore the following four questions: File Type and Amount, Fix Complexity, Bug distribution, and Fix Patches. By analyzing the file type, amount, and fix complexity, we find that about 80% of the bug-related commits modified no more than one solidity source file to fix bugs. Up to 80% of bugs in solidity source files can be fixed by less than three fix actions. Modification is the mostly used fix action, which involves three lines of code on average. By using the analysis tool Mythril to detect the vulnerabilities, we find that nearly 20% of the solidity files in our dataset had or have had vulnerabilities. We finally find that the developers may not put much attention to fixing vulnerabilities reported by Mythril completely or avoid introducing them again. Because vulnerabilities that have a high repair percentage usually have a high rate to be introduced again.
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1. Introduction

Blockchain uses cryptographic proof to replace trusted third parties to ensure the correctness of the information, allowing any two willing parties to transact directly with each other in an open environment. Ethereum (2) (3) is the most popular blockchain platform, which not only allows transactions with tokens but also offers storage and execution of the code, known as smart contracts. Smart contracts are at the core of Ethereum’s value (4), which are pieces of code that reside inside the decentralized blockchains in essence, and can be triggered to execute any task when specifically
predefined conditions are satisfied (34). Smart contracts in Ethereum are typically written using a statically-typed high-level programming language named Solidity (6). As a young language born in 2015, solidity is not safe enough and is exposed to severe vulnerabilities (9), which allow attackers to steal money or cause other damage while exploiting them. For example, the attackers exploited the Reentrancy vulnerability of DAO (decentralized autonomous organization) to steal over 3,600,000 Ether, or 60 million US Dollars in June 2016 (22). In April 2018, the attackers exploited the Integer Overflow vulnerability of the USChain BEC contract to copy tokens infinitely, causing the value of BEC tokens which is worth 900 million dollars to zero (5). Therefore, it is necessary to study the bugs in smart contracts in order to prevent such attacks and financial losses.

Over the last few years, we have seen a great deal of both academic and practical interest in the topic of detecting vulnerabilities in smart contracts developed for the Ethereum blockchain (17) (23) (24) (25) (26) (27) (28) (29). Meanwhile, (22) (27) (37) reduce the effort of repairing the vulnerabilities of smart contracts by proposing various approaches to automatically repair programs. Although most of the work has focused on detecting and repairing the vulnerabilities of smart contracts in Ethereum, the research community has limited knowledge on the naturalness of bug fixes in smart contract repositories. For instance, are bug fixes all in solidity files? How many solidity files are involved when fixing bugs? How many lines of code are involved? Are the existing vulnerabilities common and representative enough? It is of great importance to design an empirical study to answer these questions.

In this paper, we focus on understanding bug fixes on real-world smart contract projects. We conduct an empirical study on the bug-related commits from the history of 46 smart contract projects from Github to analyze the bug fixes on them, providing a multi-faceted discussion. In general, we explore the following four questions in this paper.

**File Type and Amount.** File type and amount are the types and number of files that are involved when fixing bugs in a commit. According to our findings, most bug fixes in smart contract projects only involve one Solidity file. The percentage that developers add Solidity source files to the repositories to fix bugs is less than 20%.

**Fix Complexity.** We want to find out the most used fix action and the length of code for fixing bugs. This may be helpful for developers or automatic programs to repair solidity files in future studies. The findings reveal that up to 80% of bugs in Solidity source files can be fixed by less than three fix actions. Modification is the mostly used fix action, which involves three lines of code on average. Except for modification, developers tend to add code rather than delete them when performing a fix in general. The average number of lines of code added or deleted is 5.

**Bug Distribution.** The third one is the bug distribution in solidity files. We find that nearly 20% of the 3,545 solidity files in our dataset have bugs. And the number of bugs reported by Mythril is far more than that of syntax errors. Exception state and Integer Overflow are the two most common bugs.

**Fix Patches.** Based on the bug distribution, we want to find out how many and how the developers fix these vulnerabilities reported by Mythril (42) the analysis tool to detect vulnerabilities in the evolution of the projects. We also consider how many new vulnerabilities have been introduced in this part. The results show that the developers may not put much attention to fixing vulnerabilities completely or avoid introducing them again. Because vulnerabilities that have a high repair percentage usually
have a high rate to be introduced again. To facilitate research and application, our replication package and the dataset are available at https://github.com/echowyl8/Real-Bug-Fixes-in-Smart-Contracts-Projects. **Contributions.** Our contributions in this paper can be summarized as follows:

- We release a bug-fixing dataset (commit-level) of 46 real-world smart contract projects.
- We provide a multi-faceted discussion of bug fixes in real-world smart contract projects.
- We analyze the vulnerabilities and their fixes in Solidity files from the bug-fixing history of smart contract projects on Github.

The rest of this paper is structured as follows: Section 2 introduces the data extraction process and research questions we use to conduct the study. Section 3 presents the results of our empirical study. After that, Section 4 discusses the related work. Section 5 introduces the threats to validity. Finally, Section 6 gives the conclusions of this work.

2. Methodology

2.1 Dataset

In order to analyze the bug fixes on real-world smart contract projects, we collect 50 smart contract projects from GitHub (7). The specific data collection and screening are as follows.

**Programming language.** We collect the repositories with the applied search key "contract" and "solidity" or "javascript". In this paper, we only explore the smart contract on Ethereum written by solidity. Because most of the smart contract platforms are javascript frameworks, we also consider the repositories related to the keywords "contract" and "javascript". All the 50 repositories we choose have been manually checked to assure they are projects of Ethereum smart contracts.

**Popularity.** The number of stars of a repository is a proxy for its popularity on GitHub. Starring a repository allows GitHub users to express their appreciation for the project (8). All the 50 repositories we studied are among the repositories with the highest stars from the search results.

In addition to downloading these 50 projects from Github, we also download their commit metadata available from GitHub. Then, we identify the commits that are related to bug fixes by only keeping the commits that have keywords 'fix', 'bug', 'patch' or 'resolve' (9) and filter commits using anti-patterns (9) 'rename', 'clean up', 'refactor', 'merge', 'misspelling', 'compiler warning'. After filtering out repositories with zero bug-related commits and drop duplicates, we get 46 repositories for further study. The number of commits our dataset has is 43,354, 6,146 commits are related to bug fixing, as shown in Table 1. As shown in Figure 1, contracts-solidity is the repository with the most bug-related commits, which has 4,836 commits including 710 bug-related commits.

| Table 1 |
|---------|
| Dataset statistics |
| Overall | mean | max | min |
| commit  | 43,354 | 867  | 4,836 | 1 |
| bug-fix commit | 6,146 | 133  | 710  | 4 |

2.2. Research Questions

In order to understand the distribution of bugs and bug fixes in real-world smart contract projects.

We consider the following four research questions. The results can help developers to understand the
bug fixes during the maintenance process of smart contract projects better. Future research may leverage such knowledge to repair or design new automatic repair methods to fix more bugs.

File Type and Amount. The types and number of files involved in a bug fix may affect the programmers’ operations fix and the design of automatic program repair. There are both configuration files and source code files in smart contract projects, and the two kinds of files also involve different types of files. In this part, we explore the types and the number of files during fixing bugs in a commit. We want to find out the most modified file types and the number of solidity files that are added, deleted, and modified during fixing bugs. Recently, several automated smart contract repair approaches have been proposed (22) (27) (37). But they only modify one solidity file so that the bugs which are not related to the solidity files or involve more than one file could not be fixed by automatic program repair techniques. Knowing the types of files and the number of solidity files modified when programmers fix bugs may help us to maintain smart contract projects more expertly and even build the foundation for the automatic repair of smart contracts.

The problems and goals in this part we study are as follows:

**RQ1.** What types of files are involved when fixing bugs? To explore the file types of the files that are most modified.

**RQ2.** How many solidity files are modified during a fix? To calculate the number of modified Solidity source files in a bug fix (within a commit) in all 46 repositories.

**RQ3.** How many solidity files are necessary to be added or deleted to fix bugs? To calculate the number of solidity files added or deleted during a bug-related commit.

**Fix Complexity.** Analysis of the distribution of fix actions and the code lines is essential for us to
understand the
and design automatic smart contract repair approaches. A fix action refers to addition, modification, or deletion code. In this part, we want to explore the most used operation to fix bugs in solidity files, and the lines of code it involved. The problems and goals in this part we study are as follows:

**RQ4.** How many fix actions should be performed to fulfill a fix? To explore the complexity of fix actions during fixing bugs.

**RQ5.** Which fix action is the most used one for fixing bugs and what is the length of the code it involves? To explore the most used fix action and the length of the code statements involved during fixing bugs.

**Bug Distribution.**
As we can see, many studies (37) (44) (4) have explored the vulnerabilities of smart contracts in Ethereum. Different om the data they have studied, in this part, we try to analyze the distribution of smart contract vulnerabilities from he history of 46 smart contract repositories.

**RQ6.** How many solidity files contain bugs? To explore the bug distribution in the solidity files.

**RQ7.** What are the specific bugs? To explore the specific bugs or vulnerabilities in these solidity files.

**Fix patches.** Real bugs and their patches collected from real-world projects are critical for research in the repair smart contracts. In this aspect, we want to find out how many vulnerabilities have been fixed in the code evolution and how to fix them, and how many vulnerabilities have been introduced in the bug-fixing process. By exploring the number of the fixed vulnerabilities and newly introduced in historical versions of the projects and manually inspecting the human-written patches, we can know the detailed information of vulnerabilities fixes in smart contracts, which may lead us to do more like exploring vulnerabilities that have high fixed rate or generating program patches to repair smart contracts in the future. The problems and goals in this aspect we study are as follows:

**RQ8.** How many vulnerabilities have been fixed and how many vulnerabilities have been introduced? To explore w many vulnerabilities have been fixed and introduced in the bug-fixing evolution of the solidity files.

**RQ9.** How do developers fix these bugs? To inspect the human-written patches.

### 3. Empirical Results

In this section, we will present the results of the empirical study.
3.1. File Type and Amount

**RQ1.** What types of files are involved when fixing bugs? To find out the types of files that are involved during a bug fixing, we calculate the file types of all the files. Figure 2 shows the top 10 types of modified files in 6,146 bug-related commits of 46 Repositories. More specifically, the distribution of the top 5 repositories with the most bug-related commits is shown in Table 2. To save space, we do not present file types whose percentage is less than 1% and use the suffices of file names to denote file types to identify the type of each modified file.

As we can see from the results, except for Solidity files, JavaScript is the most modified source code file type during fixes. There may be two reasons. Firstly, most of the repositories we study are developed using Truffle (18), which is the most used development framework providing automated contract testing for blockchain. Truffle offers two different ways to test, Solidity test contracts as well as JavaScript tests. Besides, the developers use Ethereum JavaScript API Web3.js (19) to interact with a local or remote Ethereum node using HTTP, IPC, or WebSocket. There may also have bugs in these files.

Among the non-source files, the most common modified files are JSON documents and Markdown files. The JSON files are used to exchange data and hold the project configuration. For example, most Solidity compilers like Remix and Truffle use JSON files to capture the output for each compiled contract. Meanwhile, they also use them to store the compilation’s artifact needed for linking a library to the file, including the link to the libraries, the bytecode, the deployed bytecode, the gas estimation, the method identifiers, and the ABI. While the Markdown files are manuals and tutorials which are used to explain something about the repositories. The bugs in these non-source files may result in the usage of wrong data or operations by developers.

**RQ2.** How many Solidity files are modified during a fix? To answer this question, we calculate the...
number of modified Solidity files during a bug fix (within a commit) in all 46 repositories by identifying the suffix of files. Figure 3 compares the rate of solidity files, the source code files (including the solidity files), and non-source files known as configuration files modified while fixing bugs within commits. Its horizontal axes show the number of modified files and the vertical axes show the percentage of the three kinds. Figure 4 shows the distribution, while its horizontal axes show the number of modified solidity files and the vertical axes show the percentage of the corresponding bug-related commits.

![Figure 3: The percentage of Solidity Files Modified During a Fix (46 repositories)](image1)

![Figure 4: Amount of Solidity Files being Modified During a Fix](image2)

From Figure 3, we can see that among the 6,146 bug-related commits extracted from these repositories, no more than 50% of them do not involve any Solidity files, and nearly 80% of them do not involve any configuration files.

More than 40% of 6,146 bug-related commits involve one code file written by other programming languages such as JavaScript or Python, from which we can see that the distribution of bugs in smart contract projects is very complex, involving different source code files.

Further, as we can see in Figure 4, about 80% of the bug-related commits modify no more than one Solidity source file. More specifically, about 33% of the bug-related commits modify only one Solidity source file. Nearly 20% of the bug-related commits modify two or more Solidity source
files. The percentage of bugs decreases in general when the number of modified source files increases. This result indicates that the dependency among Solidity source files is similar to Java source files (10).

**RQ3.** How many solidity files are necessary to be added or deleted to fix bugs?

We calculate the number of solidity files added or deleted during a bug-related commit. Figure 5 shows the number of solidity files added and deleted during a fix. The horizontal axes show the number of solidity files added or deleted, while the vertical axes show the percentage of the corresponding commits.

Generally, for most of the projects we study, about 80% of the bug-related commits do not add new solidity files to fix bugs. Even if it really needs to add files, one or two files are quite enough. And almost all the fixes do not need to delete files. Since most bug fixes require only one solidity file to modify, it may be helpful enough for automated program repair to focus on modifying one solidity file. The results lead to the following finding:

**Finding.1** Most bug fixes in smart contract projects only involve one Solidity file. The percentage that developers add Solidity source files to the repositories to fix bugs is less than 20%.

### 3.2. Fix Complexity

After the discussion of the file types for modifications, in this section, we explore the complexity of bug fixing in solidity files including fix actions and lines of code.

**RQ4.** How many fix actions should be performed to fulfill a fix?

In this paper, we use the `diff` command in Linux to display the differences in the files by comparing the files line by line. Diff uses certain special symbols and instructions that are required to make two files identical. By using it, we can learn the difference between the files and how to change the file to make it match the bug-fixed file. The special symbols in `diff` correspond to the fix actions in our study. Fix actions refer to adding new lines, modifying existing lines, or deleting lines. We do not consider identifying dependencies between codes in our paper. We analyze the results of the `diff` command directly.

Figure 5 shows when fixing bugs in smart contract repositories, how many fix actions have been performed in solidity files. The horizontal axes show the number of fix actions, while the vertical axes show the percentage of the corresponding commits. As shown in Figure 6, for most repositories we study, more than 20% bugs in Solidity source files can be fixed by only one fix action and up to 70% bugs in Solidity source files can be fixed by less than three fix actions.

**RQ5.** Which fix action is the most used one for fixing bugs and what is the length of the code it involves?

We calculate the percentage of the three fix actions addition, modification, and deletion in all files.
including source code files and non-source code files. The results are shown in Figure 7, where blue, orange, and green refer to addition, deletion and modification respectively. Table 3 shows the number of fix actions and the lines of source code involved when fixing bugs in solidity files and files written by other programming languages such as JavaScript. SLOCIS means the lines of source code in solidity files and AvgSLOCIS means the average lines of source code in solidity files. While calculating the lines of source code (SLOC), we do not consider the added or deleted files. As shown in Figure 7 and Table 3, modification is the mostly used fix action, which involves 3 lines of solidity code on average. Except for modification, developers tend to add code rather than delete them when performing a fix in general. The average number of lines of code while adding or deleting is 5.

![Figure 6: Fix Actions on Solidity Files During a Fix](image)

The modification includes condition strengthening, code refactoring, and so on. The addition contains inserting new semantic features such as new variable, function, and control flow to Solidity source files, while deletion removes these. Some automatic repair programs for smart contracts have an inherent limitation: since this technique relies on random program mutations such as statement addition, deletion, and modification, it is possible to generate nonsensical patches. Although the fix can pass all the given test cases, sometimes it is hard to explain and accept in the real world. D. Kim et al. (20) presented PAR, which generated patches for automatic repair programs by learning fix patterns from existing human-written patches to avoid nonsense patches. It indicates that we can learn and use the fix patches in these human-written patches to generate program patches to repair smart contracts automatically.

| Table 3 | The Number of Fix Actions and Lines of Source Code Involved in Source Code Files |
|---------|-------------------------------------------------|
| Action  | Actions in Non-Solidity | SLOC | Actions in Solidity | SLOCIS | AvgSLOCIS |
| Add     | 14,263 | 97,511 | 6,363 | 34,604 | 5.44 |
| Delete  | 9,021 | 48,550 | 4,224 | 23,510 | 5.57 |
| Change  | 73,349 | 261,174 | 30,536 | 99,554 | 3.26 |
| Total   | 96,633 | 407,235 | 41,123 | 157,668 | 3.83 |

**Finding.2** More than 20% of bugs in solidity files can be fixed by only one fix action and up to 70%
of bugs in solidity files can be fixed by less than three fix actions. Modification is the mostly used fix action, which involves 3 lines of code on average. In general, developers tend to add code rather than delete them when performing a fix. The average number of lines of code added or deleted is 5.

3.3. Bug Distribution

In this part, we try to analyze the distribution of smart contract vulnerabilities from the historical versions of the 46 smart contract repositories. We use an existing analysis tool to detect the vulnerability of solidity files. There are two problems we need to consider before our study. One is that due to the limitations of current tools to detect vulnerabilities in solidity files, we can not analyze solidity files in smart contract projects directly. The solidity files in smart contract repositories on Github are much more complicated than those on Ethereum. These solidity files may import solidity files under other directories or online solidity files to achieve certain functions. But current tools to detect vulnerabilities in solidity files can not identify and import the related solidity files automatically. To solve this problem, we must import the dependent content of the solidity files first. Then, use the analysis tool to detect the solidity files with imported content.

In practice, we take three steps to solve this problem. First, we utilize the abstract syntax tree (AST) to obtain the imported files and the inheritance relationship among contracts from the solidity files. Second, we use topological sorting to get the inheritance order of the contracts. Then, we extract the contracts from the solidity files and merge them according to the inheritance order. Based on this method, we successfully package 3,545 different solidity files.

Another is how to get solidity files from the historical versions of the 46 smart contract repositories. A commit records changes to one or more files in the branch of projects. Only using the information of the modified file cannot achieve our goal, because the path of the file may be modified. So we must revert to specific commits in a repository to get the solidity files of different versions of projects. We checkout 3,259 bug-related commits involving solidity files of these 46 projects and finally get 116,410 solidity files from these versions.

Considering the analysis of existing tools (13)(4), we use Mythril (42) to detect the vulnerabilities in these smart contracts. Mythril (42) is a tool developed by ConsenSys, that relies on concolic analysis, taint analysis, and control flow checking of the EVM bytecode to prune the search space and to look for values that allow exploiting vulnerabilities in the smart contract. According to the evaluation in (4), Mythril outperforms the other 8 tools in smartBugs by the number of detected vulnerabilities.
RQ6. How many solidity files have bugs? We divide the solidity files into three categories, solidity files without bugs, solidity files with Mythril warning, and solidity files with solc compiler errors. Once there is a Mythril warning or solc error in a version of a solidity file, it will be included within that relevant category. Solidity Files with Mythril Warning have priority over Solidity Files with solc error during our classification. We drop the duplicate files and the result is shown in Figure 8. 84 solidity files have syntax errors, and nearly 20% of the 3,545 solidity files were or have been exposed to vulnerabilities.

RQ7. What are the specific bugs? We count the types and number of vulnerabilities reported by Mythril. As shown in Figure 11, there are 14 kinds in our dataset. Table 4 shows their description. Exception state and Integer Overflow are our dataset’s two most common bugs. Exception state is acceptable in most situations. Integer Overflow is a common vulnerability in smart contracts, which can be used by hackers to attack and steal money from smart contracts(5). Solidity allows parallel external invocations using the call method (someAddress.call() or ExternalContract.someMethod()). External invocations may take over the control flow. If the callee contract does not correctly manage the global states, undesirable or incorrect states may be caused and the callee contract will be attacked(37). The DAO attack is probably the most known case, which is caused by the most famous vulnerability of external invocations Reentrancy. Attackers might leverage reentrancy attacks by
using the bug of state change after the external call or Message call to an external contract in our dataset. We also explore those syntax errors deeply and find that most of these errors are caused by the version upgrade of the solidity compiler and the developer’s carelessness. An example is shown in Listing 1.

Solidity used to allow function declarations to omit their visibilities, but from v0.5.0 it throws a syntax error if no visibility is specified. Solidity enforces developers to make a decision on declaring the visibility of functions to provide more security. The developers who don’t know the compiler patches may result in such mistakes. Besides, the developers also make some common mistakes such as forgetting to write commas, writing more semicolons, and so on.

**Finding.3** After analyzing the historical versions of the solidity files in 46 smart contract repositories, we find that nearly 20% of the 3,545 solidity files in our dataset had or have had bugs. The number of vulnerabilities reported by Mythril is far more than that of syntax errors. There are 14 kinds of vulnerabilities reported by Mythril in our dataset. Exception state and Integer Overflow are the two most common bugs.
3.4. Fix patches

In this part, we mainly talk about the vulnerabilities reported by Mythril. As we introduced in Bug Distribution, we checkout 3,259 bug-related commits involving solidity files of these 46 projects and finally get 116,410 solidity files from these versions. In this part, we use these historical versions of solidity files to determine whether the vulnerabilities are fixed or not and how they are fixed, and how many new vulnerabilities have been introduced.

We identify the vulnerabilities by ⟨repository, filename, function, code⟩. Then, by analyzing the vulnerabilities in the analysis results of the solidity files reported by Mythril, we get the results of the fixes. Once the vulnerability does not exist in the next versions of the solidity file, we consider that it has been fixed. Next, we try to explore how many vulnerabilities have been introduced during the fixes. By comparing the time of commits, we can know whether the vulnerabilities is newly introduced or not.

RQ8. How many vulnerabilities have been fixed and how many vulnerabilities have been introduced? The number of vulnerabilities that have been fixed is shown in Figure 10, while its horizontal axes show the abbreviation of vulnerabilities and the vertical axes show the number of vulnerabilities and non-fixed vulnerabilities.

Figure 11 shows the number of vulnerabilities have been introduced in the bug-fixing process.

In our dataset, Integer Overflow has the highest repair percentage, which is 60.1%. But it is also the type of vulnerability that has been most introduced in the fixes. The second one is Use of tx.origin with 60.0%. It is worth noting that the number of vulnerabilities of Use of tx.origin which are newly introduced is zero. This may mean that such vulnerability is more easy to fix or the developers pay more attention to this vulnerability. The third one is Exception State with 59.9%. Exception States also have many newly introduced vulnerabilities. Nearly 50% percent of Message call to external contract and State change after external call have been fixed. Both Unchecked CALL return value and Transaction order dependence have more than 40% repair rate. Unchecked SUICIDE doesn’t have a bug-fixing instance in our dataset, which has only one bug instance.

By comparing Figure 10 and Figure 11, we can see that the trends between fixed and introduced
vulnerabilities are generally similar. It shows that the developers may not put much attention to fixing them completely or avoid introducing them again. Although there are serious smart contract security incidents (22) (5) that are exploited by the vulnerabilities like Integer Overflow in smart contracts. Maybe these vulnerabilities are common in smart contracts, and the developers consider that is rare and hard to exploit them. So they do not pay much attention to completely fixing the vulnerabilities. We should attach great importance to the vulnerabilities with a high repair rate and low introduction rate such as Use of tx.origin. It shows that the developers try to fix them as completely as possible.

| Name                              | Description                                                                 |
|-----------------------------------|-----------------------------------------------------------------------------|
| Exception State                   | Exception State can be caused by type errors, division by zero, out-of-bounds array access, or assert violations. |
| Integer Overflow                  | It means a calculation that can produce an integer overflow or wraparound, when the logic assumes that the resulting value will always be larger than the original value. The attackers can use this vulnerability to cause huge economic losses. |
| Integer Underflow                 | It means that subtracting one value from another, such that the result is less than the minimum allowable integer value, which produces a value that is not equal to the correct result (77). |
| State Change After the External Call | External contracts can take over the control flow. A malicious contract calls back into the calling contract before an internal state change is performed. This may cause undesirable or incorrect states. |
| Message call to an External Contract | It means that the contract executes a message call to another contract. The called contract may not be trusted or incorrectly execute user-supplied code. |
| Transaction order dependence      | Transaction order dependence happens when the user of a smart contract assumes a particular state of a contract, which may not exist when the transaction is processed potentially leading to malicious behavior (32). |
| Multiple Calls                    | Multiple Calls is caused by multiple sends in one transaction, which may fail accidentally or deliberately. |
| Unchecked CALL Return Value       | It means that the return value of a message call is not checked. As a result, if the call fails accidentally or an attacker forces the call to fail, this may cause unexpected behavior in the subsequent program logic (43). |
| DELEGATECALL to a User-supplied Address | It means that the contract delegates execution to a contract address obtained from calldataload. The called contract may get unrestricted access to this contract’s state. |
| Call Data Forwarded with delegate-call() | It means that the contract forwards its call data via the low-level function delegatecall in its function. The callee contract may have access to the storage of the calling contract. |
| Dependence on Predictable Environment Variables | Variables like block.coinbase, block.gaslimit, block.timestamp, and block.number are predictable, which should not influence a computation that results in no calls that send Ether. |
| Unchecked SUICIDE                 | The developer does not restrict or incorrectly restricts access to the SUICIDE instruction. It seems that the SUICIDE instruction can be called without restrictions, which may be used by attackers to send Ether. |
| Use of tx.origin                  | tx.origin is a global variable in Solidity that returns the address of the account that sent the transaction. Contracts that use the tx.origin to authorize users are vulnerable to phishing attacks. |
| Ether Send                         | The developer does not restrict or incorrectly restricts functions’ access to the send Ether. It seems that the functions can be called without restrictions. |

RQ9. How do developers fix these bugs? In this part, we manually inspect the human-written patches from the fixed vulnerabilities in the above question. During our study, we find that these fixed instances can be roughly divided into two categories: One is that the original vulnerability is modified into another one. In this way, the older one is considered fixed and the new one is considered newly introduced. Another is that the vulnerability is completely fixed. Four specific repair examples are as follows, from which we may learn how people fix them.
actually in smart contract projects. Unchecked CALL Return Value There are 46 vulnerabilities of Unchecked CALL Return Value in our dataset. 10 vulnerabilities have not been fixed. 31 vulnerabilities are inter-converted. We identify the vulnerabilities by \{ repository, filename, function, code \}, so the modification of the code and function let us identify this vulnerability as brand new. By checking the change history of these vulnerabilities, we find that there are inter-converted among them. Then, we explore the 5 vulnerabilities that have been completely fixed. As for Unchecked CALL return value, we should make sure to check the return value. In the 5 fixed instances, 2 is fixed by using the require statement. An example is shown in Listing 2.

**Figure 10:** The Number of Fixed and Non-fixed Vulnerabilities. For each type: MC means Multiple Calls, EPS means Exception State, IO means Integer Overflow, IU means Integer Underflow, DPEV means Dependence on Predictable Environment Variables, MCEC means Message call to external contract, ETS means Ether Send, UCRV means Unchecked CALL Return Value, TOD means Transaction Order Dependence, US means Unchecked SUICIDE, SCAEC means State Change after External Call, CAFWD means Call Data Forwarded with delegatecall(), DTAUA means DELEGATECALL to a User-supplied Address, TX means Use of tx.origin.

Dependence on Predictable Environment Variables Dependence on predictable environment variables is caused by using predictable variables like block.timestamp, block.gaslimit, and so on. There are 22 vulnerabilities of Dependence on predictable environment variables in our dataset. 4 vulnerabilities have not been fixed. 12 vulnerabilities are inter-converted. We explore the 6 vulnerabilities that have been completely fixed. 33.3% of the fixed instances delete the code reporting vulnerabilities. A fixed example is shown in Listing 4, where non-fixed code statements
In the original source code, the developers use `block.timestamp` to modify the behavior of functions, which is deleted in the fixed code. The developers decide not to use the predictable variable to repair such bugs. As is shown in Listing 3, Integer overflow and Integer underflow is mostly fixed by using vetted safe math libraries for arithmetic operations. As for Call data forwarded with `delegatecall()`, `DELEGATECALL` to a user-supplied address, `tx.origin`, and `Ether Send`, we inspect how the developers fixed them, but we can not get the fix logic behind them. In two fixed instances, the developers just change the compile version of solidity. Then this vulnerability disappears. It indicates that we need more fixed instances or to change our tool to learn more about them. Most vulnerabilities of Multiple Calls, Transaction order dependence, Message call to external contract, and State change after external call actually do not completely fix in our dataset. They are converted into the same kind of vulnerability by different code.

**Finding.4** The developers may not put much attention to fixing vulnerabilities completely or avoid introducing them again. Because vulnerabilities that have a high repair percentage usually have a high rate to be introduced again.

4. Related Work

Multiple studies that focus on bug fixing and smart contracts have been published in recent years. This section summarizes existing studies in relation to our work.

**Empirical Study on Bug Fixing.** Nguyen et al (28) present a study of the repetitiveness of code changes in the evolution of 2,841 Java projects. Their results show that repetitiveness of changes could be very high at small sizes and decreases exponentially as size increases. What’s more, repetitiveness is higher and more stable in crossproject settings than in within-project one. Fixing changes repeat similarly to general changes. Yin et al (39) present a comprehensive characteristic
study on incorrect bug fixes from large operating system code bases and a mature commercial OS. Their results show that the bug-fixing process can also introduce errors, which leads to buggy patches that further aggravate the damage. Zhong et al (10) have conducted an empirical study on thousands of real-world bug fixes from five popular Java projects to analyze the links between the nature of bug fixes and automatic program repair. They summarized two key ingredients of automatic program repair: fault localization and faulty code fix, which provide useful guidance and insights for improving the state-of-the-art of automatic program repair. Campos et al (40) explore the underlying patterns in bug fixes mined from software project change histories in Java repositories. They characterized the prevalence of the five most common bug-fix patterns in bug fixes. The results showed that developers often forget to add IF preconditions in the code. Bernardi et al (45) try to find out the relation between the bug inducing and fixing phenomenon and the lack of written communication between committers in open source projects. They perform an empirical study on four open source projects and find that increasing the level of communication between fix-inducing committers could reduce the number of fixes induced in a software project. Wen et al (41) conduct the first systematic empirical study to understand the correlations, in terms of code elements and modifications, between a bug’s inducing and fixing commits. Their results show that leveraging the information of bug-inducing commits can significantly boost the performance of existing automated fault localization and program repair techniques. Wang et al (38) aim to investigate the effects of developers’ familiarity with bugs on the efficiency and effectiveness of bug fixing. They conduct an empirical study on 6 well-known Apache Software Foundation projects with more than 9000 confirmed bugs. They find that familiarity with bugs has complex effects on bug fixing: the developers may fix the bugs introduced by themselves more quickly, but they are more likely to introduce future bugs when fixing the current bugs.

**Smart Contract Security.** In recent years, we have seen a great deal of academic and practical interest in the topic of vulnerabilities in smart contracts. To alleviate the problem of insecure smart contracts, researchers have developed various analysis tools and verification frameworks to detect vulnerabilities. Oyente (23) is a symbolic execution tool to find potential security bugs in smart contracts on the Ethereum system. Mythril (29) uses static analysis, taint analysis, and concolic execution to detect a variety of security vulnerabilities in smart contracts. ContractFuzzer (35) is a fuzzing framework to detect the vulnerabilities of Ethereum smart contracts. Securify (30) converts contract bytecode to Datalog and extracts semantic facts. Then it transforms the vulnerabilities into a series of compliance and violation patterns to search for the unsafe patterns in smart contracts. SmartCheck (31) checks XML-based intermediate representation of Solidity source code against XPath patterns to detect vulnerability (32). Pied-Piper (33) is a static analysis tool that constructs CFG based on bytecode and extracts semantic facts to detect potential backdoors hidden in smart contracts (32). SmartEmbed (34) is a deep learning-based approach for detecting bugs in smart contracts.

To reduce the effort of repairing the vulnerabilities of smart contracts, various approaches have been proposed to automatically repair programs. Yu et al (22) present a gas-aware automated smart contract repair approach. The repair algorithm is search-based, and it breaks up the huge search space of candidate patches down into smaller mutually exclusive spaces that can be processed independently. The repair approach considers gas usage of contracts when generating patches for detected vulnerabilities. Nguyen et al (27) and Zhang et al (36) propose approaches by analyzing the bytecode to fix potentially vulnerable smart contracts automatically. Nguyen et al (27) propose
a tool called SGUARD, which first collects a finite set of symbolic execution traces of the smart contract and then performs static analysis on the collected traces to identify potential vulnerabilities. Then it applies a specific fixing pattern for each type of vulnerability on the source code. Zhang et al (36) extracts bytecode level semantic information and utilizes them to transform insecure contracts into secure ones. Our study shows the distribution of bugs in real-world smart contract projects and build the foundation for the automatic repair of smart contracts.

Empirical Study on Smart Contract Chen et al (37) conduct the first empirical study by collecting smart-contract related posts from Ethereum StackExchange as well as real-world smart contracts to understand and characterize smart contract defects. Pinna et al (44) perform a comprehensive empirical study of smart contracts deployed on the Ethereum blockchain. Their empirical results show the features of smart contracts and smart contract transactions within the blockchain, the role of the development community, and the source code characteristics. The study contributes to understanding the interaction between Smart Contract and Blockchain and to the knowledge of the main characteristics of contracts written in Solidity. Wan et al (21) performed a mixture of qualitative and quantitative studies with software practitioners with experience in smart contract development to understand practitioners’ perceptions and practices on smart contract security. Their results show that smart contract practitioners tend to have a higher awareness of security than practitioners in other software areas. Perez et al (25) focuses on finding how many of the vulnerable contracts have actually been exploited, they survey the vulnerable contracts reported by six recent academic projects and find that, despite the amounts at stake, no more than 2% of them have been exploited since deployment. Hwang et al (26) conducted an empirical study on Solidity patches and live contracts to understand the current security status of real-world smart contracts. Their results show that many Solidity developers are unaware of the importance of Solidity patches. Durieux et al (4) present an empirical evaluation of 9 state-of-the-art automated analysis tools to obtain an overview of the current state of automated analysis tools for Ethereum smart contracts. Zou et al (24) perform an exploratory study to understand the current state and potential challenges developers are facing in developing smart contracts on blockchains compared to traditional software development. Our study provides a multi-faceted discussion of bug fixes in real-world smart contract projects and analyzes the vulnerabilities and their fixes in solidity files from the bug-fixing history of smart contract projects.

5. Threats to Validity

Threat to internal validity is related to the tool we use. There are roughly two categories to analyze the bug in smart contracts: static and dynamic analysis. Static analysis tools catch bugs or vulnerabilities without the need to deploy smart contracts, while dynamic analysis tools work in the opposite way. Static analysis tools have been the main focus of research (25). In this paper, we use the static analysis tool Mythril to analyze smart contracts. Mythril was found to be the most accurate (46) to find the bugs or vulnerabilities in smart contracts. A potential threat to the internal validity is related to the fact that we only use Mythril to detect the bugs in solidity files. Although Mythril was found to be the most accurate, it is not powerful enough to replace all the tools. It is also important to reduce the false positives reported by it. Our future research agenda is to combine dynamic and static methods to detect bugs. Threat to external validity is related to the commits that are extracted only from open source smart contract projects. Our results may not generalize to commercially developed projects or projects using different programming languages.
6. Conclusion

Despite numerous efforts in detecting and repairing the vulnerabilities in smart contracts, little is known about bug fixing in smart contract repositories. In this paper, we provide a multi-faceted discussion of bug fixes in real-world smart contract projects. We conduct an empirical study to explore the file type and amount, fix complexity, bug distribution and fix patches in the bug-related commits from the history of 46 smart contract projects. We finally distill 4 findings which we believe are useful for the study in this direction.
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