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Abstract: Digital twins of complex technical objects are widely applied for various domains, rapidly becoming smart, cognitive and autonomous. However, the problem of digital twins for autonomous management of enterprise resources is still not fully researched. In this paper, an autonomous digital twin of enterprise is introduced to provide knowledge-based multi-agent adaptive allocation, scheduling, optimization, monitoring and control of tasks and resources in real time, synchronized with employees’ plans, preferences and competencies via mobile devices. The main requirements for adaptive resource management are analyzed. The authors propose formalized ontological and multi-agent models for developing the autonomous digital twin of enterprise. A method and software toolset for designing the autonomous digital twin of enterprise, applicable for both operational management of tasks and resources and what-if simulations, are developed. The validation of developed methods and toolsets for IT service desk has proved increase in efficiency, as well as savings in time and costs of deliveries for various applications. The paper also outlines a plan for future research, as well as a number of new potential business applications.
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1. Introduction

The concept of “digital twin” [1,2] was introduced not long ago, but it is already expanding very quickly in many directions. Starting with digital shadows and computer models, they have evolved to more complex, adaptive, smart and cognitive digital twins. The future holds intelligent digital twins, which will integrate cyber-physical systems with knowledge bases, machine learning and collective decision-making.

However, in spite of this progress, digital twins have been mainly applied for complex technical objects. The problem of designing digital twins for autonomous management of enterprise resources is still not fully researched.

In this paper, we will introduce digital twins for autonomous enterprise resource management, applying mobile devices for synchronization of orders, tasks and resources of an enterprise with its computer knowledge-based multi-agent model. The proposed autonomous digital twin of enterprise is aimed at implementation of fully autonomous Deming cycle of adaptive allocation, scheduling, optimization, monitoring and control of...
tasks and resources in real time. This solution must make this routine work with minimum involvement of humans or, in the future, without them at all.

The autonomous digital twin of enterprise is designed as an intelligent cyber-physical decision-making system which provides convergence of cyber-physical and AI technologies, including ontologies and multi-agent technology. The knowledge-based resource management means that the focus is given on semantic specification of tasks and use of decision-making rules for their matching with required resources. Application of ontologies and knowledge-based reasoning makes it possible to formalize the enterprise domain and create its ontological models, which specify classes of orders, processes and tasks, resources, products and tools, competencies of employees, etc. Application of multi-agent technology makes it possible to provide initial multi-objective planning and adaptive re-planning of tasks to resources by processing events in real time using mobile devices. Multi-agent resource management also means that the system takes into consideration the balance of interests, preferences and constraints of all parties involved in decision making, including not only humans, managers and employees, but also orders, machines, products, equipment, etc.

As a result, an autonomous digital twin of enterprise could be considered as the next step of smart cyber-physical enterprise resource planning (Smart ERP) or, more specifically, advanced planning and scheduling (Smart APS) systems.

The paper formalizes ontology-based multi-agent models and methods for scheduling and optimization of resources, as well as proposing a method and toolset for creating autonomous digital twins of enterprise. The developed models, methods and toolset are applied to different domains, including aircraft and electric cars manufacturing, gas and oil drilling, IT help desk service, etc.

The paper is organized as follows. The second section discusses modern trends in resource management. The third section introduces the concept of the autonomous digital twin of enterprise. The fourth section presents more formally developed ontological and multi-agent models and methods for resource management in the autonomous digital twins of enterprises, which can be customized for a specific enterprise. The fifth section is focused on the method for developing autonomous digital twins of enterprises. The sixth section presents functionality and architecture of the software toolset for developing autonomous digital twins of enterprises. It fully automates business processes of resource allocation, scheduling, optimization, monitoring and control of tasks and resources in real time. The seventh section contains applications of developed method and toolbox for implementing autonomous digital twins of enterprise for different domains, including manufacturing of airplanes, electric cars, gas-oil drilling, etc. The eighth section demonstrates an example of application for IT help desk service and shows the effect and value for business. The ninth section gives an outlook on future research and potential applications.

Application of the developed models, methods and tools is intended to solve complex problems of resource management in real time, reduce peaks, idle-runs and lack of resources, increase business efficiency and decrease man-efforts, time and costs for development and maintenance of autonomous digital twins of enterprise.

2. The Modern View on the Resource Management Problem

Modern enterprise resource management requires high adaptability of scheduling and optimization because of high uncertainty and turbulence on global and local markets, when a number of unpredictable events take place very often and constantly ruin the previously agreed plans. Some examples of such unforeseen events include a new order, broken equipment, an unavailable worker, delay in supply, etc.

The discussed complexity and high turbulent dynamics lead to the fact that traditional, centralized, hierarchically organized, sequential methods and algorithms of combinatorial search or heuristics cannot effectively solve the problem of adaptive resource management with acceptable quality and within the available time.
According to [3], many existing software solutions for resource management (for example, IBM i-Log, SAP, i2, j-Log, Quintiq, Maximal Software, FICO, etc.) are still primarily based on traditional linear, dynamic or constraint programming methods with high computational complexity and a number of restrictions.

To reduce the complexity and provide more efficient search of options in decision making space, a number of new methods are based on heuristics and meta-heuristics, providing near-to-optimal (not fully optimal) solutions of the problem:

- Greedy local search algorithms based on rules of the problem domain;
- Neural networks and fuzzy logic;
- Bio-inspired methods: genetic algorithms, ant colony and particle swarm optimization, etc.;
- Tabu search;
- Simulated annealing;
- Stochastic methods (such as the Monte Carlo method);
- Metaheuristics: combination of heuristic algorithms of optimization, etc.

Unfortunately, these methods and tools also become not fully applicable for modern enterprises. The developed methods and tools work very well in centralized and hierarchic environment, assuming that all orders and resources are given in advance, have the same objectives and do not change during execution of plans. They ignore individual preferences and constraints and do not support real-time networking, including communication, coordination and negotiations for conflict resolving between all participants. However, the progress of cyber-physical systems and mobile devices already made all assets and participants visible in real time and able to participate in decision making.

As a result, in case of unpredictable events, modern enterprises usually involve additional staff, delay their reaction, freeze a bigger number of products in storages, etc. Such extensive and slow reaction further requires the enterprises to cover costs and increase prices for clients. As a result, enterprises end up losing orders and wasting resources, which leads to a decrease of quality, efficiency of services and competitive advantages.

The objective of this paper is to develop new models, methods and toolsets of tasks and resource management for modern enterprises with the main focus on adaptive resource allocation, scheduling, optimization, monitoring and control in real time, when all orders and resources are not given in advance and can change at any time.

3. The Concept of the Autonomous Digital Twin of Enterprise

The concept of digital twin was introduced about 20 years ago in the context of cyber-physical systems and Industry 4.0 [4,5].

At the moment, it is still not fully defined and formalized (the new standard ISO 23247 “Digital Twin framework for manufacturing” is on the way), but in practice, one can define [2] the following three main properties of digital twins:

1. Being a virtual representative of the physical object, which can be applied for planning and simulations;
2. Providing ongoing self-synchronization between the model and real object;
3. Supporting the autonomy of a virtual object compared to the real object.

This vision of digital twin reflects the fast-going convergence of modern information technologies to create holistic virtual model of object, which can operate autonomously, in parallel with the real object.

The number of applications of digital twins is also growing promptly and Gartner includes digital twins in the most perspective technologies [6]. The key software providers, including Siemens, IBM, Oracle, SAP, Autodesk, ANSYS and many others, are currently developing IoT platforms and solutions for creating digital twins of various objects.

The market of digital twin solutions already has an increase of 20% annually [7] and, as expected, it will continue to grow from 3.1 billion USD in 2020 to 48.2 billion USD in 2025 (an approximate 15-fold increase). The number of research papers (according to Web of Science) has increased 10 times in the last 5 years [7].
At the current stage of research and development, digital twins are mainly associated with models of technical objects [1,2,4,5]. However, recently, digital twins have also been applied for enterprise modeling [8–14]. For example, one paper [14] focused on designing digital twins of new post offices in France based on the cooperation of humans and robots. The developed models and methods of digital twins for enterprise modeling include machine learning, simulations, surrogate models, etc.

As a result, digital twins are now considered as a new paradigm of digitalization and automation of enterprises which integrate virtual models of objects (including enterprises) with partially or fully autonomous decision making.

In this paper, we introduce the autonomous digital twin of enterprise as a hybrid knowledge-based multi-agent cyber-physical system which can contain a cyber-physical subsystem, including sensors, computers, communication units and executors, and an intelligent decision-making subsystem, which contains a knowledge base and a multi-agent decision making system, synchronized with enterprise equipment via sensors and with employees via mobile devices.

Autonomous systems are considered goal-driven knowledge-based systems which are able to analyze problems, use knowledge base and plan their activities to solve problems and control results. In the domain of resource management, autonomous systems can provide planning, optimization and control of trucks, factories or supply chains, all without the involvement of people. In the future, autonomous systems will provide unmanned management not only for humans as employees, but also for driverless trucks, fully robotic factories or supply chains, fully working without humans. Autonomous systems integrate many modern information technologies such as cyber-physical systems [15,16], classical planning and optimization [17], multi-agent technologies [18–20], model-driven simulations [21–24], knowledge-based decision making and reasoning [25], etc.

The fast-going convergence of these technologies has resulted in the different concepts and archetypes of autonomous digital twins of things [26,27].

The functionality of the autonomous digital twin of enterprise (autonomous enterprise) for task and resource management will include:

- Ontological specification of enterprise structure, products, business processes and resources in a knowledge base;
- Loading of enterprise model specifications from knowledge base to take into account its characteristic aspects;
- Reaction to events, decomposition of processes to the level of tasks, allocation of tasks to resources, planning and optimization of resources;
- Communication of plans and results with employees;
- Approve and coordinate plans for employees;
- Monitoring and control of plan execution;
- In case of growing gap between plan and reality, adaptive re-scheduling is triggered automatically;
- Evaluation of enterprise productivity and efficiency.

The main steps in synchronization procedure between real and autonomous enterprises are illustrated in Figure 1, where real enterprise is shown on the left side and its autonomous digital twin, which is mirroring its current state, is on the right side.

Processes of synchronization of real and virtual enterprises presuppose the following kinds of communication:

- The flow of new unpredictable events is coming from the real enterprise to the autonomous digital twin of enterprise and each event triggers an adaptation of the plans;
- New allocation, scheduling and optimization of resources take place and new dynamic schedules become available for employees, i.e., managers and workers;
- Managers and workers approve schedules or change them according to their own preferences and constrains;
- The resulting collectively formed schedules are sent to all affected employees as instructions;
• The execution of each task is confirmed by employees via their mobile devices or using factory sensors;
• In case the task is not confirmed in time, the autonomous digital twin of enterprise checks the availability of the employees and starts adaptive re-scheduling of resources or escalates the issue onto the next level for managers.

![Figure 1](image)

Figure 1. Synchronization between real and virtual enterprises.

Let us define \( S_{\text{twin}} = \{ s_i \} \), where \( s_i = (\text{model}_i, \text{plan}_i, \text{kpi}_i) \), where \( S_{\text{twin}} \) is the state of a digital twin of the actual enterprise, \( \text{model}_i \) is an ontological model of the enterprise, \( \text{plan}_i \) is the schedule of orders and resources, \( \text{kpi}_i \) is a key performance indicators (for example, service level, profit, time of delivery, etc.) and \( I = 1, \ldots, n \) is the number of states.

Whenever a disruptive event \( (\text{Event}^{(k)}) \) occurs in the actual enterprise, the schedule of the virtual enterprise must change as quickly as possible to a new state in order to achieve adaptation:

\[
S_{\text{twin}}^{(k+1)} = F\left(S_{\text{twin}}^{(k)}, \text{Event}^{(k)}\right)
\]

This means that a new \( k + 1 \) state \( S_{\text{twin}}^{(k+1)} \) of a virtual enterprise is formed by processing of the new coming event \( \text{Event}^{(k)} \) by the functionality of the virtual enterprise, which has at the moment the current state \( S_{\text{twin}}^{(k)} \); \( F \) is the functionality of adapting the enterprise schedule in case of event \( \text{Event} \).

Let us define \( D \) as a function describing the difference between the actual and virtual enterprise schedules. It is essential that the state of the actual enterprise \( S_{\text{real}} \) and the state of its digital twin (virtual enterprise) \( S_{\text{twin}} \) are always as close as possible.

Then the key objective of the autonomous digital twin of enterprise is to minimize difference in KPIs between real and virtual enterprises at every moment of time \( k \):

\[
D\left(S_{\text{real}}^{(k)}, S_{\text{twin}}^{(k)}\right) \to 0
\]

where \( D \) is the difference in KPI between real and virtual enterprises, \( S_{\text{twin}}^{(k)} \) is the state of the virtual enterprise and \( S_{\text{real}}^{(k)} \) is the state of the real enterprise.

The same description can be granulated to the states of each department, employee, process, task, machine, product, equipment or other resource of the enterprise: let us define \( s(O) \) as a state of the object \( O \) in the business process of the enterprise.
We assume that all objects in the developed approach will have their own dynamic personal schedules and KPIs. These schedules are not pre-defined and can change depending on events, at any time. For example, the task can be unsatisfied with its KPI, leave the plan of a certain worker or equipment and find a more suitable one for its execution.

The autonomous digital twin of enterprise must be also applicable for real-time simulations of enterprise for modeling such events as modernization of equipment, changing the number of workers, reorganization of daily shifts, etc.

4. Formal Model of Domain Knowledge and Multi-Agent Decision Making in the Autonomous Digital Twin of Enterprise

4.1. Basic and Extended Domain Ontology of Resource Management and Ontological Model of Enterprise

Formalization of collective decision making in the autonomous digital twin of enterprise is based on the application of ontologies and multi-agent technology.

Ontology is defined as conceptualization and formal specification of the domain knowledge [28–30]. Usually, ontology consists of the most generic and abstract classes of concepts and relations which form semantic networks. Instances of concepts and relations form a knowledge base, which can additionally contain rules of reasoning.

One of the first applications of ontologies is Semantic Web, used for the annotation of Internet pages, but it is also applied for various smart services, data management, etc. [31,32]. Recently, ontologies have been applied for specifying manufacturing capacities [33] and digital twins in manufacturing [34], but they were not granulated to the task level of operations.

The idea of using ontologies in this paper is to automate the development of the autonomous digital twin of enterprise by creating and customizing ontological models of enterprises at the level of tasks and resources, which can be loaded into a unified multi-agent system for autonomous task and resource management.

This process requires basic ontology of resource management, which was not available in the literature. As a result of interviews with experts, a review of a number of publications and a systematic analysis of a number of software solutions for resource management, the following basic classes of concepts were extracted: “order”, “business process”, “product” or “service”, “resource”, “tool”, “part” or “material” and some others. Besides such concepts, it will also require basic classes of relations, such as that an order “requires” a business process, a business process “consists” of “tasks”, a task “requires” an employee, an employee “has” competencies, etc. The idea was to select such concepts and relations which can help to specify wide spectrum of situations with resources in real enterprises.

Using these concepts and relations, it becomes possible to create ontological specifica-
tion of different enterprises in one language (“dictionary”), which is “understandable” for the unified multi-agent system for adaptive resource management.

Let us define ontology as the following set:

\[ O = (C, R, F), \]

where C is a subset of object classes or concepts, R is a subset of properties and relations and F is a subset of procedures to operate with concepts and relations, including:

1. Concepts = \( \phi_1(c) \) —get a set of all concepts Concepts \( \subseteq C \), which are produced from \( c \in C \);
2. Relations = \( \phi_2(c) \) —get a set of all relations Relations \( \subseteq R \), which are produced from \( r \in R \);
3. Instances = \( \phi_3(c) \) —get a set of all Instances of Class \( c \in C \) (including instances);
4. AreRelated = \( \phi_4(c_1, c_2) \) —check if concept \( c_1 \in C \) is produced from \( c_2 \in C \);
5. AreRelated = \( \phi_5(r_1, r_2) \) —check if relation \( r_1 \in R \) is produced from \( r_2 \in R \);
6. IsPart = \( \phi_6(i, set) \) —find out if instance \( i \) belongs to the given set, by comparing attributes and relations of instance with the given set;
7. Tasks = \( \phi_7(p) \) —find all tasks, which produce the given product \( p \in ProducedProduct; \)
8. Resources = $\phi_8(t)$—find all resources which are required for the given task $t \in \text{Task}$;  
9. Products = $\phi_9(t)$—find all products for the given task $t \in \text{Task}$.

The developed interpretation $\Phi$ provides possibility for more complex requests, for example, Resources = $\phi_8(\phi_7(p))$, to find a set or resources which are required for manufacturing product $p$.

These components are implemented as Java services and are available for decision making and reasoning of agents.

Let us define an ontology for adaptive resource management as basic ontology, $Ob$, which contains objects (see Table 1), and its extension, domain ontology, $Od$, which will contain concepts and relations specific to enterprises, operating in the following domain:

$$Od \supseteq Ob.$$

### Table 1. Basic ontology concepts for managing resources.

| Concept   | Description                                                                 |
|-----------|-----------------------------------------------------------------------------|
| Order     | Specification of the required product, quantity of these products and the time interval of order execution |
| Product   | Specification of products which can be consumed or produced                  |
| Task      | Specification of input and output objects, next and previous tasks, composition of tasks and required resources for the action |
| Resource  | Specification of human, physical or financial resources required             |

$Ob$, the basic ontology, will be supported by unified multi-agent system for adaptive resource management, which will have hardcoded basic classes of agents, providing access to ontology through an interpretation function $F$.

Extensions of the concepts and relations of domain ontology, $Od$, are inherited from concepts and relations of the basic ontology, $Ob$, to establish a link between the two parts of ontology and, thus, enable agents to manage enterprise specifics. If some of the concepts and relations in $Od$, required for solving domain problems, are not inherited from $Ob$, it will require introduction of new specific agents in unified multi-agent system for adaptive resource management.

The main idea of the developed ontological models of enterprises can be described in a following way. The designed basic classes of agents (will be described below) are pre-programmed and hardcoded for processing concepts and relations of basic ontology only (order, object, task, resource, etc.). These concepts do not represent any specific domain knowledge, which is always required for enterprises’ planning and scheduling. The specifics are given in domain ontology, which is designed as an extension of basic ontology. In the domain ontology, one can specify concrete types of orders, structure of manufactured products, equipment or competencies of workers which are required for scheduling specific objects, for example, to assemble the airplane. Agents read this domain knowledge from the knowledge base, when new order arrives, and apply this knowledge for reasoning and decision-making. For example, the agent of each task can find all types of resources using the “require” relation: equipment, workers, etc. Then, the agent of the task, using the types of required resources, can find concrete equipment and concrete workers, which are in full or partial match with these requirements. As a result, new types of requirements can be added to the knowledge base “on the fly” during computations and do not require system stop and re-programming of the system.

Concepts of the basic ontology described in Table 1 can be formally specified as:

$$Ob = \{\text{Order, Product, Task, Resource}\}.$$

Each order creates a product connected to an appropriate task:

$$\forall x \exists y \ (\text{Order}(x) \rightarrow \text{Product}(y) \land \text{create}(x, y)).$$
The products are separated into produced products and utilized ones. The relation between a task and these two types is given by the following formulas:

\( \forall x \exists y (ProducedProduct(x) \rightarrow Product(x) \land Task(y) \land produce(y, x)) \),

\( \forall x \exists y (ConsumedProduct(x) \rightarrow Product(x) \land Task(y) \land consume(y, x)) \).

Each task can be specified as subsets of the atomic tasks or the group tasks. The main classes of relations between tasks are “to be part of” and one task “is followed” by another task. The discussed relations help agents find the previous and the next task whenever a need occurs to change the sequence of tasks due to occurrence of a disruptive event:

\( \forall x, y (partof(x, y) \rightarrow Task(x) \land Task(y)) \),

\( \forall x, y (follow(x, y) \rightarrow Task(x) \land Task(y)) \),

\( \forall x \exists y (GroupTask(x) \leftrightarrow Task(x) \land Task(y) \land partof(y, x)) \),

\( \forall x (AtomicTask(x) \leftrightarrow \neg GroupTask(x)) \).

The basic classes of tasks are given in Table 2 and classes of resources-in Table 3.

Table 2. Types of basic tasks.

| Atomic task with fixed task duration | Specification of the task which must be completed within a specified interval of time |
|--------------------------------------|-------------------------------------------------------------------------------------|
| Atomic task with fixed work volume   | Specification of the task, the duration of which depends on resources and/or product volume |
| Atomic task (hammock)                | Specification of the task, which must be accomplished in a correct sequence |
| Composite task                       | Specification of the task, the duration of which equals the sum duration of sub-tasks |

Table 3. Types of basic resources.

| Consumable resource                  | Specification of the resource, which is consumed during the task fulfilment |
|--------------------------------------|------------------------------------------------------------------------------|
| Reusable resource                    | Specification of the resource, which is available for the next task immediately after completion of its use |

The key class of relations is “require”, which describes the type of resources required for fulfillment of a task; for example, it could be a human with competencies and experience, some equipment or tools and materials.

One task can require many different types of resources of different kinds.

\( \forall (x, y) \ (require(x, y) \rightarrow Task(x) \land (ResourceRequirement(y) \lor Resource(y))) \)

Products may need to be “stored”:

\( \forall (x, y) \ (stored(x, y) \rightarrow Product(x) \land ReusableResource(y)) \)

A set of basic relations can be formally described as the following:

\( R_b = \{create, consume, produce, partof, follow, require, stored\]
Note that it is possible to introduce new concepts and relations in the domain ontology \( Od \), which are linked to the basic ontology, \( Ob \), whenever required, and it will not change the agents’ logic and behavior.

This essential feature is enabled through appropriate F interpretations of concepts and relations. For example, in the manufacturing domain, new types of products could be introduced, for example, “components”, “assembly elements” and “final products”. Tasks could be specified as a “process” and “operation”, and resources as “equipment”, “tool” or “employee”, and it will not require changes in agents logic if F provides an opportunity to make the required reasoning:

\[
\forall x (\text{Product}(x) \rightarrow \text{Component}(x) \lor \text{AssemblyElement}(x) \lor \text{FinalProduct}(x)),
\]

\[
\forall x (\text{Task}(x) \rightarrow \text{Process}(x) \lor \text{Operation}(x)),
\]

\[
\forall x (\text{Resource}(x) \rightarrow \text{Equipment}(x) \lor \text{Tool}(x) \lor \text{Employee}(x)).
\]

The enterprise ontological model, \( M \), is built from the basic ontology, \( Ob \), and domain ontology, \( Od \), as follows:

\[
M = \{ O_d(O_b), I \},
\]

where \( I \) is a subset of instances of the previously entered concepts, such as “equipment units” with inventory numbers.

The enterprise scene, \( S \), which represents an instantaneous state of the enterprise and contains values of attributes of all instances of enterprise concepts and relations at time \( t \), is built in the following way:

\[
S = M(t).
\]

The enterprise scene is implemented as a database of interconnected instances of concepts and relations that enable agents to easily find a task specification and use the topology of complex schedules to rapidly select an appropriate group of agents for every collective decision making, substantially reducing the time required for considering decision options and performing calculations.

Figures 2 and 3 illustrate the basic and domain ontologies, respectively, for a manufacturing enterprise.

![Figure 2](image-url)
As was already mentioned, the main element of ontologies for any adaptive scheduler is the concept of “task”, which defines what resources are required, which is the previous and next “task” and some other relations.

An example of a concrete task for assembling aircraft MC-21 in the Irkut factory is presented in Figure 4.

The highlighted relations (in circles) play the following roles for task specification:
1. Previous Task—specifies the link to the previous task;
2. Input Objects—specifies the set of objects that can trigger the task in case they all are available;
3. Upper Technology Process—specifies the Technology Process, which must receive the information about successful implementation of planning or execution or to which some issues may be escalated;
4. Required Resources—specifies all human, equipment or other resources required for task planning or execution;
5. Next Task—specifies the link to the next task;
6. Output Objects—specifies the set of resulting objects;
7. Who performed this task in the past?—specifies the person who is an expert in this task implementation and can provide consultation in case of any issues.

The basic agent of the “task” class can read this information and create instances of this agent for this specific task, which will represent interests of this task and work on its behalf. For example, if a delay is identified in the current task, then the agent will find the next task and send a message to it with a warning. This message may trigger re-planning of the next task in case of shortage of time and its re-allocation to some other resources.

The last relation is not implemented in the core part of this basic agent of task and may need additional work for supporting this relation in the unified multi-agent system for adaptive resource management.

The number of such kind of relations for each and every task, hundreds and thousands of which are usually required, helps formalize and utilize domain- and enterprise-specific semantics of tasks for better quality and efficiency of scheduling and optimization.

In this case, the ontology and ontological models specify the directions for agents’ negotiations, significantly reducing the number of options in the decision-making space and the number of computations in the process of conflict resolving.

4.2. Multi-Agent Model and Method of Adaptive Allocation, Scheduling, Optimization, Monitoring and Control of Tasks and Resources

Multi-agent technology is a new paradigm for developing autonomous, distributed and self-organized systems [35]. Multi-agent technology complements digital twin concept by decision making mechanisms and applied for BIM modeling [36], control of quality of manufacturing [37], process optimization [38], collaborative decision making in maintenance [39], etc.

An agent is defined as an autonomic software object which is able to react to events, make decisions and communicate and coordinate these decisions with other agents. However, despite the fact that multi-agent technology is a very attractive paradigm for software engineering, up until recently, it was mainly well known in the academic community. The main reason for this is that multi-agent systems are hard to develop and are lacking adequate models, methods and tools for collective decision-making, particularly in the domain of complex resource scheduling and optimization problems.

The hypothesis of this paper is a new research and development paradigm, in which the solution to any complex problem can be formed by self-organization of goal-driven autonomous agents, which have conflicting objectives but are able to continuously negotiate and solve conflicts by finding trade-offs.

In our previous research, we have already developed multi-agent models, methods and tools for solving various complex problems in industry, including resource management, text understanding, clustering, etc. [40,41]. It was experimentally proved that the developed multi-agent methods for collective decision making provide benefits for adaptive scheduling of resources for transportation, factories, supply chains and logistics.

In this paper, we will make the next step and develop new multi-agent models and methods to cover a full Deming cycle by combining resource allocation, scheduling and optimization with monitoring and control of the states of tasks and resources in real time. The problem is complex enough and requires taking into consideration a lot of domain-specific semantics, which will be represented by ontology-based models of enterprises.

For solving resource management problems, we are proposing the Order-Technology-Process-Task-Product-Resource-Staff agent model (OTPTPRSA-model), which will extend the Product-Resource-Order-Staff-Agent model (PROSA-model) developed in [42]. In the proposed approach, each type of agent has its individual goal, preferences and constraints and is constantly trying to achieve better results. Instances (clones) of basic agents can also have individually defined settings of goals, for example, as a liner combination of service level, time, cost and risk functions [43].

The process of forming plans of resources in the developed approach is based on the Virtual Market (VM) concept, in which agents can buy and sell time slots in the enterprise
schedule. The origins of VM concept can be found in works on electronic auctions, but the most fundamental results are presented in [44,45]. It was proved that VM methods and algorithms in some cases are equal to linear programming, for example, in solving the assigning problem, and many good properties of these methods were identified: flexible, efficient, well parallelized, easy to understand, stable to specification changes, etc.

In the developed VM approach, the main agents are task agents, which are looking for the required time slots of resources and book these time slots, whereas resource agents are looking for the most suitable orders and tasks to cover their costs. Agents of tasks and resources compete and cooperate not only for free time slots, but also for already booked ones. If a conflict is detected, for example, a resource is already occupied by a task, an agent of the task that brings less value to the system gives way, but may receive compensation from the resource or from the system as a whole. This compensation is calculated during new allocation of this task with the use of individual satisfaction and bonus penalty functions. As a result, the problem solution is self-organized in a step-by-step way by collective, parallel and asynchronous processes of detecting and solving conflicts between orders, products, processes, tasks and resources. Developed protocols of solving conflicts among agents implement methods of negotiations for finding elastic trade-offs using penalties and bonuses in very concrete situations. The solution is found when a “competitive equilibrium” (“consensus”) is reached and no agent can improve its KPIs in the given situation. Due to self-organization by autonomous collective decision-making principle, the whole schedule can flexibly adapt itself in case of unforeseen events.

Let us assume that VM is triggered by disruptive events coming from the real enterprise. The purpose of the multi-agent system for adaptive resource management will be to minimize the negative consequences of this disruption and achieve this goal by initiating a wave of changes in the self-organized schedule. This wave triggered by the first affected agent that received information on disruption. Decisions on the change are made through negotiation of affected agents to resolve conflicts and achieve a new consensus.

As was stated above, the enterprise state is defined as a sum of states of all objects and agents participating in the enterprise technology or business processes, including orders, technology or business processes, tasks, products, human resources, equipment and materials. Whenever a disruptive event occurs in the actual enterprise, the schedule of the virtual enterprise must change as quickly as possible to a new state.

For every basic ontological object, si, a corresponding digital agent, ai, exhibits the object’s behavior, as shown in Table 4.

An instantiation of the developed agent classes for the example of the factory workshop is presented in Figure 5.

![Figure 5. An instantiation of the agent classes for the example of the factory workshop.](image-url)
Table 4. Objectives, preferences and constraints of the agents.

| Agent Type                           | Objectives, Preferences and Constraints                                                                 | Attributes                                                                 |
|--------------------------------------|----------------------------------------------------------------------------------------------------------|---------------------------------------------------------------------------|
| Order agent                          | To be realized with minimum delay, \( c \), and cost, \( p \), \( Y_i = w_1 \left( 1 - \frac{c}{\text{cr}} \right) + w_2 \left( 1 - \frac{p}{\text{pr}} \right) \) | Deadlines, volume, unit costs                                             |
| Technology/Task agent (atomic, composite) | To be realized using appropriate resource, before deadline, in time \( (\tau_i = \text{finish}_i - \text{start}_i) \) | Features of resources, products; Deadlines for beginning and ending; connections with other tasks |
| Resource agent (humans, equipment, etc.) | To be engaged to its max capacity, To minimize idle and readjustment times \( Y_i = \begin{cases} 1, & \tau_i < \tau_{\text{gmt}} \\ \frac{\tau_i - \tau_{\text{cr}}}{\tau_{\text{ov}} - \tau_{\text{cr}}}, & \text{otherwise} \end{cases} \) | Schedule, periods of unavailability, rules for servicing and readjustments, productivity |
| Product agent                        | To arrange its own storage, To minimize intervals between production and consumption, \( e \) \( Y_i = 1 - \frac{e}{\text{exp}} \) | Storage specifications, the time required for delivery, production or consumption |
| Enterprise (staff) agent             | Coordination of agent activities \( Y_i = \sum_{j=1}^{M} w_{ij} y_{ij} \), Planning time, depth of modification chains | Planning time, depth of modification chains                                |

Figure 5 shows that new Order B is arriving when Order A has already successfully been scheduled. Order B reads the technological process from the Knowledge Base and created agents of Tasks 1, 2, \ldots, N. Agents of the tasks start looking for required resources and a new process of agent collective negotiations is triggered. As a result, two conflicts between Order A and Order B are discovered on workers and equipment. The conflicts can be solved by shifts, swaps and drops of tasks with the view on objectives of these and other agents.

Objectives for every software agent are defined using an agent satisfaction function, \( Y_i(\text{plan}_i) \), which is specified as a linear combination (weighted sum) of \( M \) elements belonging to kpi\( i \), and calculated based on the current schedule, \( \text{plan}_i \), related to the object agent as the following:

\[
Y_i = \sum_{j=1}^{M} w_{ij} y_{ij},
\]

where \( y_{ij} \) is an element of satisfaction function defined by criterion \( j = 1, M \) and \( w_{ij} \) is weighting coefficient \( 0 \leq w_{ij} \leq 1 \) and \( \sum_{j=1}^{M} w_{ij} = 1 \forall i \).

As discussed, the task agents on the VM can purchase time slot from resource agents and resolve conflicts in case several task agents request the same usage time from a resource agent by paying compensation to agents giving up their requests. For this reason, agents can use bonuses awarded for good performance or provide fines for underperforming. Performance is measured by its satisfaction function defined above. For this purpose, each agent has a bonus (fine) function, \( B_i(\bar{Y}_i) \). Virtual money received or expected can be used to compensate to those agents that are losing in negotiations.

VM can have diverse agents with different satisfaction and bonus/fines functions and a facility that allows for an agent instance assigned to every enterprise ontology object instance. Functions of satisfaction and bonuses/fines are introduced to motivate agents to perform as close as possible to their specified KPIs. Resource agents have an additional feature, a cost function, related to the cost of tasks.

Allocation of resources to orders is done in the following way:
1. Following the current state of the abstract world, $S_{\text{twin}}$, instances of order agents, resource agents and product agents are created and receive permission from the enterprise agent to act and take decisions.

2. Agent of an active order, $A_k$, picks up from the knowledge base the business process for the appropriate product and triggers the required task agents that are connected by nesting or sequencing relations.

3. A high-level task agent checks that relevant products and resources are available and ensures task performance in the specified time.

4. The task solution process starts from generating options by analyzing required resources, comparing task requirements and resource capabilities, resolving resource access timing issues and selecting by the branch and bound method.

5. The computation is based on identification of the set of conflicting orders which substantially reduce the number of solution options:

$$\{a_i \mid i \neq k, \text{plan}_k \cap \text{plan}_i \neq \emptyset\},$$

6. The next step is to allocate resources to tasks. Constituent agents allocate resources following the procedure described above. The results are delivered to the relevant group agents, which may accept or reject them and, in the latter case, request a new solution.

7. The group reports to the order agent on the proposed allocation of resources.

8. The order agent negotiates with conflicting orders to resolve conflicts. The resulting chain of schedule modifications produces losses suffered by agents who agreed to change their requirements to resolve the conflict $\Delta B_i$.

9. This chain of modifications is successfully dimmed if the corresponding order agent can compensate losses of conflicting agents from the gains earned by its bonuses, $\Delta B_k$:

$$\Delta B_k \geq \sum_{i \neq k} \Delta B_i$$

10. If this is the case, the schedule is accepted; if not, a new round of negotiations is performed.

11. The order agent then identifies all products linked to it by the “produces” relation and informs their agents when they must be delivered to appropriate stores.

12. The activity ends when a consensus is reached; in other words, when every agent $a_k$ reaches a state in which no further adjustment of the schedule $\text{plan}_k$ can improve their satisfaction function $\Delta Y_k$, and consequently, increase their bonus function $\Delta B_k$ or when the time available for negotiations runs out:

$$\Delta B_k + \sum_{i \neq k} \Delta B_i < 0 \forall k.$$ 

13. Once a consensus is reached, the VM stops working and is switched to a standby mode, awaiting the next disruptive event.

The fragment of the discussed scheme is illustrated in Figure 6, where it is shown how agents adaptively change the schedule.
The time required to find the optimal schedule is substantially reduced if the order agents only resolve conflicts in an adaptive manner without full combinatorial search. If changes in the basic ontology are required, the VM must be re-developed. In contrast, no re-developing is needed if only domain ontology is expanded.

5. The Method of Designing Autonomous Digital Twins of Enterprises for Adaptive Task and Resource Management

The developed method for designing Autonomous Digital Twins of Enterprises for adaptive task and resource management has the following procedure.

1. In the first step, the basic ontology is formalized with the help of experts in ontology editor and basic functionality is implemented in a unified multi-agent system for adaptive resource management covering the Deming cycle.

2. In the second step, the basic ontology is extended by domain-specific concepts and relations for different domains of applications. For example, for the aviation industry, one can introduce aviation ontology, which will specify typical parts of an aircraft, basic assembly processes and tasks, competencies of workers, etc. For the gas and oil drilling industry, the domain ontology will specify typical oil equipment, technological processes, etc.

3. In the third step, the domain ontology can be applied for building ontological models of concrete enterprises specifying its departments, business processes, persons and their roles and competencies, etc. Two different enterprises, working in one domain, can have the same domain ontology or can expand and modify their copies of common domain ontology to make it more suitable for their business aspects.

4. Ontological models of enterprise can be loaded into the unified multi-agent system for resource management. A set of such models can form a collection in the knowledge base for the domain of enterprises and play a role of standards in future.

5. To launch the Autonomous Digital Twins of Enterprises, users only need to load the selected ontological model of enterprise and to specify the initial scene or state of the enterprise, including the values of object attributes.

As a result, the proposed method provides the opportunity to formalize domain-specific knowledge of enterprises, which is usually “out of consideration” in traditional methods and tools of planning and optimization. For example, ontological specifications of the domain can help take into consideration what kind of resources is required for this particular task (operation), what input objects can trigger this task, what is the previous and the next task, etc.

The structure of ontological specifications of the method is given in Figure 7.
In this case, this domain-specific knowledge and logic can be separated from the source code of the system, which will become more generic and unified for various applications.

There is a number of ontologies developed for many different domains, including manufacturing, transport or agriculture.

However, applications for task-centric resource management and customization of multi-agent systems are not yet known and researched.

When the ontological enterprise model is loaded, agents make copies (clones) of their basic classes and use the formalized knowledge from ontology to specify behavior of agents of each task; for example, under what conditions can each task be launched, what are the previous and next tasks, what kind of resources this task requires, etc.

The design of a typical agent, is presented in Figure 8, including the components:

- State machine of agent—the set of states and transition rules which are connected and triggered by scene events or messages from other agents;
- Agent services—a number of software components to get input data, make computations, store data, etc.;
- Communication tools—software components to send/receive messages;
- Access to Knowledge Base—software components for accessing the Knowledge Base, reasoning and navigation through semantic networks.

Figure 7. Structure of the ontological specifications of the enterprises.
Agent World is a software component for running and dispatching instances of agent classes, for example, the schedule of middle-size workshop with 300 equipment units and 150 workers for the 3–6-month horizon may require more than 5 thousand interconnected instances of Task Agents, and all these instances of agents will be individually customized by the ontological model of enterprise.

The other core part of the autonomous digital twin of enterprise is the ontology-driven knowledge base, which will provide knowledge graph methods and tools to collect, digitalize, formalize and systemize domain-specific knowledge of enterprise, including detailed specifications of orders, business or technology processes, tasks and required resources, humans, machines and equipment, competencies of employees, etc. The granularity of formal specifications of business or technology processes will provide possibility to specify each task in enterprise operation and automatically find the required resources more semantically, individually, adaptively and dynamically.

The discussed concept of the autonomous digital twin of enterprise requires modification of the previously developed methods and tools and integration of ontologies to support the full cycle of resource management, with detailed granulation of specifications to each and every task in business or technology processes.

6. Architecture of Knowledge-Based Multi-Agent Toolset for Designing the Autonomous Digital Twin of Enterprise

The described method was implemented in a Knowledge-Based Multi-Agent Toolset for developing the Autonomous Digital Twins of Enterprise.

The architecture of the Knowledge-Based Multi-Agent Toolset includes the following main components (Figure 9):

- Basic Ontology of Resource Management—contains basic classes of concepts and relations for resource management;
- Domain Ontology of Enterprise—contains domain-specific classes of concepts and relations for the concrete enterprise;
- Ontological Models of Enterprises 1, 2, . . . , N—fully specified enterprise, including types of orders, technology or business processes, employees and other resources;
- Scenes of Enterprise, synchronized with the state of real enterprise 1, 2, . . . , N—ontological models of enterprises with concretization of attributes of properties and relations in the initial moment of time;
- Ontology, Knowledge Base and Scene Editors—software components for modifying ontologies, knowledge bases and scenes;
- Events—event queue for registering input events and sending them for processing in multi-agent system;

Figure 8. Typical agent structure.
- Ontology-Based Multi-Agent System for Adaptive Resource Management—the unified software component for loading ontological models of enterprises;
- User Interface—web interface and mobile application for communication with users and coordinating decisions.

![Diagram](image_url)

**Figure 9.** Architecture of a Toolset for Developing Autonomous Digital Twins of Enterprises.

The core parts of Autonomous Digital Twins of Enterprises are the Knowledge Base and Ontology-Based Multi-Agent System for Adaptive Resource Management.

The loading of the Ontological Model of Enterprise in the Ontology-Based Multi-Agent System triggers the creation of a new virtual world, which represents and mirrors tasks and resources of the real enterprise. In this sense, the developed Multi-Agent System is unified for a wide range of enterprises and it significantly reduces the time and cost of the developments.

At any moment of time, the Ontology-Based Multi-Agent System can be copied and the separate scene can be used for real-time simulations and what-if games; for example, entering new potential order, changing technological processes or shifts of workers, modernization of equipment, etc.

The Autonomous Digital Twins of Enterprises can be delivered to client as a stand-alone software solution or it can be integrated as a service with any other digital platforms or the cyber-physical system.

The developed tools can speed up development and save human effort, time and costs of developments and maintenance of the solution.

7. Evaluation of the Efficiency of the Method and Toolset for the Autonomous Digital Twins of Enterprises Development Process

To evaluate efficiency of the discussed method and toolset for developing Autonomous Digital Twins of Enterprises, the following resource management applications were considered:

- Aircraft assembly process for MC-21 for the Irkut Corporation (Irkutsk, Russia);
- Assembly of electric cars using robotic line for the TPA Company (Saint Petersburg, Russia);
- Oil drilling process for the Gaspromneft-Yamal enterprise (Saint Petersburg, Russia);
- Wheat crowing for the Rassvet agrofarm (Rostov region, Russia);
- Group of satellites for Earth remote sensing for the Rocket and Space Corporation “Progress” (Samara, Russia).

The Autonomous Digital Twins of Enterprises were prototyped independently for each of these domains, including collecting and formalizing domain knowledge, creating
an ontological model of enterprise and implementing modifications of basic ontology and a unified multi-agent system.

The idea of experiment was to measure the scope and total amount of development work (man-hours), including ontological and multi-agent features only:

- Changes in basic ontology (if needed);
- Extension of domain ontology;
- Changes in agent class logic;
- Addition of new agent classes.

During the experiment, the number of agents and size of ontologies was measured.

Aircraft assembly process for MC-21 for the Irkut Corporation

Input data: set of orders and list of events, in real time, storage of products.
Knowledge Base: product structure breakdown, technological processes with specification of each task, matching rules between tasks and resources, equipment, materials, number of workers and their competencies.
Criteria: just-in-time order production, minimization of order execution time and usage of resources, balanced load of workers.

Assembly of electric cars using robotic line for the TPA Company

Input data: set of orders and list of events, coming in real time, storage of products, plan and tariff of DHL deliveries of car parts.
Knowledge Base: product structure breakdown, technological processes with specification of each task, matching rules between tasks and resources, equipment, materials, number of robots and their functionality.
Criteria: just-in-time order production, minimization of order execution time and usage of resources, balanced load of robots.

Oil drilling process for the Gaspromneft-Yamal enterprise

Input data: requirements for oil drilling, storage of required materials.
Knowledge Base: best practices and technological processes of oil drilling with specification of each task, matching rules between tasks and resources, equipment, materials, number of workers and their competencies.
Criteria: minimization of oil drilling time and usage of resources.

Wheat crowing for the Rassvet agrofarm

Input data: wheat variety, the number of fields and days of wheat seeding, weather forecast and actual data.
Knowledge Base: stages of plant growth with specification of each phase, matching rules between stages, weather conditions and available resources.
Criteria: minimization of time for stages and maximization of harvest forecast.

Group of satellites for Earth remote sensing for the Rocket and Space Corporation “Progress”

Input data: the state of satellites and ground stations, set of orders for remote Earth observation.
Knowledge Base: satellites break-down structure, ballistics, technological processes of data imaging with specification of each task, matching rules between tasks and resources of satellites and their equipment functionality.
Criteria: minimization of reaction time and maximization of image resolution.
The results of discussed developments are shown in Table 5.
Table 5. Results of using the developed method and toolset for developing prototypes of Autonomous Digital Twins of Enterprises in different domains (KB—Knowledge Base and MAS—Multi-Agent System).

| Domain of Enterprise       | Size of Basic Ontology | Size of Domain Ontology | Size of Ontological Model of Enterprise | Number of Agents | Development Time (Man * Months) |
|----------------------------|------------------------|-------------------------|----------------------------------------|-----------------|----------------------------------|
| Aircraft Assembly          | 61                     | 152                     | >350                                   | 3               | KB 3.5, MAS 3.5                  |
| Electro-Cars Assembly      | 89                     | 382                     | >520                                   | 1               | KB 2, MAS 2                      |
| Oil Drilling               | 85                     | 441                     | >5000                                  | 2               | KB 3, MAS 3                      |
| Digital Twin of Plant      | 42                     | 236                     | >100                                   | 1               | KB 1, MAS 1                      |
| Swarm of Satellites        | 112                    | 304                     | >450                                   | 1               | KB 4, MAS 4                      |

The basic ontology $O_b$ was stabilized with about 60 main concepts and relations. Domain ontologies expand this basic ontology up to 2–3 times. Ontological models of enterprises, which include instances of concepts and relations, may differ very much and include from 236 to 925 instances. These ontological moles were loaded into the unified multi-agent system and automatically created instances of basic classes of agents. The required development and customization of the unified multi-agent system for these new applications took about 2–4 months.

Compared with the traditional approach for developing smart solutions, when the process of development takes 9–12 months [35], the application of the developed method and toolset makes it possible to significantly (up to 3–4 times) reduce complexity, cost and time of development process.

More detailed results and examples of applications can be found in [46].

8. Example of the Method and Toolset Application

Let us consider an example of the application of the presented method and toolset for the development of the autonomous digital twin of enterprise for the Service Desk Center of the Russian National Railways.

The Service Desk Center serves about 2500 information systems by 4500 employees, which have competencies in different software solutions.

At the moment, the Service Desk Center of the Russian National Railways has an old-fashioned IT system which is planned to be replaced by a more advanced and intelligent decision-making system for scheduling employees and chat bots for users.

The existing system has a module of auto-allocation of new orders to employees in an empiric manner “First In—First Out” and up to 10 orders per employee (other orders are staying in the queue and can lose their service level). This module has no adaptability, so new orders cannot change allocation of the previously allocated resources. Moreover, this module serves orders without any knowledge about semantics of the detected problem, service level for specific system, time zones, competencies of employees and their planned load and other preferences and constraints.

The autonomous digital twin of enterprise for the Service Desk Center was proposed as a solution of the problem and the pilot project was started in the summer of 2021.

The developed new system reads orders and creates their semantic descriptors, analyzes its content and adaptively schedules and optimizes tasks more individually, taking into consideration all the above parameters, including employee competencies. However, it also combines scheduling and optimization with monitoring and control of task execution. For example, if one task is significantly delayed by an employee and has a risk to break services, the next tasks in the schedule of this employee will automatically become active and start searching for other options. As a result of such negotiations for solving conflicts, these tasks can be reallocated and re-scheduled to other employees, for example, who fulfilled the planned tasks faster than expected, and have the needed spare time and competencies.

The difference between two systems is shown in Figure 10: in the existing system (left), new orders are staying in the queue waiting for allocation. In the new system (right),
new orders are immediately adaptively allocated and scheduled by solving conflicts in the schedules of employees. Red circles here identify the detected conflicts and re-scheduling of the previously scheduled orders.

Figure 10. The difference between the existing (left) and developed (right) systems.

The prototype of the autonomous digital twin of the Service Desk Center was developed in 3 months and researched for one group of 34 employees working with 25 software systems in the domain of logistics.

To evaluate the efficiency of the solution, the data records from Service Desk Center for Q1 2021 were collected and analyzed.

The basic ontology was applied and domain ontology and ontological model of the selected logistics group of employees were created, which includes about 100 technological processes (Figure 11) and the matrix of employees’ competencies (Figure 12).

Figure 11. A fragment of domain ontology and ontological model of logistics group of employees (yellow—issues of IT systems, green—technological processes, red—tasks).
The validation of the developed solution was made with the use of pre-selected real data on 1 September 2021. The test run included 34 employees from the selected team, which processed 304 orders in about 5 h.

The adaptive schedule of employees of the logistics group is presented in Figure 13. One can see here that every employee has tasks with the same color. It means that the system schedules only those tasks that match with the competencies of this employee.

Figure 12. The fragment of competencies matrix (darker blue color—better employee competencies and faster task implementation).

Figure 13. Adaptive schedule of employees of the logistics group.

Figure 14 shows how multi-agent technology works by presenting the satisfaction function and bonus-penalty functions of the system (as a whole), the number of agents involved and the number of changes in the schedule.
Figure 14. Characteristics of the multi-agent decision-making process.

Here, 304 agents of tasks were allocated to 34 agents of employees. During the negotiation process, the schedule was changed 1429 times and some tasks were allocated at the first attempt, while other tasks changed their positions a few times.

Figure 15 presents results of work of the existing system versus the new one and helps compare these results and evaluate the advantages of the new system.

Figure 15. Comparison of results of the existing system and the new one.

The left diagram shows that the developed solution provides an increase of 9.36% compared to the existing solution for resource allocation: the new solution requires 80.72 h of work to process requests and the old solution requires 88.27 h for the same requests. The right diagram shows that the new solution (blue) processes many more orders in the beginning compared to the existing one (yellow). One can see that the new solution has a bigger number of pending requests in the beginning of a day, i.e., the 1st of September.
(blue line on diagram), compared with the existing scheduler (yellow line). This means that the scheduler found and scheduled employees with required competencies for solving the problem. Moreover, at the end of the day, the biggest part of all requests was successfully executed and the rest of the scheduled (pending) requests was much lower. This means that the found employees have a bigger productivity and efficiency and are able to process the number of requests much faster than in the existing solution.

The external radiuses of circle diagrams show what tasks are scheduled (in different colors) and their allocation to employees, teams and departments accordingly (internal radiuses). The achieved resource allocation now (on the left) is not so random and fragmented (on the right)—the new solution performs allocation and scheduling of orders more smoothly, using the semantics of the requests and the competencies of employees.

The results of the prototype were analyzed and a number of new opportunities were identified, specifically how to provide a better service for customers, increase the productivity and efficiency of staff, motivate employees to acquire new competencies and reduce risks and penalties.

9. The Discussion and Outlook of Future Developments

The main contribution of this paper is to propose the autonomous digital twin of enterprise based on ontology and multi-agent technology for implementing a full Deming cycle of adaptive resource management, including real-time resource allocations, planning and optimization, monitoring and control of plan execution.

The developed ontology-driven multi-agent approach and software toolset for designing autonomous digital twins of enterprises provides high adaptability for businesses and increases the efficiency of resources under conditions of high uncertainty and turbulent dynamics of demand and supply. The implementation of domain ontology can be done by knowledge engineers for customization of the solution for different enterprises, and this process does not require re-programming of the unified multi-agent system. In case of new types of enterprises, the multi-agent system needs to be modified by new classes of agents and protocols of their communications.

The limitations of the approach are related to egoistic behavior of agents (myopia), which can block the system in local optimums, but this is mitigated by mutual compensations. As a next step, the following modifications can be made: advanced virtual market models, non-deterministic collective decision making with dynamically balanced positive and negative feedback mechanisms, proactivity of both demand and resource agents, etc.

Machine learning/data-driven methods could also be applied for digital twins of enterprises when big data are available and in a situation where orders and resources are not changing during the time period. However, if an enterprise does not have big data or the situation with orders and resources is continuously changing, these methods cannot be fully applied. However, in the future, these methods could be efficiently combined in a new hybrid method.

Another issue of the developed approach is the scalability for large enterprises and supply chains. The solution could be based on holonic and network-centric architectures for cooperation and competition of autonomous digital twins of enterprises. For example, the autonomous digital twin of one workshop can interact with the autonomous digital twin of another workshops. Autonomous digital twins of workshops can populate autonomous digital twins of factory, etc.

The plans for future research and developments include the following:
- Analysis of non-deterministic decision making in self-organized multi-agent systems and phenomena of emergent intelligence;
- Collection of pre-built ontologies and ontological models of enterprises and basic classes of agents for a wide range of different domains;
- Distributed knowledge base for supporting automatic decision making in specific teams of employees;
- Digital platform and digital ecosystems for p2p competition and cooperation between Autonomous Digital Twins of Enterprises;
- Integration with chat bots and software robots for business processes;
- Integration with Internet of Things (IoT) platforms.

The autonomous digital twin of enterprise can be applied for automatic resource management synchronized with real enterprise or as a real-time simulation tool. The results could be used for academic research and industry, including potential business applications for project management, agile programming, remote work from home in pandemic times and other cases.
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