Designing futsal match finder application with floyd-warshall algorithm
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Abstract. Information about the locations where futsal competition is taking place is needed for the futsal team to meet each other and compete. The purpose of designing Futsal Match Finder is to determine the position of futsal field location and help the shortest path to the field by implementing Floyd-Warshall algorithm. Application system design methodology that used in this research is prototype model. System test results show that the Floyd-Warshall algorithm can help find the shortest path to the location of the opposite futsal team. The futsal opponent search system based on the shortest distance can provide a solution to improve the ability of futsal players who have less relationship with other futsal team.

1. Introduction
Futsal is an abbreviation of the futbol/ football (soccer) and sala (room) of the Spanish language or futebol (Portugal/ Brazil) and salon (France). This sport forms a player to always be ready to receive and feed the ball quickly in the pressure of opposing players. With a narrow field, this game requires high ball possession techniques, collaboration between players, and team cohesiveness. Futsal is a sport that played by two teams, where each team has no more than five players, and one of which is the goalkeeper [1].

In Bandung city, futsal sports become a routine exercise that is usually done by anyone. This can be seen from the enthusiasm of playing futsal performed by people in the Bandung city, either children or adults. Today's futsal academy has been many established in the Bandung city such as the Mayasari, Energico, Jeni, Vamos academies, and so on. The academy was founded aiming to train the quality of playing futsal players. Moreover, with the many futsal fields scattered in the Bandung city making its citizens facilitated to do futsal sports.

Similar previous studies that have been conducted, among others: Opposition Seeker Playing Futsal on the Android Platform [1]; E-Futsal Application with Mobile-GIS and GPS-Based Android Methods [2]; Development of Web-based Geographic Information System for Padang City Futsal Field [3]; Design and Development of Android-based Ready for Battle Futsal Applications [4]; and Futsal Match Training Application Using Laravel Framework [5]. This study aims to design an information system using the Floyd-Warshall algorithm to search for opponents playing futsal based on distance. It will make it easier for each team to determine their opponents, who will be able to efficient the time and costs incurred when making a futsal match with another team.
2. Methods
The system design process in this study uses a prototype design approach. The Prototype model is one of the software development methods that is widely used by developers because besides it is simple also the method can also adjust the user's requirements in detail in developing software. This method is able to offer the best approach in terms of certainty in the efficiency of the algorithm, the ability to adjust itself from a site operation or the forms that must be done by human interaction with the machine [6]. The cycle of the prototype model consists communication process, quick plan process, modelling quick design process, construction of prototype, deployment, delivery, and feedback process [6], [7]. Reliability of system applications in this research, it is used: analytical, logical, conceptual, and operational verification by an expert[8].

3. Result and Discussion
This research uses Prototype as software development method to build information system for finding opponents of futsal competition based on distance using Floyd-Warshall algorithm calculations. Information system processes data in an organized way [9], which attempts to adapt human knowledge to computer, so that computer can solve problems as usually done by experts [10]. Based on many research findings, expert system has excellent ability in decision making, the system has advantages in terms of: more economical [11], broad accessibility [12], improving user understanding [13], good data accessibility[14], time efficiency [15], accuracy [16], providing good data and information [17], used as data storage media [18], supporting decision appropriately [19], more economical [11], broad accessibility [12], improving user understanding [13], and improving productivity [20].

3.1. Floyd-Warshall Algorithm
The algorithm that used in the system is Floyd-Warshall. The Floyd-Warshall algorithm is one variant of dynamic programming, which is a method that performs a solution by looking at the solution that will be obtained as an interrelated decision. This means that the solution is formed from a solution that comes from the previous stage and there are more than one possible solutions [21].

The algorithm is found by Warshall to find the shortest route. This algorithm is simple and easy to implement. The Floyd-Warshall algorithm has a directed and weighted input graph (V, E), where V is set of vertex and E is set of edge. Weight of edge E can be given the symbol w (e) as the number of side weights on a path is the total weight of the path. The edge E is allowed to have a negative weight, but it is not allowed for the Wij graph to have a negative weight cycle. This algorithm calculates the smallest weight of all the paths that connect a pair of vertex, and does it all at once for all pairs of vertex to reach the destination with the minimum weight [21].

\[ W_{ij} = (W_{ij}, W_{ik} + W_{kj}) \] \( j \leq i, k \geq 1 \) \( (1) \)

The Floyd-Warshall algorithm for finding the shortest traffic is as follows:

\[
W=W^0 \\
\text{For } k = 1 \text{ to } n \text{ do} \\
\quad \text{For } i = 1 \text{ to } n \text{ do} \\
\quad \quad \text{For } j = 1 \text{ to } n \text{ do} \\
\quad \quad \quad \text{If } W_{ij} > W_{ik} + W_{kj} \text{ then switch } W_{ij} \text{ with } W_{ik} + W_{kj} \\
\quad \quad \text{W* = W}
\]

Where:
- \( W_0 \) = the connectedness matrix of directed graphs with an initial weight;
- \( W* \) = minimal connectivity matrix;
- \( W_{ij} \) = the shortest path from point \( V_i \) to \( V_j \)

In its iteration to find the shortest path, the Floyd-Warshall algorithm forms n matrix, according to the k-iteration, this will cause the process to be slow, especially for large n values. Although the processing time is not the fastest, the Floyd-Warshall algorithm is often used to calculate the shortest
path because of its simplicity. Besides that, the implementation of the Floyd-Warshall algorithm is very easy to create [21].

3.2. System Design
This research is the development result of research that has been done before, in which the previous research discussed about how to search opponents competing in futsal based on distance. And the result will be able to efficiently in the term of manage the time and cost by each futsal team to conduct a futsal competition if they are going to visit another futsal team. In the previous system, there was a shortage where users who have just joined the system do not have a team and have to wait for an invitation from another team or send a confirmation to participate in an existing team. This problem will take a while for new users to join playing futsal.

This research builds an Android-based application which is used by individual user and in its use the user requires an Android-based mobile Smartphone for its operation. Using of mobile phone for the system, based on the advantages of Android-based application programs: fun [22], provide multimedia-based information [23], concise and mobile [24], good accessibility [25], and efficient [26]. Architecture of the futsal match finder system can be seen in Figures 1-2.

![System Architecture](image1)

**Figure 1. System Architecture**

![Application Architecture](image2)

**Figure 2. Application Architecture**

Users are person who can operate the Match Finder application using an Android-based mobile smartphone. Users can create teams as they wish, besides user can also move the home base where the team conducts futsal matches. Then, the user can search for the opposing team and find out the distance to be visited. The user can view the profile of opponent in the application. After getting the information about the location of the opponent who will be invited to compete and see the profile of the opponent, the user can send a notification to compete against the opposing team.

Users can view the distance of each of the futsal team opponents as the calculation result that was done using the Floyd-Warshall algorithm. This result will facilitate the user to find out the location and distance of the futsal team and the data that has been entered will be stored in the database. Users can edit their team personal data. The user can also view the details of the competition held in the Bandung city. Then, the user can view the invitation notification to compete from the other teams who invite to play futsal.
Application architecture design describes the basic framework of applications that will be built that more specifically and structured. The application architecture can be seen in Figure 2 which illustrates a process of input, process, and output of the futsal Match Finder system. For the security requirement of system, the futsal team as a user must be registration before log in or access the application. After getting the login account, the user will log in and proceed the next stage, where the user can view the information about the opposing team profile, the location of the opposing team, the schedule, place of competition for the opposing team, and information about the futsal competition. Furthermore, searching for the opposing futsal team and futsal competition will be processed using the Floyd-Warshall algorithm calculation. After being processed by Floyd-Warshall calculations, the output of this system is in the list of futsal field location based on the closest distance from the user location.

3.3. Testing of Floyd-Warshall Method for Futsal Match Finder Application

Testing scenario to see whether the Floyd-Marshall algorithm is able to give best recommendation futsal field location and futsal competition is conducted by comparing between the manual calculations an system calculation. In the case, the distance of each futsal location point in the Bandung city was calculated. Figure 4 shows the results of calculations to determine the distance of the futsal field location in Bandung City.
that will be selected in the city of Bandung using Floyd-Warshall method can be seen in Figures 5-9. And the testing result show that Floyd-Warshall has been implemented well in the system.

\[
W_{ij} = \min(W_{ik}, W_{kj})
\]

\[
W[1][3] = \min (3.6, 3.1 + \infty) = \text{Distance} \rightarrow 3.6
\]

\[
W[2][4] = \min (\infty, 3.1 + \infty) = \text{Distance} \rightarrow \infty
\]

\[
W[2][5] = \min (3.1, 7.7 + \infty) = \text{Distance} \rightarrow 10.8
\]

\[
W[3][2] = \min (3.6, 3.1 + 3.1) = \text{Distance} \rightarrow 3.6
\]

\[
W[3][4] = \min (2.8, \infty + \infty) = \text{Distance} \rightarrow 2.8
\]

\[
W[3][5] = \min (\infty, \infty + 7.7) = \text{Distance} \rightarrow \infty
\]

\[
W[4][2] = \min (\infty, \infty + 3.1) = \text{Distance} \rightarrow \infty
\]

\[
W[4][3] = \min (\infty, \infty + \infty) = \text{Distance} \rightarrow \infty
\]

\[
W[4][5] = \min (\infty, \infty + 7.7) = \text{Distance} \rightarrow 4.7
\]

\[
W[5][2] = \min (\infty, 7.7 + 3.1) = \text{Distance} \rightarrow 10.8
\]

\[
W[5][3] = \min (\infty, 7.7 + \infty) = \text{Distance} \rightarrow \infty
\]

\[
W[5][4] = \min (4.7, 7.7 + \infty) = \text{Distance} \rightarrow 4.
\]

| Distance (1st Iteration) | 1 (A) | 2 (B) | 3 (C) | 4 (D) | 5 (E) |
|--------------------------|-------|-------|-------|-------|-------|
| 1 (A)                    | 0     | 3.1   | ∞     | 7.7   |       |
| 2 (B)                    | 3.1   | 3.6   | ∞     | 10.8  |       |
| 3 (C)                    | ∞     | 3.6   | 2.8   | 14.4  |       |
| 4 (D)                    | ∞     | ∞     | 2.8   | 4.7   |       |
| 5 (E)                    | 7.7   | 10.8  | 14.4  | 4.7   | 0     |

**Figure 5. 1st Iteration**

| Distance (2nd Iteration) | 1 (A) | 2 (B) | 3 (C) | 4 (D) | 5 (E) |
|--------------------------|-------|-------|-------|-------|-------|
| 1 (A)                    | 0     | 3.1   | 6.7   | 7.7   |       |
| 2 (B)                    | 3.1   | 3.6   | ∞     | 10.8  |       |
| 3 (C)                    | 6.7   | 3.6   | 2.8   | 14.4  |       |
| 4 (D)                    | ∞     | ∞     | 2.8   | 4.7   |       |
| 5 (E)                    | 7.7   | 10.8  | 14.4  | 4.7   | 0     |

**Figure 6. 2nd Iteration**

| Distance (3rd Iteration) | 1 (A) | 2 (B) | 3 (C) | 4 (D) | 5 (E) |
|--------------------------|-------|-------|-------|-------|-------|
| 1 (A)                    | 0     | 3.1   | 6.7   | 7.7   |       |
| 2 (B)                    | 3.1   | 3.6   | ∞     | 10.8  |       |
| 3 (C)                    | 6.7   | 3.6   | 2.8   | 14.4  |       |
| 4 (D)                    | ∞     | ∞     | 2.8   | 4.7   |       |
| 5 (E)                    | 7.7   | 10.8  | 14.4  | 4.7   | 0     |

**Figure 7. 3rd Iteration**

| Distance (4th Iteration) | 1 (A) | 2 (B) | 3 (C) | 4 (D) | 5 (E) |
|--------------------------|-------|-------|-------|-------|-------|
| 1 (A)                    | 0     | 3.1   | 6.7   | 9.5   | 7.7   |
| 2 (B)                    | 3.1   | 3.6   | 6.4   | 10.8  |       |
| 3 (C)                    | 6.7   | 3.6   | 2.8   | 14.4  |       |
| 4 (D)                    | 9.5   | 6.4   | 2.8   | 4.7   |       |
| 5 (E)                    | 7.7   | 10.8  | 14.4  | 4.7   | 0     |

**Figure 8. 4th Iteration**
3.4. Application Testing

Operating the system can be done by checking all of the functions in the system whether it is running well or not, whether the application run as expected or not. Besides testing whether the implementation of the Floyd-Warshall method is applied well or not on the futsal Match Finder application. The functionalities of the application are also tested using black-box testing. Black-box testing is a software testing method to test the functionality of the software [6].

A black box is a testing method that observes the results of the execution and checks the functionality of the software. This test method based on what is executed through the interface without knowing the process that occurs in software in detail (code or logic structure of software). Testing to see a list of futsal field locations is a one of functional test. The example of Field Location List testing can be seen in Table 1. The test results prove that the functionalities of application can run as expected.

**Table 1. Application Black Box Testing Result**

| Code   | Scenarios                              | Expected Result                                      | Real Result                                      | Decision |
|--------|----------------------------------------|------------------------------------------------------|--------------------------------------------------|----------|
| FMF.01 | User access to field form              | Application shows field form                         | Application success shows field form              | √        |
| FMF.02 | View list of futsal field location     | Application shows list of futsal field location      | Application shows list of futsal field location   | √        |
| FMF.03 | User access the futsal team form       | Application shows futsal team form                   | Application success shows futsal team form        | √        |
| FMF.04 | View list of futsal team               | Application shows list of futsal team                | Application shows list of futsal team             | √        |
| FMF.05 | User choose one of futsal team         | Application shows the information of opposing futsal team | Application shows the information of opposing futsal team | √        |
| FMF.06 | User access the futsal schedule form   | Application shows futsal schedule form               | Application success shows futsal schedule form    | √        |
| FMF.07 | View list of opposing futsal team      | Application shows list of opposing futsal team schedule | Application shows list of opposing futsal team schedule | √        |
| FMF.08 | User access the notification form      | Application shows notification form                  | Application success shows notification form       | √        |
| FMF.09 | View list of notification from opposing futsal team | Application shows list of notification from opposing futsal team | Application shows list of notification from opposing futsal team | √        |
| FMF.10 | User access the futsal competition information form | Application shows futsal competition information form | Application success shows futsal competition information form | √        |
| FMF.11 | View list of futsal competition information | Application shows list of futsal competition information | Application shows list of futsal competition information in detail | √        |

**Figure 9. 5th Iteration**

| Distance (5th Iteration) | 1 (A) | 2 (B) | 3 (C) | 4 (D) | 5 (E) |
|--------------------------|-------|-------|-------|-------|-------|
| W₁₁ = min(W₁₁, W₁₂ + W₁₃) | 3.1   | 0     | 3.6   | 6.4   | 10.8  |
| W₁₂ = min(3.1, 7.7 + 10.8) = Distance → 3.1 |
| W₁₃ = min(6.7, 7.7 + 7.5) = Distance → 6.7 |
| W₁₄ = min(9.5, 7.7 + 4.7) = Distance → 9.5 |
| W₁₅ = min(6.7, 7.5 + 7.7) = Distance → 6.7 |
| W₂₁ = min(3.1, 10.8 + 7.7) = Distance → 3.1 |
| W₂₂ = min(3.6, 10.8 + 7.5) = Distance → 3.6 |
| W₂₃ = min(3.6, 10.8 + 7.5) = Distance → 3.6 |
| W₂₄ = min(9.5, 4.7 + 7.7) = Distance → 9.5 |
| W₂₅ = min(6.4, 4.7 + 7.5) = Distance → 6.4 |
| W₃₁ = min(6.7, 7.5 + 7.7) = Distance → 6.7 |
| W₃₂ = min(3.6, 7.5 + 10.8) = Distance → 3.6 |
| W₃₃ = min(3.6, 7.5 + 10.8) = Distance → 3.6 |
| W₃₄ = min(2.8, 7.5 + 4.7) = Distance → 2.8 |
| W₄₁ = min(3.1, 10.8 + 7.7) = Distance → 3.1 |
| W₄₂ = min(3.6, 10.8 + 7.5) = Distance → 3.6 |
| W₄₃ = min(2.8, 7.5 + 4.7) = Distance → 2.8 |
| W₄₄ = min(6.4, 4.7 + 7.5) = Distance → 6.4 |
| W₅₁ = min(6.7, 7.5 + 7.7) = Distance → 6.7 |
| W₅₂ = min(3.6, 7.5 + 10.8) = Distance → 3.6 |
| W₅₃ = min(2.8, 7.5 + 4.7) = Distance → 2.8 |
| W₅₄ = min(6.4, 4.7 + 7.5) = Distance → 6.4 |
| W₅₅ = min(2.8, 4.7 + 7.5) = Distance → 2.8 |
4. Conclusion
Based on the testing results of the futsal Match Finder system using the Floyd-Warshall algorithm, the implementation of the Floyd-Warshall algorithm for the futsal Match Finder system has been successfully built and can be used to determine the opponent to compete in futsal based on the closest distance. The Floyd-Warshall algorithm that used in the futsal Match Finder system has an accuracy that can be used as a benchmark by the user to determine the opponent to compete in futsal based on the distance that displayed in the Futsal Match Finder system. With this good result, the system can be a reference for each futsal team in determining the opponent competes with an estimated distance that is not too far away.
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