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SUMMARY

With the growing and widespread use of Internet of Things (IoT) in our daily life, its security is becoming more crucial. To ensure information security, we require better security analysis tools for IoT applications. Hence, this paper presents an automated framework to evaluate taint-flow analysis tools in the domain of IoT applications. First, we propose a set of mutational operators tailored to evaluate three types of sensitivity analysis, flow, path and context sensitivity. Then we developed mutators to automatically generate mutants for those types. We demonstrated the framework on a subset of mutational operators to evaluate three taint-flow analyzers, SaINT, Taint-Things and FlowsMiner. Our framework and experiments ranked the taint analysis tools according to precision and recall as follows: Taint-Things (99% Recall, 100% Precision), FlowsMiner (100% Recall, 87.6% Precision), and SaINT (100% Recall, 56.8% Precision). To the best of our knowledge, our framework is the first framework to address the need for evaluating taint-flow analysis tools and specifically those developed for IoT SmartThings applications. Copyright © 2010 John Wiley & Sons, Ltd.
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1. INTRODUCTION

Internet of Things (IoT) is a new revolutionary technological addition of this era which has the capability to connect everything and everyone. IoT is a collection of multiple interconnected objects, services, humans, and devices that can communicate and share data and information to achieve a common goal in different areas and applications [1]. IoT is impacting our day-to-day life. It can be used in different industries like transportation, infrastructure applications, agriculture, healthcare, energy production, manufacturing, distribution, or even in areas such as smart homes or elder care. IoT covers an expansive area of application and is gradually becoming an integral part of our lives. Thus, its security is a crucial challenge to deal with.

Security analysis is the process of detecting security vulnerabilities to mitigate or remove them in order to make a system or an application more secure. Security analysis for IoT applications is a relatively new and growing area of research. New tools were developed to identify security vulnerabilities in this domain, however, there is a lack of evaluation frameworks to quantitatively test the quality of these tools. Evaluation is the process that allows us to make sure our solution does the job it has been designed for and to think about how it could be improved [2]. When this evaluation process is done by a framework it is called evaluation framework. Mutation testing was successfully used for evaluation in other domains such as evaluating clone detection tools [3], software testing.
systems for Fortran [4], gene regulation models [5], software system clustering [6], and inter-class mutation for Java [7].

Mutation testing is a fault-based software testing technique [8], which mimics errors that are often made by programmers. Artificial errors can be injected into the main application, where each generated file, known as a mutant, only includes one change. Mutants are run against test cases to check on how many mutants were identified or, in mutation testing terminology, killed. The ratio of killed mutants over the total number of mutants is then computed, which helps to identify better test cases and less error-prone systems. Although these mutants are generated and executed efficiently by automated methods, around 20-30% of the mutants are functionally equivalent to the original program and are not useful for testing [9]. When the ratio is computed, it is computed based on the nonequivalent mutants.

SmartThings [10] is one of the most popular SmartHome platforms for IoT, other platforms include, Apple HomeKit [11], Amazon Web Services (AWS) [12], IBM Watson [13], etc. In this paper, we only focus on Samsung’s SmartThings applications since it is a popular platform with a large developer community that provides support and has numerous open-source official and third-party applications available that can be used for analysis. In addition, most of the recent security analysis tools that target IoT applications were developed for SmartThings applications. These security analysis tools use static taint flow analysis. Static taint flow analysis is a technique where we try to find a path between user controllable input to vulnerable function without running the program. A study conducted by Celik et al. [14] concluded that IoT platforms use similar programming structures and the differences lie only in the communication protocols between IoT devices and edge systems. As such, we believe that the approach we discuss in this paper can be generalized to other IoT platforms.

Since the field of IoT is still growing, the available testing tools might be limited. For example some IoT platforms are new and the availability of datasets for testing might be restricted or they might not be large enough. Furthermore, specific problems might not have enough test cases to adequately make conclusions. This is one of the areas a mutational framework can be helpful by automatically generating mutation cases that can be tested instead.

Another problem is that different tools might have different approaches for handling the available tests, making it difficult to directly compare them in a quantitative way, since they may not have a shared basis for the comparison. A mutational framework can help with this, by automating the process and providing uniform tests, it allows us to assess the tools quantitatively in a more meaningful manner.

The primary objective of this study is to build an automated framework that is able to quantitatively evaluate static security analysis tools in the field of IoT. The primary objective of this paper is to answer the following research questions.

**RQ1.** How can we quantitatively evaluate static taint analysis tools in IoT to ensure security?

**RQ2.** Is the proposed methodology able to differentiate the security analysis tools and identify their weakness?

In order to answer **RQ1**, we developed a set of mutational operators which create security vulnerability related faults in a program. Mutational operators are nothing but a mechanism of creating known faults. Based on whether the security analysis tool can identify the generated mutants or not we can quantitatively evaluate the tools.

For answering **RQ2**, we ran all of the mutational operators on a benign data-set and created faulty programs. Then, we used the security analysis tools that were available to examine the faulty programs. After that, we generated the tool-specific results and we did a statistical analysis to find out the tools’ quantitative results in different areas.

This paper is an extension of a previously published short paper [15] where we presented an initial version of our mutation framework, and demonstrated it on one category of mutational operators, flow-sensitive analysis mutational operators. The previously published short paper provided a basic description for the approach and handled the issue of flow sensitivity using 5 mutational operators. The extension expanded the scope to include path and context sensitivity tests and provides an
additional 7 mutational operators. We have also expanded the tests to include a newly developed tool, FlowsMiner.

In this extended version we make the following contributions:

- First, we expanded the discussion about the mutation analysis framework [15], which is to the best of our knowledge, the first automated framework that is aimed at quantitatively evaluating tools focused on software security vulnerabilities identification in the domain of IoT applications.
- Second, we propose an expanded set of unique mutational operators for one class of security vulnerabilities, tainted-flow vulnerability. This includes, in addition to flow-sensitive discussed previously [15], path sensitive and context sensitive analysis mutational operators.
- Third, we provide a comprehensive evaluation that demonstrates the framework on the evaluation of three static analysis tools, SaINT [14], Tainted-Things [16], and FlowsMiner [17].

2. BACKGROUND

In this paper, we propose a mutational analysis framework that is aimed at evaluating static taint flow analysis tools for SmartThings. This section includes all the necessary and essential background information that are needed to explain our approach and contribution.

To understand the structure of SmartThings applications, we provide Listing 1 which demonstrates the code structure with an example. It is written in Groovy, a language similar to Java, and has three main sections, the definition, preference and methods sections.

Listing 1: SmartThings application structure

```groovy
1 definition(
2   name: "SmartApp",
3   //.....
4 )
5
6 preferences {
7   section("Turn on when motion detected:"){
8     input "themotion", "capability.motionSensor",
9     required: true, title: "Where?"
10  }
11 }
12
13 def installed() {
14   initialize()
15 }
16
17 def updated() {
18   unsubscribe()
19   initialize()
20 }
21 }
22
23 def initialize() {
24 }
```

First, the definition section includes a set of meta-data that is usually populated from the values the developer enters when creating the SmartApp [18]. Second, the preferences section includes values provided by users as inputs. When installing the SmartApp, a user will be given a screen to customize these inputs. The input section also includes the access control of a device, which is expressed using a capability model; SmartThings categorizes devices into their capabilities, that is, what the device is capable of [18]. Third, the methods section includes predefined methods that are called during the app installation, update, or deletion, while others are event handlers specified in the event subscriptions and any other methods necessary for implementing the SmartApp.
It is necessary to prevent leakage of confidential information as well as keeping the trusted data untainted. There are a lot of studies in this field to quantify the tolerable level for leakage. However, any leakage will make a system vulnerable, the caveat being that there is no perfectly secure system either. So, in our day-to-day life, we often have to face vulnerabilities related to information leakage.

Program analysis refers to the process of analyzing a computer program to look for certain properties, such as its correctness, stability, or security [19]. In this paper, we will evaluate some tools used for program analysis to ensure security.

Static analysis is a kind of program analysis techniques that has the ability to reveal the vulnerabilities during the development phase of the program [20]. It analyzes the code itself before the running phase. Static analysis is the core of all the tools used in this study. Dynamic analysis, on the other hand, is a program analysis technique that is done by using data gathered during the run-time. It is capable of presenting an exact picture of a software system as it reveals the system’s true nature [21].

Taint Analysis attempts to identify variables that have been tainted with user-controllable input and traces them to possible vulnerable functions, also known as sinks [22]. If the tainted variable gets passed to a sink without first being sanitized, it is flagged as a vulnerability [22]. Input sanitization describes cleansing and scrubbing user input to prevent it from jumping the fence and exploiting security holes [23]. Taint Analysis can be classified into the following types, which specify the amount of precision the analysis can provide: a) Flow sensitivity takes into account the order of execution when doing program analysis [19], b) Path sensitivity requires that the predicates at conditional branches are considered in a program analysis [19], and c) Context-sensitive analysis spans multiple procedures, considering a target function block within the context of the code calling it [24]. We now discuss each of these types in detail.

2.1. Flow Sensitivity

In program analysis, flow sensitivity assess the order of execution [19]. Listing 2 provides an example IoT app code snippet to explain flow sensitivity. A flow-sensitive analysis would say that this app is benign, as the value of the input \$people will not be leaked through messages variable to the sink method send. But a flow-insensitive analysis will flag it as probable leakage, since it can not distinguish the value change for the same variable, messages.

Listing 2: Flow Sensitivity Example

```java
preferences {
  section("When all of these people leave home") {
    input "people", "capability.presenceSensor", multiple:true
  }
}
def eventHandler(evt) {
  def messages = "people in house" + "\{\$people\}"s
  messages = "new event happened"
  send("attackerphone",messages)
}
```

2.2. Path Sensitivity

Path sensitivity requires that the predicates at conditional branches are considered in a program analysis [19], an example is illustrated in Listing 3. A path-sensitive analysis will give two different independent paths based on the value of the condition. If the value of the input variable $people is equivalent to zero, it will leak information; however, if the value is not equal to zero, it will have a benign value, and consequently will not leak any sensitive information. A path sensitive analysis will be able to identify precisely which path in the app leaks sensitive data and which does not, whereas path-insensitive analysis will flag the app in Listing 3 as tainted, because the path-insensitive analysis cannot identify each path independently.
2.3. Context Sensitivity

Context-sensitive analysis spans multiple procedures and considers a target function block within the context of the code calling it [24]. For example, in Listing 4 the function createmsg is called from function presence with two different kinds of parameters. The first call will be returning a benign value and the 2nd call will return a malicious value. A context-sensitive analyzer will be able to distinguish between this call. So if the message1 is passed to a sink it will be benign context and if message2 is passed to sink it will be a malicious one. However, a context-insensitive analyzer will fail to distinguish between these calls and ended up calling both of the cases malicious. In this example Listing 4 will be reported benign by a context-sensitive analyzer, while a context-insensitive analyzer will say it is potentially malicious.

Listing 4: Context Sensitivity Example

preferences {
  section("When all of these people leave home") {
    input "people", "capability.presenceSensor", multiple: true
  }

  section("temperature") {
    input "thermostat", "capability.thermostat", title: "Thermostat", multiple: false, required: true
  }
}

def presence(evt) {
  def phone = "11111111111"
  def message1 = createmsg("random")
  def message2 = createmsg("{$people}", "random")
  sendSms(phone, message1)
}

def createmsg(msg) {
  return "hello"
}

def createmsg(msg, flag) {
  return msg
}

2.4. Mutation Testing

Mutation testing is a fault-based testing technique [8] which is widely used. If we generate the mutation carefully in an appropriate location, it can simulate many test criteria that are hard to
reach. It will inject one unique fault per file. Mutants are created to check the designed test cases’ efficiency. Test cases are performed over the generated mutants to identify or kill them. The ratio of killed mutants over the total number of mutants is then computed, which indicates the efficiency of the test cases. Thus, it helps to both identify the good test cases and the required test scenarios. Although these mutants are generated and executed efficiently by automated methods, many of the mutants are functionally equivalent to the original program and are not useful for testing [9]. When the ratio is computed to check efficiency, it is computed based on mutants that are not equivalent to the original program. Equivalent mutants are still a hard problem to tackle. Introducing equivalent mutants does not change or modify the actual state of the original program.

In our work, we utilize equivalent mutants differently and that to evaluate the tools for their false positive rate. We do so by creating benign mutants which does not change the actual functionality of the program, but the purpose would be to inject benign program constructs that are related to flow, path and context sensitivity. If the tool we evaluate reports those changes as vulnerability then that would impact their score for reporting false positive score.

2.5. Source transformation technology via TXL

TXL is a unique programming language specifically designed to support computer software analysis and source transformation tasks [25]. To use it, one needs to define a grammar or reuse a predefined one. The grammar helps to parse the input files and based on it, transformation rules can be designed. Grammar and transformation rules are the core elements of this language. TXL has a pure functional superstructure that provides scoping, abstraction, parametrization, and recursion, over Prolog-like structural rewriting rules which provide pattern search, unification, and implicit iteration [25].

3. SURVEY OF RELATED WORK

Our mutation-based evaluation framework uses source transformation technology [25] to help automate the stage of mutation generation.

Roy et al. [3] use the same technology to develop a mutational analysis framework to evaluate clone detection tools. They introduced operators specific to detection of clone types, which include changes with whitespaces, comments and formatting; renaming and replacement of identifiers; modification of line code such as insertion and deletion; and finally reordering and replacement within the program. Dan et al. [26] use TXL to implement a Semantic Mutation Testing (SMT) tool to mutate the semantics of the language so they can capture different category of faults other than those usually discovered by mutating the program source code [27]. While both papers use TXL, they were used for other applications, purposes and platforms. Dan et al. [26] adopted the mutation analysis for platforms using C and the operators they used are specific to C semantics and controlling floating points. Roy et al. [3] designed their framework for evaluating clone detection in platforms using C, Java, and C# while our paper applies the mutation analysis to taint detection in the SmartThings platform.

Papadakis et al. [28] conducted a survey to highlight the benefit of mutation in empirical studies of software testing. The survey sheds light on the challenges of mutation testing and advises on best practices.

The next six papers are similar to our work in using mutation for security purposes. This application of mutation analysis was also mentioned in Papadakis et al. [28]. Avancini and Ceccato [29] presented a preliminary investigation on combining static analysis with a genetic algorithm. Their approach uses mutation to support security testing by selecting the inputs in the tested page, pairing them, crossing and modifying the parameters. The goal is to test whether the inputs can go through the targeted paths. Unlike our work, the prototype is designed for web applications using Java and the focus is on cross site scripting vulnerability.

Matthis et al. [30] developed a lightweight mutation-based analysis tool that systematically mutates dynamic values returned by sensitive sources to assess whether the mutation changes the values passed to sensitive sinks. By mutating the values, the authors found flows between
Their paper uses a dynamic experimental approach alongside mutation, which is different from our method. The proposed prototype by the authors named MUTAFLOW is implemented using Jimple code and Soot [31]. The main goal of Matthis et al. [30] work is to analyze the information flow to assess the security of applications, but our goal, it is to evaluate taint flow analysis tools.

Loise et al. [32] introduced 15 mutation operators for Java to handle security issues. Specifically, their main goal is to design and support security-aware mutational operators for mutation analysis. The operators they proposed are specific to Java-based web applications and includes mutations to test for handling of cookies, XML parsing, SQL injection, encryption and sanitation. These operators are not used for evaluating static taint analysis tools like our approach. Mouelhi et al. [33] proposed a meta-model that provides a generic representation of access control models security policies and then defined a set of mutation operators at this generic level. In another paper, Mouelhi et al. [34] introduced an approach to reuse existing functional test cases for security testing. Instead of using mutational operators for evaluating tools, these two papers present new methods for mutation analysis of security policy test cases. Dadeau et al. [35] used a mutational approach to test security protocols, rather than app analyzers. They used mutation of High-Level Security Protocol Language to design a model-based testing approach. The proposed mutational operators created leaks in security protocols and mimicked implementation errors. The created errors are used to validate the implementation of a security protocol based on an HLPSL model. The jMuHLPSL tool, a prototype tool for this paper, is implemented using JAVA.

Jia and Harman [8] conducted a related study to analyse how mutation testing evolved over time. The papers mentioned for security policies in this survey mostly create mutation operators that inject common security-related flaws into different types of platforms. Le Traon et al. [36] proposed eight mutation operators classified into four categories for the Organization-Based Access Control OrBAC policy. Hwang et al. [37] provided a solution that applies rule-level and clause-level mutational operators to test firewall policies. Martin and Xie [38] presented a fault model for access control policies and a framework to explore it. The fault model is created based on mutation analysis to test XACML, an Oasis standard XML syntax for defining security policies.

The next three papers share the same goal of evaluating taint analysis tools in the Android applications. ReproDroid, implemented by Pauck et al. [39], is a framework that produces an accurate comparison of Android taint analysis tools. The framework adopted the Android App Analysis Query Language (AQL) for precisely formulating questions about app properties, such as their flows, as well as providing a query execution system which can interact with diverse tools and a query wizard for determining the ground truth in apps and for executing the specified benchmarks and rating their outcome. Qiu et al. [40] also performed a comparison in three taint analysis tools in standard configuration setup. To do that, they used a set of benchmark apps. Bonnet et al. [41] presented the Mutation-based soundness evaluation ($\mu$SE) framework, which systematically evaluates Android static analysis tools to discover, document, and fix flaws and that by leveraging the well-founded practice of mutation analysis. Their approach uses operators to generate tests for cases such as SSL vulnerabilities and data leakage, but the generated tests are specific to Android.

Klinger et al. [42] represent the first automated technique for deferentially testing the soundness and precision of program analyzers. To evaluate the six well known developed program analyzers the researchers used tens of thousands of automatically generated benchmarks. Their approach is specific to C analyzers and uses assert statements to target configured properties such as numerical properties.

Our research targets static analysis tools for SmartThings IoT apps. Static analysis has wide applications beyond IoT, such as analyzing Android apps. One of the shared problems is handling of the analysis sensitivity. FlowDroid [43] is one of the first static analysis tools for android that provide context, field, object, and flow sensitivity analysis. To achieve that, it uses Soot to provide an Intermediate Representation (IR) from the Java code and constructs a call graph from it. The analysis is then performed on the call graph. IoT apps analysis can use different approaches, including the recovery of an intermediate representation (IR), and then try to provide different sensitivities for the
analysis on the recovered IR, like the approach proposed by Celik et al. [14]. We try to evaluate a set
of such tools and their ability to provide flow, path and context sensitive analysis and that using our
mutational framework, presented in this paper, which automatically generates mutants specifically
targeting SmartThings platform.

In Table I, we provide a summary of the surveyed papers, the goal of the design, the targeted
platform and the methods they used.

Table I. Related work comparison

| Paper | Platform | Method used in the approach | Tool produced | Goal of the approach | Language or platform | Evaluating other tools | Designed for |
|-------|----------|-----------------------------|---------------|----------------------|----------------------|------------------------|--------------|
| Avancini and Ceccato [29] | Web application | Static analysis and mutation | Prototype tool | Security testing | Java | Support security testing by generating proper test cases for actual vulnerabilities |
| Mathis et al. [30] | Android | Dynamic experimental approach and mutation | MUTAFLOW prototype | Assessing the security of applications | Jimple code and Soot | Analyzing information flow by dynamically mutating sensitive source values |
| Loise et al. [32] | Java | Mutation | Only mutational operators | Security testing | PIT (Parallel Isolated Test) | Can be used to evaluate static analysis tools | Design and support security aware mutational operators |
| Mouelhi et al. [34] | Java | Mutation and dynamic analyses | Proposed a method and tools | Security Policy testing | AOP, model transformation | Mutation analysis of Security Policies test cases |
| Mouelhi et al. [33] | All rule-based formalism | Mutation | Mutation Tool generated | Security Policy testing | Kermeta | Mutation analysis of Security Policies test cases |
| Dadeau et al. [15] | High-Level Security Protocol Language (HLPSL) | Mutation | jMuHLPSL tool, a prototype tool | Security Protocols testing | Java | A testing technique to validate an implementation of security protocol, based on a HLPSL model |
| Panck et al. [39] | Android | Taint analysis | ReproDroid, a framework | Evaluate taint-flow analysis tools | Android App Analysis Query Language (AQL) | Evaluate static analysis tools |
| Qiu et al. [40] | Android | Static taint analysis | No/Experiment only | evaluate taint-flow analysis tools | N/A Done in Linux environment | Evaluate static analysis tools |
| Dan et al. [26] | C | Mutation | Semantic Mutation Testing (SMT) Tool | Semantic Mutation Testing | TXL | Developing a Semantic Mutation Testing tool |
| Roy et al. [1] | C, Java and C# | Mutation | Framework | Clone detection | TXL | Evaluating Code Clone Detection Tools |
| Bonnet et al. [41] | Android | Mutation | Framework | Evaluate Android static analysis tools | Java | Evaluates Android static analysis tools |
| Klingler et al. [42] | benchmark | | | | | | |

4. FRAMEWORK ARCHITECTURE

The proposed mutational framework, designed to evaluate tools used for the security analysis of
SmartThings apps, is presented in Figure 1. The framework comprises three main steps which we
will explain in the following subsections. Subsection 4.1 introduces the idea of automated mutation
generation. Subsection 4.2 sheds the light on generation of tool-specific reports. Subsection 4.3
gives an overview of how the statistical analysis or the quantitative evaluation will be done.

4.1. Automated Mutation Generation

Inputs from SmartThings apps are used to generate mutants automatically. The mutational operators
will make any existing sink potentially leak these input through different language structure such
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as: flow, path, or context (functions). We used the TXL Groovy grammar from Schemild et al. [16] to help automate the mutation generation process. We redefined some parts of the TXL Groovy grammar to accommodate our needs. The TXL Groovy grammar is used to parse and inject one fault/mutation into each file. As an output of this automated injection, all applicable types of mutants for each application are created. An additional output of this step is the storage of all mutant related data into the meta-data repository for future use. All the different kinds of mutational operators used in this step are introduced next. Our framework proposes 13 new mutational operators. Our aim is to create mutants to evaluate three levels sensitivity analysis: flow, path, and context sensitivity analysis. Flow-sensitivity has six operators whereas path and context each have four and three operators, respectively. We exploited three commonly used sinks in the field of IoT to create the operators, theses sinks are: message, push massage and httpPost. Sensitive information or sensitive input is the user controllable inputs.

Providing coverage for all the test cases is important, since a tool might be missing a sink or handling it inadequately. By providing a uniform mutational framework that generates all the test cases automatically, it can help test the tools fully even for minor errors.

We propose the mutational operators to test the main functionalities. Considering that leakage in SmartThings can happen through the internet, messaging and notifications, we cover these cases by providing a test case for each scenario. We test the tools ability to detect the leakage going through the sink function using flow, path and context sensitive analysis

The main sink categories are sending messages, pushing notifications and sending HTTP requests. To cover these scenarios we provide both a test where the sink is added and a test where the original sink is modified. The sinks we use are sendSms, sendPush and httpPost. They are examples where each representing one sink category respectively. The sendSms function takes 2 parameters, a message body and a phone number, the sendPush takes 1 parameter, the notification body and the httpPost takes an array parameter which includes information necessary to make the http request such as the uri as well as the message body, then handles the response in a callback. It worth mentioning that our proposed operators address a very simplified aspect of HTTP requests in SmartThings apps, even though HTTP requests can be very complex as they may have different methods like GET, POST, PUT, DELETE, etc. and may have different content types like application/json, application/xml, or application/x-www-form-urlencoded. This is because the scope of the analysis is tainted-flows in the source code, so we don’t explore the networking side deeply. For this category of mutation, our framework injects sensitive data in the body parameter of the Groovy http request, but the functionality should be the same if the flow is injected in other parameters in the code and is passed to the http request.

4.2. Generation of Tool-specific Reports

In this next step, the mutants are taken as input to evaluate the available static analysis tools. If the dataset is small, all the mutants will be passed to each tool and generate a tool-specific report.
Alternatively, a percentage of randomly selected mutants are passed if the dataset is large. This report will contain information about how many mutants were identified, in other words, killed, by each tool and how many were not identified and are alive. It will also provide the mutator, or the mutational operator-specific tool evaluation report.

Here, we demonstrate the report structure of our framework for the evaluation of the taint-flow analysis tools. It is part of a big excel file. There are more rows and columns in the actual file. We only demonstrate the framework on three categories of mutators, flow sensitivity operators, path sensitivity operators and context sensitivity operators.

We designed our mutators to generate one change per app. For flow sensitivity, we designed six different mutators tailored to cover the most popular sinks in SmarThings apps: SMS/message, push message, and HTTP sinks. For each sink type, we have two types of mutational operators: Add or Modify. For path sensitivity mutators, one mutator is created to add a block that can check for path sensitivity analysis. This mutator has different versions depending on different sinks. The other three operators add tainted flows to different paths of the existing code branches. Each operator is specific to each sink. For context-sensitivity, we also add calls to functions with benign and malicious contexts for three different sinks.

To generate the tool-specific results, each original source app and its corresponding mutants have to be run through each tool. If tools under evaluation produces different analysis results for each mutant when compared to original app analysis results, such mutant will be declared as killed, and we put ‘K’ in the report for that mutant. If the analysis results on a mutant is not different from analysis results on original code, i.e., the mutant was not detected, the status of that mutant will be live and we put ‘L’ in such cases. If a mutant was falsely identified as malicious, we put ‘FP’ in the report to denote a false positive. If a benign equivalent mutant was classified as benign we put ‘TN’ in the report, which stands for a true negative. Based on that, we created our results for each tool regarding each mutational operator. Table II shows a portion of the generated report for revealing the structure of the report.

| File Name                  | Mutation ADD possible? | MSGFlow1 (TaintThings) | MSGFlow1 (SAINT) | MSGFlow2 (TaintThings) | MSGFlow2 (SAINT) |
|----------------------------|------------------------|------------------------|------------------|------------------------|------------------|
| BeaconThingsManager        | not possible           | N/A                    | N/A              | N/A                    | N/A              |
| camera-motion              | yes                    | FP                     | TN               | K                      | K                |
| Color Temp via Virtual Dimmer | yes                   | FP                     | TN               | K                      | K                |
| ecobeeGetTips              | yes                    | FP                     | TN               | K                      | K                |
| garage-switch              | yes                    | FP                     | TN               | K                      | K                |
| Hue Party Mode             | yes                    | FP                     | TN               | K                      | K                |
| hvac-auto-off.smartapp     | yes                    | FP                     | TN               | K                      | K                |
| JSON                       | yes                    | FP                     | TN               | K                      | K                |
| Light-Alert-SmartApp       | yes                    | FP                     | TN               | K                      | K                |
| Lutron-Group-Control       | yes                    | FP                     | TN               | K                      | K                |
| Switches                   | yes                    | FP                     | TN               | K                      | K                |
| VirtualButtons             | yes                    | FP                     | TN               | K                      | K                |

FP = False Positive, TN = True Negative, K = Killed

4.3. Statistical Analysis

In the final step, the statistical data analysis and reporting are completed for each static analysis tool. This module takes the mutants’ meta-data repository from 4.1 and the mutational tool evaluation report from 4.2 as input. From this input, it computes the precision and recall that can give us an overview of the performance of the tool.

The methodology is covered here briefly. In the last subsection, we described how the report structure of the tools is organised, and here we focus on how we use the data in that report. Below, we present the equations that we use to compute the recall and precision.
4.3.1. Measurement of Recall We need to measure recall in order to quantitatively evaluate the security analysis tools. The proposed framework will be able to report recall for each mutator, each sensitivity type, and each static analysis tool. We follow the information retrieval’s definition of recall [44], where the recall is the number of mutants that are detected divided by the total number of all mutants. Using the standard definition of recall, it is the rate of successfully identified relevant data, or true positives (TP) out of all the relevant data, the true positives and false negatives (TP + FN).

\[
Recall = \frac{TP}{TP + FN}
\]

When testing for the ability of detecting the change in each mutant from the original app, in other words, if the mutant is killed by the tool being tested, the recall could also be expressed as:

\[
Recall = \begin{cases} 
1, & \text{if change in the mutant in respect to the original app is detected by } T \\ 
0, & \text{otherwise} 
\end{cases}
\]

4.3.2. Measurement of precision In information retrieval, precision measures the noise in the results, such as irrelevant items appearing in the results of a query [45]. The relationship between recall and precision is an indication of how well a matching engine performs [3]. Ideally, precision should remain high as recall increases, but in practice, this is difficult to achieve [3]. Using the standard definition of precision, it is the rate of relevant identified data, or true positives (TP) out of all the identified data, the true positives and false positives (TP + FP).

\[
Precision = \frac{TP}{TP + FP}
\]

This can also be expressed in terms of how many of the killed mutants \( k \) are correctly identified to contain relevant data that is valid \( v \). So the precision can be calculated as follows:

\[
Precision = \frac{v}{k}
\]

These equations can be applied per mutator or for one category of mutators addressing specific sensitivity (flow, path, or context) analysis and that by averaging the calculated precision and recall of the mutators in each category. Similarly, to calculate the overall precision and recall for a specific tool, we give equal weight to each of the three categories of sensitivity analysis mutators, so we can average their results.

5. EXPERIMENT

For the experiment, we generated mutants using our framework from a dataset of SmartThings applications. We then run the static taint analysis tools on the generated mutants and the original source apps. We then compare their results to see whether they successfully identified the mutants and whether it was correctly marked as malicious or benign.

5.1. Dataset

We used a dataset comprised of different kinds of SmartThings applications including IoTBench, an open repository for evaluating systems designed for IoT app analyses [46]. The dataset is the one used by Celik et al. [14] for SaINT and Schmeidl et al. [16] for Taint-Things. The dataset includes 264 applications; 42 official SmartThings Marketplace apps, 144 official apps provided by the community, 59 third-party apps, and 19 apps specifically developed by the SaINT team to include common vulnerabilities available online under IoTBench test suite [16].

Our framework was developed before Taint-things and FlowsMiner were available. SAINT was the only available tool, so we used it to initially identify the benign dataset and we then manually checked the dataset to confirm its benign status. As the other tools, Taint-Things and FlowsMiner,
became available, and to guarantee that the dataset is not biased, we selected benign applications which were confirmed benign using these tools as well. We picked the apps that were marked by the three tools as benign with the exception of one app that Taint-Things marked as tainted that was used to generate the context sensitivity tests. We have included it due to the limitation of original apps fit for context sensitivity. We address this in more detail in Section 8.

As a result, we got 65 community apps, 13 forum apps, 11 marketplace apps, and one app from SaINT IoTbench. The distribution of the different source apps and mutants created for each mutational operator in the dataset is given in Table III. Each app is a single file and range from 27 to 732 physical lines of code (LOC), with the blank and comment lines excluded. The average LOC is 118 and the median is 65.5. Figure 2 shows a histogram of the apps’ LOC. Generally the SmartThings apps are contained in a single-file, furthermore, the scope of the research and the tested tools analyze single-file apps.

Table III. Apps and mutants created for each mutational operator

| Mutational Operator | SaINT | Forum | Marketplace | Community |
|---------------------|-------|-------|-------------|-----------|
| Apps in Dataset     | 1     | 13    | 11          | 65        |
| MMfs                | 0     | 0     | 0           | 0         |
| MPfs                | 0     | 0     | 0           | 0         |
| MHfs                | 0     | 0     | 0           | 0         |
| AMfs                | 2     | 24    | 22          | 126       |
| APfs                | 2     | 24    | 22          | 126       |
| AHfs                | 2     | 24    | 22          | 126       |
| Aps                 | 6     | 72    | 66          | 378       |
| AMPs                | 8     | 56    | 62          | 330       |
| APps                | 8     | 56    | 62          | 330       |
| AHps                | 8     | 56    | 62          | 330       |
| AMcs                | 0     | 0     | 6           | 26        |
| APcs                | 0     | 0     | 6           | 26        |
| AHcs                | 0     | 0     | 6           | 26        |

5.2. Tested Tools

We are aiming to evaluate static analysis tools that use the taint flow analysis technique and are designed to ensure the security of the IoT SmartThings platform. Currently, we only found three such tools in this developing field. They are SaINT [14], Taint-Things [16], and FlowsMiner [17].

SaINT: The first tool to be found that matches the criteria we were looking into is SaINT, a tool that is designed to analyze sensitive data flow and leakage in IoT applications. It uses static analysis techniques. SaINT operates in three phases: Translation of platform-specific IoT source code into an intermediate representation (IR), then identifying sensitive sources and sinks, and finally, performing static analysis to identify sensitive data flows [14]. The IR is constructed from the source code of the inputted IoT app and it requires building the app’s inter-procedural control flow graph (ICFG). SaINT’s IR-building algorithm directly works on the Abstract Syntax Tree (AST) representation of Groovy code [14]. SaINT identifies flows from source to sink. The tool is available at [47].

Taint-Things: Taint-Things provides a static analysis approach to identify and report tainted flows in SmartThings Apps [16]. Taint-Things is built by using the TXL language, which needs a grammar with the capability to define the language of the inputted text. The authors used the same Groovy grammar as us for their implementation. Taint-Things does backward tracing for its flow from the sinks to the sources. For addressing a different kind of sensitivity it has different versions. For flow sensitivity, it has two versions published on its website: one including Static Single Assignment (SSA) and one without SSA. Path and context-sensitivity specific versions were
provided as options for the analysis and the tool is available publicly online [48]. We checked different kinds of sensitivity operators in Taint-Thing’s different versions.

**FlowsMiner:** FlowsMiner uses text mining techniques to identify tainted flows. It transforms the source code into a standard format before tokenizing it. It starts by identifying the sources of potential sensitive data, then it reads the potential leakage sinks. This tool uses a fixed set of sinks provided in a text file and provides flexibility to update it and for the user to provide his own set. The tool tokenizes the source code to check if it contains a sink. If the source code contains a sink, it proceeds further to identify tainted flows. The tool is available online [49].

6. FLOW-SENSITIVE MUTATION GENERATION AND ANALYSIS

Our framework proposes six new mutational operators for flow-sensitivity. We exploited three commonly used sinks in the field of IoT SmartThings to create these flow-sensitive operators. We either proposed to add or modify the content of an existing program. We have three add and three modify operator for flow. Table IV outlines the proposed set of mutational operators for flowsensitivity. The first column represents the name of the operator, the second column presents a brief description of the operator and the last column indicates the type of sensitivity analysis that the mutational operator belongs to.

| Name | Description | Type |
|------|-------------|------|
| MMfs | Modify the information sent in a message | Flow |
| AMfs | Add a send message sink with sensitive information | Flow |
| MPfs | Modify the information sent in a Push message | Flow |
| APfs | Add a Push message sink with sensitive information | Flow |
| MHfs | Modify the information(body) sent in a HTTP Post | Flow |
| AHfs | Add a HTTP sink with sensitive information | Flow |
6.1. Flow-sensitive Mutants Generation

To automate the mutant generation stage, we use TXL source transformation technology [50]. The transformation process takes SmartThings apps as input, which are written in Groovy, and hence, a TXL Groovy grammar is also required. We used a TXL Groovy grammar developed by Schmeidl et al. [16]. We redefined the grammar when required. Those apps need to be parsed and analyzed to enable automated mutation injection. Based on the set of mutational operators we proposed in this study and listed in Table IV, we have developed several mutators and TXL transformation rules to automatically generate the mutants. Each mutator will generate one mutation, meaning only one fault is injected in each SmartThings app.

This stage also generates a mutant meta-data repository and enables tracking of how many mutants were caught and killed by static analysis tools used in the evaluation process. This meta-data repository will store the information related to flow-sensitive mutants. Listings 5-7 demonstrate the mutational injection process on a SmartThings app. The mutator used in this example is MMfs, Modify Message flow sensitivity.

To begin, the mutator will pattern match the preference block in the SmartThings App, and find and extract one sensitive source as defined in the input section. This is shown in Listing 5.

Listing 5: Preference

```
preferences {
    section("When all of these people leave home") {
        input "people", "capability.presenceSensor", multiple: true
    }
}
```

Afterwards, it will pattern match a function that has a sink of type sendSMS and extract the variable name that the sink uses to pass information. In this example, the variable name is messages as shown in Listing 6.

Listing 6: Function

```
def eventHandler(evt) {
    def messages = "new event"
    sendSMS("1111111111", messages)
}
```

The MMfs mutator will then construct the injection vector, in this case, it is an assignment statement that has variable messages in the left hand side and the sensitive information $people in the right hand side. The mutation vector is then injected just before the sink, sendSMS() as shown in Listing 7.

Listing 7: Mutated function

```
def eventHandler(evt) {
    def messages = "new event"
    messages = "${people}"
    sendSMS("1111111111", messages)
}
```

Knowing how to generate flow-sensitive mutants, we can understand the description of the mutational operators better. In the next subsections, we are going to describe each flow-sensitive mutator and their output for SaINT, FlowsMiner and Taint-Things.

6.1.1. Modify Message Flow-sensitivity (MMfs) This operator modifies the string that is supposed to be sent by a sendSms sink to send a vulnerable string instead. The mutator constructs the vulnerable string by appending an input variable from the preferences section of the SmartThings app.

Figure 3 presents an example where the mutator changed the value of the message variable before sending it through sendSms() sink. The change appends an input variable $switch to the message, thus making it vulnerable. SaINT, Taint-things and FlowsMiner were able to kill that mutant.
### Original code

| Line | Code |
|------|------|
| 27   | `def message = "Hello"` |
| 28   | `sendPush(message)` |

### Mutated code

| Line | Code |
|------|------|
| 33   | `def message = "new event"` |

### Operator

| Method Name: sendPush in Line 28 |
|----------------------------------|
| Data Flow Path 2: updated --> sendPush --> message |
| No potential leaking of sensitive information was found. |
| Status | Killed |

### Taint-Things Output

| Line | Code |
|------|------|
| 6    | `…….` |
| 7    | `{ < 29 > def updated () { < 28 > def message = "Hello " < / > < sink > sendPush (message) < / > } }` |

### Taint-Things Output - Mutated code

| Line | Code |
|------|------|
| 29   | `……..` |

### FlowsMiner Output

| Line | Code |
|------|------|
| 28   | `def updated () { < 28 > def message = "$ \{ \text{locks} \} \" " < / > `< sink > sendPush (message) < / > }` |

### FlowsMiner Output - Mutated code

| Line | Code |
|------|------|
| 29   | `……..` |

### Status

| Method Name: sendPush in Line 28 |
|----------------------------------|
| Data Flow Path 2: updated --> sendPush --> message |
| No potential leaking of sensitive information was found. |
| Status | Killed |

Figure 4. Modify Push-message Flow-sensitivity (MPfs) Operator

#### 6.1.2. Modify Push-message Flow-sensitivity (MPfs)

This operator works in a similar way to MMfs. The only difference is that the MPfs will change the string before sending it to a push notification instead of SMS.

Figure 4 demonstrates a mutator that changes the value to be sent by `sendPush` message from a non-vulnerable string, "Hello" to a vulnerable string, leaking an inputted variable, `$\{\text{locks}\}`. Both tools were able to kill the mutant.

#### 6.1.3. Modify HTTP-Request Flow-sensitivity (MHfs)

This operator exploits the content sent by an internet protocol. If there is any post method called to post something to a website, it will replace the body of the content with a vulnerable input. In Figure 5, we only present the mutant with the highlighted injected code; the non-highlighted lines are included in the original code. Both tools were able to kill the mutant.
6.2. Add Message Flow-sensitivity (AMfs)

AMfs is one of the sets of Add mutational operators where a complete flow vector is added to the original file. This includes a sink of type sendSms, a benign message to create a file with a benign flow, or a vulnerable message to create a file with a vulnerable flow.

The goal is to evaluate the tools’ flow-sensitive analysis so that a benign file is identified as such. A flow-insensitive analysis will fail to make such a distinction. Figure 6 presents an example in which the first flow, Flow1, the mutator constructs a string with a vulnerable input value $motion$, which will be replaced with a harmless value afterwards. Then, the string will be sent out through a sendSms sink. It’s a benign flow, as the value sent is not vulnerable. In Flow2, the mutator constructs the two assignment statements in the opposite order, the first value to put in the string is a harmless one. Then, after replacing it with vulnerable input value, it will be sent through the sendSms sink. As such, Flow2 is vulnerable. The value of the input variable $motion$ will be replaced by a fixed string at line 36, which makes the flow benign if the analysis is flow-sensitive. Taint-Things is a flow-sensitive analyzer that kills those mutants precisely. However, SaINT fails to identify/kill them if we consider flow1 as base code and flow2 as mutated code. SaINT identifies both flows as malicious, where Taint-Things and FlowsMiner have the ability to distinguish the benign flow from the vulnerable one. The benign flow, Flow1, was reported vulnerable by the SaINT tool, and that is false positive.

6.2.1. Add Push-message Flow-sensitivity (APfs) This operator is structured in the same way as AMfs. Here, instead of constructing a sendSms sink, the information is sent by push notification. The mutator also constructs two mutants, one benign and the other, vulnerable. Figure 7 shows an example of two flows. Flow1 starts with an input variable $buttonDevice$, which is then replaced by a harmless string value. As such, Flow1 is benign. However, Flow2 is vulnerable. Taint-Things
and and FlowsMiner identify both flows precisely whereas SaINT does not and ends up creating false-positive results for the benign one.

6.2.2. Add HTTP-Request Flow-sensitivity (AHfs) This operator is designed to add content with flow-sensitivity sent by an internet protocol. It adds a httpPost method for a website with a vulnerable input. Like all other add operators, we generate two types of flows for this operator, one benign and one vulnerable. SaINT detects both flows as vulnerable, where Flow1 gets identified as a false-positive. Taint-Things and FlowsMiner are able to identify benign and vulnerable flows precisely. Figure 8 shows two different flows where httpPost is called with two different values. However, SaINT fails to identify the difference. For Flow1, the function will be called with no input variable in it as it gets replaced in the flow. Nevertheless, SaINT still identifies it as vulnerable as SaINT does the flow-insensitive analysis.

6.3. Flow-sensitive Mutants’ Experiment and Results

In this section, we demonstrate the use of the framework on evaluating tools for flow-sensitive analysis. We focus on the category of flow-sensitive mutational operators, as such, we have developed six mutators. When applying the mutators to the set of benign apps, we realized that no mutants were created for MMfs, MPfs, and MHfs. We further checked the code manually and
found that there were no existing sinks in the sequential flow, so the Modify operators did not work. Instead, all the mutants created were generated using the AMFs, APFs, and AHFs operators.

For each Add operator and from 90 benign apps we were able to generate 174 mutants. From three apps, no mutations were created, as there is no source or input there. For each type of Add operator, we generated two mutants: one benign, which does not have any taint-flow vulnerability and is aimed at evaluating tools’ false positives; and another, vulnerable, which is aimed at evaluating tools’ false negatives. For the AMFs, APFs, and AHFs we were leaking the information that was defined in the input section. For three apps, there were no sensitive data defined in the input section, so there was no mutant for the three types of Add mutators for those apps. Next, we used our generated mutants to evaluate three existing static analysis tools designed for taint flow identification, SaINT, Taint-Things and FlowsMiner. Table V shows the number of files that were executed by each of the tools from the generated mutants. In our evaluation, cases where the tools times out or do not execute on certain mutants are excluded in the calculation of precision and recall, since they do not give us relevant data. This nonetheless is relevant if one is comparing the general performance of the tools.

If we consider each file as a mutant, Taint-things was able to identify all of the generated 87 leaking mutants for each of the 3 Add operators shown in Table VI while FlowsMiner is able to identify 85, since it failed to run on the mutants generated from 2 original files. In Table VI in the SaINT, Taint-Things and FlowsMiner results columns the letter after the number denotes it’s classification. ‘K’ stands for ‘Killed’, ‘L’ stands for ‘Live’, ‘FP’ stands for ‘False positive’ and ‘TN’

| Tool          | AMFs Files Generated | AMFs Files Executed | APFs Files Generated | APFs Files Executed | MHFs Files Generated | MHFs Files Executed | AHFs Files Generated | AHFs Files Executed |
|---------------|----------------------|---------------------|----------------------|---------------------|----------------------|---------------------|----------------------|---------------------|
| SaINT         | 0                    | 0                   | 0                    | 0                   | 0                    | 0                   | 0                    | 0                   |
| Taint-Things  | 0                    | 0                   | 0                    | 0                   | 0                    | 0                   | 0                    | 0                   |
| FlowsMiner    | 0                    | 0                   | 0                    | 0                   | 0                    | 0                   | 0                    | 0                   |

Table V. Files executed for flow-sensitivity in different security tools
Table VI. Mutants result for flow sensitivity

| Mutator (2 files creating one mutation) | Mutant | SaINT Result | Taint-Things Result | Flows-Miner Results | Mutator version (Each file one mutant) | Mutant | SaINT Result | Taint-Things Result | Flows-Miner Results |
|----------------------------------------|--------|--------------|---------------------|---------------------|----------------------------------------|--------|--------------|---------------------|---------------------|
| AMFs                                   | 87     | 81L          | 87K                 | 85K                 | AMFsflow1                              | 87     | 81FP         | 87TN                | 85TN                |
|                                        |        |              |                     |                     | AMFsflow2                              | 87     | 81K          | 87K                 | 85K                 |
| APFs                                   | 87     | 82L          | 87K                 | 85K                 | APFsflow1                              | 87     | 82FP         | 87TN                | 85TN                |
|                                        |        |              |                     |                     | APFsflow2                              | 87     | 82K          | 87K                 | 85K                 |
| AHFs                                   | 87     | 85L          | 87K                 | 85K                 | AHFsflow1                              | 87     | 85FP         | 87TN                | 85TN                |
|                                        |        |              |                     |                     | AHFsflow2                              | 87     | 85K          | 87K                 | 85K                 |

K = Killed, L = Lived, FP = False Positive, TN = True Negative

stands for ‘True Negative’. Taint-things also identifies 87 equivalent mutants that were benign (true negative). It did not give us any false positives. Similarly, FlowsMiner identifies the 85 equivalent mutators it ran on without any false positives So the precision and recall are 100%. SaINT was not able to finish running 12 AMFs (6 flow1 and 6 flow2), 10 APFs (5 flow1 and 5 flow2), and 4 AHFs (2 flow1 and 2 flow2) in the community set. SaINT was facing timeout due to either the big size of the code or it containing too much function calls. As it is a server-side issue not related to mutants identification, we ignored the 26 mutants when calculating precision and recall. We did not face the timeout issue with Taint-Things as we had access to the executable. Since SaINT was also reporting the equivalent benign mutants as vulnerable, its precision dropped to 50%. It has a high false-positive rate when it comes to flow-sensitive analysis as shown in Table VII.

Table VII. Precision and recall for different mutators and tools

| Type            | Mutators | SaINT | Taint-Things | FlowsMiner |
|-----------------|----------|-------|--------------|------------|
|                 |          | Rec.% | Prec.%       | Rec.%      | Prec.%      | Rec.%      | Prec.%      |
| Flow-Sensitivity| AMFs     | 100   | 50           | 100        | 100         | 100        | 100         |
|                 | APFs     | 100   | 50           | 100        | 100         | 100        | 100         |
|                 | AHFs     | 100   | 50           | 100        | 100         | 100        | 100         |
| Overall         |          | 100   | 50           | 100        | 100         | 100        | 100         |

For Taint-Things and FlowsMiner all mutants were discovered, while SaINT there was a good number of false positives, but none of the vulnerable mutants went undiscovered.

Equivalent mutants are one of the biggest problems in mutation testing. Equivalent mutants keep the program’s semantics unchanged and thus cannot be detected by any test [51]. In our approach, we generate benign mutants, which are equivalent to the base code in terms of not having a vulnerability, and that to evaluate the tools’ false positive rate. These mutants may be equivalent, in addition to being benign, so they do not change the semantics of the original program since they don’t leak information, however, we have full control of these mutants and we use them for evaluating the tools. As such, they can not be classified as problematic equivalent mutants.

When we evaluate every flow-sensitive mutator considering flow1 as the original base-code and flow2 as a mutation, a total of 87 mutants were created, each consisting of flow1 as a base app and flow2 as a mutant. In this way, we checked if the tools can classify them correctly while addressing the flow change from benign to malicious. As we stated before, flow1 has a benign flow, while flow2 has a malicious one.

We calculated the values in Table VIII by counting flow1 as the base and flow2 as the mutated program and that to analyze flow-sensitivity accurately. This table shows us clearly that SaINT is using a flow-insensitive analysis to detect vulnerability where Taint-Things and FlowsMiner are using a flow-sensitive analysis. For Taint-Things and FlowsMiner, the Recall and Precision rate is still 100%, where for SaINT, it will become 0% for both, as all the mutants will be alive in this case.
They are classified as alive because SaINT can not distinguish between different flows and gives us the same output for flow 1 and flow 2 for each mutator, when actually one is benign and the other is malicious.

Table VIII. Precision and recall for different mutators (2 flows counted as one mutant) for SaINT and Taint-Things

| Type        | Mutators | SaINT | Taint-Things | FlowsMiner |
|-------------|----------|-------|--------------|------------|
|             |          | Rec.% | Prec.%       | Rec.%      | Prec.%     | Rec.%    | Prec.%     |
| Flow-Sensitivity | AMfs     | 00    | 00           | 100        | 100        | 100      | 100          |
|              | APfs     | 00    | 00           | 100        | 100        | 100      | 100          |
|              | AHfs     | 00    | 00           | 100        | 100        | 100      | 100          |
| Overall     |          | 00    | 00           | 100        | 100        | 100      | 100          |

7. PATH-SENSITIVE MUTATION GENERATION AND ANALYSIS

Our framework presents four new mutational operators for path-sensitivity. Similar to flow-sensitive mutational operators, we used three commonly used sinks in the field of IoT SmartThings to design these path-sensitive operators. Table IX outlines the proposed set of mutational operators for path-sensitivity.

Table IX. Proposed path-sensitive mutational operators

| Name | Description                                                   | Type |
|------|---------------------------------------------------------------|------|
| Aps  | Add a conditional statement with one branch leaking sensitive input | Path |
| AMps | Add a send message sink to leak information if multiple paths are found where at least one path contains sensitive information | Path |
| APps | Add Push sink to leak information if multiple paths are found where at least one path contains sensitive information | Path |
| AHps | Add HTTP sink to leak information if multiple path is found where at least one path contains sensitive information | Path |

7.1. Path-sensitive Mutants Generation

During the mutant generation stage for path-sensitivity, we use the same TXL source transformation technology [50] and the same TXL Groovy grammar [16] as the flow-sensitive analysis mentioned in Section 6 and that to automate the transformation from original source code to a mutant. Table IX lists all the path-sensitive mutational operators which we used to develop mutators using TXL transformation rules. Each version of these path-sensitivity mutators will inject one change in each SmartThings base source code app.

When mutants are generated for path-sensitivity, a mutant meta-data repository is also created to track how many mutants were caught and killed by the taint flow analysis tools used for the evaluation. This meta-data repository will keep the information about the path-sensitive mutants. Listings 8-9 demonstrates the mutational injection process on a SmartThings app. The mutator used in this example demonstrates the Aps1_1 (Add path sensitivity) mutational operator.

To begin, the mutator will search in the preference block of the SmartThings App to find and extract one sensitive source from the input section:
Listing 8: Preference

```java
preferences {
  section("When all of these people leave home") {
    input "presence", "capability.presenceSensor", multiple: true
  }
}
```

So, from Listing 8 it extracts the input variable $presence$. Afterwards, it finds a random function to inject a code block with an if-else path containing sensitive source $presence$ and a sink. For Aps1_1 the sink used is sendSms. The created block for Aps1_1 will also add a line to define a variable phone which stores a phone number to be used as the first parameter in the sendSms sink function. An example injection vector is presented in Listing 9:

Listing 9: Mutated code

```java
def phone = "11111111111"
def message = "benign info"
if(x)
  message = "${presence}"
else
  message = "benign info"
sendSMS("11111111111", messages)
```

This code, when properly analysed, will produce two possible outputs, one vulnerable, and that if the condition in the if statement evaluates to true, and one benign output which is generated if the condition evaluates to false. A precise static analysis tool should report the two paths recognizing which one is vulnerable and which one is benign.

In the following subsections, we describe each path-sensitivity mutator, their different versions and demonstrate their use on taint flow analysis tools.

7.1.1. Add Path-sensitivity (Aps) This mutator is designed to add a designated block to create path sensitivity in the application code. We have designed six different variants of this mutational operator. Three of them are designed with sink sendSms and three with httpPost. Since sendPush is very similar to sendSms we did not use it for this operator.

| Base code (No decision structure) | Mutated code (Added decision structure) | Operator |
|----------------------------------|----------------------------------------|----------|
| def phone = "11111111111"       | def phone = "11111111111"             | Aps1_1   |
| def message = "benign info"     | def message = "${presence}"           |          |
| if(x)                            | if(x)                                  |          |
| message = "Hello"               | message = "Hello"                      |          |
| else                              | else                                   |          |
| message = "benign info"         | message = "${presence}"               |          |
| sendSms(message, phone)          | sendSms(message, phone)                |          |

| Sinalnt Output Base code | Sinalnt Output Mutated code |
|-------------------------|-----------------------------|
| Method Name: sendSms in Line 32 | Method Name: sendSms in Line 34 |
| Data Flow Path 1: scheduleCheck -> sendSms -> message | Data Flow Path 1: scheduleCheck -> sendSms -> message |
| Finding #1: Potential malicious flow of sensitive data to the following hard-coded: 11111111111 | Finding #1: Potential malicious flow of sensitive data to the following hard-coded: 11111111111 |
| Finding #2: Potential malicious flow of data through dynamic call during runtime: $presence$ | Finding #2: Potential malicious flow of data through dynamic call during runtime: $presence$ |

Figure 9. Add path sensitivity with vulnerable data in the if clause and an SMS sink (Aps1_1) Operator

For all of the variants of the operators, we created the base version of this code by adding a code block without decision structure (i.e if-else statement). In every base version, the base code statements will be in the exact same order as the mutated one except the added if-else statement. For each of the sinks, we did one version where the first path, the if clause, had the vulnerable...
information that can be leaked through a sensitive sink which executes after the if-else block. Listing 9 demonstrate this case.

| Base code (No decision structure) | Mutated code (Added decision structure) | Operator |
|-----------------------------------|----------------------------------------|----------|
| def phone="1111111111"            | def phone="1111111111"                | Aps1_2   |
| def message="Hello"               | def message="Hello"                   |          |
| message="$[presence1]"            | message="$[presence1]"                |          |
| sendSms(message,phone)             | sendSms(message,phone)                |          |

**FlowsMiner Output:**

| Data Flow Path 1: scheduleCheck <--> sendSms <--> message |
|----------------------------------------------------------|
| Data Flow Path 2: scheduleCheck <--> sendSms <--> $[presence1] |
| Finding #1: Potential malicious flow of sensitive data to the following hard-coded: 1111111111 |
| Finding #2: Potential malicious flow of data through dynamic call during runtime: presence1 |
| **Method Name:** sendSms in Line 34                      |

**Taint-Things Output:**

| Status |
|--------|
| Live   |

**Figure 10. Add path sensitivity with vulnerable data in the else clause and an SMS sink (Aps1_2) Operator**

| Base code (No decision structure) | Mutated code (Added decision structure) | Operator |
|-----------------------------------|----------------------------------------|----------|
| def phone="1111111111"            | def phone="1111111111"                | Aps1_3   |
| def message="$[presence1]"         | def message="$[presence1]"            |          |
| def message="Hello"               | def message="Hello"                   |          |
| sendSms(message,phone)             | sendSms(message,phone)                |          |

**FlowsMiner Output:**

| Data Flow Path 1: scheduleCheck <--> sendSms <--> message |
|----------------------------------------------------------|
| Data Flow Path 2: scheduleCheck <--> sendSms <--> 1111111111 |
| Finding #1: Potential malicious flow of sensitive data to the following hard-coded: 1111111111 |
| Finding #2: Potential malicious flow of data through dynamic call |
| **Method Name:** sendSms in Line 34                      |

**Taint-Things Output:**

| Status |
|--------|
| FP     |

**Figure 11. Add path sensitivity with benign data and an SMS sink (Aps1_3) Operator**

In the if clause path in Aps1_1, as demonstrated in Figure 9, the value of the message is replaced by the vulnerable value of input $presence1$. Before the if clause, it had a benign value. Also, the else clause contains a benign value as well. In the base version of the mutator, there will be no if-else statements, so the first value of the message is benign. Then it is replaced by $presence1$ and again, it is replaced by a benign value. Ultimately making it a benign one. The second version will have vulnerable information in the else clause path. This version is demonstrated in Aps1_2, shown in Figure 10.

The third and last version will be a benign one. Before the if-else block, it will have a vulnerable source, but its value will be replaced in both if and else clauses. So ultimately whichever path is executed the vulnerable information cannot be leaked. Aps1_3, shown in Figure 11, and Aps2_3, not shown, are the benign version for SMS and HTTP sink. Before the if-else block, the message and takeParams contain the value that is associated with an inputted value, making them vulnerable. But both if and else clauses replace it with something benign that has no relation with the inputted value. They are created as an equivalent mutants; equivalent in terms of security vulnerability, since
both are benign and both are used to evaluate the false positives reported by the security analysis tools.

For Aps1_1, Aps2_1, Aps2_2, and Aps2_2, SalINT fails to distinguish between the base code and the mutated code. In Aps1_1 and Aps2_1 the base code is benign and the mutated code is malicious for one path. In Aps1_2 and Aps2_2, the base code is malicious and the mutated code is path sensitively malicious. For all these four versions, SalINT and FlowsMiner identify all of the codes as the same level of malicious and the tool’s finding does not differ from base code to mutated code, keeping the mutation alive. On the other hand, Taint-Things can identify the changes from base code to mutated code whether it is changing from benign to malicious or malicious to path sensitively malicious. Thus, it is able to kill them all. For Aps1_3 and Aps2_3, both the base code and mutated code are benign. Here, Taint-Things and FlowsMiner report that the base code has one path and that the mutated code has two paths with zero tainted flows, making the result a true negative where SalINT marks both of apps as malicious resulting in a false positive.

7.1.2. Add HTTP-Request Path-sensitivity (AHps) This operator works on an existing path in the code. Instead of using a sendSms, the operator uses httpPost sink and the data is sent over the internet. From the original code, presented in Listing 10, we have designed four mutators, three mutators generates vulnerable mutant and one generates a benign mutant. Listing 11 demonstrates the AHps1 operator to generate a vulnerable mutant. The mutator adds a vulnerable sensitive source, $motion1, as part of the message constructed to be sent/leaked via the internet. A precise path sensitive static analysis tool will generate 2 paths from this code, reporting one as vulnerable, and that if the if condition evaluates to true. However, If the condition evaluates to false, the executed else path will generate benign output. The other three operators AHps1_1, AHps2, AHps3 generates the other 2 vulnerable and one benign mutants as follows:

- **AHps1_1**: The operator is quite similar to AHps1 operator, presented above. The only difference is, this version doesn’t require an existing else clause. Here, the mutator declares a benign variable before an if block. It then changes it’s value to a vulnerable inside the if block. When the if condition evaluates to false, the variable remains benign. The mutator send the variable through the HttpPost sink after the if statement executes.

- **AHps2**: Unlike AHps1_1, This operator alters the vulnerability in the else block.

- **AHps3**: This operator generates a benign mutant. Before the if-else block, one variable is created with a vulnerable value. Inside both the if and else clauses, it is replaced by a harmless value. At the end, when the variable is passed to the sink, regardless of which path is executed, a non-malicious value will be sent. This is an equivalent mutant, as both the base and mutated code is benign but it will help us evaluate the false positives.

For the first three category of mutants, the mutants will be killed or kept alive, but for this case, it will either be reported as a false positive or a true negative. When evaluated on the tools, SalINT and FlowsMiner have failed to identify the differences between the flows. They produces the same result for both base and mutated code, keeping the mutant alive. SalINT also fails to identify AHps3 mutant correctly, making a false-positive result, while FlowsMiner identifies it correctly as benign. On the other hand, Taint-Things can distinguish the paths, resulting in killing the first three mutants (AHps1, AHps1_1, AHps2) and producing a true negative result for AHps3.
Listing 11: Add HTTP-Request Path-sensitivity with vulnerability in the if clause (AHps1)

```java
def takeParams = [uri: "https://attacker.com", path: "", requestContentType: "application/x-www-form-urlencoded", body: ["massage": "hello"]]

if (elapsed >= threshold) {
    takeParams = [uri: "https://attacker.com", path: "", requestContentType: "application/x-www-form-urlencoded", body: ["massage": "${motion1}"]]
    log.debug "turning off lights"
    switches.on()
    state.inactiveAt = null
} else {
    takeParams = [uri: "https://attacker.com", path: "", requestContentType: "application/x-www-form-urlencoded", body: ["massage": "Hello"]]
    log.debug "${elapsed / 1000} sec since motion stopped"
}

try {
    httpPost(takeParams) {resp->
        if (resp.status == 200) {
            log.debug "attack succeeded"
        } else {
            log.error "attack failed"
        }
    }
    catch (Exception e) {
        log.error "Unexpected exception", e
    }
}
```

Listing 12: Original code to demonstrate Add Push-message Path-sensitivity (APps)

```java
if (!d)
    httpError(404, "Device not found")
else
    device(d, name)
```

Listing 13: Mutated code to demonstrate Add Push-message Path-sensitivity (APps)

```java
def msg = "hello"
if (!d) {
    msg = "hello"
    httpError(404, "Device not found")
} else {
    msg = "$switches"
    device(d, name)
}
sendPush(msg)
```

7.1.3. Add Push-message/send-message Path-sensitivity (APps/AMps): Theses two operators are constructed in the same way as AHps. However, the sensitive sink is different. For AMps the sink is sendSms, and sendPush for APps. From an original code such as Listing 12, each of APps and AMps mutational operators generate four different variants: three with vulnerability and one benign. When evaluated on the tools, they behave exactly the same as those mutants generated from AHps operators and demonstrated in the previous subsection. An example vulnerable mutant generated by the APps mutator is demonstrated in Listing 13.
7.2. Path Sensitive Mutants’ Experiment and Results

For the path sensitivity, we generated the maximum amount of mutants. We have four operators for path sensitivity, where each operator has four to six versions and each version has two files each. So, from our dataset of 90 benign apps, 87 apps were able to produce mutants. For these 87 apps, each of them generates 6, 9 or 18 mutants. Most of them produce 18 mutants. The mutation happens based on the code. If it does not match a certain pattern, it will not generate a version for it. That results in producing 1890 mutants. We can check the generated file numbers of each type of operator of path sensitivity from Table III. This is a huge number to run for SaINT where this tool has an over quota and server connection issues from time to time. Also, Taint-Things takes more time running path sensitive analysis. So to minimize our problem we ended up randomly selecting 30 out of the 87 benign apps which were capable of generating mutants. To make the dataset diverse, we took one app from the SaINT benchmark apps, four apps from the official marketplace apps, four apps from the third party apps, and 21 apps from on the official community apps. The distribution of the chosen dataset is shown in Table X.

### Table X. Mutated files executed for different versions of mutators in path-sensitivity

| Mutator | Mutator version/dataset | SaINT (files) | Forum (files) | Market (files) | Community (files) |
|---------|-------------------------|--------------|--------------|---------------|------------------|
| Aps     | Aps1_1                   | 2            | 8            | 8             | 42               |
|         | Aps1_2                   | 2            | 8            | 8             | 42               |
|         | Aps1_3                   | 2            | 8            | 8             | 42               |
|         | Aps2_1                   | 2            | 8            | 8             | 42               |
|         | Aps2_2                   | 2            | 8            | 8             | 42               |
|         | Aps2_3                   | 2            | 8            | 8             | 42               |
| AMps    | AMps1                   | 2            | 8            | 8             | 32               |
|         | AMps1_1                 | 2            | 8            | 8             | 38               |
|         | AMps2                   | 2            | 8            | 8             | 32               |
|         | AMps3                   | 2            | 8            | 8             | 32               |
| APps    | APps1                   | 2            | 8            | 8             | 32               |
|         | APps1_1                 | 2            | 8            | 8             | 38               |
|         | APps2                   | 2            | 8            | 8             | 32               |
|         | APps3                   | 2            | 8            | 8             | 32               |
| AHps    | AHps1                   | 2            | 8            | 8             | 32               |
|         | AHps1_1                 | 2            | 8            | 8             | 38               |
|         | AHps2                   | 2            | 8            | 8             | 32               |
|         | AHps3                   | 2            | 8            | 8             | 32               |

7.2.1. Evaluating Path Sensitivity

To evaluate path sensitivity, we consider the change in the results from the base to the mutated code. If a tool provides a different result, showing consideration for the execution paths, we consider the tool to provide a path sensitive analysis. For the three tools tested, only Taint-Things provides an option for a detailed result for all the possible paths.

For SaINT, all of the mutants were alive and the benign equivalent mutants were identified as malicious, resulting into a false positive report. In Table XI, in the SaINT result column, we indicated the false positive as FP and live as L after the number. While Flowsminer keeps the mutants alive, it accurately detects Aps1_3, Aps2_3, AMps3, APps3 and AHps3 as true negatives.

For Taint-things, all the mutants were killed for all three types and the benign equivalent mutants were identified as true negative. The true negative is denoted as TN after the digit in the Taint-Things
Table XI. Path sensitivity result for mutator and different versions

| Mutator | Mutator version/ | Mutant      | SaINT (Result) | Taint-Things (Result) | FlowsMiner (Result) |
|---------|-----------------|-------------|----------------|-----------------------|---------------------|
| Aps     | Aps1_1          | 30          | 30L            | 30K                   | 30L                 |
|         | Aps1_2          | 30          | 30L            | 30K                   | 30L                 |
|         | Aps1_3          | 30          | 30FP           | 30TN                  | 30TN                |
|         | Aps2_1          | 30          | 30L            | 30K                   | 30L                 |
|         | Aps2_2          | 30          | 30L            | 30K                   | 30L                 |
|         | Aps2_3          | 30          | 30FP           | 30TN                  | 30TN                |
| AMps    | AMps1           | 25          | 25L            | 25K                   | 25L                 |
|         | AMps1_1         | 28          | 28L            | 28K                   | 28L                 |
|         | AMps2           | 25          | 25L            | 25K                   | 25L                 |
|         | AMps3           | 25          | 25FP           | 25TN                  | 25TN                |
| APps    | APps1           | 25          | 25L            | 25K                   | 25L                 |
|         | APps1_1         | 28          | 28L            | 28K                   | 28L                 |
|         | APps2           | 25          | 25L            | 25K                   | 25L                 |
|         | APps3           | 25          | 25FP           | 25TN                  | 25TN                |
| AHps    | AHps1           | 25          | 25L            | 25K                   | 25L                 |
|         | AHps1_1         | 28          | 28L            | 28K                   | 28L                 |
|         | AHps2           | 25          | 25L            | 25K                   | 25L                 |
|         | AHps3           | 25          | 25FP           | 25TN                  | 25TN                |

results column. The $K$ after the digit means killed and the number before that indicates how many were killed.

For this case, if we calculate the recall and precision for all of these mutators, the result is shown in Table XII. Though there are false positive identified for SaINT, it does not affect the precision and recall as it is zero. For Taint-Things the precision and recall both are a hundred percent. We can conclude from these results that SaINT does not opt for path sensitive analysis, rather it does a path insensitive analysis to ensure security. And though the path sensitive version of Taint-Things shows the great result for recall and precision, it was slower than before in its execution. But in this evaluation experiment, we did not include any performance analysis based on time.

Table XII. Precision and recall for path mutators (2 files counted as one mutant) for SaINT, Taint-Things and FlowsMiner

| Type       | Mutators | SaINT | Taint-Things | FlowsMiner |
|------------|----------|-------|--------------|------------|
|            |          | Rec.% | Prec.%       | Rec.%      | Prec.%     | Rec.%      | Prec.%     |
| Path-Sensitivity | Aps     | 00    | 00%          | 100%       | 100%       | 00%        | 00%        |
|            | AMps    | 00    | 00%          | 100%       | 100%       | 00%        | 00%        |
|            | APps    | 00    | 00%          | 100%       | 100%       | 00%        | 00%        |
|            | AHps    | 00    | 00%          | 100%       | 100%       | 00%        | 00%        |
| Overall    |          | 00    | 00%          | 100%       | 100%       | 00%        | 00%        |

7.2.2. Evaluating the Effect of Path Sensitivity: In the previous subsection, we focused on evaluating whether the tools provides any sort of path sensitive analyses, and thus the criteria was the change in the result from the base code to the mutator. But if we want to consider the effect of path sensitivity analysis on the accurate detection of sensitive data leaks we also need to look into the correctness of the results. To calculate this and its effect on precision and recall, we consider the total possible paths. So, for a mutator with a single if-statement or an if-else-statement, we get 2 paths which are tested. For example, Listing 14 shows a program with two paths, one that is tainted when the if condition is false and one which is benign if the condition is true. For this evaluation,
we consider that testing this program should give us the two results that should be recognized, one benign path and one that is tainted.

In the generated path mutants, we split the mutants into three groups. *Group 1*, containing if-else-statements with 1 benign path and 1 tainted. This group includes Aps1_1, Aps1_2, Aps2_1, Aps2_2, AMps2, APps1, Apps2, AMps1, AHps1, and Ahps2. The second group, *Group 2*, containing if-statements with 1 benign path and 1 tainted, which includes AMps1_1, APps1_1, and AHps1_1. For both groups SAINT and FlowsMiner only reports the tainted flow. We consider that they’re not reporting the benign path as a false positive and thus giving us 100% recall 50% precision. While Taint-Things identifies the two paths and reports one as tainted, the other as benign with 100% recall and precision.

Finally, *Group 3* containing if-else-statements that have 2 benign paths. This includes Aps1_3, Aps2_3, AMps3, APps3 and AHps3. SAINT reports a false positive result, and thus provides 0% precision. FlowsMiner reports the program as benign, so we consider this as a true negative and gives us 100% precision. Taint-Things identifies the two paths and reports them as benign with 100% precision. The results and their distribution for each mutator is show in Table XIII.

| Type            | Mutators | SAINT | Taint-Things | FlowsMiner |
|-----------------|----------|-------|--------------|------------|
|                 | Rec.%    | Prec.%| Rec.%        | Prec.%     |
| Path-Sensitivity| Aps      | 100   | 33.3         | 100        | 100        | 66.6        |
|                 | AMps     | 100   | 38           | 100        | 100        | 62          |
|                 | APps     | 100   | 38           | 100        | 100        | 62          |
|                 | AHps     | 100   | 38           | 100        | 100        | 62          |
|                 | Overall  | 100   | 37           | 100        | 100        | 63          |

8. CONTEXT-SENSITIVE MUTATION GENERATION AND ANALYSIS

Our framework presents three new mutational operators for context-sensitivity. Same as flow and path sensitive mutational operators, we utilized three common sinks of IoT SmartThings to outline the operators. Table XIV defines the proposed context-sensitive mutational operators.

8.1. Context-sensitive Mutants Generation

The process of automated mutant generation for context sensitivity is similar to flow and path sensitivity. As mentioned in Section 6 and Section 7, we use TXL source transformation technology [50] and a modified version of TXL Groovy grammar developed by Schmeidl et al. [16]. The transformation process is dependent on the TXL Groovy grammar, it takes SmartThings apps as input, which are written in Groovy, and then parse and transform those apps into mutants using a set of transformation rules designed to cover a set of mutational operators. Table XIV presents the set of proposed context-sensitive mutational operators. Each mutator, will apply one mutational operator, to inject one probable fault/change in each SmartThings app. In the case of context-sensitivity mutaional operators, the goal is to generate mutants that can expose scenarios to evaluate whether static analysis provides context sensitivity analysis or not.
Table XIV. Proposed context-sensitive mutational operators

| Name | Description | Type |
|------|-------------|------|
| AMcs | Add a send message sink to leak information if we found one function is called from multiple context (the sink will be added to be reached from only one context) | Context |
| APcs | Add Push sink to leak information if we found one function is called from multiple context (the sink will be added to be reached from only one context) | Context |
| AHcs | Add HTTP sink to leak information if we found one function is called from multiple context (the sink will be added to be reached from only one context) | Context |

Listing 15: Preference

```plaintext
preferences {
  section("When all of these people leave home") {
    input ":people", "capability.presenceSensor", multiple: true
  }
}
```

A mutant meta-data repository is created in this stage to keep track of information regarding the context-sensitive mutations which help us later for statistical analysis. Listings 15-17 demonstrate the context-sensitive mutational injection process on a SmartThings app. The mutator used in this example demonstrates the injection process for the Add Message context sensitivity (AMcs) mutational operator. To begin, the mutator will pattern match the preference block in the SmartThings app to find and extract one sensitive source as defined in the input section shown in Listing 15 as an example.

Afterwards, it will pattern match an assignment statement with a function call where the value returned from that function call is assigned to a variable. The pattern of the function call we are looking for is highlighted in Listing 16.

Listing 16: Original- Benign code

```plaintext
def validateCommand(device, deviceType, command) {
  /*any other lines */
  def capabilityCommands = getDeviceCapabilityCommands(deviceType)
  /*any other lines */
}
```

The AMcs mutator will then construct the injection vector. First, it clones the function `getDeviceCapabilityCommands (type)`. When cloning, it adds an additional argument to the cloned function where the value of that variable is also added to the return statement in the function’s body. Second, The mutator, replaces the function body of the original function `getDeviceCapabilityCommands (type)` with benign statements as shown in Listing 17.

In the `installed()` function, the mutator adds one call to the original function and one call to the added cloned function and assign their values to two different variables. When adding the function
Listing 17: Mutated Code

```java
def installed() {
    def functionCall1 = getDeviceCapabilityCommands("random")
    def functionCall2 = getDeviceCapabilityCommands("${switches}", "random")
    def phone = "11111111111"
    sendSms(phone, functionCall2)
    /* any other lines */
}

/* any other functions */

def getDeviceCapabilityCommands(deviceCapabilities) {
    return true
}

def getDeviceCapabilityCommands(flag, deviceCapabilities) {
    return flag
    def map = [:]
    deviceCapabilities.collect{
        map[it.name] = it.commands.collect{it.name.toString()}
    }
    return map
}
```

call, the mutator is designed to only pass a benign value as parameter to the original function. In the cloned function, in addition to the benign parameter passed to the original function, the mutator adds a new parameter which uses the sensitive data extracted from the Input section of the SmartThings app under-analysis, as demonstrated in Listing 15. We make sure only one parameter is vulnerable and that to create the simplest context-sensitive scenario.

After adding the calls in `installed` function, the mutator adds two statements to construct a sensitive sink that will leak sensitive data. It adds a variable containing a phone number and then add a sink `sendSMS()`, which takes as parameter the variable `functionCall2`, which is supposed to receive the malicious returned value from the cloned function and send it to a phone# stored in the first parameter `phone`. Listing 17 reflects the changes.

If we want to create a benign version for `AMcs`, then instead of passing `functionCall2`, Listing 17 line 5, we pass the benign variable `functionCall1`. This variable stores a benign value returned from a benign function. The parameter it passes is also benign. Figure 12 demonstrates that SaINT, Taint-Things and FlowsMiner were able to kill mutants generated from the `AMcs` operator.

In this subsection we described the first context sensitivity operator, `AMcs`, in the following subsections we describe each context-sensitive mutational operator and the corresponding mutants generated from the original code shown in Listing 16.

![Figure 12. Add Message Context-sensitivity (AMcs) Operator](image)
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Listing 18: Mutated AHcs Code

```java
def installed() {
    def functionCall1 = getDeviceCapabilityCommands("random")
    def functionCall2 = getDeviceCapabilityCommands("${switches}", "random")
    def takeParams = [ uri:"https://attacker.com",
                      path: '',
                      requestContentType: "application/x-www-form-urlencoded",
                      body: [{"message": "${functionCall2}"}] ]
    try {
        httpPost(takeParams) { resp ->
            if (resp.status==200) {
                log.debug "attack succeeded"
            } else {
                log.error "attack failed"
            }
        }
    } catch (Exception e) {
        log.error "Unexpected exception", e
    }
}

% omitted statements

def getDeviceCapabilityCommands(deviceCapabilities) {
    return true
}

def getDeviceCapabilityCommands(flag, deviceCapabilities) {
    return flag
}

def map = [:]
deviceCapabilities.collect {
    map[it.name] = it.commands.collect {it.name.toString()}
}
return map
```

8.1.1. Add Push-message Context-sensitivity (APcs) APcs follows the same pattern as AMcs. The only difference is that it adds a sendPush sink instead of a sendSms sink and adds the function calls in the updated function instead of installed. Because it uses the sendPush sink, it does not need a variable to store a phone number. The updated function is another built-in function that is called by SmartThings framework, so additional context will also be avoided when using this function. The results of SaINT, Taint-Things and FlowsMiner are also the same. They were able to kill the mutation for the example file.

8.1.2. Add HTTP Context-sensitivity (AHcs) AHcs follows the same pattern as AMcs but uses the httpPost sink. Because of this, some of the added code differ, since httpPost is slightly different. We add the sink httpPost with a parameter takeParams. In the base version, takeParams does not take any vulnerable variable, but in the mutated version, takeParams takes a vulnerable input related variable. httpPost also does not need a variable to store phone numbers. For the result, SaINT’s did not preform the same as AMcs; it was able identify which variable is passed to the sink, but it marks both of the paths as vulnerable. On the other hand, Taint-Thing and FlowsMiner were able to kill the mutant in this example. Figure 13 demonstrates an example of such operator.

8.2. Context-Sensitive Mutants Experiment and Result

In this section, we focus on the category of context-sensitivity mutational operators. We developed three contexts- sensitivity mutational operators for this framework. For each original benign app, we generate one base file and one mutant, both containing the changes described previously in this section. Together, they are considered as one mutation. We generated 3 mutants, with 6 files, for the
| FlowsMiner Output- Original code | FlowsMiner Output- Mutated code | Status |
|----------------------------------|-------------------------------|--------|
| Finding #1: Potential malicious flow of sensitive data to the following server: [uri:https://attacker.com, methodName: httpPost in Line 8] | Method Name: httpPost in Line 8 Data Flow Path 1: installed --> httpPost --> takeParams Finding #2: Potential malicious flow of data through dynamic call during runtime: body:[message:$functionCall1]] | Live |

| Taint-Things Output- Original code | Taint-Things Output- Mutated code | Status |
|-----------------------------------|-----------------------------------|--------|
| 

Table XV. Mutants result for context sensitivity

| Mutator (2 files creating one mutation) | Mutator version (Each file one mutant) | Mutant | SaINT Result | Taint-Things Result | FlowsMiner Result |
|----------------------------------------|----------------------------------------|--------|--------------|---------------------|-------------------|
| AMcs                                   | AMcscontext1                           | 16     | 16K          | 16K                 | 16K               |
|                                       | AMcscontext2                           | 16     | 16K          | 16K                 | 16K               |
| APcs                                   | APcscontext1                           | 16     | 16K          | 16K                 | 16K               |
|                                       | APcscontext2                           | 16     | 16K          | 16K                 | 16K               |
| AHcs                                   | AHcscontext1                           | 16     | 16L          | 16K                 | 16K               |
|                                       | AHcscontext2                           | 16     | 16K          | 16K                 | 16K               |

K = Killed, L = Lived, FP = False Positive, TN = True Negative

marketplace apps in the data-set and 13 mutants, with 26 files, for community apps. We show the results in Table XV, and that for both cases: considering the two files as one mutant and each file as one.

In Table XV, the letter after the digit shows the status. K stands for Killed, L stands for Live, and FP stands for False Positive, TN stands for True Negative. Then, we discuss the results when considering the two files as one mutant. For AMcs and APcs, SaINT was able to perfectly classify the files and distinguish between the context, which resulted in all of the mutants being killed, but for AHcs, even though it was able to distinguish which variable is passed, it failed to classify the files correctly. It classified both contexts as malicious. Thus, all the AHcs mutants were alive in this experiment for SaINT. Most of the mutants generated are classified and distinguished correctly by Taint-Things and FlowsMiner.

Taint-Things was able to identify all the injected changes from the base apps and the mutants. But it had more reported vulnerabilities in the benign and mutated files generated from one original app. All the three benign mutants that Taint-Things failed to identify as benign share the same original file which it marks as tainted due to its aggressive handling of state variables. The app made extensive use of them which made Taint-Things mark multiple methods within as tainted. Listing 19 shows a function with a sink call made using a state variable. This would be tagged as tainted by Taint-Things due to how it generally handles all state variables as potentials sources, while SAINT and FlowsMiner identify no of sensitive information leaking from that call.

So the precision and recall rate of SaINT for AMcs and APcs is 100% but for AHcs it is 0%. The precision and recall rate of Taint-Things for each operator when the benign file is counted as base is 100% for both. This is shown in Table XVI as it can differentiate the change. If we consider each file as a mutant, then the result is shown in Table XVII. Here, the precision rate of Taint-Things dropped to 96.88 for classifying one file wrong for each type. While FlowsMiner managed to get 100% Precision and Recall for both cases.
Listing 19: File Marked as Tainted by Taint-Things

```java
1  def locationEventHandler(evt) {
2       state.locationSubscriptionMap[location.id].each {
3           //...
4           httpPostJson(params) {
5               //...
6       }
7       }
8   }
9 }
```

For Context sensitivity, we see a drop in the precision rate for Taint-Things, even though it is still over 95 percent. For SaINT, we see that it can differentiate the context but still can have trouble identifying which programs are malicious or benign based on the sink. While FlowsMiner didn’t have a problem handling the mutators.

Table XVI. Precision and recall for context mutators (Two files counted as one mutant) for SaINT and Taint-Things

| Type           | Mutators | SaINT | Taint-Things | FlowsMiner |
|----------------|----------|-------|--------------|------------|
|                |          | Rec.% | Prec.%       | Rec.%      | Prec.%     | Rec.% | Prec.% |
| Context-Sensitivity | AMcs      | 100   | 100          | 100        | 100        | 100   | 100    |
|                | APcs      | 100   | 100          | 100        | 100        | 100   | 100    |
|                | AHcs      | 00    | 00           | 100        | 100        | 100   | 100    |
|                | Overall   | 66.6  | 66.6         | 100        | 100        | 100   | 100    |

Table XVII. Precision and recall for context mutators (one file counted as one mutant) for SaINT and Taint-Things

| Type           | Mutators | SaINT | Taint-Things | FlowsMiner |
|----------------|----------|-------|--------------|------------|
|                |          | Rec.% | Prec.%       | Rec.%      | Prec.%     | Rec.% | Prec.% |
| Context-Sensitivity | AMcs      | 100   | 96.88        | 100        | 100        | 100   | 100    |
|                | APcs      | 100   | 96.88        | 100        | 100        | 100   | 100    |
|                | AHcs      | 100   | 50           | 96.88      | 100        | 100   | 100    |
|                | Overall   | 100   | 83.3         | 96.88      | 100        | 100   | 100    |

9. DISCUSSION

In this paper, we try to answer two research questions: RQ1. How can we quantitatively evaluate static taint analysis tools in IoT to ensure security? and RQ2. Is the proposed methodology able to differentiate the security analysis tools and identify their weakness?

To answer RQ1 we developed a a mutational framework that is capable of generating test cases for static analysis tools and we demonstrate how the proposed framework is useful in assessing the available tools, marking their strengths and shortcomings to answer RQ2. While the original available datasets used for assessing the analyses sensitivities did not show much change, using the mutational testing provided more clear assessment of the tools’ performance. It also tests the consistency of the tool’s results over a large number of test cases.

Using our framework, we have quantitatively evaluated three tools,( SaINT, Taint-Things and FlowsMiner), on their sensitivity analysis for tainted flow identification.

For flow-sensitive mutators, we calculated the precision and recall in two ways:

First, we generate a benign and a vulnerable flow for each app in the dataset, and we consider each of them as a separate mutant where the benign ones would be classified as equivalent mutants
and would be used to check for the false-positive rates in the tools’ reports. We found that SaINt, Taint-Things and FlowsMiner have a recall rate of 100% for this calculation. But SaINt’s precision rate dropped to 50% where Taint-Things’ precision remains 100%.

Second, we chose to consider the generated benign mutant as an original or a base code which we used to generate the vulnerable mutant and then we checked whether the two tools can differentiate between the flows (benign vs venerable) mutants. This will directly confirm whether the tested tool uses a flow-sensitive analysis or not. With recall and precision rate of zero, SaINt gets confirmed for using a flow insensitive analysis technique, while scoring 100% for both, Taint-Things and FlowsMiner are confirmed to use flow-sensitive analysis.

For path-sensitivity mutators, we designed four versions; one that takes a benign path as a base and changes it to a mutant containing a path-sensitive malicious one; two versions that take a malicious base and makes the vulnerability path sensitive; and finally a version that produces an equivalent benign mutant from a benign base. We specifically designed them in such a way to check that the tools are using path sensitive analysis. For SaINt and FlowMiners, we got zero percent recall and precision. SaINt also had false positives, on the other hand, FlowsMiners avoided giving that false positive case. The result confirms that SaINt and FlowsMiner are not using path sensitive analysis. Taint-Things got recall and precision rate of 100% here, which proves that it uses path sensitive analysis technique.

We also provided a test to evaluate the impact of path sensitivity by checking the correctness of the tool’s reports. We dealt with each path as an expected result to be reported and tested which tools report them. We’ve seen that SaINt and FlowMiner were able to identify the tainted results, giving a recall of 100% but had their precision drop by ignoring the potential benign paths if another tainted path existed. And while SaINt also reported a false positive in mutants that had two benign paths, FlowMiner accurately reported the app as a true negative. Taint-Things on the other hand is able to give a detailed report of all the potential paths.

When it comes to context-sensitivity mutators, the results confirmed that the tools are using context-sensitive analysis up to a certain level. For SaINt, even after getting the context, it failed to differentiate benign from malicious when using a specific sink.

If we give equal weight to each of the three categories of mutators that address the three levels of sensitivity analysis, we can average their results to get an estimated overall precision and recall for each of the tools. When one file is counted as one mutant and the correctness of the path sensitivity results are considered SaINt has 100% recall and 56.8% precision, Taint-Things has 99% recall and 100% precision, and FlowsMiner has 100% recall and 87.6% precision. This is shown in Table XVIII. If we consider 2 files as one, showing whether the tool uses sensitive analysis or not, SaINt has 25% recall and 25% precision, Taint-Things has 100% recall and 100% precision, and FlowsMiner has 66.6% recall and 66.6% precision.

| Type             | SaINt | Taint-Things | FlowsMiner |
|------------------|-------|--------------|------------|
|                  | Rec.% | Prec.% | Rec.% | Prec.% | Rec.% | Prec.% |
| Flow-Sensitivity  | 100   | 50     | 100   | 100    | 100   | 100   |
| Path-Sensitivity  | 100   | 37     | 100   | 100    | 100   | 63    |
| Context-Sensitivity | 100   | 83.3  | 96.88 | 100    | 100   | 100   |
| Overall          | 100   | 56.8   | 99    | 100    | 100   | 87.6  |

For Taint-Things, it can distinguish the change from the created base file to the generated mutant. But it failed to identify the mutants generated from one app that contained an extensive usage of state variable which marked it aggressively as a potential source. It failed for all the benign equivalent mutants generated from one source app when we only had sixteen source apps. On the other hand, FlowsMiner handled the provided files without an issue. To understand the exception SaINt had for context-sensitivity when a specific sink is used, we need more operators with different sinks, whereas to understand Taint-Things’ exception when identifying benign mutants generated from a
specific app, we need to generate more mutants from different apps. For context-sensitivity analyses, we can say that the tools implement it but SaINT and Taint-Things have certain limitations.

Each of the tested tools used a different approach for static analysis. SaINT makes an intermediate representation of the code and analyzes it as a call graph. Taint-Things performs the analysis directly on the code using code transformation and provides additional sensitive analysis as modules. FlowsMiner uses text mining to detect the tainted flows. And while the tools’ results varied on our tests, it might be hard to determine whether that is due to the technique used or the specific implementation of the tool. A bigger survey with a larger group of tools might be needed to examine a correlation between different techniques and their performance in the tests. It should also be noted that we test for two things, the correctness in detecting the tainted flows and the ability to provide sensitive analyses by detecting the difference in the output. Cases where the tools times out or do not run on certain mutants are excluded in our calculation of precision and recall, since they do not give us relevant data. Nonetheless, this is relevant if one is comparing the general performance of the tools.

10. FUTURE WORK

We have proposed 13 unique mutational operators for three different kinds of sensitivity analysis, however, new operators can be added easily to the framework to address different kinds of sensitivity analysis. This is an on-going effort and our goal is to extend the framework to include all possible mutational operators and to conduct a large scale experiment to qualitatively evaluate state-of-the-art tools in other domains such as Android. In the future, we envisage the following work:

- First, we plan to extend the framework to evaluate the security analysis tools of SmartThings for other types of security vulnerabilities.
- Second, we can expand this framework to other platforms of IoT as they share some similarities.
- Third, we can explore how the basic idea of the framework can be used or extended to analyze security analysis tools in different domains and platforms other than IoT.
- Fourth, the proposed framework can be extended to address a different kind of sensitivity analysis such as field sensitivity. For example, IoT devices use state and atomicState objects. A field-sensitive analysis is required to track all fields defined in the state and atomicState objects [52]. A field insensitive analysis will fail to distinguish between the fields. New operators can be added to addressing leakage related field sensitivity.
- Fifth, while the framework only deals with evaluating tools for tainted-flows sensitivity analysis in a single file, this can be extended to multi-file applications for other platforms. The extended framework will be able to insert one fault throughout the application and will be able to test the security analysis tools better where needed.
- Finally, since SmartThings apps are single-file apps, in general, and the evaluated tools analyze single-file apps, the scope of research of this paper is on mutation testing for single-file apps. Expanding the framework to handle multi-file apps might be more relevant in other platforms which may have more multi-file apps, such as Android applications. However, such extensions to the framework will need to explore other categories of vulnerabilities that are caused by interacting apps, or interaction between multiple files within the application. This would be an immediate future work that would require another set of tools to evaluate.

11. CONCLUSIONS

We have presented an automated evaluation framework that artificially creates and injects known security vulnerabilities to the application under test. The framework can be used to accurately measure the recall and precision of taint flow analysis tools for IoT apps. We proposed 13 unique mutational operators to evaluate security analysis tools in IoT platforms which can be extended to
any other platform as well. These mutational operators, or mutators, are designed based on three different kinds of sensitive analyses. With the help of these operators, we can evaluate if a tool is able to provide different kinds of sensitive analyses and up to which level it is capable of doing that. We also used the classical problem of equivalent mutants to our advantage by measuring false positive using them.

We proposed and implemented a framework that can evaluate taint flow analysis tools and with the conducted experiment, we evaluated three tools quantitatively. By adding better quality operators, this tool can become stronger in evaluation. One novel idea that is produced by our work is using the equivalent mutants to evaluate false positives. Equivalent mutants are always treated as a problem, while we were able to use it to our advantage. This idea can be implemented in any other evaluation tool as well.

ACKNOWLEDGEMENT

This work is supported in part by the Natural Sciences and Engineering Research Council of Canada (NSERC), Grant No. RGPIN/06283-2018

REFERENCES

1. Mahmoud R, Youssuf T, Aloul F, Zualkernan I. Internet of things (iot) security: Current status, challenges and prospective measures. 2015 10th International Conference for Internet Technology and Secured Transactions (ICITST), IEEE, 2015; 336–341.
2. Evaluating solutions. https://www.bbc.co.uk/bitesize/guides/zssk87h/revision/1. Accessed: 2020-09-12.
3. Roy CK, Cordy JR. A mutation/injection-based automatic framework for evaluating code clone detection tools. 2009 International Conference on Software Testing, Verification, and Validation Workshops, IEEE, 2009; 157–166.
4. King KN, Effutt AJ. A fortran language system for mutation-based software testing. Software: Practice and Experience 1991; 21(7):685–718.
5. Waton J, Geard N, Wiles J. Towards more biological mutation operators in gene regulation studies. BioSystems 2004; 76(1-3):239–248.
6. Doval D, Mancoridas S, Mitchell BS. Automatic clustering of software systems using a genetic algorithm. STEP’99: Proceedings Ninth International Workshop Software Technology and Engineering Practice, IEEE, 1999; 73–81.
7. Ma YS, Kwon YR, Effutt J. Inter-class mutation operators for java. 13th International Symposium on Software Reliability Engineering, 2002. Proceedings., IEEE, 2002; 352–363.
8. Jia Y, Harman G. An analysis and survey of the development of mutation testing. IEEE transactions on software engineering 2010; 37(5):649–678.
9. Effutt AJ, Craft WM. Using compiler optimization techniques to detect equivalent mutants. Software Testing, Verification and Reliability 1994; 4(3):131–154.
10. Samsung smarthings. https://www.smartthings.com. Accessed: 2019-07-19.
11. Apple homekit. https://www.apple.com/ios/home/. Accessed: 2019-07-19.
12. Amazon web services. https://aws.amazon.com/. Accessed: 2019-07-19.
13. Ibm watson. https://www.ibm.com/watson. Accessed: 2019-07-19.
14. Celik ZB, Babun L, Sikder AK, Akso H, Tan G, McDaniel P, Utunac AE. Sensitive information tracking in commodity iot. 27th {USENIX} Security Symposium ({USENIX} Security 18), 2018; 1687–1704.
15. Parveen S, Alali MH. A mutation framework for evaluating security analysis tools in iot applications. IEEE 2020; 27thInternational Conference on Software Analysis, Evolution and Reengineering (SANER), IEEE, 2020; 587–591.
16. Schmeidl F, Nazzal B, Alali MH. Security analysis for smarthnings iot applications. Proceedings of the International Conference on Mobile Software Engineering and Systems, MOBILESoft ’16, 2016; 5–pp.
17. Naeem H, Alali MH. Identifying vulnerable iot applications using deep learning. 27th IEEE International Conference on Software Analysis, Evolution and Reengineering, SANER 2020. London, ON, Canada. February 18–21, 2020. Kontogiannis K, Khomh F, Chatzigeorgiou A, Fokaefs M, Zhou M (eds.), IEEE, 2020; 582–586, doi:10.1109/SANER48275.2020.9054817. URL https://doi.org/10.1109/SANER48275.2020.9054817.
18. Smarthtings first smartapp. https://docs.smartthings.com/en/latest/getting-started/first-smartapp.html. Accessed: 2019-06-12.
19. Nielson F, Nielson HR, Hankin C. Principles of program analysis. Springer, 2015.
20. Jovanovic N, Kruegel C, Kirda E. Pizzly: A static analysis tool for detecting web application vulnerabilities. 2006 IEEE Symposium on Security and Privacy (S&P’06). IEEE, 2006; 6–pp.
21. Cornelissen B, Zaidman A, van Deursen A, Moonen L, Koschke R. A systematic survey of program comprehension through dynamic analysis. IEEE Transactions on Software Engineering 2009; 35(5):684–702.
22. Owasp static analysis. https://www.owasp.org/index.php/Static_Code_Analysis#Taint_Analysis. Accessed: 2019-06-07.
23. Prevent web attacks using input sanitization. https://www.esecurityplanet.com/browser-security/prevent-web-attacks-using-input-sanitization.html. Accessed: 2020-09-09.
24. Sharir M, Pnueli A, et al. Two approaches to interprocedural data flow analysis. New York University. Courant Institute of Mathematical Sciences, 1978.
25. Txl. https://www.txl.ca/txl-abouttxl.html. Accessed: 2019-07-19.
26. Dan H, Hierons RM. Smt-c: A semantic mutation testing tools for c. 2012 IEEE Fifth International Conference on Software Testing, Verification and Validation, IEEE, 2012; 654–663.
27. Clark JA, Dan H, Hierons RM. Semantic mutation testing. Science of Computer Programming 2013; 78(4):345–363.
28. Papadakis M, Kintis M, Zhang J, Jia Y, Traon YL, Harman M. Chapter six - mutation testing advances: An analysis and survey. Advances in Computers 2019; 112:275–378, doi:10.1016/bs.adcom.2018.03.015.
29. Avancini A, Ceccato M. Towards security testing with taint analysis and genetic algorithms. Proceedings of the 2017 32nd IEEE/ACM International Conference on Automated Software Engineering (ASE), IEEE, 2017; 263–273.
30. Lam P, Boddie L, Hothak L, Hendren L. The soot framework for java program analysis: a retrospective. Cetus Users and CompilerInfrastructure Workshop (CETUS 2011), 2011.
31. Loise T, Devroey X, Perrouin G, Papadakis M, Heymans P. Towards security-aware mutation testing. ICSTW, 2017; 97–102.
32. Mouelhiv T, Fleurey F, Baudry B. A generic metamodel for security policies mutation. ICSTW, 2008; 278–286.
33. Mouelhi T, Le Traon Y, Baudry B. Transforming and selecting functional test cases for security policy testing. ICST, 2009; 171–180.
34. Dadeau F, Héam PC, Kheddar R. Mutation-based test generation from security protocols in hlpsl. ICST, 2011; 240–248.
35. Le Traon Y, Mouelhiv T, Baudry B. Testing security policies: going beyond functional testing. The 18th IEEE International Symposium on Software Reliability (ISSRE'07), IEEE, 2007; 93–102.
36. Wanga J, Xie T, Chen F, Liu AX. Systematic structural testing of firewall policies. 2008 Symposium on Reliable Distributed Systems, IEEE, 2008; 105–114.
37. Martin E, Xie T. A fault model and mutation testing of access control policies. Proceedings of the 16th international conference on World Wide Web, 2007; 667–676.
38. Pauck F, Boddie E, Wehrheim H. Do android taint analysis tools keep their promises? ESEC/FSE, ACM, 2018; 331–341.
39. Qiu L, Wang Y, Rubin J. Analyzing the analyzers: Flowdroid/iccta, amandroid, and droidsafe. ICST, ACM, 2018; 176–186.
40. Bonett R, Kafle K, Moran K, Nadkarni A, Poshyvanyk D. Discovering flaws in security-focused static analysis tools for android using systematic mutation. 27th USENIX Security Symposium (USENIX Security 18), 2018; 1263–1280.
41. Klinger C, Christakis M, Wüstholz V. Differentially testing soundness and precision of program analyzers. Proceedings of the 28th ACM SIGSOFT International Symposium on Software Testing and Analysis, 2019; 239–250.
42. Arzt S, Rasthofer S, Fritz C, Boddie E, Bartel A, Klein J, Traon YLL, Octeau D, McDaniel PD. Flowdroid: Precise context, flow, field, object-sensitive and lifecycle-aware taint analysis for android apps. Proceedings of the 35th ACM SIGPLAN Conference on Programming Language Design and Implementation (PLDI '14) 2014; .
43. Manning C, Raghavan P, Schütze H. Introduction to information retrieval. Natural Language Engineering 2010; 16(1):100–103.
44. Kontogiannis K. Evaluation experiments on the detection of programming patterns using software metrics. Proceedings of the Fourth Working Conference on Reverse Engineering, IEEE, 1997; 44–54.
45. Iotbench-test-suite. https://github.com/IoTBench/IoTBench-test-suite. Accessed: 2019-06-01.
46. SAINT tool. http://saint-project.appspot.com/. Accessed: 2020-03-01.
47. Taint-Things tool. http://taint-things.scs.ryerson.ca/. Accessed: 2020-03-01.
48. FlowsMiner tool. https://141.117.231.79:6852/. Accessed: 2020-03-01.
49. Cordy JR. Excerpts from the txl cookbook. International Summer School on Generative and Transformational Techniques in Software Engineering, Springer, 2009; 27–91.
50. Grün BJ, Schuler D, Zeller A. The impact of equivalent mutants. 2009 International Conference on Software Testing, Verification, and Validation Workshops, IEEE, 2009; 192–199.
51. Celik ZB, Fernandes E, Pauley E, Tan G, McDaniel P. Program analysis of commodity iot applications for security and privacy: Challenges and opportunities. arXiv preprint arXiv:1809.06962 2018; .