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Abstract. In today’s world, critical infrastructure is often controlled by computing systems. This introduces new risks for cyber attacks, which can compromise the security and disrupt the functionality of these systems. It is therefore necessary to build such systems with strong guarantees of resiliency against cyber attacks. One way to achieve this level of assurance is using formal verification, which provides proofs of system compliance with desired cyber security properties. The use of Formal Methods (FM) in aspects of cyber security and safety-critical systems are reviewed in this article. We split FM into the three main classes: theorem proving, model checking and lightweight FM. To allow the different uses of FM to be compared, we define a common set of terms. We further develop categories based on the type of computing system FM are applied in. Solutions in each class and category are presented, discussed, compared and summarised. We describe historical highlights and developments and present a state-of-the-art review in the area of FM in cyber security. This review is presented from the point of view of FM practitioners and researchers, commenting on the trends in each of the classes and categories. This is achieved by considering all types of FM, several types of security and safety critical systems and by structuring the taxonomy accordingly. The article hence provides a comprehensive overview of FM and techniques available to system designers of security-critical systems, simplifying the process of choosing the right tool for the task. The article concludes by summarising the discussion of the review, focusing on best practices, challenges, general future trends and directions of research within this field.
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1. Introduction

Digital services are currently spreading to all aspects of society [RSB15]. This in turn causes dependence of society on the cyber infrastructure needed to support these services. The heavy reliance on cyber infrastructure poses new challenges in the form of cyber attacks and potentially cyber terrorism [Ken15], with threat actors encompassing the full range from interpersonal offenders, cyber criminals and “hacktivists” through to well-resourced state actors [RCD19]. Disturbances in financial, industrial or day-to-day consumer services could lead to significant financial and societal costs. As digitisation spreads further, the potential attack surfaces only grow larger, increasing the challenge of protecting digital services [UA19, WANC16]. As systems grow larger and more complex, significant resources have to be spent to secure these system against known cyber attacks. Often the protection mechanisms are incorporated to close vulnerabilities uncovered after a successful cyber attack, and hence are of a reactive nature. This approach relegates cyber security from a primary challenge to be solved within the system to an afterthought [SWA12].

Due to the wide spectrum of cyber attacks, it is difficult to directly quantify their impact on society [GSM11], however very often they involve significant financial costs as well as potential disruptions in quality of life. One example is a potential cyber attack against electricity infrastructure, including electricity marketplace, which could lead to destruction of generators and disclosure of confidential data [NPYG09]. Another example is attacks against manufacturing facilities causing delays or decrease in quality of production [BSW18, QPP17]. These examples demonstrate that cyber threats should be considered as significant as physical threats against societal infrastructure.

The earlier the potential cyber security threats are discovered within new systems, the cheaper the mitigation for these threats will be [WMPO16]. Formal Methods (FM) provide an opportunity for discovery and mitigation of cyber threats at all stages of the lifecycle of a system. Using FM brings mathematical rigour to the field of cyber security assurance. This is possible since FM are techniques that use model-based approaches, where the models are rigorously specified [Win90]. These models represent the software, hardware or a combination of the two for the system in question. The primary benefit of using FM stems from the mathematical proof of the internal consistency of the system design [Hal05]. This proof provides strong assurances since it considers the entire system behaviour, and once proven true it remains true, whereas in traditional testing it is only possible to cover specific scenarios. FM can be seen as a tool well suited for providing assurances of cyber security for digital society [Win98]. Beyond the assurance of behavioural correctness of a system, the adoption of a fully fledged formal approach is known to reduce the number of implementation errors, which are the building blocks of exploits.

Within the area of FM there are distinct approaches. The main categories we consider are:

- **Theorem Proving**, analysing a formal description for important properties based on computer-based proofs.
- **Model Checking**, checking whether a finite-state model of a system meets a given specification in an exhaustive manner.
- **Lightweight FM**, using formal techniques to analyse a system either statically or dynamically (this concept was coined in [JW96] but we have extracted the model checking from their characterisation into a category of its own).

In all cases, the methods are applied to determine if a system behaves in a correct way and many approaches have received significant tool support for automation of the verification and validation process [ADKT11]. In this survey we consider all of the approaches and their application to specific areas of digital society. We further consider FM as applied to the specific level of abstraction of system behaviour ranging from the application level to the hardware level. By considering the state-of-the-art research in formal verification across these dimensions, we provide a non-exhaustive overview of application of FM in specific disciplines. The aim of this survey is to allow practitioners to identify a proven method applicable to a system in their domain, hence increasing the adoption of FM in the field of cyber security.

1.1. Methodology

The amount of research publications within the area of applying FM towards cyber security challenges is significant. Therefore several constraints have been placed on the choice of research publications to be considered within this survey. The first important constraint is the recency of the research reported, considering the
landscape of the last decade, limiting the publication date to be no earlier than 2012. Furthermore all of the
research work need to be published in scientific venues such as journals, conferences or workshops. The next
constraint is focus on computer-based tool supported formal methods, i.e. only formal methods with tools
that can provide computer-based analysis and often guide users on performing this analysis are considered.
This consideration is in order to focus more on the FM that could be potentially applied outside of academia,
bringing the benefits of the formal security analysis to industry. This goes hand in hand with our focus on
the applied FM, searching for research publications, where a tool supported FM is utilised to deal with a
concrete cyber security problem. Hence this survey does not focus on theoretical advances of FM in security
or proposed processes that briefly mention use of formal methods, such as theoretical approaches to model
checking algorithms, specification of hyperproperties and similar. Furthermore our survey does not cover
the approach to security commonly referred to as provable security. This refers to a mathematical approach to
analysing the security of cryptographic mechanisms or systems. The approach considers the system in the
context of an attacker model, and expresses the security requirements within that model as a limitation on
what the attacker should be able to achieve. A proof consists of establishing that the attacker would need
to break a known hard problem (such as the Quadratic Residuosity Problem [GM84]) in order to break
the security of the system. Thus the security of the system is reduced to the difficulty of the underpinning
hard problem. This approach is typically used within the field of cryptography rather than secure systems,
and so falls outside the scope of our survey. We point the reader to [BBB+19] providing the report within the
area of FM in cryptography. Finally, we constrain our search to research that considers aspects of security
explicitly, and not as a by-product of safety or correctness. The search for the research publications was
carried out as a cross database search using Google Scholar, while focusing on research papers, excluding
research abstracts or extended abstracts.

As this survey shall provide a reader with a quick overview of the research conducted, we have further
decided to categorise different research publications by the industry (domain) on which they focus as well as
the level of abstraction on which the formal method is utilised. In this way researchers and also potentially
industrial users can quickly find the area of their interest within this survey. Furthermore, we classify the
research based on the cyber security problem classification as elicited from the discovered research papers
and inspired by existing literature [RCD+19].

1.2. History

This section presents a history of impactful research works within FM in security over the last 40 years. We
choose four case studies where formal methods have been applied to secure systems:

1. The Needham-Schroeder Public-Key Protocol. Lowe used a refinement model checker to find a triangular
attack on the protocol. This was a new attack on a protocol that had previously been proven correct by
Burrows et al. [BAN90].
2. The Mondex smartcard. This was the first commercial product to be certified to ITSEC Level E6. There
was considerable discussion at the time as to whether this was even possible.
3. The Tokeneer ID Station. There were similar questions about the feasibility of using FM to achieve the
level of rigour required by the higher assurance levels of the Common Criteria. Tokeneer settled this
matter.
4. The seL4 Microkernel. This system has the reputation of being the world's most assured microkernel.
   Significantly, it demonstrates that security and the use of formal methods do not lead to poor performance.

The Needham-Schroeder Public-Key Protocol The Needham-Schroeder Public-Key Protocol is a
transport-level protocol for communication between network devices [NS78], providing mutual authenti-
cation between two parties in a network. The protocol is visualised in Figure 1(a). Simple and well known,
it has become a popular benchmark for testing security protocol verification technology. We discuss it here
because it is an important security protocol that nevertheless contained a significant error. This error was
found using automated FM.

Lowe showed that, contrary to its intention, the protocol fails to ensure authentication. In particular,
he demonstrated that an intruder can impersonate an agent A during a run of the protocol. The impersonator
tricks another agent B into thinking that they are talking to A.

The protocol uses public key cryptography. Each agent A possesses a public key, which any other agent
A also possesses a secret key that is the inverse of its public key. Any agent can encrypt a message using A’s public key, but only A can decrypt it, ensuring secrecy. The protocol also uses nonces: random numbers coined for single runs of the protocol.

Lowe encoded the protocol in CSP [Hoa85] and analysed it using CSP’s model checker, FDR [GR19]. Lowe did not know in advance that an attack was possible, although he may have suspected it. He did not know where to look in the protocol for a vulnerability, but the exhaustive search carried out by the model checker found an attack in spite of this.

Suppose that I (an intruder) is a network user who can take part in network sessions. I can also intercept messages and inject new ones, but is not able to decrypt messages without the key. I can produce a new message in two circumstances: if I invents the nonce, or if I already understands the message’s contents. This intruder can also replay complete encrypted messages, even without understanding the contents [RSG+01]. This approach is commonly known as the Dolev-Yao model [DY81].

The attack involves two simultaneous runs of the protocol, as shown in Figure 1(b). A establishes a valid session with I. At the same time, I impersonates A to establish a fake session with B. The flawed run of the protocol could be explained as follows. A sends a message with nonce N_A to I, who decrypts the message with I’s secret key. I relays the message to B, pretending to B that A is communicating. B sends N_B in response, encrypted for A, and so I relays this encrypted nonce to A. A decrypts N_B and confirms it to I, who learns it. I re-encrypts N_B and returns it to B, which convinces B that A is the other party. At the end of the attack, B falsely believes that A is the communication partner, and that only A and B know N_A and N_B. This shows that the protocol is insecure. Protocol analysts call this a man-in-the-middle attack. Here, it has been discovered automatically.

Mondex The Mondex application consists of smart cards with electronic purses (wallets) for electronic commerce [SCW00]. Customers use Mondex smart cards for low-value, cash-like transactions that need no third-party involvement. The Bank of England (the financial regulator in this instance) considered the requirements for Mondex to be security critical: Mondex must have no implementation or design bugs that could allow electronic counterfeiting. So the developers certified Mondex to the highest standard available at the time. This was ITSEC Level E6 [ITS91], equal to Common Criteria Evaluation Assurance Level 7 [CCR06].

Mondex was the first commercial product to achieve ITSEC Level E6 (EAL7) [SCW00]. [SCW00] further describe the development of the Mondex application, with its abstract and concrete models. The abstract model describes the world of electronic purses: atomic transactions exchange value and the abstract model expresses their required security properties. The concrete model is the purse design and the message protocol for value exchange.

The design team used the Z notation [Spi89, WD96] to specify both models. They proved that the concrete model is formally a refinement of the abstract one. This means that the concrete model respects all the abstract security requirements. The abstract model and its security properties is often easier to

---

1 The levels of the Common Criteria are:

- **EAL1**: Functional testing.
- **EAL2**: Structural testing.
- **EAL3**: Methodical testing and checking.
- **EAL4**: Methodical design, testing, and reviewing.
- **EAL5**: Semi-formal design and testing.
- **EAL6**: Semi-formally verified design and testing.
- **EAL7**: Formally verified design and testing.
understand than the concrete model. Developers wrote manual proofs, believing that no efficient automated tools existed for such a large task. Instead, proof steps were type-checked using the fuzz2 and Formaliser tools [FHIB99]. Proofs were also checked by independent external evaluators.

There were four principal security properties:

- The system and its users may not create value.
- The system must account for all value.
- Purses must have enough value for their intended transaction.
- All transfers must be between authentic purses.

The design team changed a secondary protocol after the proof revealed a bug. A detailed account of the project is given in [WSC+08]. Mondex has proved to be a dependably secure system, guaranteed by its formal development.

**Tokeneer** The Tokeneer system was developed by the US National Security Agency (NSA) [BCJ+06]. It provides secure access to an enclave of workstations with controlled physical entry. Access control requires biometric checks and security tokens. These tokens describe a user’s permitted actions within a particular visit to the enclave.

Developers needed to assure the security properties. They did this by conformance with the Common Criteria Evaluation Assurance Level 5 [CCR06]. They also needed to show they could do this in a cost-effective way. NSA invited bids to use FM to develop a component of the Tokeneer system, and then monitored this experiment to measure the effort and skills needed to perform the development.

Praxis (a UK company) won the contract and wrote a formal specification in Z [Spi89, WD96], formally refining the specification to a SPARK program. SPARK is a subset of Ada with an accompanying toolset [Bar12]. They proved key system properties and the absence of run-time errors, using traditional methods to develop extra software. These extra Ada programs provided interfaces with peripherals.

The project required 260 person-days, three people part-time, and nine months’ elapsed time. It produced about 10k lines of SPARK code with about 16.5k contracts. About 200loc were written on average per day during the implementation phase, with about 40loc through the entire project. A further 3.5k lines of standard Ada code were produced, with about 200loc per day in the implementation phase or 90loc throughout the project. System testing took about 4% of the project effort, much smaller than usual.

Two defects were found in Tokeneer. One was found using formal analysis, another was found by code inspection. The testing team discovered two in-scope failures: missing items in the user manual.

The task set by NSA was to conform to Common Criteria EAL5. The Tokeneer development actually exceeded EAL5 requirements in several areas: configuration control, fault management, and testing. Although the main body of the core development work was carried out to EAL5, the development areas covering specification, design, implementation, correspondence were accomplished to EAL6 and EAL7. Why? Because it was cheaper!

**The seL4 Microkernel** The third-generation microkernel seL4 provides abstractions for virtual address spaces, threads, and inter-process communication. It provides an explicit memory management model and capabilities for authorisation. There is a guarantee that the binary code of the ARM version of the seL4 microkernel is a correct implementation. seL4 meets its abstract specification and does nothing else. In particular, the seL4 ARM binary meets the classic security properties of integrity and confidentiality.

The seL4 micro-kernel has a formal proof of its C code against its abstract specification [KAE+10]. This

---

2 See [spivey.oriel.ox.ac.uk/corner/Fuzz_typechecker_for_Z](http://spivey.oriel.ox.ac.uk/corner/Fuzz_typechecker_for_Z).

3 For comprehensive information on Tokeneer, see the AdaCore webpages [www.adacore.com/tokeneer](http://www.adacore.com/tokeneer), where the entire project archive can be downloaded. AdaCore distribute the material generated by Altran under contract to the NSA under the terms of the Technology Transfer Agreement agreed between Praxis and the NSA. This material consists of all the core and support software for the Tokeneer ID Station, project documents, test cases derived from the system test specification, test tokens, and biometric data.

4 Diomidis Spinellis: [www.spinellis.gr/blog/20081018/](http://www.spinellis.gr/blog/20081018/)

5 On the ARM platform, there is a further proof that the binary code that executes on the hardware is a correct translation of the C code for sel4. This means that the compiler does not have to be trusted, and extends the functional correctness property to the binary. See [docs.sel4.systems/FrequentlyAskedQuestions.html](http://docs.sel4.systems/FrequentlyAskedQuestions.html).
proof is machine checked in Isabelle/HOL [NK14]. This assumes correctness of boot code, cache management, hardware, and hand-written assembly code.

The developers claim seL4 to be the only verified general-purpose operating system (OS) kernel. An operational model of the system forms as an abstract specification. A Haskell program prototypes the kernel. This prototype provides an automatic translation into Isabelle/HOL. The Isabelle code is then an executable, design-level specification of the kernel. This is hand coded in C to form a high-performance C implementation of seL4. Refinement proofs link the specifications and the C code. Developers proved that attackers cannot subvert the kernel. Not even if they use buggy encodings, spurious calls, or buffer overflow attacks.

1.3. Definitions/Background

Here we provide a set of common terms and definitions used throughout this article. This is particularly important since the fields of formal verification and security developed independently for many years, and hence, some terms are overloaded and have slightly different meanings depending on the context in which they are used. For example, in security (particularly cryptography), a certificate refers to a document that is used to bind an entity to a cryptographic key. On the other hand, within FM, certificate is used as a proof of correctness of a system or protocol.

Throughout this article, we use authentication to refer to the process of identifying and validating whether a user (an entity or individual) accessing a system is who the user claims to be. This is in contrast with authorisation, which is the process of allowing a user access to a system based on their identity.

The systems under consideration typically comprise a set of coordinated processes, which are program instances defining a set of instructions that are executed by one or more threads. We think of processes as being active entities in a system, as opposed to programs which are passive entities. Formal frameworks to describe the behaviour of processes include CSP, CCS, ACP, π-calculus, etc. Processes typically implement protocols, i.e., a set of rules for transmission of data, and may synchronise over shared memory or communicate over a channel, which is an abstraction of a physical communication network. Shared memory implementations are increasingly complex due to the use of intermediate processor caches and may implement many different consistency models [AG96]. Similarly, one may place many different assumptions on a channel, e.g., FIFO ordering of messages; whether the channel guarantees integrity, availability and confidentiality; whether the channel is error free; whether message types can be distinguished, etc. Security protocols are often designed to provide specific properties such as isolation, which is a design principle in which processes are separated and given privileged access to shared resources, e.g., shared memory (typically using techniques such as containerisation or virtualisation).

In general, verification is with respect to a specification, which is an abstract (formal or informal) description of the allowable behaviours of an entity, e.g., hardware, a system, computer program, data structure etc. Formal verification often proceeds with respect to a model of a system, which provides a precise formal description of an entity, capturing the key characteristics of the entity being modelled. One must ensure that every feature described by a model is an actual feature of the entity. Different models of the same entity may be developed depending on the properties that are of interest; a computer program for example may be modelled by relations between pre/post state; traces of states; functions between inputs and outputs, etc. A model may describe behavioural functionality, protocols etc. In FM, one typically develops models at several levels of abstraction, with precise descriptions of the relationship between these levels. FM for security also requires a model of an attacker, e.g., the Dolev-Yao model, which is used in the context of communicating systems. Within hardware verification, the term co-verification is used to prove that system software executes correctly on a representation of the underlying hardware model. It enables integration of software with hardware, before any physical devices (e.g., chips or boards) are available.

The aim of verification is to ensure that it meets its implementation (of a specification), i.e., the physical manifestation of an entity. In some instances, one may refer to an implementation as a model that provides enough detail about an entity for the corresponding physical entity to be readily obtained.
2. Survey

2.1. Categorisation and overview

Since the FM in security are applied across many domains, we structure the scope of the survey by presenting a categorisation based on a domain and a level of abstraction. This is done in order to provide a systematic overview of the wide field of FM in security. The labels for the four domains we have selected are:

**Financial:** Aggregates the works applying FM in the area of finance/money as payment systems, home banking, financial markets, crypto-currencies. Examples are mobile banking apps, ATM infrastructures, the FIX stock exchange protocol, smart-cards/hardware wallets. The financial domain is represented in section 2.2.

**Industrial:** This label agglomerates works dealing with computing systems applied in the production of goods or services, manufacturing and industrial control. Examples are a Water Treatment Management Panels, PLC control networks, Modbus/TCP, motor controllers. The industrial domain is represented in section 2.3.

**Consumer:** It categorises works focusing on the security of end-user/individuals personal computation devices and applications such as a command-line shell, a home operating system, a Voice over IP protocol, and an exercise smart appliance. The consumer domain is represented in section 2.4.

**Enterprise:** This is the dual of the Consumer category, as it is used to group the works focusing on the security of corporate systems providing computing services satisfying the needs of organisations instead of individuals. Examples are email services, e-government systems, the sn2 protocol, data servers warehouses. The enterprise domain is represented in section 2.5.

As presenting the four domains would only separate the FM in security research by the field of application, we further present five levels of abstraction at which the formal verification is carried out. These levels of abstraction are:

**Application:** Used for works that apply FM for security at the application or purpose of computation level.

**System:** Used for works that apply FM for security within the architectural level, often encompassing multiple subsystems.

**Protocols:** It is used to apply FM to assert properties or analyse communication protocols between system components level.

**Implementation:** This is a cross-cutting category encompassing all the works that focus on application/usage of FM directly on the resulting system (e.g.: run-time monitoring) instead of emphasis on designs and specifications.

**Hardware:** Used to classify works applying FM in the process of hardware development.

This categorisation allows us to systematically review the state-of-the-art-research and provide an overview based on this. In order to provide a clear overview of FM in security we further apply a third dimension, defining the type of the FM used, i.e. model checking, theorem proving and lightweight FM. This provides a quantitative overview of different research works within Figure 2.

The sections within this survey follow a logical organisation, where the research works are grouped together by the type of the application, system, protocol, implementation or hardware that they are applied to. Within this grouping, the research works are further organised into paragraphs following logical categorisation. As an example the first paragraph could consider works related to manufacturing while the next paragraph considers works related to industrial control. In both cases the research is aimed at industrial domain but with a different scope. Each section within the survey represents a single domain, where we present a systematic summary of research works belonging to different levels of abstraction.

2.2. Financial

Financial computing including banking systems, independent budgeting applications and mobile payment applications is a rapidly developing field. This section provides an overview of how FM have been used to analyse the security of banking mobile applications, alternative currencies, such as cryptocurrencies, smart contracts, banking backend systems, electronic trading systems, payment protocols, cryptocurrency
The method most used to analyse security within the financial domain is model checking, and authors apply different model checkers to specific problems. This could be attributed to the fact that the different entities whose security is being analysed lend themselves well to be modelled in a state transition representation and also that their state space is sufficiently limited to be analysed without issues such as the state space explosion. The cyber security topics present within the financial section are shown in Figure 3.
2.2.1. Application

The field of financial applications is expanding rapidly. Not only do banks provide mobile applications, but whole alternative currencies are being developed. This rapid growth provides many opportunities for application of FM to security on an application level.

The introduction of apps and reliance on web-based security paves the way to the application of FM to them. A recent example of that is found within [CGHS17]. The authors discovered several vulnerabilities while analysing apps from 15 leading UK banks. The usage of ProVerif to formally verify their proposed correction to one of the identified flaws markets the usage of the techniques in the optimal approach. Applying FM to banking apps provides potential for further research, but legal restrictions apply.

Another area of FM applicability is banking malware. The major cybersecurity companies report an increase in financial malware, and expect to see more attacks and growth in this area. One of the main categories is banking Trojans, which hide in subsystems such as the Android Accessibility Service API and may steal users’ credentials. The authors of [KKG19] have analysed Android applications by first using the Krakatau bytecode tool to generate the Java bytecode of the application, then generating the Calculus of Communicating Systems (CCS) [Mil89] model from the byte-code and finally dispatching it to the Concurrency Workbench of New Century (CWB-NC) model checker [CS96], searching for malware properties. The authors note that their approach provides over 98% malware detection rate. Similarly the authors of [IMMS19] applied model checking to the CCS models generated from Java byte-code of mobile banking Android applications. The authors have used the $\mu$-calculus [Koz83] to further specify malware behavioural properties such as stealing money in background operations, intercepting Short Message Service (SMS) messages and password resetting. The model was then verified against the malware properties using the CWB-NC model checker. The authors carried out a case study determining if an application exhibits an overlay malware behaviour, where the application overlays a screen indistinguishable from an honest application screen with intent of stealing banking information, demonstrating the viability of their approach.

In the alternative currency area, participants access the currency exchange network via applications, serving as virtual wallets storing the funds and authentication secrets (private keys) that prove fund ownership. The authors of [TVR16] analyse the properties of the Electrum Bitcoin wallet. Specifically the authors focus on the two-factor authentication used by this wallet. The authors have created a model in ASLan++ [vOM12] and verified the behaviour of the two-factor authentication scheme using the Cl-Atse protocol analyser [Tur06].
for a bounded number of sessions. The analysis has uncovered a potential vulnerability in the user registration process.

New applications include smart contracts, which are contracts between two parties written in a programming language. They define the flow of money based on rules and conditions that, when met, trigger the underlying financial infrastructure to perform an exchange of funds. The automatic contract enforcement feature opens the way to great losses if the program or the execution platform contains exploitable bugs, thus one finds an expanding number of FM applications in this field, specifically use of certified contract languages \cite{AE18} and the certification of the virtual machine byte-code \cite{PZS18}. For a more detailed account, and a specific survey on the area and the current opportunities for FM we refer the readers to the work \cite{MCJ18}.

2.2.2. System

The financial systems area evolves at two speeds. The legacy core banking systems delivering services such as in-house internal bookkeeping, the SWIFT inter-bank network system, and the Europay Master Visa (EMV) standard that underpin the world economy progress slowly. On the other hand, fierce competition by outsiders or new regulatory demands \cite{WNH17} push the sector to move faster. A sign of the two speeds appears in the discrepancy between the percentages of COBOL running the systems. In 2017, Reuters reported that while only 43% of the general US banking systems are built on top of COBOL, it is a staggering 95% in legacy based subsystems such as ATM swipes or in-person transactions.

The two speeds are also apparent in the application of FM. Most of the FM references mentioning legacy systems are decades old as the case of the CICS Z specification or the applications of BAN logic. Few newer works exist in this area, as for example, the case of the reuse of BAN logic to verify a mobile payment system \cite{AUS12} and the use of the SPIN tool to model check networks of ATM systems, as the case of 1-link in Pakistan \cite{OKQ17}. Furthermore, the authors of \cite{ZMSZ12} also apply SPIN to verify a model of internet payment systems.

Finally, we highlight the work in \cite{SIR13}, as it shows the legal barriers faced by the proposer of FM in the domain. While the work has potential for security improvements in the financial field by finding vulnerabilities within the banking processes, wide acceptance is yet to be observed. Another exception to the standstill in legacy systems is the domain of traditional Electronic Trading Systems (ETSs).

Within the ETS domain, we also observe a boom in the application of FM, specifically in non-traditional areas of blockchain-based cryptocurrencies and unregulated/decentralised systems. There exists a large number of works in the area of blockchain-based financial services. The scope of such works range from the verification of an algorithm in a cryptocurrency platform \cite{YJS19} and the verification of the Etherium virtual machine system underlying the smart contract concept \cite{HSR18}, to the formal verification of a whole blockchain system \cite{DMC18}.

We must further mention outstanding works that illustrate the usage of FM beyond plain system analysis. For instance, the authors of \cite{ADRP13} provide an example on how to build the usually labour intensive models of systems by applying automata learning techniques, in this case applied to the EMV standard. Another pattern is the adoption of formal models as components in fraud detection such as within the work of \cite{RZR13} by use of a lightweight formal specification.

2.2.3. Protocols

The world of financial transactions forms a pillar of modern society. To protect these transactions FM could be used to provide strong security assurances.

Near Field Communication (NFC) is a short range radio technology often used within smartphones, bank cards and payment terminals, to facilitate contactless payments. These transactions are secured by use of the EMV protocol \cite{KS02}, which has been found to contain significant security vulnerabilities where the attacker can obtain user’s payment details, present within the NFC payments \cite{MAHvM16}. To address this, the authors of \cite{MGP16} have proposed a new protocol, specifically aimed at mitigating the vulnerabilities of the NFC part of the EMV protocol. The proposed protocol provides mutual authentication with non-repudiation between the bank card and the terminal, the integrity of the banking data and ensures that the bank card is valid. In order to ensure that the protocol provides the expected security the authors specify the protocol in the Security Protocol Description Language \cite{CM12} and express confidentiality and authentication claims within the Scyther tool \cite{Cre08}. The verification has demonstrated that the specifi-
cation satisfies both claims. Moreover, the proposed solution is applicable for online and offline payments. Similarly, the authors of [AMM14] have proposed a protocol for securing of NFC enabled mobile payments. This is important as vulnerabilities such as a possibility of relay attacks [RLS13] have been discovered in the popular NFC payment system Google Wallet. The proposed protocol uses mutual authentication between entities involved in transactions and leverages single-use passwords. In order to verify security of the protocol, the authors create a high-level description of the protocol, translate it to CSP and express several security requirements as formal properties. The verification is then carried out using the FDR model checker. The protocol was shown to be resistant to replay attacks and no feasible attack was found against mutual authentication and tag anonymity. The authors note that they plan to implement the protocol and again use formal verification against the implementation. Similarly [ABSW13] provided the first formal analysis of the NFC mobile coupon application proposed by [DA07]. The analysis used the Casper tool to translate the protocols directly into CSP for direct model-checking with FDR, to consider security with respect to the security requirements of forgery protection and user authentication. The formal analysis identified attacks against the authentication properties, giving rise to a proposed solution for which the analysis in [ABSW13] found no further attacks.

One of the most widely used e-commerce transaction protocols is the secure electronic protocol. The authors of [XWL14] have modelled a simplified version of the protocol [LS99] in Promela and verified mutual authentication properties using the SPIN model checker. The authors have expressed authentication properties as LTL formulas and discovered several vulnerabilities. The authors further proposed an improvement to the protocol addressing the vulnerabilities and note the effectiveness of model checking in security analysis of protocols. Similarly, the authors of [HB12a] have analysed a biometric transaction authentication protocol [HB12b] providing authentication and non-repudiation of the origin in insecure environments. The protocol uses a biometric transaction device, providing the biometric data of the user, where the authors have created an idealised model of this device. Furthermore, the authors have modelled the protocol in π-calculus [AG99] and verified the security properties of authentication and non-repudiation using ProVerif [BSCS18]. The analysis uncovered that in case a malware on the client blocks messages from the server, the user would not know if the transaction was successful. The authors proposed an extension to the protocol addressing this issue.

SMS is also often used to facilitate mobile payments. To secure these payments [BS15] have proposed a secure SMS based protocol. The protocol utilises elliptic curve cryptography providing signatures and encryption. In order to demonstrate that the protocol is secure the authors have verified it using AVISPA [ABB+05], specifically model checking AVISPA endpoints and BAN logic. The analysis has shown the protocol complies with properties of confidentiality, message freshness and third party trust while utilising the current SMS infrastructure.

2.2.4. Implementation

Vulnerabilities in financial software could lead to financial losses or disclosure of sensitive information. Preventing these vulnerabilities at the implementation level is an area where FM could be of substantial benefit. The spread of smartphones has allowed for rapid introduction of digital financial services in the developing countries. The authors of [ISCM17] have considered static code analysis as a tool for assessing the vulnerabilities of the Android applications used to access the financial services. The authors have selected seven applications from developing countries and three applications from developed countries. The applications have been analysed by three static analysis tools, MobSF [7], Quark [K16] and AndroBugs [Lin15]. Each of the tools could analyse the applications against a predetermined set of vulnerabilities. The analyses have considered thirteen vulnerabilities and has shown that the applications from developing countries suffer from more vulnerabilities than those from developed countries. The authors recommend development of static analysis tools aimed specifically at financial applications. Similarly, the authors of [TM17] have used static analysis on 10400 Android applications in order to determine how security of financial applications compares to other applications. The authors have collected quarterly snapshots of the Google Play Store for two years in order to analyse the evolution of security of financial applications by use of the AndroBugs and MobSF tools. The selected vulnerabilities were based on the top ten OWASP list [8]. The results show that the
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financial applications have been gaining more vulnerabilities over time. The authors note this is a worrying trend and suggest that the developers further employ static and dynamic analysis tools.

EMV 2, the next generation of EMV, integrates new security schemes, such as biometric security. The author of [Fre18] has modelled 80% of the EMV 2 specification using VDM in order to determine possible security issues and provide a formal model for implementation. The size of the model (50 KLOC) has brought difficulties to the VDM IDE Overture [LBF+10]. Furthermore in order to model EMV 2 with a high level of fidelity the author had to solve several corner cases brought by the VDM SL semantics. The author has attempted automatic Java code generation, finding that the code generator needs improvements in order to handle such models, opting instead for manual implementation. The author has created a wish-list of nine improvements that can improve the modelling and validation experience of VDM tools.

The financial industry is moving towards the use of open APIs, where third party companies can access banking data. To this extent, the authors of [FHK19] have created a highly detailed, close to implementation formal model of the popular OpenID Financial-grade API. The model is based on the Web Infrastructure Model proposed in [FKS14], where the behaviours are captured as a set of theorems. Within the model the authors have considered security properties covering the authorisation, authentication and session integrity. Manual theorem proving has uncovered several vulnerabilities, specifically the ability of an attacker to access protected resources owned by legitimate actors. The authors have proposed several fixes based on the analysis.

Bitcoin is a peer to peer cryptographic currency system allowing for mutually distrusting parties to perform financial transactions. This property of Bitcoin contracts could lead to their wider use. One thing that makes security assurance hard in this setting is the difficulty in analysing security of these contracts. The authors of [ADMM14] have modelled and analysed two types of these contracts in UPPAAL against several security properties. One of the results was the determination of a time limit after which the contract protocol shall abort in order to remain secure. The authors note that UPPAAL is a suitable tool for analysing the different types of Bitcoin contracts.

### 2.2.5. Hardware

The rise of cryptocurrencies and financial technology have led to creation of a specific financial hardware. While this field is in its infancy, FM have been utilised to improve security of these devices.

One of the important aspects of technology in finance is the ability to securely approve transactions. This is invaluable in the field of cryptocurrencies where $1B has been stolen in 2018 alone mainly due to the theft of private keys from users’ computers. The authors of [ABK+19] have proposed the *NOTARY* hardware device used for approval of security critical operations. The device provides multi-agent capabilities, allowing for different approval agents. The authors demonstrate this, by implementing a Bitcoin wallet and a general-purpose approval agent. In order to switch between the agents without potential leak of sensitive information, the device is based on principles of reset based switching, ensuring that the device always enters a deterministic start state and provides resiliency against side-channel attacks [KHF+19]. The authors designed the device by continuously verifying the property of a deterministic start state by modelling the RTL description of the device then dispatching the model to a SMT solver. In the case where the SMT solver found a counterexample the authors tweaked the design to ensure no counterexample is found. The authors note that while the multi-agent device provides higher security than single-purpose hardware wallets, it is comparable in retail cost. The hardware wallets are often considered more secure than software wallets. This is due to the assumption that the hardware device contains low complexity firmware making it less prone to bugs and vulnerabilities. The authors of [MPS19] asked a question: what if the hardware wallet manufacturer cannot be trusted? It could be that the manufacturer installs a back-door to the pseudorandom generator. The authors suggest use of a two-out-of-two signature scheme [DF89] using signatures partially generated by the hardware wallet and partially known by the user (password). The authors focus on the unforgeability property, where an adversary corrupting the hardware wallet cannot forge the signature, while considering a malicious client, a malicious hardware token and selective access to legitimate tokens. The authors verify the property against their scheme using theorem proving, while suggesting that the scheme allows for use of untrusted hardware wallets. Also within the area of hardware wallets the authors of [AGKK19] have attempted to formally prove security properties of several wallets. The authors note that the wallets are the only means to interact with the cryptocurrency assets and as such, FM shall be used to verify their
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security. To do this the authors create a formal model of a hardware wallet in the universal composable framework \cite{Can01} and identify “all potential attack vectors” and conditions under which the wallet is secure. Furthermore the authors analyse implementations of three popular hardware wallets by mapping them to their model and prove theorems about the essential security properties. This has shown that these hardware wallets are only secure under specific assumptions with an important note that perfect cryptography alone does not guarantee security.

Falling costs of hardware such as NFC-enabled mobile phones and off-the-shelf NFC USB readers create security challenges for contactless card payments. One of the potential attacks is a relay attack where an attacker relays communication between the card and a terminal to another terminal using commodity hardware. To mitigate this attack, the authors of \cite{CGDR+15} have introduced a time bounding scheme into the payment process. In order for the attack to be successful the attacker has to relay messages at the speed of light from any large distance. This is prevented by the proposed scheme, based on a distance bounding protocol \cite{BMV14}. The authors model their scheme in applied π-calculus and verify it using ProVerif. The authors note that their scheme offers good protection against attacks using commodity hardware.

2.3. Industrial

Industrial processes are a backbone of a modern society as they provide control not only for production of necessary goods, but also utilities such as electricity and water treatment. This section provides an overview of how FM have been utilised in security analysis of automotive control applications, robotic applications, PLC software, industrial communication protocols such as Modbus and OPC UA, SCADA systems and hardware devices underpinning industrial computing. An interesting note is that the research works are distributed uniformly across the different levels of abstraction, demonstrating that all aspects of industrial computing have been scrutinised using FM in order to provide either security analysis or security assurances. In the industrial application of FM the problem is often considered domain specific, i.e. cyber security properties are based on whether the considered industrial system is for example an automotive controller or a water treatment plan.

As within the financial section, the most used FM to analyse the security properties is model checking. This could once again be attributed to the nature of the problem where for example PLC programs and industrial processes lend themselves to be easily modelled using state transition systems. As some of the industrial computing is complex, the problems are often modelled more abstractly in order to avoid the state space explosion problem. Within the hardware level of abstraction however in industrial computing, theorem proving is often the FM of choice, as it allows description of the hardware in more detail. The cyber security topics within the industrial section are shown in Figure 2.

2.3.1. Application

Industrial applications often control a critical industrial process, where security assurance provided by FM could bring massive benefits.

In the automotive area, the authors of \cite{HSB+19} have proposed a model checking approach to security assurance of the Electronic Control Units (ECUs) in order to provide secure advanced driver assistance systems. The authors have proposed a method for automated translation of the ECU applications to CSP \cite{Hoa78}. The CSP model is then dispatched to the FDR model checker, verified against several cyber-security properties and potential counter examples are fed back to the ECU application developers. The automated translation approach was developed for the proprietary programming language CAPL. The approach has indicated large cost reduction in security assurance, however the authors state the need to extend their work with the notion of timing.

Industry 4.0 is a concept bringing interconnectivity and data sharing to production facilities. It is in this area that the authors of \cite{NT19} have investigated formalisation of the behaviour of industry 4.0 applications to formally analyse their security. The application that was formalised was controlling a cap attaching robot. The authors have created a model using Maude \cite{Mes00} and provided two models of an attacker. The first model is a symbolic intruder capable of injecting messages, while the second model is of a symbolic intruder capable of tampering with messages. The analysis found four distinct messages an attacker can inject that would put the system into an undesired state. This has been used to update the security policies, preventing these attacks. The use of FM for the security of robotic applications was also investigated by \cite{WGS+19} in
order to enable model based design for robotics. The authors consider applications based on the Robotic Operating System (ROS) \cite{QCG09}. The first step in the method is the creation of timed automata models based on the specification of the application and security, safety and liveness properties expressed in CTL. The UPPAAL model checker \cite{LPY97} is then used to verify the model against the defined properties. The authors further create a code generator to generate the implementation of the application using the ROS C++ code.

SCADA systems consist of several applications, including the SCADA application itself or applications distributed on PLCs and micro controllers. The authors of \cite{MMS19} have proposed a method based on model checking for security analysis of water treatment system SCADA logs. The method consists of modelling the system behaviour using timed automata and expressing the properties based on the logs in timed temporal logic \cite{ACD90}. The authors express the properties representing the overflow and underflow attacks and validated their method against predetermined scenarios with 100% attack detection rate based on the log data. On the PLC component level, attacks are often created as a self-propagating malware. The authors of \cite{ZRM14} have proposed a method for malware detection by providing a symbolic execution of a PLC scan cycle and then combining multiple scan cycles into a temporal execution graph. The Z3 SMT solver \cite{dMB08} is then used as a model checker, verifying security and safety properties related to application genuinity. The counter-examples generated by the model checker are used for application debugging purposes. The authors of \cite{KKHE17} consider an application created in the graphical Ladder Logic (LL) PLC programming language. Due to the graphical nature of LL it is difficult to find intruder code, which could find its way to the PLC due to the connected nature of modern PLCs. To find the intruder code, the authors model the application and use the NuSMV model checker \cite{CCGR99} while expressing six possible intrusions as CTL properties. The verification shows that applications created in LL could be checked automatically for intrusion code within the PLC application.

2.3.2. System

Industrial systems are often used to control critical infrastructures requiring strong guarantees of security and safety. Cyber attacks against these systems could have severe consequences \cite{Wei11}. It is possible to decrease the attack surface of the industrial systems. The authors of \cite{RT17} have used formal design and analysis to verify security properties of a real world industrial control system. They have created a model in ASLaC++ covering the system database, network, PLC and SCADA logic. Further the attacker was modelled as a Cyber Physical Dolev-Yao attacker \cite{RT16}. The verification was carried out using the CL-Atse protocol analyser. As the target was an existing water treatment plant, the author has compared the formal...
analysis with practical assessment results, finding that the formal analysis discovered seven out of eight possible attacks, while the last one was not discovered due to the chosen level of abstraction. Due to the specialised nature of the PLCs, running anti-virus solutions is not possible. In [DRRT17], the authors proposed a framework for malware-tolerant, self-healing control systems. The main idea is to distribute trust to ensure that a single compromised component does not break the security policy. The authors have added specialised reset circuits with two out of three voting to determine if a PLC is producing correct results. If the result is incorrect the system reloads the image to the PLC from network storage. To assess their framework, the authors have modelled the reset and voting protocol using ProVerif and utilized a Dolev-Yao attacker with access to different devices and carried out formal analysis to determine if the system remains compliant with the security policy. The analysis has proven the security aspects of the system. The authors of [HH18] have considered verification of the PLC network within an industrial control system by creating graphs of the potentially compromised PLC program and a trusted version of this program. They do this by first creating a formal model of both programs in UPPAAL, then translating this model into attribute graphs. The matching comparison of the graphs provides guarantees that the system has not been compromised. The approach has been demonstrated on a case study of industrial water level control system. Similarly, the authors of [WSC17] have chosen formal methods as an effective technology to avoid errors in security design of cyber-physical systems. The authors utilised timed automata to model a water treatment system consisting of multiple layers. The considered layers were the supervision layer, monitoring the controllers, the real-time control layer, executing the control and a physical layer consisting of a water tank, pump and necessary sensors. This was carried out as different layers are prone to different attacks. The authors further modelled recovery mechanisms for different attacks and the attacker. The system was then analysed against several cyber security properties using the PAT model checker [SLD08], showing that the recovery mechanisms can bring the system under control if the attack frequency is lower than a detection frequency of the recovery mechanism. The authors further plan to apply their method to more complex systems.

Since modern industrial control systems connect to multiple networks such as the PLC control network, enterprise network and even the Internet, firewall configuration is an important area of system security assurance. The authors of [HRS13] have demonstrated formalisation of firewall rules to rule tuples representing the actions firewall should take in communication. Further, these rules and policies have been translated into logical formulas that were verified using the Z3 SMT solver. The authors note that the formal analysis has high potential to improve the error-prone process of firewall configuration. As control systems become more interconnected, connectivity towards cloud systems is often considered. In [KTJB19], the authors have verified several proposed mitigation strategies against attacks on cloud connected industrial control systems such as attacks where a remote client tries to push a malicious firmware update or execute brute force attack against the login system. A system architecture consisting of the control system, remote clients and a cloud intermediary was modelled in PlusCal [Lam09] and TLA+ [Lam02], while the properties have been expressed using LTL. The verification has shown the effectiveness of the mitigation strategies. Since the cloud connected architectures grow in complexity, using model checking is often difficult as verification at high level of detail leads to state space explosion. The authors of [TJKBL19] analysed several cyber security properties of a cloud connected industrial control system corresponding to validity of system access tokens and firmware update files using combinatorial testing in conjunction with formal modelling. The model was created using VDM-SL [LHB+96, FL09] and properties expressed as a set of invariants, pre and post-conditions. Using the combinatorial testing feature of VDMJ [LLB10], the authors have generated 145 million tests, with a practical execution time of less than 20 hours.

### 2.3.3. Protocols

Industrial communication protocols often carry critical data and commands, hence require a high level of security. One of these protocols is Modbus/TCP. The authors of [SPSK17] have formally investigated the security aspects of the Modbus/TCP using Coloured Petri Nets (CPN) [JK09] in conjunction with Formal Component Analysis (FCA) [Pri06]. The authors have created a formal model of the client, server and an attacker, where the attacker has the capability to tamper with the messages using an iterative approach, where they first create a CPN block diagram of the protocol. Based on the block diagram the authors create an initial model used to validate the protocol functionality without any threats present. Finally, the authors add the attacker model and carry out several protocol runs with normal and malicious behaviours. Data collected from these runs were used in an FCA with the ConExp tool [JRVP08]. The authors discovered a possible attack and implemented it against a test bed to demonstrate the viability of the approach. Similarly,
in [NRM16] the authors have focused on the security of the Modbus protocol by modeling several aspects of the protocol as a Dynamic State Machine [NGP+15], which was then automatically translated [NGB+16] to Promela for verification using the SPIN model checker. The authors have expressed the impossibility of a man-in-the-middle attack and data tampering as an LTL property. The verification showed that this property is broken and the authors investigated the counter-examples provided by the model checker. The authors note that compaction of counter-examples would simplify their analysis.

OPC UA is another widespread industrial protocol. The authors of [PPL16] have formally analysed the sub-protocols of the OPC UA responsible for authentication and secrecy. The authors have modelled both sub-protocols in ProVerif and analysed them against the Dolev-Yao intruder model. The authentication sub-protocol has been shown to contain a vulnerability since even in the sign and encrypt mode, the message does not contain explicit identity of the receiver. The authors have proposed a fix by adding the public key of the receiver to the message and rerun their analysis without any security violations. The secrecy sub-protocol has only been proven secure if credential encryption is used, however authors note that this is not the case for all implementations of OPC UA. The authors of [DPP+17] provide a formal definition of flow integrity, ensuring security by preserving a flow order of messages. The authors express the OPC-UA and Modbus protocols as a set of theorems and define nine authenticity and integrity properties expressed as trace formulas within the TAMARIN theorem prover [MSCB13]. The authors demonstrate that the flow integrity can only be satisfied if the channels are assumed secure, i.e. the attacker cannot simply delete all messages and also note a weakness within the secure version of the Modbus protocol due to the insufficient use of cryptography. The DNP3 protocol is used to facilitate communication within the electrical grid. In [ACF16] the authors have formally analysed the authentication properties of the secure authentication for the DNP3 protocol, the DNP3-SA. The authors have used CPN and security properties expressed in CTL within the CPN state space analysis tool [JKW07] to verify that the system against several cyber attacks. The authors have uncovered a flaw in one of the protocol modes, allowing for successful replay attack and proposed two potential fixes. The fixes were then verified using CPN and have demonstrated the capability of withstanding the attack. The authors note that the benefits of verification outweigh the time spent on modelling.

CAN is a broadcast, real-time protocol used in modern vehicles. The authors of [BSNRN14] have analysed MaCAN, an authenticated CAN protocol, using ProVerif, discovering a flaw in session initiation key exchange and a possibility of replay attack with partially modified data due to limited use of cryptography. The authors have proposed improvements limiting the impact of discovered flaws, noting that their security solution is applicable within the bandwidth limitations of the CAN network.

2.3.4. Implementation

Due to the critical nature of some of the industrial control systems, formal verification has been used to verify the security properties of their underlying implementations. One of the major obstacles to formal verification of an implementation is often the size of the source code.

The authors of [ALR16] propose a method using SysML-Sec, a modelling system based on UML, for working with large code bases. The authors suggest creating models in SysML and iteratively refining behaviour of the model by adding more behavioural and security properties using SysML-Sec. The model can be automatically translated to $\pi$-calculus by use of the TTool [EA14] and formally analysed by ProVerif. In case that the refinement leads to a behaviour with a level of detail that cannot be practically formally verified the authors suggest usage of model to code transformations to perform security and safety code analysis. The authors note that their approach can lead to integration of formal verification into a software design and development process.

In the aeronautics industry, a successful cyber attack could lead to loss of life. The authors of [CGB+18] have created an implementation for unmanned air vehicle verified by FM. The focus was set on four assumptions, 1. the architecture is correct, 2. the components are correct, 3. the system execution semantics matches the model and 4. the system implementation corresponds to the model. To satisfy 1, the authors have developed a model using the Architecture Analysis and Design Language (AADL) to capture the important behavioural contracts and verified them using the jKind model checker [GBW+17]. To satisfy 2, the authors have created a domain specific language Ivory following the principles of memory safety and avoiding undefined behaviour. To satisfy 3, the authors have used the seL4 microkernel, which was verified using the Isabelle/HOL theorem prover [NK13]. Finally to satisfy 4, the authors have created a tool that generates system images from the AADL models. Once the implementation has concluded, the attempts to attack the vehicle by a separate team were unsuccessful.
Software present on PLCs directly impacts the control process. In [SMX18], the authors propose a method for formal security verification of PLC control programs. The authors create state transition diagrams based on the control program and define the desired control loop security properties. The state diagrams are then manually translated to formal specification for the NuSMV model checker and the security properties are expressed in LTL. The authors have demonstrated their approach on a simple temperature control module design and express the need for automated translation of the PLC program specification to a formal specification in order to bring model checking to technicians for simple module design. The authors of [TSS10] have considered the nature of PLC programs and their affinity to Petri Nets. The authors consider falsified software being loaded onto the PLC and present a method using Petri Net modelling followed by Kalman Decomposition (KD) to determine the properties of falsification. The authors then demonstrate automatic detection of falsification using the SPIN model checker, where the Petri Net was translated to Promela specification and falsification properties were expressed using LTL.

2.3.5. Hardware

FM for hardware verification is well established, with numerous tools and domain-specific description languages, e.g., Verilog and VHDL regularly used in industry. Hardware specifications and the safety properties they must satisfy translate naturally to satisfiability problems, which is the type of problem that is amenable to automation. Is this also true for security properties? This section considers this question in the context of industrial hardware.

The authors of [HRG+18] study co-verification of Intellectual Property Blocks (IPs) within System on Chip (SoC) architectures. Each IP comprises firmware accessing hardware through a memory-mapped input/output interface. The authors assume that an attacker can spoof commands, but that the attacker has no physical access to internal registers etc, i.e., the attacker can only attack the system through the communication interface. Multiple security considerations were taken into account including secure boot (all components of the firmware image must be authenticated), concurrency (in particular time-of-check-to-time-of-use considerations [BDSS08]), and integrity and confidentiality of on-device firmware.

The main challenges encountered are the scalability of reasoning via suitable abstractions, the inherent concurrency of the systems, and extension of standard techniques to cover bit-precise reasoning (e.g., to handle shifting and masking, which is used to access hardware states stored in aligned hardware registers). Moreover, standard model checking tools (e.g., CBMC) could not be used since such tools do not naturally capture the behaviour of hardware. Their solution is a semi-automatic co-verification methodology that proceeds via instruction level abstraction, which is combined with a toolchain comprising of Boogie [BCD+05] (an intermediate verification language) to Corral software verifier [LQL12] together with SMACK [RE14] to support bit-precise checking.

The authors of [LFBP14] consider hardware security verification for Industrial Control Systems (ICS), e.g., as present in factories. They cover a threat model that assumes all software layers can be compromised and are capable of attacking the system while keeping the attacks hidden from human operators. The aim is to develop an application-specific hardware monitor, TECEP (Trust Enhancement of Critical Embedded Processes), that acts as the final authority. TECEP includes two trusted components: an FPGA-based hardware monitor (synthesised from formally analysed C code) and a junction box that is validated in a hardware description language. The monitor’s job is to test whether the outputs (of the physical plant, plant model and prediction unit) are compatible (with respect to predetermined tolerances). If not, a backup controller is used to override the production controller. Their framework models the hardware monitor in Frama-C [CKK+12] with the Jessie plugin to enable automatic deductive verification via Why [FM07].

There are several works on the formal verification of security of integrated circuits. The authors of [LJM11] consider the trustworthiness of hardware using the proof carrying code (PCC) [Nec11]. The authors extend the semantic model of permissible Verilog at the, so-called, register-transfer level, then derive Coq definitions and theorems for the hardware descriptions extended with PCC annotations. More recently, the authors of [GDMJ16a] develop a notion called proof carrying hardware, which is used to verify security properties of IP cores that may be supplied by untrusted vendors. Their techniques extend VHDL and is built on top of Gallina (the functional programming language of Coq). Their tool supports translation of informal security specifications into Coq and their case study examines a proof of correctness of AES encryption core. In [ALKH17], the authors consider the introduction of hardware trojans within Integrated Circuits (ICs) during manufacturing. To this end they use the nuXmv model checker with hardware properties specified
using LTL reduced to behavioural traces indicating attack paths potentially exposing side channels in the analysis.

2.4. Consumer

Consumer computing such as use of personal computer, smartphones and underlying connected services is an integral part of modern life. Consumer computing has been often characterised as of less critical nature than for example industrial systems, however this view is changing as the society introduces more digital technologies to everyday life. This section provides an overview of use of FM in analysis of cyber security of consumer computing, ranging from consumer electronics for fitness equipment, mobile operating systems, web browsers, consumer Internet of Things (IoT) devices to commodity hardware for devices such as personal electricity meters. An interesting fact within the consumer domain is significant use of so called lightweight FM, utilised often not only on the application level of abstraction, but also considering implementation and hardware. One challenge in formal analysis of consumer systems is a rapid nature of evolution of these systems, where the competition in consumer markets often forces fast adoption of new technologies.

Once again the most utilised FM is model checking. It could be argued that this is due to the significant model checking experience gained in other domains. Many consumer computing entities are however complex, interconnected chains of services, which could explain wider utilisation of lightweight FM, especially as some of these are used directly to build chains used to construct the consumer computing entities. It should also however be stated that theorem proving has also been utilised on all the different levels of abstraction within the consumer computing domain. The cyber security topics present within the consumer section are shown in Figure 5.

2.4.1. Application

Sound infrastructure for security applications is an enabling technology for secure consumer electronics. For example, Peloton is an American exercise equipment and media company, launched with Kickstarter funding in 2013. They produce consumer electronics for personal fitness, particularly exercise bikes. They couple the physical equipment with live exercise classes held in New York and they have a large library of past exercise classes. All this brings significant challenges, such as handling latency problems operating at such a large scale. They are particularly concerned about upgrade rollouts affecting different versions of their equipment.
Their business model requires that this whole operation is secure. To achieve this, their infrastructure is based on Amazon Web Services (AWS), with its guarantees of security and scalability.

FM thrives in checking consumer applications for malware. A practical definition of malware (one that can be used to classify executable files) intersects the perspective shift FM advocate: focus on “what” is computed instead of the “how”. Quoting [KB10], “any (formal) definition of the concept of malware depends on the definition of the concept of software system correctness”. Also, a majority of malware is the product of tools generating variants of known vulnerabilities/attacks or known malware. The authors of [CMN+18] show variants are easy to hide syntactically, but not semantically.

Model checking based approaches provide malicious behaviour semantic signatures by providing counterexamples. Recent approaches as in [ST12, ST14b] extract push-down automata as models. A promising area is the application of the techniques to the realm of the Android operating system [ST14a]. The successful recipe is to choose a mathematical model of the executables and a logical formalism to describe the malicious behaviours in terms of the semantics of the program.

There are a few works where theorem proving is applied in malware [SC16], but the number of publications is small, and it is difficult to ascertain if there is an effective gain from it. Perhaps model checking is more appropriate to the domain due to its non-interactive nature since malware is inherently a game between attackers and an algorithm.

Although successful, the FM techniques provide no panacea to consumer malware protection. The malware game advances with discovery of zero-day (latent) vulnerabilities. FM have been argued to avoid these vulnerabilities in the first place [MAH15], but practically, new malicious behaviours are expected to appear, thus the problem becomes to learn malicious behaviours. There have been several successful proofs of concept where FM leverage the signature learning either in terms of or using push-down automata reachability in the process [MT13, DT17, DT18].

Beyond detection, alternative approaches work to prevent attacks and malware to reach consumer systems in the first place. For instance, the adoption of the software marketplace paradigm reduces trivial attacks based on luring end-users to inadvertently install malware or on gross software implementation malpractice. FM backed approaches are also being applied in the field of marketplace vetting and attack mitigation [MNSV16]. In addition, automated checks to user settings enforcing security policies and reducing the attack surface are already in place. This is a field with a lot of potential for FM approaches [BSGM15].

2.4.2. System

As consumer digital systems become more prevalent, formal verification has potential to provide the necessary security assurances. Android is one of the most popular OSs in the world. Android enforces permissions at the application level, allowing applications to combine their privileges, which could potentially lead to a privilege escalation [DDSW11]. The authors of [BSGM15] propose a tool-based approach, called COVERT, for compositional analysis of Android inter-app permission leakage. COVERT assesses the security of a system as a whole by inferring the security properties of the individual applications. The tool uses a model extractor, generating Alloy specifications [Jac12], capturing the security properties of the applications. The Alloy analyser is then used to verify these properties against a manually created model of a specific Android framework. The authors have analysed more than 500 real world applications and have confirmed the findings previously found within [FCH+11, AZHL12], showing that many Android applications are over-privileged. The authors of [BKML18] have moved towards analysing the permission protocol itself, leading to identification of design flaws. The authors have specified the permission protocol in Alloy and, among others, the analysis has discovered a previously theorised design flaw where two applications can apply the same custom permission, leading to the application which was installed first being able to access the resources of the application installed second. The authors have also discovered that many popular Android applications contain this vulnerability.

Operating systems usually contain an underlying security model. In [KK+14] the authors have verified an proposed access and integrity control for a Linux-like OS. The authors have formalised the security model in Alloy and Event-B [Abr10], where the Alloy analyser was used to provide constraint based checking of operation contracts within the security model. While the authors have experienced scalability issues with Alloy, the analysis have uncovered bugs that could become more serious if discovered in the implementation
phase. The authors of [MPX+13] present the ExpressOS, a secure OS alternative to Android. The aim of this OS is to provide formally verified mechanisms used to enforce the security policies. This is achieved by expressing invariants representing security properties of the OS and annotating the source code of the OS with formal specification, mainly using code contracts. These abstractions are then discharged for verification using automated theorem provers. The authors note that the approach is feasible for verification of security invariants with only 2.8% source code annotation overhead.

Consumer expectations on the digital technology led to the rise of a smart home, an ecosystem of small connected devices, often remotely controllable, bringing security vulnerabilities. The authors of [KBG+17] have proposed Anonymous Secure Framework (ASF), a framework for ensuring anonymity, authentication and integrity in smart home environments. The authors have verified their framework for its security strength and anonymity using the model checking tools within AVISPA and by BAN logic. The ASF demonstrated resilience against several well-known attacks against smart home environments and demonstrated suitability of their framework for next-generation secure smart-home environments. In [MSHA17], the authors have developed the IoTRiskAnalyzer tool used to help the IoT engineers apply the most fitting security policies for their IoT environment. This has been achieved using a Markov Decision Process [Put94], formalisation of risk properties as probabilistic CTL formulas and verification using the PRISM model checker [KNP11]. Car manufacturers are also taking advantage of connected devices, especially smartphones. Finally, the authors of [BTW+13] have developed a smartphone based immobiliser with formally verified protocol and hardware fulfilling specific security assumptions. The protocol has been verified using ProVerif against a Dolev-Yao attacker model to ensure strong guarantees of security requirements.

2.4.3. Protocols

The area of consumer communication protocols covers text and multimedia communication lending itself to formal verification of security.

In [CCD+17] the authors have created a formal model of the Signal protocol in terms of predicates and theorems and have applied theorem proving, resulting in improvements in the use of the protocol’s random generator.

Security of the consumer communication systems often depends on the mechanisms introduced in the Needham-Schroeder [NS78] authentication protocol and the Denning Sacco protocol [DS81] for secret key distribution. The authors of [CFM16] have created a simplified model of the Needham-Schroeder NPSK protocol and the Denning Sacco protocol and expressed security properties using LTL. The authors have provided an efficient model for model checking of the security properties using the Spin model checker.

2.4.4. Implementation

The recent adoption of FM tools by large technology companies has shaken up the field. If in the past FM were tied to niche safety critical domains (e.g., aerospace, railway, medical), “big government regulation”, the current panorama shows that the future brings the usage of FM tools in the daily practice of software engineering. No matter the intention behind the usage of FM tools, the outcome has demonstrated a contribution to increasingly secure implementations.

According to recent reports, when a developer commits a code modification to one of the large technology companies’ codebases, a static analysis tool is invoked and a code review is provided. The author of [OH18] describes the process as continuous reasoning, and any change to a Facebook product is analysed by the Infer static analysis tool, which checks “small theorems” on large codebases. This approach has been shown to improve the security of the company’s own codebase and library implementations (e.g., OpenSSL). The same is reported about the software engineering practice inside Google [SAE+18], although it is not clear whether FM is used by Project Zero, its elite security team. However, the authors of [BBC+19b] report on how numerous security vulnerabilities were fixed by applying FUDGE, a static analysis tool based on fuzzing developed in house.

Particularly targeted to the security domain, the authors of [DPLO19] report a static analysis tool, Zoncolan, in collaboration with the Facebook App Security team. Zoncolan uses abstract interpretation to analyse and issue security alerts for the implementations of the applications in the company’s codebase: Messenger, WhatsApp, Instagram, or Facebook. This level of application of FM shows the implementations of software used by millions of consumers has been swept by a FM tool.

FM is also being applied to secure implementations of web browsers, which are designed with security
in mind because they mediate a vast amount of personal information (e.g., credentials, banking details). Nevertheless, due to a large attack surface of a web browser, attacks are possible, and implementation flaws are not uncommon. In a bolder move, the authors of [JTL12a] propose a new browser, QUARK, that follows the “kernel architecture” of modern browsers, but QUARK’s kernel is formally verified. The formal verification yields to the Coq theorems to assert properties as tab non-interference, or cookie confidentiality and integrity. According to work in [FLR17], the price to pay for such a prime example of functional correctness verification (above airline runtime error-free level) is 25% increase in overhead, affecting performance.

Increasing browsers’ security risks, users demand and make use of various browser extensions. Browser extensions are developed using web technologies, but, when compared with a traditional web page, have access to more APIs and features therefore extensions can spy and exploit users as demonstrated in [GFLS11]. In the same vein, but beyond verifying extensions, the authors of [MTT12+] show that x86 native code executed by arbitrary clients conforms with a predefined sandbox policy when using Google Chrome’s Native Client service.

To complete the coverage of research on browsers developed using FM, we must mention the case of the Illinois browser operating system. In [SKMT12] the authors report a verified design of an experimental browser and operating system reducing the size of the trusted code base to 42K lines. The work provides proven routing guarantees and anti-spoofing of the address bar URL relying on the Maude tool and rewriting logic to achieve this.

2.4.5. Hardware

In contrast to critical-system hardware (e.g., fly-by-wire hardware) attackers cannot be prevented from physical access to the consumer hardware, which provides a large attack surface.

Modern consumer hardware provides hardware-level protections for critical software components. An example of this is ARM TrustZone [NMB+16] providing separation between trusted and rich software providing potentially untrusted interfaces. The authors of [FXZ+17] propose verification of hardware security properties by use of information flow control at the level of the Hardware Description Language (HDL) such as SecVeriLog [ZWSM15]. The authors create SecVeriLogBL, an extension to SecVeriLog, by adding new types for security labels defined in SecVeriLog. This allows for static analysis at the design time, providing a lightweight verification with small effects on the hardware performance. To demonstrate this approach, the authors have designed an implementation of TrustZone, including 10+ security bugs. The analysis has detected most of these bugs with exception of bugs that required type lowering, i.e., downgrading, to be expressed. The authors note that vulnerabilities that are not affected by downgrading are always detected. Similarly the authors of [LCH+16] present a formally defined hardware security enforcement for x86 architecture. In this setting, the software relies on underlying hardware for security enforcement, for example memory paging features of an x86 CPU. The authors note that incorrect implementations of hardware enforcement policies often lead to vulnerabilities [KCKB14]. In order to avoid this, a formal framework SpecCert is introduced to model the hardware architecture and then specify the software security requirements to be satisfied by the trusted software components that implement the hardware security enforcement mechanisms. The authors then use the framework to prove that the hardware provides the security assurances provided by the security policy. The authors use Coq to model the architecture and the Coq theorem prover to prove the soundness of the security policy. As an example they verify security policies regarding code execution isolation against an abstract minimal model of an x86 architecture. The authors note that in the future they plan to extend the proofs to physical hardware platform.

In the area of commodity hardware the authors of [TP16] have used model checking to determine possible attacks on smart meters, which are considered critical devices [KHF10]. The authors have created a model of the smart meter using rewriting logic, formal definition of the attacker’s actions and used the Maude tool to check that the attacker’s actions are not able to break the security invariants. The discovered attacks were then mapped to an implementation of a smart meter, the SEGMeter, to investigate the practicability of these attacks. The authors determined that many attacks discovered by the model checker are indeed practical, despite the model being abstract and not specifically refined towards the SEGMeter implementation.

Today, hardware is often packaged as an SoC. In [GDMJ16b] the authors proposed a method for combining integrated theorem proving and model checking in order to verify security properties of complex SoCs. Due
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to the hierarchical nature of SoCs the authors propose that the design expressed in HDL is decomposed into sub-modules and security specifications into sub-specifications. The sub-specifications are then verified using the Cadence IFV model checker \[\text{Cad20}\]. These verified sub-specifications are then used as proven lemmas in the Coq theorem prover \[\text{Tea19}\], removing the need to prove these lemmas by hand. This simplifies the model checking as well by providing only a small specification to the model checker, avoiding the state space explosion. The authors present their approach on a case study of a 32-bit CPU and note that their method provides significant reduction in the amount of effort compared to manual theorem proving. The authors extend their method by automated code conversion from HDL to verifiable specification \[\text{GDMJ17}\].

SoC complexity increases in Multi Processor SoCs (MPSoC), where multiple processors exchange data via Network on a Chip (NoC) routers. The authors of \[\text{SAS}^{+}\] have used unbounded model checking to verify security properties of an NoC, which was practical due to the highly sequential behaviour of NoCs. The authors formalise the security and functionality correctness properties using LTL and use the CIP unbounded model checker \[\text{KLSBT1}\] to verify them. As a proof of concept, the authors have analysed six different router implementations, determining the feasibility of their approach for NoC security analysis in early design stages.

2.5. Enterprise

Enterprise and large corporate computing is the backbone of large international business. In recent years, there is a trend in enterprise computing to utilise cloud solutions, while still often operating on premises data centers. These data centers and cloud clusters are utilised for a plethora of enterprise tasks such as virtualisation of collaboration platforms, company management and hosting of corporate web portals. This section provides an overview of utilisation of FM to address security challenges of enterprise computing, ranging from secure data storage through virtualisation and software-defined networking security to strong authentication using hardware tokens. As enterprises are larger entities changes are often slower and need to be well managed. To this end, the FM have been utilised as a booster in cloud adoption by enterprises as several FM-based solutions have been proposed to enable enterprises secure switch from on premises data centers to federated cloud solutions.

Similarly to previous sections, model checking is the most used tool in formal analysis of security in enterprise computing. Theorem proving is however not far behind especially within analysis of hardware such as Trusted Platform Module chips within enterprise servers. Lightweight FM have also been significantly utilised on the implementation level of abstraction, since they are often provided as plugins to software development environments, making them easily accessible. The cyber security topics present within the enterprise section are shown in Figure 6.

2.5.1. Application

Enterprise applications often process and store data critical for an organisation. The data between these applications is often carried by networks defined in software, known as Software-Defined Networking (SDN). The authors of \[\text{SLBK14}\] have created a verification platform for SDN-enabled applications, i.e., applications capable of adjusting their network performance via APIs. The proposed verification platform Verificare provides a modelling language VML, for composition of the application with the SDN. The tool translates the VML models to a LTS that is understood by the PRISM, Spin and Alloy model checkers. The counterexamples generated by the model checkers are translated back to statements about the VML model. The tool can use security requirements from a variety of formal libraries. The authors note that Verificare can handle complexities above those that a single tool could. Like SDN, Service-Oriented Architectures (SOAs) are becoming a standard in deployment of enterprise applications. In SOA, applications are seen as interconnected services, increasing the deployment complexity. In \[\text{AAA}^{+}\], the authors have created the AVANTSSAR platform for automated validation of security in SOAs, which provides a formal specification language ASLan and is proposed as a successor of the AVISPA tool. The platform dispatches the models to CL-Atse, OFMC and SATMC tools and model checkers while providing the properties as LTL formulas. The authors have applied the platform to a large number of industrial case studies and discovered several security issues and vulnerabilities, most notably an issue with SAML SSO integration with Google Apps.

Relational databases are often used as a data storage for enterprise applications. In recent years, it has become popular to deploy these databases to untrusted clouds. The authors of \[\text{CLW}^{+}\] have proposed
a construction based on cryptography for secure outsourcing of databases to untrusted servers. While the notion of Verifiable Databases was coined in [BGV11], the authors expand on it by providing an efficiency improvement based on a notion of incremental updates. Furthermore, the authors introduce an accountability property, expressing the ability of the server to tamper with the database. In order to demonstrate that the proposed construction is secure, the authors use theorem proving, providing proofs for several security and correctness properties. The authors note that their construction does not support all of the update operations.

In order to rationalise the use of resources, enterprise applications are often deployed using virtualisation. The virtualisation is controlled by hypervisors, applications providing virtual hardware and orchestration. Similarly, the authors of [SLZ13] propose a formal analysis scheme for security of a Xen hypervisor called UVHM. The authors introduce a known bug, previously reported to the Xen team and using their scheme (re)discover this vulnerability. The scheme consists of four steps, combining static analysis and model checking.

The work within [Coo18], provides an interesting overview of how a leading cloud provider uses several FM tools for security assurance, many of which are used on the application level. As the adoption of cloud computing increases, the author notes the benefits, such as privacy protection, that the formal security analysis brings to the customer.

2.5.2. System

As enterprise computing systems are of a significant importance to modern life, formal verification could enable secure enterprise computing minimising financial and safety risks.

Rather than developing their own infrastructure, companies often choose to host their systems using third-party cloud platforms. Sometimes however, there are instances where companies prefer to keep part of the data in their private datacenters, creating federated cloud systems [MML12]. The authors of [ZKWG16] have proposed an approach for analysing the dynamic behaviour of federated clouds. This was done by creation of formal models describing the security of information flow within federated clouds. The authors have used CPN to model the behaviour and carried out the formal analysis using CPN Tools [JKW07]. The authors have created different models for federated cloud security verification and stress the ability to use existing tools. Some of the benefits of using a public cloud for enterprise computing are high performance and scalability. The scaling is often carried out via live migration of virtual machines between different hosts to balance the load. This operation however also needs to guarantee consistency of security policy post migration. Similarly the authors of [WZM12] have proposed a formal security assurance framework combining formal verification with security functional testing. The framework provides assurance by formal
Virtualisation is a key technology in cloud computing allowing the enterprise users to save costs on deployment. One of the downsides of virtualisation is the large attack surface it presents. The authors of [HLC^{+13}] have proposed vTRUST, a formal framework for verification of trust and security of virtualised systems. The framework is used to compose a hardware model together with model of an adversary, which then combined with the software model is verified against these properties that stem from service requirements. The models are expressed in CSP#, [SLDC09], an extension of CSP and verified using the PAT model checker. The authors have used their framework to analyse a real world cloud system, where they discovered a subtle but critical bug and proposed a fix. Similarly, in [BVGM15] the authors have proposed a security system, Weatherman, analysing changes in virtualised infrastructures with respect to security policies. The authors achieve that by formalising the cloud management operations by use of graphs and graph transformations. Graphs representing the information flow are dispatched to GROOVE model checker [GdR^{+10}] for analysis against security policy properties. The authors note the graph based method provides an intuitive way of formalising cloud management operations, information flow and security policies.
2.5.3. Protocols

Enterprise computing has been moving towards the cloud. The move brought a need for secure infrastructure, identity and access management, improved connectivity (5G mobile networks), and new communication protocols. As shown in this section, FM have been widely applied in securing the protocols involved in the delivery of cloud services.

Amazon, the large cloud service provider, has used FM in security analysis of the Transport Layer Security (TLS) protocol. Amazon cloud services such as the AWS and Amazon S3 use an open source version of TLS, the s2n [Ama19b]. In order to provide the enterprise customers with the high level of security assurance, Amazon has employed FM to prove the correctness of the s2n protocol. The s2n/TLS protocol uses the Hashed based Message Authentication Code (HMAC) to handle authentication of a message given a shared secret key to ensure that modifications to data in transit can be detected. In [CCC+18] the authors prove that HMAC is indistinguishable from a random generator given that the key is not known. The authors describe HMAC in the Cryptol specification language [BM09] and use the Coq theorem prover to carry out the verification. The results of the verification are then connected to the implementation using the Software Analysis Workbench [Gal19]. Similar proofs have been also made for other parts of the s2n protocol. It is important to note that the formal verification process at Amazon is applied continuously for components under constant development such as the s2n protocol.

Continuing in the domain of cloud, but with a focus on defining networks, the authors of [IBOK14] have created SecGuru, a tool for automated analysis and debugging of connectivity protocols. The authors created the tool in order to help with the error-prone task of maintaining the network policy for large data centers. This is carried out by expressing the connectivity policies as logical formulas and using the Z3 SMT solver. SecGuru is used by Microsoft to continuously check the integrity of hundreds of firewalls and routers within the Azure platform. The tool supports two modes of operation, 1) contract validation, where a network traffic pattern is accepted or rejected by a policy and 2) change impact, where the tool is used to compute a semantic difference between two network policies, determining an impact of a policy change. The authors note that SecGuru is an important security component of the Azure platform.

Regarding new protocols, the work of [Kum14] exemplifies how the application of FM tools, in the particular case the Alloy analyser, is able to identify vulnerabilities in SAML, one of the modern identity and access management protocols. SAML, which stands for Security Assertion Markup Language, enables different cloud providers to provide a single sign-on service. Similar to OAuth and OpenID, the protocol emerged as a web-based workflow and pose challenges to traditional analyses. The authors extend BAN logic to cover this, and were able to devise an attack on SAML ID linking.

Data centers and cloud systems are being increasingly used by enterprises to process data from small IoT devices with limited capabilities [MW08]. In order to secure IoT device connectivity with the cloud, the authors of [KSL15] have proposed a mutual authentication protocol based on a lightweight Elliptic Curve Cryptography (ECC). The secured protocol uses encrypted HTTP cookies within three stages. First, the device registers itself with the cloud. When computation is required, the device sends a login request. Finally, the device and the cloud mutually authenticate using ECC parameters. The authors have modelled the proposed protocol in the HLPSL language and used the AVISPA tools, OFMC and CL-AtSe to verify the security of their protocol against seven attacks ranging from eavesdropping to cookie theft. The verification showed that the protocol remains secure, increasing confidence that the protocol is ready for practical application. Similar to IoT devices, many enterprises are deploying mobile devices to connect to the cloud for their enterprise services. In [RCD+17] the authors propose a lightweight mobile authentication scheme for mobile cloud computing. The scheme contains four properties, first a trusted third party is not involved during login phase, second a mobile user only has one set of unique credentials, third the authentication process avoids costly operations on a mobile device and fourth the mutual authentication uses lightweight cryptography. The authors provide a mutual authentication proof using BAN logic and verify their scheme against a Dolev-Yao attacker using ProVerif. The authors note that the scheme’s high security and low cost is well suited for practical application. A significant improvement to IoT infrastructure is the emergence of 5G, the fifth generation of mobile networks. We foresee several applications in this domain, given the novelty and the safety-critical aspect of such infrastructure. The work of [BDH+18] shows how to use Tamarin, a protocol verification tool, to find and issues and suggest fixes to an Authentication Key Exchange protocol. Furthermore the authors of [Ama15] analyses proposed authentication protocols for mobile devices. These protocols need to satisfy requirements of mutual authentication of a SIM card and a device and a user authentication against the device, preferably by biometric means. The author has considered two protocols,
the authentication framework protocol \cite{YHXH05} and the mobile Ethernet protocol \cite{IK06}. The author has specified six security properties ranging from mutual authentication to key freshness and modelled the protocols in CSP for analysis using the FDR model checker. In order to analyse more than the existing protocols, the author has proposed two protocols of their own. The analysis has discovered that the mobile Ethernet protocol is vulnerable to replay attacks, the authentication framework protocol did not show any vulnerabilities, however the author notes that due to large overhead of the protocol it might not be suitable for mobile devices. From the two protocols proposed by the author, one did not show any vulnerabilities and the author considers it a good candidate for mobile networks authentication, while the second proposed protocol did not satisfy the property of mutual authentication.

2.5.4. Implementation

Enterprise computing of today consists of many applications that are implemented using different languages, technologies and frameworks. As the works below show, FM are a good fit for this heterogeneous landscape.

One of the examples of modern technologies in the enterprise domain is blockchain smart contracts as defined in \cite{BHBLT17}. These smart contracts are digital contracts that provide verifiable and permanent agreement for satisfaction of common contractual conditions. The authors of \cite{PZS18} have verified smart contracts within the blockchain network, Ethereum, where the smart contracts were compiled to the Ethereum Virtual Machine (EVM) bytecode. The authors have verified the functional correctness of high-profile smart contracts such as ERC20 token contracts \cite{Fab20} to ensure security properties of these contracts. The verification has been carried out using the K-framework’s reachability logic theorem prover \cite{SPY16}, while the authors have introduced specific EVM lemmas to optimise the verification time. The authors discovered that the token implementation that diverges from the ERC20 specification contains several security vulnerabilities.

Web technology also finds a lot of utilisation in enterprise computing. Web applications and web services often rely on third-party frameworks and plugins to add new features. In \cite{NFV15} the authors have developed a static code analysis tool for PHP plugins, called phpSAFE. This tool is used to detect cross-site scripting and SQL injection vulnerabilities by creating a model using lexical and semantic analysis of the abstract syntax tree of the PHP code and following the flow of uncontrolled environment variables. The authors have applied their tool to 35 PHP plugins discovering over 580 vulnerabilities and note that about 40% of the vulnerabilities discovered within the analysed PHP plugins are still present in their updated versions. Due to this, the authors encourage use of analysis tools on third party component integrations. Similarly, web applications can integrate third party APIs. The authors of \cite{XCWC13} have created a tool, InteGuard that uses invariant analysis \cite{Ham05} for in-the-loop malicious behaviour detection. This tool generates several types of invariants based on network traffic including the content of HTML files and Javascript code and analyses the traffic against these invariants. The authors have validated their tool against 11 real world exploits based on subtle logic flaws in hybrid web applications and note that the tool effectively detected these flaws without generation of false positives.

Security of hypervisors also stems from their implementation. The authors of \cite{VCM+16} created a framework, überSpark, for implementation of hypervisors written in C and Assembly with verified security properties. The framework uses logical components to express functionality and provide behavioural contracts. The implementation is carried out in CASM, a dialect of C with embedded assembly, and verified using FRAMA-C \cite{SCK+12} for static analysis of behavioural contracts, abstract variable assertions and control flow integrity. The authors reason formally about their framework by expressing its security properties as theorems and use it to construct a reference hypervisor demonstrating that a security verified hypervisor can have a performance close to unverified hypervisor. A few years prior, in \cite{VCJ+13} the authors have created the eXtensible and Modular Hypervisor Framework (XMHF). The goal of this framework was to verify the security property of memory integrity within single-guest hypervisors. As a first step, the authors have expressed security properties and invariants. These properties were then dispatched to the CBMC model checker \cite{CKL04} verifying the actual C implementation. As the CBMC model checker could not handle all C constructs, the authors automatically verified 5208 out of 6018 lines of code and audited the rest of the code manually. The authors have validated their framework by comparing its performance against general purpose hypervisors demonstrating similar performance values and note that the XMHF provides a good starting point for implementation of secure hypervisors.
2.5.5. Hardware

Enterprise computing requires significant hardware infrastructure and must provide assurances such as data confidentiality and computational security. This provides an opportunity to use FM to satisfy the required assurances.

Enterprise customers often consider a cloud provider as an untrusted entity, where the cloud administrators themselves could pose a security threat [SGR09]. In this regard, the authors of [SJL+15] created a cloud isolation system, isolating the user data from cloud administrators and limiting the operations that the administrators could take against a user’s virtual machine. This is based on a hardware module, that the authors named Trusted Cloud Module (TCM) that provides a limited set of interfaces to the cloud administrator, manages encryption keys and provides secure storage for the user. The module is built from off-the-shelf hardware components using the Scyther verification tool. They verify the security of communication between the TCM and the other components and the attestation that the TCM provides. Their analysis considered seven attack vectors, excluding the DoS attacks. The authors state that their system increases security for users while demonstrating reasonable I/O throughput. The basis of trusted computing is the Trusted Platform Module (TPM) co-processor providing secure storage and computing environment. Unfortunately the security of platforms using TPM is often not formally verified leading to vulnerabilities [BCLM05]. To mitigate this, the authors of [BHW+14] have proposed TRUSTFOUND a formal modelling framework for model checking of trusted computing platforms. This framework provides a model of the TPM; a formalism for modelling hardware, communications, cryptography and trusted computing techniques. Furthermore the framework contains models of several attackers including a hardware attacker, network attacker and a system attacker. The formalisms used within the framework are a Trusted CSP#, an extension of CSP#, and LS² [DFGK09], where the PAT model checker is used for verification. The authors used their framework to analyse a cloud computing platform and an envelope protocol, focusing on attestation and confidentiality, detecting six implied assumptions and two severe logic flaws. The authors are also working on supporting the specification of TPM 2.0.

Sometimes, in order to provide strong authentication, small One Time Password (OTP) generation hardware is used by enterprises to authenticate users towards cloud services [BHvOS12]. One such device is Yubikey, a USB OTP generator. In [KS13], the authors have formally analysed the security of the Yubikey OTP and also a security of Hardware Security Module (HSM), developed by the same company in order to prevent attacks in case that the authentication server itself has been compromised. The authors first analyse the Yubikey OTP while the authentication server is not compromised proving the security of the OTP scheme. Secondly the verification included a case where the authentication server is compromised and secured using the HSM, uncovering two potential attacks that could lead to release of all secure keys. The verification has been carried out using the Tamarin theorem prover, where the authors provided several intermediate lemmas. Furthermore the authors proposed a scheme and changes to the HSM resolving the discovered security issues.

Another challenging issue of enterprise computing within the cloud is addressing CPU side-channel attacks. One of these attacks is a timing channel attack, where an attacker, possibly a virtual machine, could determine the algorithm executed by another virtual machine in a shared environment. To solve this, the authors of [FWX+17] have proposed Timing Compartments, an isolation scheme implemented in hardware isolating timing information between parties sharing the resources. The authors have implemented their scheme to a quad-core CPU and performed information flow analysis using SecVerilog, demonstrating the effectiveness of their scheme. The authors note that while their scheme is effective, performance optimisations were needed in order to extract reasonable performance from the CPU.

3. Future Outlook

The survey has provided an overview of use of FM within security in several domains. Based on the research conducted within these domains it is expected that in some cases the use of FM will accelerate while, in other cases the use will increase with a slower pace. There is however a general trend of increase of adoption. In cases within the financial domain, it is clear that the use of FM comes with new financial technologies such as cryptocurrencies and smart contracts. This adoption could be seen in a survey aimed specifically at the smart contracts domain [HK18]. The use of mobile applications in the financial domain is also spurring a demand for high security assurance, that could be delivered by use of FM. Finally with the rise of cryptocurrencies,
the hardware within the financial domain is being specialised to facilitate transactions. It is expected that the security of this hardware will continue to be scrutinised formally with increasing coverage and complexity.

The industrial domain faces its own set of unique challenges in the area of cyber security. It is expected that with increase in automation complexity and use of digital technologies in critical industrial installations, FM will play a crucial role. The trend was already presented in 2015 by [KPCBH15] who have surveyed approaches for security and safety of industrial control systems, including informal approaches. As of now most works within this domain are of reactive nature, i.e. analysis of existing systems and protocols. However several works within the survey show a trend towards utilisation of FM early in the design process of new industrial installations and protocols. Another emerging trend within the industrial domain is integration of formal verification tools with the software development processes, this is clear primarily in terms of robotic applications and PLC code. It is expected that with increasing complexity of robotic applications and underlying hardware, FM will play a significant role in the future.

The domain of consumer computation is a rapidly evolving one. The consumer trends move fast, however a somewhat surprising amount of work is already put forward to use of FM in malware protection [BGWL+18], going as far as creation of formally verified Internet browsers. Also, the shift of computation from computers to smartphones has brought new security challenges. In this area a lot of focus has already been put on analysis of the Android OS permission system. This area shows an increase in the amount of research and as long as the mobile OSs are in use by millions of users the formal verification will accelerate, possibly leading to full formal security verification of a popular mobile OS. Consumer hardware such as smartphones is putting into use TPMs, securing mobile computation. Also in this area the use of FM is increasing, specifically to ensure the properties of the secure TPM enclave.

Finally the domain of enterprise computation has uncovered several interesting trends. The first of these is a trend to use FM against virtualisation hypervisors in order to analyse security properties of existing virtual environments as well as use the knowledge to build fully formally verified hypervisors. Another important trend is the significant investment that major cloud computation providers are putting into formal verification of security of their products. To this end not only have existing tools been applied, but the cloud providers have turned towards development of their own FM tools. Both of these trends are expected not only to continue but also to accelerate due to the ever increasing popularity of cloud computing and virtualisation. Several of these trends were already mentioned in 2002 by [Jül02].

It is important to note that several authors have expressed a wish for improvement of automated formal verification tools. This is in order to allow for simplified entry of non-practitioners to the world of FM. Both academia and industry is moving towards addressing this wish, with tools becoming similar to software development IDEs and in some cases integration of FM toolkit directly to an existing IDE. It is expected that knowledge of FM will become important for system and software engineering disciplines in the future and therefore collaborative projects between industry and academia shall provide experts in this domain. These issues have been discussed for several years now [DCC13].

When it comes to FM techniques, static analysis tools are becoming popular in software development, while model checking is moving strongly towards system design and protocol verification with model checking being designed for specific problems. Theorem proving is also showing a promise of playing a crucial role in the future, given that the perceived large learning curve could be minimised.

As the use of FM is accelerating within all of the different domains considered in this survey, it is imperative that a new survey is carried out as soon as in five to ten years. By then it is expected that the tools will reach the quality of commercial grade IDEs and integration with a wide variety of text editors [TJK19] and the techniques will become a known factor when developing and designing a new system, application or a hardware component.

4. Conclusions

More than 30 years ago, Burrows et al. published their pioneering work on the BAN logic for security protocol analysis [BAN90]. Their work was not fully formal and was shown to permit approval of dangerous protocols. Nevertheless, they showed that their logic was good at revealing various subtle security flaws and drawbacks, specifically in authentication protocols. They set out to answer five questions:

1. Does this protocol work?
2. Can it be made to work?
3. Exactly what does this protocol achieve?
4. Does this protocol need more assumptions than another protocol?
5. Does this protocol do anything unnecessary?

Their important paper inspired a generation of security researchers to use FM to devise and analyse security protocols and to answer similar questions. Furthermore in describing the benefits of formal verification for software engineering, Dijkstra famously quoted “Testing shows the presence, not the absence of bugs”. More than 50 years later, in the setting of computer security, we might now have sufficient evidence to claim “Formal methods show the presence, not the absence of security flaws” [BR70]. That is, although FM provides rigorous tools and techniques for proving the absence of security flaws, this rigour comes with a proviso: proofs are only possible if the security flaw is documented and specified within a formal framework. Current limitations mean that FM cannot uncover any new flaws since we may not actually be looking for them.

Take for instance the recent Spectre and Meltdown attacks [KHF+19]. Like many vulnerabilities, both attacks have been shown to exist for a range of processors that make use of speculative execution, and mitigation against these requires software-side interventions. However, despite the widespread nature of these vulnerabilities, the attacks themselves were not discovered through formal verification, but rather through a series of experiments over the training and timing of micro-architectural components. Fortunately, once a security flaw has been uncovered, even complex attacks such as Spectre and Meltdown can be formally characterised and isolated [CRSS19]. Once this has been done, the next phase is a formal framework for reasoning about such issues, followed by more streamlined tools to scale verification to larger scale systems. Thus, as important as it is to continue research into the practical use of FM in security, it is equally important to expand our reasoning capabilities for FM in security through the study of theoretical aspects of the discipline. Without this, there is a possibility of a new type of security flaw that falls outside the realms of current day logics. Spectre and Meltdown, for instance, are instances of subset-closed hyper-properties [CRSS19]. Hence without existing works on hyper-properties [CS10] and subsequent works on their verification, the specification and therefore use of FM to protect against Spectre and Meltdown would have been much more difficult.

In this paper, we have shown how FM have had an impact on society so far and how this impact will increase in the future. In the past, security has been an optional extra that industry does not want to invest in during development. But times are changing. For example, security has become a core selling point for Amazon Web Services (see Section 2.4.1). FM have been used successfully in the financial, industrial, consumer, and enterprise sectors (see Section 2).

### Specification Languages and Associated Tools

Our survey covers more than a decade of the use of FM in security. It reveals the rich variety of formal specification languages and their tools, theorem provers, model checkers, and verification frameworks. We have recorded more than 40 different specification languages and more than 40 different verification tools. These include the following.

**Specification languages** AADL (Architecture Analysis & Design Language) [CGB+18, ALR16, ASF (Anonymous Secure Framework) [KBG+17, ASLAN++ (AVANTSSAR Specification Language) [AAA+12, BAN logic [BAN90, Sne91, Boogie [BCD+05, Boxed Ambients [JED+12, CASM (ASM-based SL for compilers) [VM+16, CCS (Calculus of Communicating Systems) [KKG19, COVERT (compositional analysis of Android apps) [BSGM15, CSP (Communicating Sequential Systems) [HSB19, CSP# (shared variables CSP) [SLD05, CTL (Computation tree temporal logic) [ST12, Cloud Calculus [JED+12, Cryptol [EM09, Dynamic State Machine [NRM16, ERC20 token contracts [PZS+18, Event-B [DKK+14, HLPSEL (High Level Protocol Specification Language) [BS15, Hoare logic [GND16, LS2 (Logic of Secure Systems) [BHW+14, LTL (linear-time temporal logic) [XWL14, Markov Decision Process [MSHA17, Petri nets [ACF16, π-calculus [Bla16, PlusCal [AZP17, Promela [MN18, RTL (real-time logic) [GDMJ16a, SPDL (Security Protocol Description Language) [MGPA16, SysML-Sec [ALR16, TLA+ (Temporal Logic of Actions) [Coo18, Trusted CSP# [BHW+14, überSpark [VM+16, VDM [Fre18, Verilog [LIM11, VHDL [GDMJ16b, VML [SLBK14, vTRUST [HLC+13, XMHF (eXtensible and Modular Hypervisor Framework) [VCJ+13, Z [WSC+08].
Model checkers AVISPA (Automated Validation of Internet Security Protocols and Applications) [ABB+05], Alloy [DKK14], CBMC (Bounded Model Checker for C and C++) [CR18], CWB-NC (Concurrency Workbench of New Century) [KKG19], Cadence IFV (RTL block-level verifier) [GDMJ16b], FDR [GR19], GROOVE [Gdr+10], jKind [GBW17], NuSMV [CCGR99], OFMC (on-the-fly model checker) [BMV05], PAT (Process Analysis Toolkit for CSP#) [SLD08], PRISM (probabilistic model checker) [MSha17], SATMC (SAT-based model checker for security protocols) [BST15], SPIN [TSS16], TRUSTFOUND [BHW14], UPPAAL [MMS19], UVHM (formal analysis scheme for hypervisors) [Vcj+13].

Theorem provers Coq [Coo18], Isabelle/HOL [KA+10], K-framework [PZS18b], TAMARIN [KSI13], Why [FM07].

Verification tools and frameworks AndroBugs (Framework For Android Vulnerability Scanning) [TM17], Cl-Atse (protocol analyser) [KS15], FUDGE (Fuzz driver generator) [BB19a], Frama-C [VCM16], Krakau [KKG19], Maude (rewrite engine) [NT19], MobSF (mobile security framework) [ISCA17], phpSAFE [NF15], ProVerif [Bla16], Quark [JTL12b], SAW (Software Analysis Workbench) [Coo18], SMACK [Coo18], SecGuru [BOK14], SecVeriLog [FWX17], Sugar (SAT-based) [MIA18], TTool (translator from SysML-Sec to π-calculus) [ALR16], Z3 [ABK19].

This shows how research and application in FM for security has developed since Burrows et al.’s seminal paper [BAN90]. Our survey concentrated in particular on the practical application of these techniques, especially on an industrial scale. Today, it seems inconceivable that a company would produce a commercial secure system without subjecting it to formal analysis. We also suspect that hackers use formal techniques to crack supposedly secure systems.

As a final statement we need to acknowledge that a survey provides a snapshot in time within a developing field. It is therefore necessary to return to a survey work every decade, something we are planning on doing. Despite this shortcoming it is the opinion of the authors that a survey work is an important part of the research as it provides a starting point and a direction indicator for new and experienced practitioners looking for works under the large field of formal methods in security.
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## APPENDIX

This appendix provides an overview of the several surveyed research works in the form of a cross-tabulation according to [MO15]. We group the 115 covered references by Domain, Level Of Abstraction (LOA) and Approach (App.).

| Domain  | LOA | App. | Works |
|---------|-----|------|-------|
| Financial | Application | MC | CGHS17, KKG19, JMM19, TVR16 |
|         |       | TP | AE15, PZS+18a |
|         | System | MC | ADP15 |
|         |       | TP | MC |
|         | Protocol | MC | AMM18, KWL18, JHHR15, MBM15, BS15 |
|         |       | TP | MG11 |
|         | Implementation | MC | AUS12, OK617, ZMS12, SRE13, YJS+19, DMC+18 |
|         |       | TP | FHR19 |
|         | Hardware | MC | AKB+19, CCGR+15 |
|         |       | TP | MPS19, AGK19 |
| Industrial | Application | MC | BHS+19, NT19, WGS+19, JMM19, ZRM13, KKH17 |
|          | System | MC | FBR19 |
|          | Protocol | LC | SFS17, ACP16 |
|          |       | MC | NRM16, PPL16, BSN14 |
|          |       | TP | DPK+17 |
|          | Implementation | MC | DL15 |
|          |       | TP | ALF16, CGB+18, RMX16, TSS16 |
|          | Hardware | MC | AKE17 |
|          |       | TP | CGB+18 |
|          | Application | MC | HS17, ST11, ST14a, ST14b, MNS16 |
|          | System | MC | SC16 |
|          | Protocol | MC | BSOM15, BKM18, BDKK+14, KRBK+13, MSHA17, BTW+13 |
|          |       | TP | CFF16, CCG+17 |
|          | Implementation | MC | DOZ17 |
|          |       | TP | SKMT12, DFT15, JMT12, MMDJ16 |
|          | Hardware | MC | FP10, GDM16b, SAS+18 |
|          |       | TP | GUM16, LCH+16 |
| Consumer | Application | MC | MLB14, AAA+12, SLZ13, Coo18 |
|          | System | MC | CMM16, CLW+13, JS18 |
|          | Protocol | MC | ZK18, BVC18 |
|          |       | TP | MF10, GDM16d, JS18 |
|          | Implementation | MC | ABC16, WJZ18, YJ18 |
|          |       | TP | ABN18, JH18, JSH17, BDC+18 |
|          | Hardware | MC | FWA17 |
|          |       | TP | BBW14, SJL15, KS15 |

Table 1: The sorting of the 120 works leading to the taxonomy displayed in Figure 2.