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ABSTRACT

Smart phones are becoming essential in our lives, and Android is one of the most popular operating systems. Android OS is wide-ranging in the mobile industry today because of its open-source architecture. It is a wide variety of applications and basic features. App users tend to trust Android OS to secure data, but it has been shown that Android is more vulnerable and unstable. Identification of Android OS malware has become an emerging research subject of concern. This paper aims to analyze the various characteristics involved in malware detection. It also addresses malware detection methods. The current detection mechanism utilizes algorithms such as Bayesian algorithm, Ada grad algorithm, Naïve Bayes algorithm, Hybrid algorithm, and other algorithms for machine learning to train the sets and find the malware.
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1. INTRODUCTION

The Android operating system (OS) for smart mobile devices has been the most popular since it was launched in 2008. In 2019 around 86.6% of worldwide smart phone sales were based on Android. As the most popular mobile operating system rising, mobile malware has taken the Android platform as their target. Researches have shown that personal privacy theft has recently become a significant form of attack among these malware attacks [1]. Nearly half of Android malware is multifunctional Trojans that steal personal information stored on the user's phone. By the end of Dec 2020, over 3 million apps were on Google Play, the official store for Android apps [2]. Because of numerous reasons like Android applications available environmental method, management of its coarse-grained permission control and the Capability to summon code from the third party, there are several Surfaces for security attacks available that seriously threatens Android apps integrity [3]. Statistics indicate that only in 2016, more than 3.25 million malware-infected Android apps were discovered, indicating that a new malware of Android app was discovered approximately each 10 seconds [4]. Many technologies, including platform strengthening, malware prevention, developer feedback, and vulnerability recognition, ensure the stability of the Android ecosystem [5]. Amongst the different protection choices that can prevent malware from being released into or installed and used in the Android apps marketplace, Android malware detection is a commonly utilized security defense tool [6]. The Android malware detection method could be categorized into static, dynamic, and hybrid detection [7, 8].

Without the Android app, static detection is focused on the review of suspect code. It can achieve high code coverage but faces multiple countermeasures, such as dynamic code loading and code obfuscation [9]. Dynamic identification, on the other hand, involves the Software application being tested by running the code [10]. This will expose threats that are not easy to recognize by static analysis but are available for dynamic detection with relatively high computing resources and time costs [11]. Hybrid detection is a method that incorporates dynamic detection and static detection to achieve a balance between detection performance and effectiveness [12]. Compared to traditional techniques, such as signature-based malware detection, machine learning-based recognition, which is based on the detection of unusual characteristics in identified malware, can recognize previously unknown types of malware and continue with the detection of Android malware [13, 14]. Whether based on static, dynamic or hybrid processing strategies, machine learning theory has widely used to detect Android malware [15].

The organization of this paper consists of six sections. Section 1 produces the introduction, while the malware detection addressed in section 2. Android operating system is explained in section 3. Details of previous works produced in literature review at section 4. Section 5 related to the discussion and comparison of reviewed works in section 5. Finally, the conclusion produced in section 6.

2. MALWARE DETECTION

Malware is any program with a mischievous intent (malicious software) [16]. It can be written to interrupt regular activity, gather confidential information, control the device without the user's awareness, circumvent access controls, or show inappropriate advertising [17]. Furthermore, malware and unintentionally damaging applications are referred to collectively as malware [18]. The key categories in which malware can be categorized are viruses, Trojans, ransom ware, worms, botnets, root kits, etc. It has been noted that the evolution of Android malware is at an accelerated speed. Since the first-ever virus [11], malware for mobile devices has evolved enormously [19].

2.1 Static or Structural Analysis Architecture

It is a technique of inspecting apps by verifying without executing the application code [20]. The procedure provides an understanding of the code structure and can help to understand the features it will execute [21]. In this approach, code coverage has maximized since it only requires the study of source code [22]. Another advantage of static analysis is that it discloses malicious intentions without paying the price of being detected and facing losses inaccurate execution [23]. Due to this feature, code obfuscation is the main downside of this method, so pattern matching is not difficult to detect the behavior of
the application’s malicious acts [24]. This technique will detect logical inconsistencies, runtime errors and scheduled security breaches [25]. API calls and permissions are the most commonly used static functions [26]. However, this technique is highly ineffective in the presence of code obfuscation and dynamic loading of code, with many apps suffering from challenges such as event-driven Android application in the static investigation process [27]. The approach of Static analysis includes Signature-Based Approach and Permission-Based Analysis [15].

2.2 Dynamic Analysis

The application needs to be executed on an independent framework to track its behavior [28]. The reverse to static analysis, the dynamic analysis of the code execution process is necessary so that the usual behaviors of the application. Observation Network activity, API calls and trying, file changes to identify the system calls have performed by dynamic analysis. The approach of Dynamic analysis includes Taint Analysis and Anomaly-Based Detection [29].

2.3 Hybrid Analysis

The hybrid analysis consists of integrating both dynamic and static analysis to overcome their respective shortcomings and achieve the primary goal of achieving the best detection results. Resources with a hybrid approach to analysis includes Andrus and Mobile Sandbox [30].

3. ANDROID OPERATING SYSTEM

The mobile market has taken off, rising rapidly in the past ten years. Android has become the most prominent smart OS [31]. More than 80 percent of the entire smartphone market has so far accounted for the number of Android devices [32]. The Android OS also becomes a favorite target for malicious criminals because it is competitive and popular with many computer users and developers [33]. One of the Android malware detected in September 2010 was first discovered on a smartphone. In the future, the number of malicious applications would steadily rise shortly afterwards [34].

Security researchers identified thousand of malware apps over the years that followed [35]. According to an analysis done by G data 2, the amount of malware for Android devices reached 3.2 million in the third quarter of 2018 and rose by 40 % year-on-year. According to Google Play, Android apps have become 'popular in real life' because more people own Android devices than iOS ones [36]. In September 2018, the number of Android apps was nearly 2.6 million, but many malicious apps are still hidden on the Android market and pose a danger to users [37]. Without the consent of the consumers, Android malware has begun to install and work on smartphones. This malware can do different things [38,39]. They include browser hijacking and taking over the targeted machine, capturing personal information about the owner, stealing data from the machine, modifying settings on the device, and downloading other non-intended programs [40]. These acts would seriously violate the individual's right to do with their land. Because of this, there would be a loss of interest for users [41].

Android malware can be classified into four groups based on these behaviors, including malware installation (e.g. update attack, repacking, and drive-by download), malware activation, malicious payloads (e.g. privilege escalation, finance fee, data collection, and remote control), and misuse of Permissions [42,43]. Practitioners and researchers suggest various approaches, primarily static analysis and dynamic analysis, to counter these threats, as mentioned earlier. The APK for malware detection is executed and enforced through dynamic analysis [44].

4. LITERATURE REVIEW

This section summarizes the numerous research papers on malware detection on smartphones:

Paolo palumbo et al. [45] proposed using a fine-grained malware detection mechanism to use the Naive base algorithm for malware detection. They developed an ensemble strategy to detect malware on Android smartphones as input for support vector machine on various APKs, and it uses the automatic Naive Bayes classifier. It focuses only on the organized mining and activity patterns of malware families. The result of this model was that 1,20,000 samples were successful.

In order to cover all analyses, shahid Alam et al. [46] use Automatic labelling. The tag starts when the input is given. It operates based on semantic-based signatures of particular control flow patterns and allows the Malware detection system in native code or byte code. The AOT compiler has used to translate byte code into machine code. This work results in 94.48 %. The
downside to this method is parallelization to maximize run time.

Similar to the work above, Venkatesh Gowri Shankar et al. [47] suggested an androTaint model that operates based on dynamic taint analysis. It categorizes the conduct of the features and app. to detect the malware, they use four ways, they are automatic fragmentation and tagging process and anatomy detection, core framework and DDI hooking and taint tag identification, it manages all user events and inputs to determine the Vulnerabilities, the results of this model have detected 86% of malicious applications, 94% of aggressive application 90% of the benign application, and risky apps are 95%. The downside of this model requires much time to analyzing the malware.

A method Fg detection of Fine-Grained Android Malware was suggested by Dongfanghi et al. [48]. It extracts the app's features, translates vector features into low-dimensional features, and detects whether it is malicious. The same applies to classification algorithms like a decision tree and naive Bayes. Also, they use transformation techniques to decrease the problem of the multi-binary problem from the multi-class problem. To solve address class problems, the adaptation approach has used to broaden. As a result of this work, 89.2% of the malware has been detected. The demerit is less accurate, and more models based on machine learning may have been used to detect more malware.

A zero-day malware detection approach using machine learning was proposed by Gurdit Singh et al. [49]. In both dynamic and static analysis, it detects more binary malware. The Waikato knowledge analysis environment implemented by the machine learning algorithm is used (WEKAA). Static and dynamic features include the section count that the file size packer uses, the order that is executed on the network activities and services register. To set up and construct system report review, JavaScript object notation was used. The outcome of this model is the execution of 3130 portable executable files containing 1410 benign and 1720 malicious files. In this method, the risky and benign apps are not classified. They have displayed only offensive apps.

Like the work above, the AMDEC Anomaly detection malware detection of the android model was suggested by Fariba Ghaffar et al. [50] that ensemble classifier works on combining Merge classifiers to detect malware, the ensemble's classifiers consist of different heterogeneous one-class classifiers. This focuses primarily on knowledge from the network used by the app. It will be divided into two groups. These are detections based on entropy. This utilizes variables such as hardware features that have needed suspicious permission from the API91.73% of the detection rate is the product of this process. The downside to this strategy is that it has a decreased accuracy rate by triggering more false alarms to detect only zero-day malware.

Based on the work of Tong et al. [51] proposed a model using a hybrid approach to perform static and dynamic analysis rather than a machine learning process. This technique built a standard set of standard patterns and negative patterns and then compared these patterns to detect malware and benign applications. To produce frequent malware patterns and to detect malware, this hybrid approach has used. Without the user's awareness, the data flow analyzer shielded the user is sensitive data transfer to the third person. It then used the centroid device and lightweight combining technique to classify malicious apps. The scope of this work is unique to specific mobile operating systems.

Hangliang Liang et al. [52] Suggested end-to-end detection method malware of Android. It operates on apps that run and retrieve data from those apps and determines without any manual interference if the sequence is malicious. They use the ADA GRAD algorithm optimization to identify and train malware patterns. They chose several convolution layers after extracting the list of API calls. They use an android virtual device to map the system call chain. They track the process of implementation. The SoftMax Layer is used to finish the classification task in the application phase. As a result, the algorithm yields 93 per cent precision. The downside to this algorithm is that malicious fragments have not been eliminated from the call chain system, leading to decrease precision in detecting malware.

Ali feizollah et al. [53] study of android intention efficacy in malware detection has proposed a method of Andro analysis. The efficacy of Android is tested intensively in this approach. Some of the powerful features are semantically rich, with distinct strength compared to other app features. To learn the malware pattern, it uses the Bayesian network algorithm, and a dual-process algorithm has often used to learn both
network structure and probability tables. The Genetic Search Algorithm has used to maximize the outcome of the Bayesian network. For evaluating the Bayesian network structure, the Mill Climber search algorithm has used. An accuracy rate of 90.3% is the outcome of this strategy. The accuracy rate has found to be lower, even though effective methods have used.

Mathur et al. [54] presented the new Android malware identification system NATICUSdroid, benign and malware were examined and classified using native and customized Android permissions statistically chosen features different machine-learning (ML) classifications. The necessary permissions based on the pattern are analyzed in more than 29,000 benign or malware acquired during 2010–2019. These defined licenses, which include both indigenous and custom permits, are then collected. Lastly, the author uses select functional methods and test 8 ML NATICUSdroid algorithms to differentiate between benign and malware applications. Experimental findings show that 97 percent accurate, 3.32 percent false-positive and 0.96 f-measuring worked better in Random Forest classification models.

Gao et al. [55] Explored the malware classification application of the graphical neural network. The author is developing a GDroid prototype device. Experiments reveal that GDroid successfully detects 98.99% of Android malware with a less than 1% low false-positive rate, exceeding current approaches. In the Malware family classification mission, the author also achieves an overall accuracy of nearly 97 percent by exceeding the guidance. Please work with the QI-ANXIN Technology Research Institute to assess its effect on the natural world, and GDroid also delivers good real-world results.

Wang et al. [56] First, a multi-dimensional, kernel weight-based detection (WBD) intended to classify and understand the characteristics of Android malware and benign applications. Besides, our program agent automatically orchestrates and implements thousands of malicious and benevolent applications for data processing and storage. We test 112 kernel properties of the execution of the Android task data structure in a series of datasets of different sizes for identification accuracy. We think that memory and signal features lead to a more accurate ranking than schedule and other task state descriptors mentioned in our article. Memory-related characteristics, in particular, include fine-grain grade classification policies to maintain better grade accuracy than those relating to signals and others. We also analyze and test 80 newly infected attributes in the task layout of the Android kernel, prioritizing 70 critical features based on dimensional reductions to maximize high-dimensional classification performance. Our second contribution is to show that our approach can achieve 94-98% precision and 2 percent -7 percent false-positive rates relative to current techniques with a shortlist of task-structure functionalities (16 or 32 functions). In contrast, malware applications with reduced dimensional characteristics are being found to abbreviate malware detections online and advance them appropriately.

Şahin et al. [57] A malware identification framework built on machine learning has proposed differentiating Android from benign apps. The objective is to eliminate redundant functionality during the feature selection stage in the proposed Malware Detection Scheme using a linear feature selection method based on regression. This reduces the size of the function vector, reduces training times and can be used in real-time malware detection systems in the classification model. The maximum features reduction ratio as (0.961) is achieved by depending at least 27 features based on the F-measurement metric when the findings have assessed.

Cai et al. [58] proposed a new Android malware identification scheme based on the weighting and classifier weighting function, known as JOWMDroid. First, features in eight types are removed from the Android device kit and then a range of critical features have chosen for malware detection with an information advantage. The first weight for each chosen feature is then determined using three computer models, followed by five weight maps to map the first weights to the end weights. Finally, with the differentially evolving algorithm, the weight mapping function and classifier parameters are jointly optimized. The experimental findings show that the suggested procedure exceeds four advanced approaches for weighting features and allows weight-conscious classification more competitive.

5. COMPARISON AND DISCUSSION

Depending on the reviewed research in the literature review section, a summarized comparison has extracted as shown in Table-1. Hence, the following points can be highlighted:
| Authors              | Contributions                                                                 | Attributes Used                                                                 | Demerits/ Future directions                                                                 | Accuracy obtained |
|---------------------|-------------------------------------------------------------------------------|--------------------------------------------------------------------------------|-------------------------------------------------------------------------------------------|-------------------|
| Gurdit et.al. [49], 2016 | Zero-Day Malware Detection, With Fewer Variables, Malware                      | Network activity, Part count, operations of the file system.                    | In this work, there are fewer parameters used to detect the Apps for Malware               | 90%              |
| Shahid et.al. [46], 2016 | Detecting Android Malware from Native Code Variant by Automated Droid Variant Taint | Native code, identifier, permission, tag                                       | APPLN does not run in the background so that the malware can crash the computer.          | 94.48%           |
| Tong et.al. [51], 2016  | Hybrid method on Mobile Detection of malware inside Android                    | Count of Section, identifier, operators of the network, permission              | This method does not extend to all operating systems.                                      | 90%              |
| Ali et.al. [53], 2016   | Method of Andro It creates multiple error warnings and detects only zero-day malware. | Filtered intent, services, permission.                                         | The method causes more false alerts, and fewer variables have used.                        | 90.3%            |
| Venkate et.al. [47], 2017 | Works in Dynamic Analysis under the Definition the Taint Mechanism for androids. | Broadcast recipients, native code, Services, identifiers, network operator, tag, activities, and permissions. | Malware detection takes more time.                                                        | 86%              |
| Feng et.al. [59], 2017   | Complex Flow Android Environment Detection                                    | Permission, native code, Identifier, API calls                                 | Machine learning approaches are used minimal attributes to classify malware.              | 89%              |
| Dongfang et.al. [48], 2017 | Fine-Grained Android Malware Detection                                       | Permission, purpose filtered, calls to the API, identifier                     | Due to the simple machine learning method, it produces a lower accuracy score.            | 89.2%            |
| Fariba et.al. [50], 2017 | Anatomy Based Android Malware Detection                                       | Service, permission, broadcast, network operator                               | It creates multiple error warnings and detects only zero-day malware.                     | 91.7%            |
| Paolo et.al. [45], 2017  | There is a pragmatic way for testing malware for Android phones.             | Permission, activities, identifier, network operators                          | It safeguards only ransomware attacks                                                     | 89%              |
| Hangliang et.al. [52], 2017 | End to End of Detection of malware Android in Platform of Android            | Identifiers, services, permission, tag                                         | Benign and dangerous apps are not adequately categorized                                 | 93%              |
| Authors              | Contributions                                                                 | Attributes Used                                                                 | Demerits/ Future directions                                                                 | Accuracy obtained |
|---------------------|--------------------------------------------------------------------------------|---------------------------------------------------------------------------------|------------------------------------------------------------------------------------------------|-------------------|
| Mathur et al. [54], 2021 | Presented the new Android malware identification system NATICUSdroid.         | The author uses select functional methods and tests 8 ML NATICUSdroid algorithms to differentiate between benign and malware applications. | 3.32 percent false-positive and 0.96 f-measuring worked better in Random Forest classification models. | 97%               |
| Gao, Han et al. [55], 2021 | developing a GDroid prototype device | Explored the malware classification application of the graphical neural network | Please work with the QI-ANXIN Technology Research Institute to assess its effect on the natural world, and GDroid also delivers good real-world results. | 98.99%           |
| Wang et al. [56], 2021 | -First, a multi-dimensional, kernel weight-based detection (WBD) intended.  
-Show that our approach can achieve 94 percent -98 percent precision and 2 percent -7 percent false positive | Classify and understand the characteristics of Android malware and benign applications. | Malware applications with reduced dimensional characteristics are being found to abbreviate malware detections online and advance them appropriately. | 94-98%           |
| Şahin, et al. [57], 2021 | A malware identification framework built on machine learning is proposed. | The objective is to eliminate redundant functionality during the feature selection stage in the proposed Malware Detection Scheme. | The maximum features reduction ratio as (0.961) is achieved by depending at least 27 features based on the F-measurement metric when the findings have assessed. | ------            |
| Cai et al. [58], 2021 | proposed a new Android malware identification scheme based on the weighting and classifier weighting function, known as JOWMDroid | the Android device kit and then a range of critical features have chosen for malware detection with the information advantage | Procedure exceeds four advanced approaches for weighting features and allows weight-conscious classification more competitive. | 97-97.5%         |
Many of the research work in the manual form to detect malware, and the scanning process must also be initiated at all times. Any time the new apps begin, the detection apps close.

In the android platform, more new types of malware have occurred that the digital signature does not recognize the pattern-based malware.

Some of the methods of detection yield a greater false alarm rate. The simple machine language strategy also recognizes the innocuous apps as hostile behaviour and does not detect poisoning attack and mimicry.

Often, malicious fragments have not been deleted from the device’s call sequence scheme, so detecting the malware has a lower accuracy rate.

The parameters/factors used are restricted for malware detection. Research works with limited attributes that are not enough to detect malware showing a more precise pace.

Some strategies could detect only zero-day malware, creating more false alarms and a lower rate of accuracy.

Few approaches detections of the platform utilized in smartphones.

Machine learning has used at an early stage.

6. CONCLUSION

With the Internet of Things popularized, 5G and Mobile intelligent machines build other innovations quickly. The size of Android installed applications Smart devices, including cell phones and laptops, are now available. However, there was a rise in the number of Platform-focused malware. This attracted many people. Much research into Android device detection Malware is influenced. The Artificial Introduction Methods of knowledge like machine learning are very much Enhanced opportunities for Android malware detection.

This paper has discussed core attributes/parameters as well as different types of Android malware identification techniques. Since Android is open, many malware has hidden in many seemingly harmless applications in Android markets. Such malware badly jeopardizes Android’s protection. The intruder has access to user data such as notes, emails, bank mTANs, locations, and so on. It also included an update on recent research work on established parameters aimed at malware detection.
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