Neural Network Structure Optimization by Simulated Annealing
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Abstract: A critical problem in large neural networks is over parameterization with a large number of weight parameters, which limits their use on edge devices due to prohibitive computational power and memory/storage requirements. To make neural networks more practical on edge devices and real-time industrial applications, they need to be compressed in advance. Since edge devices cannot train or access trained networks when internet resources are scarce, the preloading of smaller networks is essential. Various works in the literature have shown that the redundant branches can be pruned strategically in a fully connected network without sacrificing the performance significantly. However, majority of these methodologies need high computational resources to integrate weight training via the back-propagation algorithm during the process of network compression. In this work, we draw attention to the optimization of the network structure for preserving performance despite compression by pruning aggressively. The structure optimization is performed using the simulated annealing algorithm only, without utilizing back-propagation for branch weight training. Being a heuristic-based, non-convex optimization method, simulated annealing provides a globally near-optimal solution to this NP-hard problem for a given percentage of branch pruning. Our simulation results have shown that simulated annealing can significantly reduce the complexity of a fully connected network while maintaining the performance without the help of back-propagation.
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1. Introduction

The successful development of artificial intelligence methods fueled by deep-learning has made an important impact in multiple industries. Elaborate AI algorithms can empower electronic devices to make smart decisions or foresighted predictions [1,2]. However, the outstanding outcomes come with their own cost, which is computational complexity in the case of deep-learning methods. In order to obtain a model that can accurately predict the results corresponding to the input data, a neural network should go through training, which involves initialization [3,4], back-propagation [5], and gradients being updated step-by-step [6–8], before use in the inference process. When the dimension of the deep learning structure (layers, number of nodes, branches) is increased, more and more parameters and operations are involved in these four steps.

Neural network compression is a relatively new area of research necessitated by the booming development of deep neural networks and the increasing computational complexity of machine learning methods. Attracted by the extraordinary performance of recently proposed neural network architectures, there are increasingly more demands on edge devices which possess only limited computational resources. Therefore, various network compression techniques have been tried and studied during these years. The recent mainstream strategies can be classified in mainly four approaches: (i) methods that aim at reducing the storage requirements via reducing the number of bits for representing the branch weights that indirectly lead to the reduction of computational load as well, such as quantization [9]; (ii) methods that aim to reduce the computational load by the...
decomposition of layers or simplifying activation functions, as in [10]. (iii) methods that aim to replace bigger networks with smaller networks that provide similar results for a chosen sub-task, as in knowledge distillation [11]; and (iv) methods that aim to reduce the number of parameters by increasing the sparsity of the neural network, as in pruning [12,13].

In this work, we concentrate on this last class of network compressors and we propose a new method for network structure optimization on the micro scale, differing our work from other works [14,15] that try to optimize the performance (and not necessarily compress the network) by deciding on the macro architectures.

The main idea of pruning is to cut off branches or nodes that “seem” to be “less important”. This is generally based on the weight values. Lower weight values are generally interpreted in the literature as of relatively less importance in a network. Those values that are below a preset threshold are selected as the smallest-K-weight branches to prune from the network [16]. Our first criticism is at this point. We do not share this view that smaller weights are necessarily less important. The simplest way to see it is that smaller weights can lead to branches with larger weights. Even if not so, the highly nonlinear nature of neural networks, makes it difficult to judge the importance of a branch from its weight only. Another important point regarding the achievement of low-complexity neural networks with only pruning lies in the observation that among the training steps of deep learners mentioned above, back-propagation and gradients update make up the major part that consumes the most computing resources and that most of the existing methods still include these two steps in the pruning process.

The direct pruning methods mentioned in the paper [17] propose a proximal gradient algorithm to gradually makes the network sparser with a small learning rate. Another deterministic approximation to binary gating of element-wise parameters [18] also needs gradient descent to minimize the predictions of a targeted network. Ref. [19] prunes the gradients that are smaller than a threshold, which significantly reduces the usage of hardware resources and accelerates the whole training procedure. Another gradient-based approach prunes the weights that are updated toward opposite magnitude [20], providing a chance to reserve those weights with smaller values. These approaches can only be executed on a powerful computer. In addition, if we simply zero out the selected weight values, the network would still occupy a position in a computer represented by zero and, although computational complexity is reduced, the storage requirements would not change. In order to actually reduce the total size of a model while doing inference in a mobile electronic device, various references found in the survey [21] focus on pruning the weight parameters directly instead of the gradients. These pruning techniques can be element-wise, vector-wise, or block-wise, which can correspond to unstructured or structured pruning.

Since a neural network is composed of both nodes and edges, it would be intuitive to set up the optimization problem in terms of the edge weights, the structure of the network, and the pruning strategy. Based on the hierarchical characteristic of the neural network structure, pruning techniques can further be split into both structured [22,23] and unstructured [24,25] pruning categories. When a neural network is simulated on a computer, the majority of computation would be carried out in matrix operations including addition, multiplication, and dot product. In the case of unstructured pruning, the connections between nodes are controlled by an extra mask matrix. When the pruning process is finished, the mask will be mapped back to the weight matrix, replacing some irrelevant values with zeros. On the contrary, the structured pruning strategies sacrifice some optimality to ensure dimension reduction and avoid sparse but high dimensional matrices. The most representative cases for both unstructured and structured pruning are edge-level [26,27] and node-level [28] pruning strategies. If one edge of a network is considered as the minimum unit to reduce configuration, it would not affect the existence of all other elements in the network. However, if one node is the minimum unit to be reduced in a network, all other edges connected to the selected node will also need to be erased.

In choosing pruning strategies, the main factor is to determine which part of the minimum unit (edges, nodes, . . . etc.) is more important than the others. The existing pruning approaches contain two disadvantages. Firstly, they do not emphasize savings in the
consumption of computational resources. Secondly, they do not consider the optimality of the resulting network structure in any means. The optimality under question is determined by two groups of variables/parameters: the branch weights and the branch connections. In this work, we aim to optimize the branch connections with the constraint of a pruning percentage; we augment the network pruning operation with a structure optimization algorithm. For this task, we propose the simulated annealing (SA) algorithm. By considering the sequence of permutations of the pruned configurations as a finite Markov chain, the best remaining configuration can be cleverly searched by simulated annealing learning more and more about the cost surface at each step and eventually arriving at the stationary distribution that coincides with the optimal solution. Different from the other pruning approaches that define additional objective functions and constraints, our approach directly takes the loss function of a neural network as an objective function. The optimized network is guaranteed to be the best permuted configuration under the fixed parameters. To better explain the theory of our proposed method, the needed mathematical symbols which are about to be used in the following paragraphs are included in Table 1.

Table 1. Mathematical symbols that are used in this paper.

| Symbol | Name                      | Description                                             |
|--------|---------------------------|---------------------------------------------------------|
| C      | configuration set         | all possible network configurations                      |
| c      | one configuration         | one of the configuration included in the set            |
| c∗     | optimal configuration     | optimal configuration evaluated by a function           |
| L(·)   | loss function             | a function for performance evaluation                    |
| N(·)   | network function          | a function to formulate a DNN                           |
| Pβ     | Boltzmann probability    | probability function applied in SA                       |
| Pp     | configuration probability | probability of getting this configuration               |
| p      | pruning %                 | % that the hidden layer of a network is pruned           |
| Mc     | mask                      | the mask in ℓ-th layer representing “c” configuration    |
| Mc∗    | optimal mask              | the optimal mask in ℓ-th layer representing “c” configuration |
| M      | mask set                  | all mask matrices belonging to the network              |
| wℓ     | weight matrix             | weight matrix belonging to the ℓ-th layer.              |
| w∗ℓ    | optimal weight matrix     | optimal weight matrix belonging to the ℓ-th layer.      |
| bℓ     | bias                      | bias term belonging to the ℓ-th layer.                  |
| b∗ℓ    | optimal bias              | optimal bias term belonging to the ℓ-th layer.          |
| k      | constant                  | a coefficient to control accept–reject rate            |
| T      | temperature               | the temperature in SA                                   |
| η      | decreasing rate           | the coefficient to decrease the temperature             |
| T      | dataset                   | a dataset for network training and testing              |

2. Related Works

With the increasing applications of deep learning, there are more and more demands for the portability of the deep neural networks (DNNs) and two lines of research evolved over the years to reduce the storage requirements and computational costs of DNNs. The first line of research focused on reducing the storage requirements of DNNs, which is achieved by formulating the problem as source coding or a data compression problem and making use of existing quantization methods. Examples of this approach include: low bit quantization [29], multi-level quantization [30] and clustering-based quantization [31]. More elaborate source coding schemes are also employed, such as Huffman encoding in [16] and a trellis coded quantization [32] and entropy based coding [33]. With the help of quantization methods, each parameter that occupied 32 bits originally can be reduced to 16 bits or even less bits in a computer without losing network performance.

The other line of approach aims at reducing the number of parameters in the neural network by making it more sparse which is achieved by pruning. Except for the edge-level [26,27] and node-level [28] pruning that are usually applied in a fully connected network, channel-level [34] and filter-level [35,36] pruning were also developed in a convolutional neural network. The pruning approach was motivated by the very early (pre-deep learning) works of LeCun et al. [37] and Hassibi and Stork [38], which showed that neural networks can still work well when many edges or nodes are pruned.
2.1. Threshold Pruning Techniques

As exemplified in the paper deep compression [16], one simple yet effective pruning criteria is to select those weights with absolute magnitude smaller than a threshold. The process is executed based on a pretrained network. Once the small weights are pruned, the remaining weights will be fine-tuned by training with the dataset again. Various pruning algorithms differ in their choice of where they apply the threshold, such as the output of activation function or the gradient of each weight parameter or the magnitude of the weights. It has also been reported in the deep compression approach [16] that pruning the network gradually, by picking up only a small fraction of total weights parameters at one time can help to maintain the performance of the pruned network. However, the sparse network still occupies a lot of memory in a computer because the pruned weights are all represented by zeros. In order to truly eliminate the parameters from the network, [39] proposed tight compression which converts the resulting large sparse matrix after pruning to a smaller but dense matrix by moving non-zero members to matrix locations with zeros. These moves are not done in a deterministic manner but instead via a stochastic heuristic algorithm, namely simulated annealing. In our work, magnitude threshold pruning is considered as our baseline. The parameters with top K minimum absolute values will be pruned which is called min \(^K\) strategy.

2.2. Gradient Pruning Techniques

Ref. [20] states that the small weights do not necessarily mean they are useless. A branch with a small magnitude weight value would still be considered as an important branch if it has a relatively large magnitude gradient. The existing pruning techniques prune the network either during the training process, or after the training process is completed. However, there is a huge difference of computational criteria between training a network and simply doing inference using a network. In order to reduce the computational cost, ref. [19] proposed to prune the gradients propagated from the activation function under a threshold. By removing the gradients that are close to zero, the training speed can be faster and the computation cost can be reduced. But this approach still uses back propagation during the pruning process.

2.3. Other Annealing Applications

A small number of researchers have applied simulated annealing algorithm to the field of deep neural networks in recent years. However, these works focus on improving the training process of a network. Ref. [40] claims that SA can be used to update the parameters of a convolutional neural network. Ref. [41] applies SA to find the optimal initialization based on the prior extracted features from an image dataset. Ref. [42] integrates a modified annealing algorithm to the weight training process to achieve higher accuracy. Different from these papers, which utilize SA for weight optimization, we utilize SA to estimate optimal network configuration that leads to best accuracy. Our results show that SA is capable of finding the more important parameters so that the less important parts can be pruned effectively.

2.4. Other Heuristic Algorithms

Other than simulated annealing, particle swarm optimization (PSO) and genetic algorithms (GA) are also included in multiple previous works [43–46], which search for an optimal solution by iteratively improving the solution via intelligent searching strategies. The main difference between these methods is the theory that support their convergence. SA is guaranteed to get the global optimal solution with the condition of detailed balance following the Markov chain theory. On the other hand, PSO and GA risk falling into local minima. A more detailed comparison can be part of future works to evaluate the advantages between meta-heuristic algorithms.
3. Network Optimization Using Simulated Annealing

In this work, we propose a heuristic, non-convex optimization algorithm, namely simulated annealing (SA), for the structure optimization of partially connected neural networks after pruning [47]. The choice of simulated annealing has been motivated by the success of the algorithm in various problems involving network/graph structures with a large number of configurations and complicated cost surfaces with various local minima [48–50].

SA is motivated by the annealing process in solid state physics, which aims to place the electrons in a solid at their lowest energy states, achieving the lowest possible energy configuration [51]. In the solid state annealing process, the solids are heated to a high temperature in which all electrons are basically free to move to any energy configuration, even to higher energy ones due to having high thermal energy. The solid is then cooled slowly, allowing time for the electrons to settle to the lowest energy configurations. This scheme allows the electrons to avoid local optimal configurations. SA simulates this scheme almost exactly: the solution space is explored with a random walk that moves through neighboring configurations rather than randomly picking solutions. This random walk is also a special one; the transitions between solution states in the steps of the random walk is dictated by a Markov chain. At each step of the random walk, the steps are accepted or rejected according to a Boltzmann statistic calculated over the cost function of the new and the old configurations as in the case of electrons in a solid. This accept/reject mechanism ensures that the Markov chain has detailed balance property and, hence, is irreducible and aperiodic, which means that it has a stationary limiting distribution. The reduction of temperature artificially in SA via scaling the accept/reject probability enables the Markov chain to converge to an increasingly peaked stationary distribution and the peak of the distribution gives the optimal solution to the optimization problem.

Similar to typical discrete optimization problems, SA is given a finite set containing all possible configurations \( C \)—in our problem, a fully connected neural network \( N(\cdot) \) and a loss function \( L(\cdot) \)—and looks for \( c^* \in C \) such that \( L(c^*) \) is minimized. The loss function defined in the optimization problem of neural network is in analogy to the energy function defined in solid state physics. Different from the panorama of gradient descent algorithms, which are very likely to be trapped in local optima, simulated annealing algorithms avoids the local optima by allowing the acceptance of worse off solutions according to the Boltzmann dynamics [47].

Simulated annealing is a general algorithm that can be applied to various problems. In order to solve a specific problem, SA requires some customization of its components by the user. The success of SA depends on the careful design of three crucial mechanisms: state neighborhood structure selection, acceptance-rejection criteria of proposals, and the cooling schedule.

3.1. Choice of State Neighborhood Structure

The choice of neighborhood structure dictates the possible moves the random walk can make; hence it affects the convergence rate significantly. A too-conservative neighborhood structure would make the exploration of the solution space very slow while a too-liberal choice may make the random walk jump over important minima and will not learn enough, turning it into a blind random search algorithm on all possible configurations. However, a conservative or liberal neighborhood structure does not always provide the same level of disadvantage or advantage. At the beginning of the annealing process, big changes between neighborhoods can be helpful for a quick and coarse search of the solution space. When a potentially interesting part of the solution space has been reached, smaller moves in a conservatively defined neighborhood would be more beneficial; there is more space being looked around, small changes turn out to be more beneficial to capture the global optimum. On the other hand, starting with too-conservative neighborhoods leaves the algorithm stuck in local minima near the starting configuration.
For the network structure optimization problem, we define the states in the solution space as the configuration of branches connecting nodes in one layer to the next one. Equivalently, we consider a mask matrix $M_\ell$ that is filled with ones at locations $(i, j)$, where there is a surviving branch between the nodes $i$ and $j$. After pruning weights at $\ell$-th layer, ones will be replaced by zeroes at locations $(i, j)$ where there are no surviving branches. The meaning of these matrices’ operation can be visualized in Figure 1, where the colorful edges shown in left part representing the surviving branches.

The neighboring states are defined to be new configurations $M'_\ell$ obtained by moving one (or more) branch(es) originally at location $(i, j)$ to $(i, k)$. The changes in the mask matrix is equivalent to the position changes to the zero elements in Figure 1 from matrix location $(i, j)$ to another position on the same row $(i, k)$. The choice of a single branch replacement corresponds to a conservative neighborhood structure. It can be made more liberal by considering more than one replacement.

3.2. Acceptance–Rejection Ratio

The simulated annealing algorithm can jump out of a local optimum, since it occasionally accepts a new state that increases the outcome of the loss function $L(\cdot)$. This mechanism reflects an analogy with the electron dynamics in solid state physics; when the electron has enough thermal energy it can jump over barriers and end up in a higher energy state and hence can avoid some local energy minima. As in the case in electron dynamics, SA adopts a Boltzmann distribution in deciding to accept or reject a move or a step of the random walk:

$$P_b = \min \left( 1, \exp \left( \frac{-\Delta L(\cdot)}{k \cdot T} \right) \right)$$

At every move, $-\Delta L(\cdot) = L(M) - L(M')$ is calculated; if it is larger than zero, the new state is accepted, otherwise a uniform number is generated between $[0, 1)$ and compared with $P_b$. If $P_b$ is greater it is accepted, otherwise it is rejected.

3.3. Convergence

An important question is whether this accept/reject scheme and the choice of neighborhood structure ensures convergence. The answer to this question is well known in the Markov chain theory literature [52]. A (finite-state) Markov chain converges to a unique stationary distribution only if it has two fundamental properties: aperiodicity and irreducibility or, equivalently, ergodicity. These properties are not easy to check generally and therefore a stronger property is used, namely detailed balance. For our problem, the detailed balance condition can be expressed as:

$$P_c(M) \cdot P(M'|M) = P_c(M') \cdot P(M|M')$$

---

Figure 1. Illustration for the implementation of a neural network in a computer. Each edge is represented by a number located in the weight matrix and the colors categorize where the links are connected to. The status of connection and disconnection is controlled by a mask matrix and the colors of the network illustration strictly follow what is set up in the matrices’ operation.
\( P_c \) indicates the probability that the configuration is sampled under the representation of mask matrix \( M \), and \( M' \) indicates the first-order neighbor configuration of the Markov chain after \( M \). It can be shown that the accept/reject mechanism using the Boltzmann function in Equation (1) ensures that the detailed balance condition holds and therefore converges to the unique stationary distribution [52]. This property is shared with the Markov chain Monte Carlo (MCMC) algorithm, which aims to obtain the posterior distribution of model parameters. Both algorithms construct Metropolis loops via random walks over Markov chains, satisfying the detailed balance condition. The difference is that the simulated annealing algorithm employs several Metropolis loops with a decreasing temperature parameter \( T \) in Equation (1). Hence, posterior distribution, approximated by every Metropolis loop, becomes increasingly peaked at the maximum of the stationary distribution. In this way, the parameter values that maximize the stationary distribution of the Markov chains are obtained.

3.4. Cooling Scheme and Hyperparameters

Another design issue affecting the convergence rate of SA is the cooling scheme. It is known that the convergence is guaranteed in the case of logarithmic cooling; however, this requires infinitely slow cooling. Instead, most users prefer geometric cooling.

\[ T_{n+1} = \eta T_n \]  

(3)

The important parameters to be set are the initial temperature \( (T_{\text{init}}) \), the cooling rate \( (\eta) \) between metropolis loops, and the metropolis loop length \( (MLL) \). The temperature decrease controls the acceptance–rejection probability for a new state that has higher loss value. If the temperature is high, the worse states are more likely to be accepted. As the temperature is reduced increasingly, the worse states are more likely to be rejected. The decreasing rate is the main factor responsible for the speed of the annealing process. However, a faster annealing process does not guarantee the convergence. The objective function can be minimized only when the decreasing speed is slow enough. In our work, we setup the initial \( T \) as 10 and \( \eta \) as 0.98. The third parameter \( MLL \) should be large enough for the Markov chain to converge to the stationary distribution and small enough not lose time unnecessarily beyond guaranteeing convergence.

3.5. Selection of Weight Parameters

Simulated annealing is good at finding the best permutation from a finite set given a number of total selections. The important elements among those encountered during the random walk are determined by the Boltzmann criterion. Each selection decision can be formulated as a discrete number \( \{0, 1\} \) where zero and one indicate that the elements are ignored and selected respectively. These two types of values are actually the fundamental elements composing the mask matrix \( (M) \). During the annealing process, the change of selections indicates the position exchange between a pair of zeros and ones. The details are described in Algorithm 1 where a network takes a dataset \( T \) and a set of mask matrices as inputs. The \( c \) marked in the bracket indicates the \( c \)-th type of configuration represented by \( M \). The mask matrix at different layers should strictly follow the number of input and output node of the layer where the mask matrix belongs to.
Algorithm 1 Selection of Weight Parameters using SA

Input: $N(T_{\text{train}}, \{M_{c}^{(\ell)}\}_{\ell=1}^{k}), M_{c}^{(\ell)} = \{0, 1\}^{in \times out}, c \in C$

Parameter: $T_{\text{init}}, T_{\text{min}}, \eta, k, MLL$

Notes: MLL stands for “Metropolis-loop length”

Output: $N(T_{\text{train}}, \{M_{c}^{(\ell)}\}_{\ell=1}^{k})$

1: Let $t = T_{\text{init}}$.
2: while $t > T_{\text{min}}$ do
3:   for $i$ in $1 \sim MLL$ do
4:       Compute $\text{Loss} = \mathcal{L}(N, T_{\text{labels}})$
5:       Randomly select one connected link in hidden layer.
6:       Randomly select one disconnected link in hidden layer.
7:       Switch the connection status of two selected links $M_{c}^{(c)}_{\text{hidden}} \leftarrow M_{c}^{(c)}$
8:       Compute $\text{Loss}' = \mathcal{L}(N'(M_{\text{hidden}}^{(c)}), T_{\text{labels}})$
9:       if $\text{Loss}' < \text{Loss}$ then
10:          Accept new configuration $N \leftarrow N'$
11:       else
12:          Random $r(0, 1)$
13:          if $r > \exp^\left(-\frac{\text{Loss}' - \text{Loss}}{k \cdot T}\right)$ then
14:             Accept new configuration $N \leftarrow N'$
15:          else
16:             Remain in the original network configuration
17:       end if
18:   end if
19: end for
20: $t \leftarrow \eta \cdot t$
21: end while
22: return $N(T_{\text{train}}, \{M_{c}^{(\ell)}\}_{\ell=1}^{k})$

3.6. Permutation after Edge Pruning

According to Algorithm 1, the mechanism starts by setting how many less important edges to eliminate. Even though the elements might be eliminated during the random walk, they still have a chance to be recovered back. Starting from a sparser network, an optimal sub-configuration can be determined iteratively by simulated annealing algorithm. If the total number of elements is larger, the corresponding Markov chain must be longer so that a wider space is explored. The longer length indicates that the initial temperature should be higher and the decreasing rate should be closer to one so that SA has more time to search for the whole space.

$$\min_{w^*, b^*} \mathcal{L}(N(T_{\text{train}}|\{w_{\ell}, b_{\ell}\}_{\ell=1}^{k}, T_{\text{labels}})) \quad (4)$$

Since the network performance will strictly go down as increasingly more parameters are erased, the optimal permutation is determined under the given pruning percentage. Different from [40] which applied SA to update weights directly, we implemented it to decide which edges should be kept connected and which should not be in each iteration. In order to change connections in a more convenient way, the actual objects that we are fine-tuning would be the mask matrices, which is in accord with Figure 2. The whole optimization process starts from a well trained fully connected network, which is done by gradient descent repeatedly. In order to avoid unexpected potential interference to the experimental results, we design a simple network that contains only four layers, since it is easier to clarify the effectiveness and contribution of a proposed optimization method. The full structure is illustrated in Figure 3. After obtaining the weight parameters for the given percentage of pruned branches, we erase a fraction of total weight parameters and start the annealing process. These two steps can both be fulfilled by manipulating the mask matrices.
Figure 2. Illustration for our proposed methodology where SA is mainly working on the pair selection and edge permutation parts.

Figure 3. Network structure of a shallow network. This network is designed to evaluate the effectiveness of SA in the field of network pruning. In order to keep things simple, only the edges in hidden layers will be pruned.

According to the pruning objective, which is minimizing the same loss function $\mathcal{L}(\cdot)$ applied in Equation (4) by fine-tuning the network configuration, the objective function can be formulated as follows.

$$\arg\min_{M^{(c)}} \mathcal{L}\left(N\left(\mathcal{T}^{data}_{\text{train}}, \left\{M^{(c)}_{k}\right\}_{k=1}^{k}, \left\{w^{*}_{k}, b^{*}_{k}\right\}_{k=1}^{k}, \mathcal{T}^{labels}_{\text{train}}\right)\right)$$

(5)

The objective function Equation (5) optimizes the configuration starting from a fixed preset fraction of a randomly pruned network, followed by the steps of Algorithm 1. Our experiment shows that the network performance can be maintained within a reasonable range of pruning fraction without further fine-tuning by back-propagation.

4. Experimental Study

According to the pruning strategy introduced above, which is to optimize Equation (5) by applying Algorithm 1, the main factors that influence the performance of SA on optimized network are three parameters: Metropolis loop length, initial temperature, and temperature decrease rate. In order to evaluate the performance of the pruned network under different conditions, two datasets were used in the experiments individually in this paper, namely MNIST and FASHION.

To see the effect of metropolis length on the performance, Markov chains of various Metropolis loop lengths ($MLL \in 0, 1, 10, 20, 50, 100$) have been simulated. Longer random walks, as expected, increase the performance of the final result; however, this comes at the cost of increased time complexity of Algorithm 1. Based on our experiments, we conclude that 20–30 $MLL$ have been seen to be good compromise to get both good performance and tolerable time consumption.
4.1. Visualization to the Selection of Weight Parameters

In order to observe the performance of a pruned network at different pruning percentages, a fraction of pruning percentage \( p \in [0, 1) \) is setup to execute each strategy gradually. To compare the improvement between our method and naive pruning approaches, threshold pruning (min-\( K \)) strategy [16] is included in the experiment as the baseline. The K minimum absolute weight values will be pruned corresponding to a given fraction. In addition, to acknowledge the differences between a strategic pruning approach and doing nothing, uniformly random pruning is also included.

As the histograms shown in Figure 4 illustrate, the pruning process strictly follows min-\( K \) strategy starting from zero. The reason why the distribution of these four histograms are slightly different is because each pruning starts from a new and independent well-trained, fully connected neural network. To guarantee the consistency of our experimental results, each result is the mean value of at least five trials. The other histogram set, which is the four graphs included in Figure 5, shows the pruning process followed by the simulated annealing algorithm. Contrasting the two figures, the trend shows that the importance of a weight parameter is correlated to its magnitude, in the beginning. However, as more and more less-effective weights are pruned, this correlation becomes weaker. As the Metropolis loop length in the annealing process is increased, Figure 4 pruned branches are all focused around the mean value while those in Figure 5 disperse to high-amplitude-weight branches, as well.

Figure 4. The histogram of total weight parameters under the process of gradual pruning using threshold pruning strategy with pruning percentage \( p = 10\% \); (a) 90\% of weight parameters remain; (b) 70\% of weight parameters remain; (c) 40\% of weight parameters remain; and (d) 10\% of weight parameters remain.
4.2. Performance Trend under Different Pruning Scales

We have compared the performance from random, min-K, and our simulated annealing based method at various pruning scales progressively in Figures 6 and 7. According to the comparison of accuracy values at different percentages of pruning in Figure 6, with simulated annealing (with metropolis length longer than 20), most of the lost accuracy can be recovered until 90% pruning. Beyond the 90% line, despite a drop in accuracy, the accuracy is still significantly higher than those of random pruning and min-K pruning until 99% pruning. In Figure 7 similar patterns are observed, albeit with reduced accuracy values due to having a more complicated dataset. The simulated annealing algorithm shows its potential in finding the optimal configuration when all weight parameters are fixed.
to the near-optimal pruned network configuration. According to our experiments on two different datasets, pruning followed by SA (Algorithm 1) shows its value especially when there are less than 30% of weight parameters remaining in the network.

**Figure 7.** The accuracy decrease corresponding to the pruning scale of the fully connected network that was originally trained by FASHION dataset.

Since the objects in the FASHION dataset are more complex, the accuracy predicted by a simple neural network is lower comparing with the performance evaluated in the MNIST dataset. However, by applying our pruning algorithm to a network with less accuracy, the performance of the network can still be better reserved compared with the min-$K$ strategy. It proves that the effectiveness of Algorithm 1 works independent of the network accuracy and the performance degradation can be postponed by applying Algorithm 1. According to the experimental results, it is more secure to set the $MLL$ to 50 due to the complexity of various datasets.

On the other hand, the disadvantage of SA is the restriction caused by fixed weight parameters. Although the permutation can determine the importance of various weights, the values are only updated when the neural network is trained by gradient descent. All of the steps done in Algorithm 1 are only related to network permutation by selecting optimal branch connections for the given set of weights.

The experiments on the two datasets in Figures 6–9 have shown that SA can recover most of the performance lost by pruning. For example, when 90% pruned the network loses more than 20% and SA recovers more than 15% of the lost performance and reduces the performance loss to around 4%. For certain datasets and pruning ratios for which pruning leads to less than 0.50 accuracy, SA is capable of increasing the accuracy to above 0.50.

**Figure 8.** The performance differences before and after pruning the network under different strategies given a predefined pruning percentage on the MNIST dataset; (a) 90% of links are pruned; and (b) 99% of links are pruned.
In this work, the feasibility of a new pruning strategy based on the theory of simulated annealing has been demonstrated on a simple network. In the future works, the application of network pruning can be further extended to the deeper and more complex networks.

4.3. Time Complexity of the SA-Based Pruning Process

The total time consumption of Algorithm 1 is dictated by three factors: initial temperature \( T_{\text{init}} \), temperature update coefficient \( \eta \), and total number of temperature updates. In order to find out the best set of parameters, the convergence process should be monitored. If \( \Delta L(\cdot) \) is a small value, the initial temperature should be lower and the temperature decreasing rate should get closer to one. In our experiment, \( T_{\text{init}} \) is set as 0.2 and \( \eta \) is set as 0.95. After updating the temperature for approximately 100 to 150 iterations, the network performance is observed to converge. The time consumption of Algorithm 1 for different MLLs (1, 10, 20, 30, 40, 50, 60, 70, 80, 90) are measured for each one of three different fractions of gradual pruning percentage \( p \) (2\%, 5\%, 10\%) in Figure 10.

Even though the extreme cases are included in the time consumption evaluation; MLLs of 20 to 50 seem to be enough, as can be observed in Figure 7. We have evaluated, also, the impact of network size. Comparing with the regular network training by back propagation, simulated annealing can be done on network structures without computing...
the gradients, which saves huge memory space for the device. Based on the scenario that the computational power of edge devices is not enough to train a deep neural network, our approach provides a path to pruning weight parameters without further weight training. The implementation of the pruning process is done hierarchically, layer by layer. If there are more layers contained in a deep neural network (DNN), the time complexity will increase linearly. On the other hand, if there are more nodes contained in one layer, the time complexity increases sub-logarithmic with increasing number of branches. When the network size is increased 10 times the time increases 1.2 times and when it is increased by $10^4$ times the time increases by 9 times.

The whole experiment and evaluation were run on a Windows computer with an Intel Core i3 1110G4 CPU processor and limited 3GB random access memory (RAM) shared by Nvidia TITAN-RTX GPU. According to the experimental results illustrated in Figure 11, the size of a network influences the total time consumption only fractionally. The main reason for the change in the slope is caused by the hardware parallel computational differences with respect to various network scales. In the case of taking MNIST and FASHION as datasets, there are more similar features being extracted by a bigger network. This makes the probability of getting these close features from a bigger network remains similar to the probability of getting the features from a smaller network. Even though the optimized layer is increased by 10 thousand times, which are 3200 input nodes and 1600 output nodes in the hidden layer, the needed time still increases less than 250 s. By optimizing the networks with different numbers of edges using the same hyperparameters mentioned in the first paragraph of Section 4.3, the final performance proves that they all converge successfully within the same update iteration. In addition, the computational power of the hardware also affects the time consumption of the pruning process. The listed times were counted under the case when all of the testing data can be predicted at once. If the RAM of the edge device can not contain them all, the whole pruning process will take several times longer than the listed ones.

![Figure 11](image_url)

**Figure 11.** The visualization of time consumption during the one-shot pruning process between 1, 10, $10^2$, $10^3$ and $10^4$ scale of network size. The actual number of edges are $32 \times 16$, $320 \times 16$, $320 \times 160$, $3200 \times 160$ and $3200 \times 1600$ respectively.

5. Discussion

Even though there are limits determined by the training data, the performance of more elaborate networks can go far beyond this level, such as in VGG and ResNet. The key
The reason for the higher performance of these networks is because the convolution operation can extract special features from image dataset more efficiently. In order to enhance the computation speed to convolution, one paper has suggested a method that can transform the kernel scanning process into matrix multiplication [53], which is equivalent to the operation done in a fully connected network. This implies that the potential performance of a fully connected network is very likely to be discovered by finding better methods for updating weight parameters. The global optimum obtained by simulated annealing is only for the case when the parameters are fixed. By permuting the network configuration with Algorithm 1, the final results can outperform the classical pruning methods that consider magnitude threshold as their pruning criteria. It has also been experimentally shown that the weight parameters with small magnitudes are not certain to be the less important parameters. With the help of SA to select key weight parameters, a more lightweight configuration can be obtained without sacrificing performance.

The other advantage of our work is that the pruning and permuting processes with simulated annealing algorithm involves only forward pass. It indicates that RAM space contained in a computer can be hugely saved, and the pruning process can therefore be executed on a less powerful computer. It indicates that the cloud computing will not be a necessity in order to prune a network. In the era of AI technology, health-care industry can be a good potential application area due to huge amount of data and lack of enough computational resources. Namely, the network inference and training processes are executed in separated devices. In order to implement some intelligent functions in their systems, they usually need to cooperate with cloud providers. Once a well-trained model is provided, the user would not be able to modify it, especially when the computational complexity of the model is high. With the help of our algorithm, a feasible path is provided to run the pruning process locally regardless of cloud providers as long as the device can execute inference process. In addition, our work has strong adaptability and scalability to other types of network pruning. In this paper, we took edges as the basic elements of the configuration, which necessitated long Markov chains. However, redefining the state space and neighboring state structure, simulated annealing algorithm can be coded also for other types of basic elements, such as nodes and convolution filters. By asking SA which filter to erase instead of which edge, the time complexity can be reduced to acceptable levels in the pruning process of complex networks with the help of GPUs.

Author Contributions: Conceptualization, C.L.K. and E.E.K.; methodology, C.L.K. and E.E.K.; software, C.L.K.; validation, C.L.K., E.E.K. and W.K.V.C.; formal analysis, C.L.K. and E.E.K.; investigation, E.E.K.; resources, E.E.K. and W.K.V.C.; data curation, C.L.K.; writing—original draft preparation, C.L.K.; writing—review and editing, E.E.K. and W.K.V.C.; visualization, C.L.K.; supervision, E.E.K. and W.K.V.C.; project administration, E.E.K.; funding acquisition, W.K.V.C. All authors have read and agreed to the published version of the manuscript.

Funding: This research was funded by High-end Foreign Expert Talent Introduction Plan (Grant No. G2021032021L), and the National Natural Science Foundation of China (Grant No. 71971127), Shenzhen Science and Technology Innovation Commission (JCYJ20210324135011030, WDZC20200818121348001), and Guangdong Pearl River Plan (2019QN01X890).

Institutional Review Board Statement: Not applicable.

Informed Consent Statement: Not applicable.

Data Availability Statement: The data presented in this study are available on request from the open source websites. MNIST is available at http://yann.lecun.com/exdb/mnist/ and FASHION is available at kaggle https://www.kaggle.com/zalando-research/fashionmnist, which is widely considered as the primer image dataset for machine learning. Both datasets applied in this paper were downloaded from these two websites on 1 February 2020. The experimental data and code can be reviewed at https://github.com/khle08/Network-pruning-with-Simulated-Annealing (assessed on 19 December 2021). The code is written in Python 3.6 including torch (1.6.0), torchvision (0.7.0), numpy (1.19.5), pandas (1.1.5), and matplotlib (3.3.3).

Conflicts of Interest: The authors declare no conflict of interest.
Abbreviations
The following abbreviations are used in this manuscript:

- DNN: deep neural network
- CNN: convolutional neural network
- SA: simulated annealing
- MLL: metropolis loop length
- PSO: particle swarm optimization
- GA: genetic algorithm

References
1. Howard, A.G.; Zhu, M.; Chen, B.; Kalenichenko, D.; Wang, W.; Weyand, T.; Andreetto, M.; Adam, H. MobileNets: Efficient Convolutional Neural Networks for Mobile Vision Applications. arXiv 2017, arXiv:1704.04861.
2. Sandler, M.; Howard, A.; Zhu, M.; Zhmoginov, A.; Chen, L.C. MobileNetV2: Inverted Residuals and Linear Bottlenecks. In Proceedings of the 2018 IEEE/CVF Conference on Computer Vision and Pattern Recognition, Salt Lake City, UT, USA, 18–23 June 2018; pp. 4510–4520. [CrossRef]
3. He, K.; Zhang, X.; Ren, S.; Sun, J. Delving Deep into Rectifiers: Surpassing Human-Level Performance on ImageNet Classification. In Proceedings of the 2015 IEEE International Conference on Computer Vision (ICCV), Santiago, Chile, 7–13 December 2015; pp. 1026–1034. [CrossRef]
4. Glorot, X.; Bengio, Y. Understanding the difficulty of training deep feedforward neural networks. In Proceedings of the Thirteenth International Conference on Artificial Intelligence and Statistics, Sardinia, Italy, 13–15 May 2010; Teh, Y.W., Titterington, M., Eds.; PMLR: Chia Laguna Resort, Sardinia, Italy, 2010; Volume 9, pp. 249–256.
5. Hecht-Nielsen. Theory of the backpropagation neural network. In Proceedings of the International 1989 Joint Conference on Neural Networks, Washington, DC, USA, 18–22 June 1989; Volume 1, pp. 593–605. [CrossRef]
6. Kingma, D.P.; Ba, J. Adam: A Method for Stochastic Optimization. In Proceedings of the 3rd International Conference for Learning Representations, San Diego, CA, USA, 7–9 May 2015.
7. Kingma, D.P.; Ba, J. Adam: A Method for Stochastic Optimization. In Proceedings of the 3rd International Conference for Learning Representations, San Diego, CA, USA, 7–9 May 2015.
8. Hinton, G.; Vinyals, O.; Dean, J. Distilling the Knowledge in a Neural Network. arXiv 2014, arXiv:1503.02531.
9. Cai, H.; Zhu, L.; Han, S. ProxylessNAS: Direct Neural Architecture Search on Target Task and Hardware. arXiv 2019, arXiv:1812.00332.
10. Han, S.; Mao, H.; Dally, W.J. Deep Compression: Compressing Deep Neural Networks with Pruning, Trained Quantization and Huffman Coding. arXiv 2015, arXiv:1510.00149.
11. Shih-Kang, C.; Zhan, Y.; Guo, Y.; Yang, X.; Tim Cheng, K.T.; Sun, J. MetaPruning: Meta Learning for Automatic Neural Network Channel Pruning. In Proceedings of the 2019 IEEE/CVF International Conference on Computer Vision (ICCV), Seoul, Korea, 27 October–2 November 2019.
12. Shulman, Y. DiffPrune: Neural Network Pruning with Deterministic Approximate Binary Gates and L0 Regularization. arXiv 2020, arXiv:2012.03653.
13. Ye, X.; Dai, P.; Luo, J.; Guo, X.; Qi, Y.; Yang, J.; Chen, Y. Accelerating CNN Training by Pruning Activation Gradients. In Proceedings of the European Conference on Computer Vision (ECCV), Glasgow, UK, 23–28 August 2020.
14. Deng, L.; Li, G.; Han, S.; Shi, L.; Xie, Y. Model Compression and Hardware Acceleration for Neural Networks: A Comprehensive Survey. Proc. IEEE 2020, 108, 485–532. [CrossRef]
15. Krishnan, G.; Du, X.; Cao, Y. Structural Pruning in Deep Neural Networks: A Small-World Approach. arXiv 2019, arXiv:1911.04453.
16. Crowley, E.J.; Turner, J.; Storkey, A.J.; O’Boyle, M.F.P. Pruning neural networks: Is it time to nip it in the bud? arXiv 2018, arXiv:1810.04622.
24. Han, S.; Pool, J.; Tran, J.; Dally, W. Learning both Weights and Connections for Efficient Neural Network. In Advances in Neural Information Processing Systems; Cortes, C., Lawrence, N., Lee, D., Sugiyama, M., Garnett, R., Eds.; Curran Associates, Inc.: Red Hook, NY, USA, 2015; Volume 28.

25. Louizos, C.; Welling, M.; Kingma, D.P. Learning Sparse Neural Networks through L0 Regularization. arXiv 2018, arXiv:1712.01312.

26. Cho, M.; Joshi, A.; Hegde, C. ESPN: Extremely Sparse Pruned Networks. In Proceedings of the 2021 IEEE Data Science and Learning Workshop (DS LW), Toronto, ON, Canada, 5–6 June 2021; pp. 1–8. [CrossRef]

27. Hoefler, T.; Alistarh, D.; Ben-Nun, T.; Dryden, N.; Peste, A. Sparsity in Deep Learning: Pruning and growth for efficient inference and training in neural networks. J. Mach. Learn. Res. 2021, 22, 1–124.

28. He, T.; Fan, Y.; Qian, Y.; Tan, T.; Yu, K. Reshaping deep neural network for fast decoding by node-pruning. In Proceedings of the 2014 IEEE International Conference on Acoustics, Speech and Signal Processing (ICASSP), Florence, Italy, 4–9 May 2014; pp. 245–249. [CrossRef]

29. Hubara, I.; Courbariaux, M.; Soudry, D.; El-Yaniv, R.; Bengio, Y. Quantized neural networks: Training neural networks with low precision weights and activations. J. Mach. Learn. Res. 2017, 18, 6869–6898.

30. Xu, C.; Yao, J.; Lin, Z.; Ou, W.; Cao, Yuanbin annd Wang, Z.; Zha, H. Alternating multi-bit quantization for recurrent neural networks. arXiv 2018, arXiv:1802.00150.

31. Choi, Y.; El-Khamy, M.; Jungwon, L. Towards the Limit of Network Quantization. arXiv 2017, arXiv:1612.01543.

32. Haase, P.; Schwarz, H.; Kirchoffer, H.; Wiedemann, S.; Marinc, T.; Marban, A.; Muller, K.; Samek, W.; Marpe, D.; Wiegand, T. Dependent Scalar Quantization for Neural Network Compression. In Proceedings of the 2020 IEEE International Conference on Image Processing (ICIP), Abu Dhabi, United Arab Emirates, 25–28 October 2020.

33. Wiedemann, S.; Muller, K.; Samek, W. Compact and Computationally Efficient Representation of Deep Neural Networks. IEEE Trans. Neural Netw. Learn. Syst. 2020, 31, 772–785. [CrossRef]

34. Lin, M.; Ji, R.; Xin Zhang, Y.; Zhang, B.; Wu, Y.; Tian, Y. Channel Pruning via Automatic Structure Search. arXiv 2020, arXiv:2001.08565.

35. Li, H.; Kadav, A.; Durducan, I.; Samet, H.; Graf, H.P. Pruning Filters for Efficient ConvNets. arXiv 2017, arXiv:1608.08710.

36. He, Y.; Ding, Y.; Liu, P.; Zhu, L.; Zhang, H.; Yang, Y. Learning Filter Pruning Criteria for Deep Convolutional Neural Networks Acceleration. In Proceedings of the 2020 IEEE/CVF Conference on Computer Vision and Pattern Recognition (CVPR), Seattle, WA, USA, 13–19 June 2020; pp. 2006–2015. [CrossRef]

37. LeCun, Y.; Denker, J.S.; Solla, S.A. Optimal Brain Damage. Adv. Neural Inf. Process. Syst. 1989, 2, 589–605.

38. Hassibi, B.; Stork, D.G. Second order derivatives for network pruning: Optimal Brain Surgeon. Adv. Neural Inf. Process. Syst. 1992, 5, 164–171.

39. Chen, X.; Zhu, J.; Jiang, J.; Tsui, C.Y. Tight Compression: Compressing CNN Through Fine-Grained Pruning and Weight Permutation for Efficient Implementation. arXiv 2018, arXiv:2014.01303.

40. Rere, L.R.; Fanany, M.I.; Arymurthy, A.M. Simulated Annealing Algorithm for Deep Learning. Procedia Comput. Sci. 2015, 72, 137–144. [CrossRef]

41. Hu, Z.T.; Zhou, L.; Jin, B.; Liu, H.J. Applying Improved Convolutional Neural Network in Image Classification. Mob. Netw. Appl. 2020, 25, 133–141. [CrossRef]

42. Ayumi, V.; Rere, L.M.R.; Fanany, M.I.; Arymurthy, A.M. Optimization of convolutional neural network using microcanonical annealing algorithm. In Proceedings of the 2016 International Conference on Advanced Computer Science and Information Systems (ICACIS), Malang, Indonesia, 15–16 October 2016; pp. 506–511.

43. Han, F.; Tu, J.; Zhan, Y. A Neural Network Pruning Method Optimized with PSO Algorithm. In Proceedings of the 2010 Second International Conference on Computer Modeling and Simulation, Sanya, China, 22–24 January 2010; Volume 3, pp. 257–259. [CrossRef]

44. Wu, W. Neural network structure optimization based on improved genetic algorithm. In Proceedings of the 2012 IEEE Fifth International Conference on Advanced Computational Intelligence (ICACI), Nanjing, China, 18–20 October 2012; pp. 893–895. [CrossRef]

45. Marjani, A.; Shirazian, S.; Asadollahzadeh, M. Topology optimization of neural networks based on a coupled genetic algorithm and particle swarm optimization techniques (c-GA–PSO-NN). Neural Comput. Appl. 2018, 29, 1073–1076. [CrossRef]

46. Grzegorz, N., Yaroslav, O., O.D.I. Neural Network Structure Optimization Algorithm. J. Autom. Mob. Robot. Intell. Syst. 2018, 12, 5–13. [CrossRef]

47. Otten, R.; van Ginneken, L. The Annealing Algorithm. In Engineering and Computer Science Free Previewcover; Springer: Dordrecht, Poland, 1989.

48. Kurugolu, E.E.; Arndt, P. The information capacity of the genetic code: Is the natural code optimal. J. Theor. Biol. 2017, 419, 227–237. [CrossRef]

49. Kurugolu, E.E.; Ayanoglu, E. Design of finite-state machines for quantization using simulated annealing. In Proceedings of the 1993 IEEE International Symposium on Information Theory, San Antonio, TX, USA, 17–22 January 1993; p. 443.

50. Liu, X.; Li, P.; Meng, F.; Zhou, H.; Zhong, H.; Zhou, J.; Mou, L.; Song, S. Simulated annealing for optimization of graphs and sequences. Neurocomputing 2021, 465, 310–324. [CrossRef]

51. Metropolis, N.; Rosenbluth, A.W.; Rosenbluth, M.N.; Teller, A.H.; Teller, E. Equation of State Calculations by Fast Computing Machines. J. Chem. Phys. 1953, 21, 1087–1092. [CrossRef]
52. Laarhoven, P.J.M.; Aarts, E.H.L. Simulated Annealing: Theory and Applications. In *Mathematics and Its Applications*; Springer: Dordrecht, The Netherlands, 1987; Volume 37.

53. Vasudevan, A.; Anderson, A.; Gregg, D. Parallel Multi Channel convolution using General Matrix Multiplication. In Proceedings of the 2017 IEEE 28th International Conference on Application-Specific Systems, Architectures and Processors (ASAP), Seattle, WA, USA, 10–12 July 2017; pp. 19–24.