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Abstract. TGenBase is a ROOT-based virtual database which allows to communicate and store data in different underlying database management systems such as PostgreSQL, MySQL, SQLite, based on the configuration. It is primarily used for physics analysis parameter storage. However, it is universally applicable for any data storage task. There are several key features of the TGenBase for the user applications. It is a versioned insert only database, meaning that there is no need to update single entries and the whole history of the entries is available. The historical versions of the data can be queried with for a certain date. Being written as extension of the ROOT framework, it supports saving the ROOT objects such as graphs or histograms as well.

We provide the data description interface - a web-based application which allows the end-user to define what and in which form they want the data to be stored and define the relations between different entities. Based on this definition the database schemas, server and client side code is generated from templates and easily deployed. Another feature of this approach is that we are able to generate the full-fledged content management systems with user roles for read and write access. Data query, visualization and modification are available in C++, Python, Web and LabVIEW thin clients.

1. Introduction

The future Facility for Antiproton and Ion Research (FAIR) [1] will expand the well-established infrastructure of the GSI heavy-ion research center. It will provide unique research opportunities in the fields of nuclear, hadron, atomic and plasma physics. The Compressed Baryonic Matter (CBM) [2] experiment is one of four major scientific pillars of the FAIR. In order to build and operate its detector systems, millions of its detector components and their properties have to be described and stored centrally. Detector and experimental control data, calibration and alignment parameters, physics analysis parameters, etc., require fast and reliable storage and access interfaces.

2. TGenBase basics

TGenBase virtual database was designed to satisfy the experiment requirements mentioned above and was developed in the framework of mass characterization and quality control of the CBM silicon tracker’s components. Results of such characterization had to be categorized and stored for later use during the detector assembly [3]. The term "virtual" denotes the fact that instead of managing the data it provides the unified abstracted interfaces to other underlying database management system (DBMS) which stores the data. It provides configurable role-based user permission management even for the DBMS which do not have such concept, e.g. SQLite [4]. In addition, it provides load balancing, frequent request caching and other tools to speed-up the data retrieval.
TGenBase is based on the client-server architecture. There are several lightweight ("thin") client libraries provided for C++/ROOT [5], Python [6], JavaScript [7] and LabVIEW [8] programming languages. The clients communicate with the server by the means of the JSON message exchange over HTTPS protocol. The message exchange format is standardized and governed by RESTful API. The server implements the actual communication to the databases. There are three special classes of logic available:

- **CRUD** – standard create, read, update, delete logic which is used in DBMS
- **Insert-only** versioned logic, which prohibits the updating and deleting the records from the DB. Instead of an update, the new version of the record is appended to the database with a version identifier equal to the creation time of the record. This is very useful as it allows to query the historical versions of the records which were valid in some time interval in the past. Moreover, the full history of the record is available.
- **Audited** logic, which keeps track of the users creating or modifying the records in the database.

The CRUD and insert-only logics are mutually exclusive, while audited logic can be used with both.

### 3. Data description interface

One of the core concepts of TGenBase is the availability for non-experts. It provides a web application interface [9], where a user can describe the data they want to store in an intuitive manner.

On the front page (c.f. Figure 1) the user defines the project by giving it a name and adding the classes to it. On the class page (c.f. Figure 2) accessible by clicking "Edit" button, the class properties and relations between different classes are configured. In this notation the project maps to a database instance, class to table and class property to the table column.

![Figure 1. Project data description interface.](image)

The class properties are configured with their type, semantic sub-type, default value and ability to search the DB table by this field. Apart from built-in types such as strings, integers and doubles, the complex types such as arrays and matrices are supported. Furthermore, a property can be represented by any ROOT-compatible class. Complex and ROOT types are serialized and stored as strings in the underlying database.

Relations between classes allow to link their instances with each other. Classical "one-to-one", "one-to-many" and "many-to-many" database relations are supported. The "one-to-one" relation is useful to aggregate certain static properties of an object and offload it to a separate object or to indicate that a certain object in a collection belongs to the aggregating object. The "one-to-many" relation allows to establish a link to a collection of other objects, for example single detector can have many sub-components. The "many-to-many" relation is used to connect several collections, for example a detector can have many categories and a single category can have many different detectors.
The complete description of the classes and relations between them defines the data storage schema and ultimately it defines the contract between the client and server. Schema has a version which is incremented every time the changes to the project are introduced. The schema version is communicated between the server and client. The version mismatch results in denial of service. The schema evolution is an important aspect of any DB and in TGenBase it is implemented in the form of migration scripts which can be rolled on or rolled back.

The core concept of the data description interface that it allows to deterministically generate, based on the templates, both the server and client source code. The templating is done in the Vue.js JavaScript framework and is executed serverless on the client’s machine. The generated code is put into an archive containing the minimal client which provides the basic set of utilities and functionality.

The projects can be saved to and loaded from the local disk. Additionally, the sample projects can be opened from the central repository.

4. Database Server

The TGenBase server is written in the PHP programming language and is based on the Laravel [10] framework broadly used in software industry. Laravel implements Active Record architectural pattern for object-relational mapping (ORM) and provides the abstraction to the underlying DBMS. Furthermore, Laravel provides the means to build safe and secure data queries. TGenBase takes advantage of this and exposes a subset of query building functionality to the clients which allows the end-user to take advantage of complex queries with many search criteria.

Two distributions of the server are available: development and production. The development distribution is meant to be used locally by the end-user to test the data description, develop the data import and export programs. It is preconfigured to use the file-based SQLite database, use no caching and serve data from debug server with verbose output.

The production distribution is meant to be run on the central experiment IT platform. It employs the Docker [11] containers to host essential services, orchestrated by the Laradock [12] configuration. It allows for scalability by the means of increasing the number of each service’s containers.
Figure 3 shows the TGenBase production server software stack and the request propagation coming from a client from top to bottom. As a web server and load balancer we use the Nginx [13]. It starts the Laravel instance, which checks the user’s permissions to execute any remote method. Upon successful authentication and authorization, the fast in-memory cache (Memcached [14] or Redis [15]) is checked for prepared response. If there was no cached data, the actual database query will be evaluated at the database layer. For the production server the PostgreSQL [16] is used.

Since the setting up the software stack by no means is trivial with the amount of technologies involved, the TGenBase software distribution provides the automated scripts to install its dependencies and bootstrap the development environment. The software was developed for UNIX-like environment and tested on macOS, deb-based (Debian and Ubuntu) and rpm-based (OpenSUSE) linux flavors.

5. Thin Clients
The thin clients are generated from the project description using the templates, similar to server, and contain apart from the data classes the functionality to communicate with the server over HTTPS protocol to query and store the data. The C++/ROOT and Python clients are suited perfectly for scripting the data import, export and transfer. The C++ client can be used standalone or integrated into CBM-specific distribution of ROOT. The LabVIEW client is meant to be integrated into the software running in the laboratories for data export, analysis and visualization. The JavaScript web client provides the full-fledged content management system (CMS), generated dynamically to present the user described classes, where the data can be queried, visualized and put in by the DB operators. There is an administrator’s workplace, where the users can be registered, assigned roles and permissions or be blocked. The administrator as well have an access to the server control panel, where the server configuration can be changed.

6. Summary
TGenBase is a virtual database solution which provides the means to create data storage and access applications, from design to deployment. The core of the solution is the generation of ready-to-use server and client applications from templates. The server implements custom logic sets which are
useful for general purpose data storage and storage tasks where the full history the records is maintained. The example of latter was developed for the CBM experiment’s detector components. The project is open-source and can be accessed at https://tgenbase.com [7].
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