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ABSTRACT A battery’s state of charge or runtime, and state of health or life, will depend on the product’s discharge current over time. For a mobile phone, the discharge current depends on the specific apps that are operated. This paper presents an experimental study to measure and evaluate the operational charge/discharge profile, temperature and terminal voltage of six Android apps; WhatsApp, Facebook, Facebook Messenger, Instagram, Snapchat, and TikTok on smartphones. The results show how the discharge current required by an app’s operation, will affect the battery runtime and life, due to the combined effect of discharge current and temperature.

INDEX TERMS Android apps, C-rates, in-service performance, Li batteries, smartphones.

I. INTRODUCTION

The number of mobile (smartphone) users has surpassed 3.5 billion in 2020, which is 42\% of the total global population [1], [2]. These users increasingly demand smartphones with improved functionality and performance to support gaming and social media applications (apps) [3]. This in turn stresses the battery system, which is widely considered as one of the weakest link in a modern mobile phone [4], [5]. In fact, some energy-intensive apps may reduce the battery operation time to as short as several hours for users [6], and were noted to be the likely cause of the Apple IOS slowdown problem in 2017 [7]. Krause et al. [8] showed the negative and highly non-linear impact of C-rate on the life of Li batteries. Dong et al. [9] also noted that accelerated battery aging occurred due to high discharge C-rates.

Reliability issues have also been highlighted with high C-rates as it causes high temperature which accelerates battery aging phenomena and at times causes thermal runaway [9], [10]. A significant drop in terminal voltage is also reported with high C-rates which impacts the smartphone operation [7]. Under high discharge C-rates, for a degraded battery with large internal resistance, heat dissipation becomes a major issue and unexpected smartphone shutdowns have been triggered even when there was substantial charge remaining in the battery [11]. This also results in lower effective battery capacity than the manufacturer’s ratings.

Many efforts are made to address this problem of high C-rate in modern smartphones. For instance, some manufacturers suggest improving the algorithms for battery management system (BMS), but it can result in slowing down the operating system [7]. Another suggested method is to improve the system efficiency through low-power processors [5], [8]. Some researchers address the problem of high C-rate by improving battery capacity through improving the chemical operation of the battery by replacing the conventional electrodes of Li battery with the superior capacity (molybdenum disulfide) electrodes with enhanced functional capacity [12], [13].

With regards to in-use operation of smartphones, various studies suggests that traditional testing and qualification of Li-ion batteries may not be able to simulate the actual use of a smartphone in real environment [14], and that manufacturers must address the actual power dissipation of the apps as well as the batteries and smartphones circuitry [15], [16]. While some models have been developed...
to profile power usage of smartphones, they rely on indirect methods to evaluate discharge patterns using aggregated current regimes [14], [17]–[20]. Direct measurement of discharge spike currents have also been conducted, but these rely on external sensors that can add significant measurement errors [17]–[19].

This paper presents the use of built-in mobile sensors to directly measure current discharge profile, terminal voltage, and battery temperature, when the phone is operated using six different apps: i.e., WhatsApp, Facebook, Facebook Messenger, Instagram, Snapchat, and TikTok. Our approach solves the problem of indirect measurements, and parameter averaging [21]. The proposed method uses the manufacturers’ provided built-in mobile sensors data through an application program interface (API). We developed a relevant Android package kit (APK) to decipher battery parameters for the apps under investigation. We also provide the algorithm and API that we used (see Appendix) so other researchers can assess other mobile phones.

The rest of this paper is composed as follows. Section 2 summarizes Android-based phones and APIs that collect operation data. Section 3 presents discharge profile analyses of two case-study phones and discusses the impact of the six apps on battery drainage and temperature. Section 4 presents the conclusions.

II. ASSESSMENT OF SMARTPHONES FOR IN-SERVICE OPERATION

The availability of in-service battery data, including current, voltage, and temperature, depends on manufacturer-provided software interfaces as well as the capability of the built-in sensor hardware in a smartphone. Higher resolution of data is key for accurate parameter assessment, for instance, a resolution of microamperes for peak current drawn is more useful as compared to milliampere or ampere level resolution. Similarly, the update time of parameters (minimum interval after which each value is updated in the software APIs) is also important to accurately gauge the parameter variations.

Seven Android-based smartphone manufacturers were evaluated using the developed APK to check the granularity (resolution and update time) of data for discharge current, terminal voltage, and battery temperature through the manufacturer-provided API (software). All the seven smartphone manufacturer support our developed APK, but most of the manufacturers do not provide high-granularity data to evaluate detailed current drawn from the batteries [22]. For instance, the current discharge profile for Samsung J7 is shown in Fig. 1(a), and no change in current was observed with varying app operation. Further, the update of voltage or temperature is large and as a result no change was observed. In the case of a Google phone (Pixel 2), the current discharge profile and temperature/voltage profile averaged out after every 2 s and 15 s, respectively, as shown in Fig. 1(c). Like Samsung and Huawei, it also limits the resolution on current drainage values.

Similarly, a change in the current for Huawei Nexus P6 was averaged out for about 20 s, not allowing detailed information of current spikes with a particular app operation. Further, the update of voltage or temperature is large and as a result no change was observed. In the case of a Google phone (Pixel 2), the current discharge profile and temperature/voltage profile averaged out after every 2 s and 15 s, respectively, as shown in Fig. 1(c). Like Samsung and Huawei, it also limits the resolution on current drainage values.

The results for all seven manufacturers are summarized in Table 1. Because the highest resolution of electrical current and the fastest update time was measured with the Vivo (V9) and Motorola (Droid Turbo), those two smartphones were selected for further study. Both unused phones under test were fully charged to compare against nameplate battery capacities to check for any unusual degradation, and both phones passed
TABLE 1. Summary of the electrical current, terminal voltage, and temperature profile obtained by the developed APK.

| Phone Manufacturer | Model       | Application supported | Current Resolution | Value update time | Voltage Resolution | Temperature Resolution |
|--------------------|-------------|-----------------------|--------------------|------------------|--------------------|------------------------|
| Samsung            | J7 [23]     | Yes                   | Not available      |                  | mV                 | 0.1 °C                 |
| Google             | Pixel 2 [24] | Yes                   | μA                 | 2 s              | mV                 | 0.1 °C                 |
| Huawei             | Nexus P6 [25]| Yes                   | mA                 | 20 s             | mV                 | 0.1 °C                 |
| Oppo               | A57 [26]    | Yes                   | mA                 | 5 s              | mV                 | 0.1 °C                 |
| Vivo               | V9 [27]     | Yes                   | μA                 | 0.01 s           | mV                 | 0.1 °C                 |
| Motorola           | Droid Turbo [28]| Yes                   | μA                 | 0.175 s          | mV                 | 0.1 °C                 |
| Xiaomi             | Mi A1 [29]  | Yes                   | μA                 | 3 s              | mV                 | 0.1 °C                 |

FIGURE 2. Internal circuit diagram of a high-end (Android-based) smartphone. This figure shows the typical placement of battery temperature sensor and current/voltage sensing chip alongside the battery.

III. RESULTS AND DISCUSSION

To obtain the discharge profile, the Vivo (V9) and Motorola (Droid Turbo) phones were initially charged to full battery capacity (100%), and then each app was run for approximately 12-18 min, followed by the next charge cycle back to full charge. We found that 10+ min is sufficient to test all major functionalities in an app. Subsequently, the phone was discharged using the second app, and so on. During this time, most of the general capabilities of a specific app were tested. For example, in the case of WhatsApp, all features such as texting, photo send/download, voice note send/download, voice call, and video call were tested. The detailed features tested during the experiment for all apps are summarized in Table 2. Throughout the experiment, the experimental conditions were kept consistent to minimize variations from one app to the next. For instance, only the testing app (Snapchat or Facebook or others – only one at a time) along with our developed APK was run. All apps were tested on phones connected through WiFi and the sound volume and screen brightness were kept at 100% throughout the experiment ambient temperature at 26 ± 0.5°C.

For both phones under test, Fig. 3 shows the operation of various apps (i.e., WhatsApp, Facebook, Facebook Messenger, Instagram, Snapchat, and TikTok) on the current drain, the terminal voltage of the battery, and the battery temperature. The negative current represents charging, whereas the positive current shows discharging (Fig. 3(a)). Several positive spikes during charging appear which were triggered when the screen was turned on for viewing of the battery status. Terminal voltages (Fig. 3(b)) show an increasing trend while charging and a decreasing trend during the discharging, as expected. However, the rapid change observed in the current profile during charging is not seen in the voltage profile due to lower update time for the voltage (a software limitation in Fig. 2 [34]. As the sensors are already embedded (built-in) in the mobile phone circuitry, our developed app uses a non-intrusive method to measure battery parameters through the manufacturer-provided APIs [22].
FIGURE 3. Charging/discharging profile of Vivo V9 and Motorola Droid for (a) current profile, (b) battery terminal voltage profile, and (c) battery temperature profile.

TABLE 2. Units features tested during experiment for all apps properties.

| App     | Features under observation                                                                 |
|---------|---------------------------------------------------------------------------------------------|
| WhatsApp| Texting, send/receive photos and videos, voice note, 1 min video call twice, and 1 min audio call twice |
| Facebook| Scrolling, like and comment on post, and watch videos                                        |
| Facebook Messenger| Texting, send/receive picture and videos, voice note, 1 min video call twice, and 1 min audio call twice |
| Instagram| Scrolling, like and comment on post, and watch videos                                        |
| Snapchat| Texting, send/receive photos and videos by using different filter effects                   |
| TikTok  | Scrolling, like, comment, and make TikTok videos                                             |

by the manufacturer). Each sensor has a separate resolution and update times as provided by the manufacturer and summarized in Table 1 where, for most of the manufacturers, the update time of the voltage sensor is high (several seconds) as compared to the current sensor (milliseconds).

The result in Fig. 3(a) show that the discharge rate depends on the apps and is also dictated by mobile phone technology (e.g., processor chipset, camera technology, screen type, and resolution). For instance, the processor used in Vivo V9 (Qualcomm MSM8953-Pro Snapdragon 626) is more energy-efficient than the one used in Motorola Droid Turbo (Qualcomm APQ8084 Snapdragon 805) due to improved process technology node from 28 nm (Motorola) to 14 nm (Vivo) [27], [28]. Further, the screen resolution for Motorola is 565 ppi in comparison with 400 ppi for Vivo. A higher resolution requires more pixel per inch and ultimately consumes more energy per inch. So, the behavior of apps vary significantly on various phones and ultimately the same app can perform in a varied manner on different mobile manufacturers [27], [28].

The temperature profile for both phones is shown in Fig. 3(c). The temperature consistently increases during app usage and decreases during the charging process (in comparison with the discharge operation under app usage) [35], [36]. For the Vivo V9 phone, the temperature is fairly consistent during the use of various apps and, during the charging interval, the temperature normalizes to below 32 °C with the highest battery temperature of about 40 °C. However, for the Motorola phone, usage of Snapchat, TikTok, and Facebook Messenger particularly increases the temperature beyond 43 °C and at least 3 °C higher than all other app usage or charging conditions. The amount of current spikes from the battery is also higher for Snapchat, TikTok, and Facebook Messenger for the Motorola phone, which could significantly affect aging and other related issues [37], [38]. To describe the current discharge profile, the mean current information is not sufficient to characterize these apps. In addition, current spike information is also essential as it can have many unintended consequences such as temperature rise and lifetime deterioration.

In order to evaluate this further, we calculate the probability density functions (PDFs) and normal distribution functions (NDFs) of the discharge current profiles for all the apps...
under investigation in Fig. 4. The PDFs/NDFs facilitates the reader to understand and reconstruct the results for further studies.

A PDF specifies the probability distribution for various levels of current drawn while using various apps. The highest point on the PDF relates to the mean value of current. In the case of the Motorola phone, several apps such as Snapchat have a higher mean value (967 mA) compared to Instagram (572 mA) with results summarized in Table 3. Higher currents drawn from the battery are undesirable from a heat dissipation perspective. In addition, high-frequency current spikes are not suitable for optimum battery operation as they rapidly degrade battery life [37], [39]. The values of standard deviation (SD) along with mean currents is also summarized in Table 3 for reconstruction of discharge profiles.

Experiments showed that the discharge profile for the six apps is significantly different on each phone. With regards to C-rate discharge on phones, higher rates are detrimental for both battery runtime and lifetime. Typically, up to 0.3C is considered a safe limit for accelerated lithium-ion battery degradation [40]–[42]. Therefore, the probability of current spikes above 0.3C is shown in Table 3 to assess the power usage of various apps under consideration. It can be noticed that the performance of energy-intensive apps such as Facebook Messenger and Snapchat vary from Vivo to Motorola. For instance, in the case of Vivo, the mean

![FIGURE 4. Probability density functions (PDFs) and normal distribution functions (NDFs) for all apps for the battery discharge cycle.](image)

| Apps       | Vivo (mA) / SD (mA) | Probability of current spikes over 0.3C (%) | Motorola (mA) / SD (mA) | Probability of current spikes over 0.3C (%) |
|------------|---------------------|-------------------------------------------|-------------------------|-------------------------------------------|
| Whatsapp   | 653/190             | 5.8                                       | 653.8/293               | 5                                        |
| Facebook   | 588/163             | 2.6                                       | 610.6/264               | 3.7                                       |
| Facebook Messenger | 740/235       | 16.7                                      | 845/353                 | 17.2                                      |
| Instagram  | 545/159             | 2.1                                       | 572/235                 | 1.8                                       |
| Snapchat   | 705/148             | 2.8                                       | 967/262                 | 21.2                                      |
| TikTok     | 713.4/170           | 8.8                                       | 933/292                 | 20.1                                      |
current and the probability of current spikes above 0.3C for Facebook Messenger are 740 mA and 16.7%, respectively, which is higher than Snapchat with a mean current and probability of current spikes at 705 mA and 2.8%, respectively. Further, higher current spikes may not necessarily result in higher mean currents as seen with Snapchat, which has a mean current of 705 mA with a current spike probability of 2.8% compared with WhatsApp with a mean current of 653 mA and a current spike probability of 5.8%. Higher current spikes are associated with several well-documented issues such as degradation, capacity fade, and premature shutdowns [43]–[45].

With regards to Motorola, the performance of Facebook Messenger is relatively better than Snapchat as well as TikTok. The mean current for Facebook Messenger is 845 mA, compared to 967 mA for Snapchat and 933 mA for TikTok. Similarly, the current spike probability for Facebook Messenger is lower at 17.2% compared to 21.2% for Snapchat and 20.1% for TikTok. Fig. 5 plots the cumulative probability function (CPF) to link the current discharge profile with the probability of occurrence. The CPF also shows a variation in amplitude of the current spikes for all the apps. A spread across the x-axis (current) shows a higher probability of occurrence for a larger spike, which is undesirable. It is therefore evident from Fig. 5 that the performance of the Vivo V9 is better than the Motorola Droid Turbo for the use of apps under consideration.

With regards to the battery capacity and runtime of smartphones, power-hungry apps could reduce the operation time significantly. For instance, for the Motorola Droid Turbo model with a 3900 mAh battery [28], talk time of up to 48 h is suggested by the manufacturer, whereas our data shows that using Snapchat and TikTok for less than 5 h would fully drain the battery. On the other hand, using Instagram for at least 7 h is possible with the in-use discharge pattern. In addition to the average current drawn, C-rating is another critical parameter that plays an essential role in battery life span [41]. Typically, a C-rating of 0.1C to 0.4C for lithium-ion batteries is recommended by many manufacturers [42], [46], [47]. So, it is important to optimize app development to limit the battery current spikes. The C-rating of batteries for the phones investigated in this paper is not specified by the manufacturers, but our analysis shows that for the Motorola phone, current spikes of over 0.6C were observed, whereas the maximum current spikes for the Vivo phone were less than 0.5C. Therefore, manufacturers should provide this criterion while specifying the usage time of the phones under continuous operation.

IV. CONCLUSION

This study monitored and assessed the in-service charge/discharge profile (e.g. current discharge, terminal voltage, and battery temperature) of Android-based smartphones during active operation of the six most downloaded social media apps of 2019, i.e., WhatsApp, Facebook, Facebook Messenger, Instagram, Snapchat, and TikTok. The in-service charge/discharge profile was retrieved through our developed Android package kit (APK), which accesses the internal sensors through the manufacturer-provided application program interface (API). The interested readers can see our APP program in the Appendix.

As was demonstrated in this study, the discharge rate depended on the apps and their operation, as well as the phone hardware. For instance, the processor used in Vivo V9 (Qualcomm MSM8953-Pro Snapdragon 626) appears to be more energy efficient than the one used in Motorola Droid Turbo (Qualcomm APQ8084 Snapdragon 805). As a result the same app draws less current on Vivo phone as compare to Motorola phone.

This study also found that the operation of an app, for any given phone, will affect its long-term performance and reliability. For instance, Snapchat operation on Motorola was found to be the most energy and temperature intensive with a mean discharge current of 967 mA (for usage interval of approx. 20 min) with temperature rising to 45 °C. The apps Instagram, Facebook, WhatsApp, Facebook Messenger and TikTok showed lower mean discharge currents of 572, 610, 653, 854 and 933 mA, respectively during operation.

In addition to mean discharge current, electrical current spikes in current drawn is useful in modeling battery degradation through accelerated aging processes. For the Motorola phone, results showed that the probability...
of current spikes beyond 0.3C in Snapchat and TikTok is more than 20%, which is significantly higher than all other apps. For the Vivo phone, the operation of Facebook Messenger was significantly more energy-intensive compared to Snapchat or TikTok. Higher spikes in current results in non-linear temperature rise due to $I^2R$ dissipation resulting in accelerated aging process [37], [38].

While manufacturers suggest a runtime for smartphone batteries (the time the battery lasts in one full charge), our findings from in-service phone operation confirm that the actual (experimental) runtime is significantly lower than manufacturer-suggested talk time or operation time. In particular, the discharge currents are underestimated for in-service operation resulting in shortened operational duration. Taking the operation of Snapchat on a Motorola phone as an example, the mean discharge current is 967 mA (approx. C/4 rate – i.e., runtime to about 4 h), which is significantly smaller than the manufacturer-suggested phone runtime of up to 48 h. While the phrase “up to 48 hours” can be the highest limit, it is misleading for many consumers, since the actual runtime will be an order of magnitude lower for Snapchat operation. Similarly, the mean discharge current for Snapchat for Vivo V9 was 705 mA (approx. C/5 rate) with runtime of about 5 hr.

Finally, the information presented in this paper evaluates the discharge profiles for smartphones under different app usage for only two manufacturers. In the future, other phones could be considered. However, not all smartphone manufacturers allow/support measurement of discharge profile in high resolution (milli-second). For instance, Apple does not provide the relevant API, whereas Samsung and Google provides only an average current drainage profile [7], [48]. The average value provided by these manufacturers does not contain information on spike currents or effect on battery drainage by various app features on short time intervals, which are essential to characterize the operation of apps or model degradation based on varying consumer behavior.

**APPENDIX**

**A. DATA ITEMS**

```java
\ Declaring the type of variables
public class DataItem {
    long current;
    long time;
    int voltage;
    int temperature;
    long batteryCapacity;
}
```

**B. MAIN ACTIVITY**

```java
// Import libraries
import android.content.Intent;
import androidx.appcompat.widget.Button;
import androidx.appcompat.app.AppCompatActivity;
import android.os.Bundle;
import android.widget.View;

import android.widget.Button;
public class MainActivity extends AppCompatActivity {
    \ Initialization
    long avgCurrent = null, currentNow = null;
    private Intent myService;
    @Override
    protected void onCreate(Bundle savedInstanceState) {
        super.onCreate(savedInstanceState);
        setContentView(R.layout.activity_main);
        myService = new Intent(MainActivity.this,
                                CurrentService.class);
        findViewById(R.id.start).setOnClickListener(new View.OnClickListener() {
            @Override
            public void onClick(View view) {
                view.setSelected(!view.isSelected());
                ((Button)view).setText(view.isSelected()?''Stop'':
                                         ''Start'');
                if (view.isSelected())
                    startService(myService);
                else
                    stopService(myService);
            }
        });

        // Main Commands for finding Current
        final TextView currentTv
                          = findViewById(R.id.currentTv);
        final TextView avgCurrentTv
                          = findViewById(R.id.avgCurrentTv);
        final TextView currPerMilliTv
                          = findViewById(R.id.currPerMilli);
        final Handler handler
                          = new Handler();
        handler.post(new Runnable() {
            @Override
            public void run() {
                // final TextView currentTv =
                // final TextView avgCurrentTv =
                // final TextView currPerMilliTv =
                // final Handler handler = new Handler();
                // handler.post(new Runnable() {
                //     @Override
                //     public void run() {
                //         currentTv.setText('Current:
                //                     + currentNow
                //                     + ''microamperes'');
                //         avgCurrentTv.setText('Avg. Current:
                //                     + avgCurrent +
                //                     + ''microamperes'');
                //     }
                //     final Handler printHandler = new Handler();
                //     printHandler.post(new Runnable() {
                //         @Override
                //         public void run() {
                //             currentTv.setText('Current:
                //                     + currentNow +
                //                     + ''microamperes'');
                //             avgCurrentTv.setText('Avg. Current:
                //                     + avgCurrent +
                //                     + ''microamperes'');
                //         }
                //     }
                // };
                // final Handler printHandler = new Handler();
                // printHandler.postDelayed(this, 100)
            }
        });
    }
}
```
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C. CURRENT SERVICE

\ \ Import libraries
import android.app.Notification;
import android.app.NotificationChannel;
import android.app.NotificationManager;
import android.app.PendingIntent;
import android.app.Service;
import android.content.BroadcastReceiver;
import android.content.Context;
import android.content.Intent;
import android.content.IntentFilter;
import android.media.MediaScannerConnection;
import android.net.Uri;
import android.os.BatteryManager;
import android.os.Build;
import android.os.Environment;
import android.os.IBinder;
import android.text.format.DateFormater;
import java.io.File;
import java.io.FileWriter;
import java.text.SimpleDateFormat;
import java.util.ArrayList;
import java.util.Date;
import java.util.concurrent.TimeUnit;

\ \ Initialization
public class CurrentService extends Service {
    private static final String CHANNEL_ID = "batteryCurrNotiChan";
    private static long EACH_FILE_TIME = 5 * 60 * 1000;
    private Long avgCurrent;
    private StringBuilder string = new StringBuilder();

    \ \ Saved file directory
    private FileWriter fileWriter;
    public static String dataDirectoryPath = Environment.getExternalStorageDirectory() + "/BatteryCurrent";

    \ \ Declare data type and decimal place
    private ArrayList<Pair<Long, Long>> dataItems = new ArrayList<>();
    ArrayList<DataItem> dataItems = new ArrayList<>();
    private int currTemp;
    private int currVoltage;
    private BroadcastReceiver batteryBcReceiver;
    private int notifyId = 8192;

    @Override
    public void onCreate() {
        super.onCreate();
        if (android.os.Build.VERSION.SDK_INT <= Build.VERSION_CODES.M)
            return;
        Intent notificationIntent = new Intent(this, MainActivity.class);
        notificationIntent.setAction(Intent.ACTION_MAIN);
        notificationIntent.addCategory(Intent.CATEGORY_LAUNCHER);
        PendingIntent pendingIntent = PendingIntent.getActivity(this, 0, notificationIntent, 0);
        if (android.os.Build.VERSION.SDK_INT > android.os.Build.VERSION_CODES.O) {
            NotificationManager mNotificationManager = (NotificationManager) getSystemService(Context.NOTIFICATION_SERVICE);
            NotificationChannel channel = mNotificationManager.getNotificationChannel(CHANNEL_ID);
            if (channel == null) {
                channel = new NotificationChannel(CHANNEL_ID, "Beam Channel", NotificationManager.IMPORTANCE_DEFAULT);
                mNotificationManager.createNotificationChannel(channel);
            }
            Notification notification = new Notification.Builder(this, CHANNEL_ID)
                    .setContentTitle("Battery Current Running...")
                    .setSmallIcon(R.drawable.ic_launcher_foreground)
                    .setContentIntent(pendingIntent)
                    .setTicker("bTicker")
                    .build();
            startForeground(notifyId, notification);
        } else {
            Notification mNotification = new NotificationCompat.Builder(this)
                    .setContentTitle("Battery Current Running...")
                    .setSmallIcon(R.drawable.ic_launcher_foreground)
                    .setContentIntent(pendingIntent)
                    .build();
            startForeground(notifyId, mNotification);
        }
    }

    @Override
    public IBinder onBind(Intent intent) {
        return null;
    }
}
@Override
public void onDestroy() {
    synchronized (syncObj) {// TODO: 3/13/2019 this
        // call should be in onService stop?
       (syncObj = Integer.valueOf(0));
        // thread.interrupt();
        try {
            syncObj.notifyAll();
            syncObj.wait();
        } catch (InterruptedException e) {
            e.printStackTrace();
        } catch (Exception e) {
            e.printStackTrace();
            writeToFile(makeString());
            unregisterReceiver(batteryBcReceiver);
        }
        super.onDestroy();
    }

\ Command for Battery level Temperature and voltages
@override
public void onReceive(Context context, Intent intent) {
    // level = intent.getIntExtra(BatteryManager.EXTRA_LEVEL, -1);
    // scale = intent.getIntExtra(BatteryManager.EXTRA_SCALE, -1);
    currTemp = intent.getIntExtra(BatteryManager.EXTRA_TEMPERATURE, -1);
    currVoltage = intent.getIntExtra(BatteryManager.EXTRA_VOLTAGE, -1);
    // Example:
    // Log.e("BatteryManager", "level is "+level+
    // "of scale "+scale+"", temp is "+temp++", voltage is "+voltage);
    // ERROR/BatteryManager(795): level is 40/100
    temp is 320, voltage is 3.848Volts.
}

\ Command Charge Counter
private void getCurrentValues() {
    startTime = System.nanoTime();
    BatteryManager mBatteryManager = (BatteryManager)
    getSystemService(Context.BATTERY_SERVICE);
    batteryCapacityInitial = mBatteryManager.getLongProperty(BatteryManager.BATTERY_PROPERTY_CHARGE_COUNTER);
    synchronized (syncObj) {
        // while (!thread.isInterrupted()) {
        while (syncObj == 1) {
            try {
                syncObj.wait(0,500);
            } catch (InterruptedException e) {
                e.printStackTrace();
            }
        }
        batteryBcReceiver = new BroadcastReceiver() {
            @Override
            public void onReceive(Context context, Intent intent) {
                // int scale = -1;
                // int level = -1;
                // int voltage = -1;
                // int temp = -1;
                @Override
            }
        }
    }

    \ Declare Time
    private String makeString() {
        StringBuilder string = new StringBuilder();
        long lastLineTime = 0;
        for (DataItem dataItem: dataItems) {
            if (lastLineTime == TimeUnit.MILLISECONDS.convert(dataItem.time, TimeUnit.NANOSECONDS)) //skip same micro/milli
                continue;
            lastLineTime = TimeUnit.MILLISECONDS.convert(dataItem.time, TimeUnit.NANOSECONDS);
            string.append(lastLineTime).append(\".\").append(dataItem.current).append(\".\").append(dataItem.voltage).append(\".\").
                append(dataItem.temperature).append(\".\").append(dataItem.batteryCapacity).append(\"\n\");
        }
        return string.toString();
    }

    \ So this means that the battery is 40% full, has a temperature of 32.0 degree C, and has voltage of 3.848 Volts.
}

\ Declare Time
private String makeString() {
    StringBuilder string = new StringBuilder();
    long lastLineTime = 0;
    for (DataItem dataItem: dataItems) {
        if (lastLineTime == TimeUnit.MILLISECONDS.convert(dataItem.time, TimeUnit.NANOSECONDS)) //skip same micro/milli
            continue;
        lastLineTime = TimeUnit.MILLISECONDS.convert(dataItem.time, TimeUnit.NANOSECONDS);
        string.append(lastLineTime).append(\".\").append(dataItem.current).append(\".\").append(dataItem.voltage).append(\".\").
            append(dataItem.temperature).append(\".\").append(dataItem.batteryCapacity).append(\"\n\");
    }
    return string.toString();
}

\ Command for instant and average Current
private int onStartCommand(Intent intent, int flags, int startId) {
    thread = new Thread() {
        public void run() {
            syncObj = 1;
            try {
                syncObj.wait(0,500);
            } catch (InterruptedException e) {
                e.printStackTrace();
            }
        }
    };
    thread.start();
    batteryBcReceiver = new BroadcastReceiver() {
        @Override
        public void onReceive(Context context, Intent intent) {
            // int scale = -1;
            // int level = -1;
            // int voltage = -1;
            // int temp = -1;
            @Override
        }
    }

\ Command for instant and average Current
private int onStartCommand(Intent intent, int flags, int startId) {
    thread = new Thread() {
        public void run() {
            syncObj = 1;
            try {
                syncObj.wait(0,500);
            } catch (InterruptedException e) {
                e.printStackTrace();
            }
        }
    };
    thread.start();
    batteryBcReceiver = new BroadcastReceiver() {
        @Override
        public void onReceive(Context context, Intent intent) {
            // int scale = -1;
            // int level = -1;
            // int voltage = -1;
            // int temp = -1;
            @Override
        }
    }

\ So this means that the battery is 40% full, has a temperature of 32.0 degree C, and has voltage of 3.848 Volts.

H. Ali et al.: Evaluation of Li-Based Battery Current, Voltage, and Temperature Profiles

```java
avgCurrent = mBatteryManager.getLongProperty(BatteryManager.BATTERY_PROPERTY_CURRENT_AVERAGE);
dataItem.time = System.nanoTime() - startTime;
dataItem.current = mBatteryManager.getLongProperty(BatteryManager.BATTERY_PROPERTY_CURRENT_NOW);
dataItem.voltage = currVoltage;
dataItem.temperature = currTemp;
dataItem.batteryCapacity = mBatteryManager.getLongProperty(BatteryManager.BATTERY_PROPERTY_CHARGE_COUNTER);
dataItems.add(dataItem)
if (TimeUnit.MILLISECONDS.convert(dataItem.time, TimeUnit.NANOSECONDS) > EACH_FILE_TIME)
    saveFileAndResetState(); }
```

```java
private void saveFileAndResetState() {
    writeToFile(makeString());
dataItems.clear();
    startTime = System.nanoTime();
}
```

```java
private void writeFile(String string) {
    try {
        File dir = new File(dataDirectoryPath);
        if (!dir.exists())
            dir.mkdirs();
        SimpleDateFormat dateFormat = new SimpleDateFormat("yyyy_MM_dd_HH_mm_ss");
        Date date = new Date();
        String filename = dateFormat.format(date) + ".csv";
        // Write the file into the folder
        File file = new File(dir, filename);
        fileWriter = new FileWriter(file);
        //Headings to add for the first time
        BatteryManager mBatteryManager = (BatteryManager)
        getSystemService(Context.BATTERY_SERVICE);
        long batteryCapacityEnd = mBatteryManager.getLongProperty(BatteryManager.BATTERY_PROPERTY_CHARGE_COUNTER);
        fileWriter.append("Time (milliSeconds),Current (microAmps),Voltage(milliVolts),Temperature(celsius x 10),Capacity microAmp-hours (" +
        batteryCapacityInitial + ":" +batteryCapacityEnd + ")n");
        fileWriter.append(string);
        fileWriter.flush();
        fileWriter.close();
        fileWriter = null;
    }
    // }
    // } catch (Exception e) { Log.e("ExceptionHandler", e.getMessage());
```
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