Anti-cheating software tool: Prototype of problem generator software for linear algebra introductory test
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Abstract. To prevent students from cheating in the test, one of the strategies is by making a question that differs for each student. This approach can be used by using question-bank or question generator, the first approach is prone to cheating especially because of the widely available communication technology, this means the question generator is the only hope. This strategy is very possible to be used especially in subjects whose material has a standard pattern, such as in mathematics (calculation/structure patterns) and computer programming (logic patterns). As a branch of mathematics and also subjects in the informatics engineering curriculum, linear algebra has the potential to use this approach. But this approach involves the creation of a huge number of questions (and calculation of its answer), this requires extra efforts, we need software that can help generate questions and calculate its answers automatically. This study proposes a question-answer (problem) generation model and uses a software engineering approach (software requirement, design, implementation, and testing) to test the model. This study shows that the model implemented in this software was able to meet the need for generating questions for selected material on introductory subjects in linear algebra, with some caveat.

1. Introduction

1.1. Problems
Cheating by students has become a common problem, studies have shown 61% of students have cheated on an exam [1]. This becomes a concern, especially because many studies have shown a correlation between cheating committed at school and cheating in the work environment [2].

Teachers nowadays must be willing to consider alternative approaches in conducting an exam. Approaches that can be taken to reduce cheating is to guard against the possibility of cheating such as increasing supervision [3] like increasing supervisory personnel or using technological assistance such as CCTV or even surveillance robots [4], or psychological approaches such as signing honor code [5] [2]. The prevention approach becomes more difficult because of highly advanced communication technology nowadays so this approach will get its limitations [6].

Another approach is to make cheating efforts become cannot be done or useless, by making different questions for each student. To implement this approach two common ways can be used, the first way is to use a question bank and the second way to use the question generator engine (program).

The approach of using a question bank has the advantage that it does not require complex development, it can even be done manually (written on paper), but has its drawbacks, the number of
question variations is limited to the number of questions in the question bank. With the growing development of the use of digital storage media, students can store questions and answers that have been faced/worked so they can use them if the same questions arise (which is very possible because of the limited number of questions in the question bank).

The approach of using a question generator engine is the ideal approach because it has several advantages: it does not require storing questions, does not require effort in making questions, and does not have limitations in the number of questions generated. But the drawback is that it involves the development of a question generation model that must be applied in an application form and needs analysis to maintain the same level of difficulty for each question which makes this approach considered impractical and less used in education.

Moreover, by using different questions, the grading work becomes more difficult, because teachers must also make all the answers to the questions. This shows the need for an automatic generation method for both the questions and also the answers. Generating questions with randomized parts may be done easily (by syntactic manipulation), but generating answers to those questions requires a more intricate way to produce the correct answer.

This study aims to design a model for generating questions and answer (problem) from a subject and apply these models to the generation of questions for introductory subjects in linear algebra. Research offers a problem-generation-model and uses a software development process (requirement analysis, design, implementation, and testing) to test the model. In chapter I the problem is explained, chapter II discusses the literature review on the problem of cheating, chapter III and chapter IV on the proposed model, results and discussion, the final chapter provides conclusions.

2. Literature review
There are many ways of cheating committed by students [7]: impersonating, using forbidden documents/tools (e.g. calculator), peeking, peer collaboration, outsider assistance, student-staff collusion. With so many ways that cheating can occur, teachers need to recognize and deal with these possibilities.

The cause of this behavior has been widely studied, the factors that influence this behavior can be many things such as status (students/non-students), age [8], peer influence and individualism/collectivism orientation [3], negligence by teachers and material not relevant to the subject and [5], and other causes.

Technological development, although it can help a learning process (e.g. for example with electronic exams), seems to also facilitate cheating, and is considered an easier medium to cheat [7]. The use of technology can sometimes be worse than the non-technological way, for example, the use of student exam guard robots actually makes students talkative (less discipline) in the exam [4].

The advancement of information/communication technology been facilitated the development of cheating practice into a business, for example, the Essay Mills service which makes contract-cheating easier [9]. These developments are difficult to control, so the most recommended approach is to focus teacher effort to improve student work verification [10].

3. Proposed methods
The proposed method is a model consists of three layers (Figure 1), namely the User Interface (UI Module) which is responsible for handling input from the user and displaying outputs to the user, the Problem layer (Problem Module) which handles the types of problem models to be generated, and the core layer (Core Module) which is a representation of objects in the problem domain along with the implementation of operations that can be performed on those objects.

In UI Module can be defined method and format of user input. The input method like a command line input, or graphical user interface interaction, or load from a file, will be implemented in this module. The input format (text sequence or control layout or text format) is also implemented in this module.
The problem module focused on the definition and implementation of the problem-model. For each problem model can be defined as a valid and invalid type of problem, a valid problem is a problem that has a defined answer, and an invalid problem is a problem that cannot be solved. The problem module controls the probability of emerging problem type, the ratio of problem type from the total problem collection.

The Core module as the representation of objects in the problem-domain focuses only on the actual structure and behavior/operation of the object it represents. In this module, a verification needed to assure the correctness and accuracy of the object (and its operation) with the real object it represents. This module needed to determine the validity of a question and also generate a valid answer to the question.

4. Result and discussion
The implementation of the proposed model is carried out by creating static program models in the form of class diagrams and dynamic model programs in the form of sequence diagrams, these models are implemented into programs written in the Java programming language. The subject domain used as a case is in the introductory subject of linear algebra (matrix operations).

4.1. Class diagram
The static depiction of the program is illustrated in the class diagram (Figure 2). Because the implementation progress is still a prototype, the UI module that handles input and output formatting is still under development and is still using hardcoded input (directly to source-code), the focus of development is still on developing the problem generation module and core module.

4.1.1. Problem module. The class diagram is shown that the problem module is implemented as a Problem class. In this class, problem models are implemented, for example, matrix addition problems, matrix multiplication scalars, and other problem models. This class is responsible for generating text that is the problem and the text that is the answer to each problem model.

In almost every problem model has the possibility for operations (e.g. matrix operation) that can be done (valid) and operations that cannot be done (invalid), this is implemented in every method in this class. Parameters needed by problems can be stored directly in the method (e.g. for uniform types of problems) or can be opened as a method parameter so that it can be determined by the user (from the UI module).

4.1.2. Matriks class (Matrix representation class). Regarding the core module, because the case used is still limited to introductory subjects in linear algebra (especially in the matrix), it is only implemented into two classes, namely the Matriks class and the Bilangan class (Bilangan is Numeral in Bahasa). The Matriks class stores representations of matrix values and operations on the matrix, such as addition, multiplication, inverse, determinant operations, etc. Matrix operations are implemented into methods, some of which directly produce text and some of them produce Matriks class objects, the method that produces Matriks object is to accommodate further operations (operations more than once).

The value representation is implemented as an object of the Bilangan class. The number class is a representation of a value in the matrix, so it is prepared to handle integers, and also fractions (numerator and denominator). The Bilangan class also has been implemented basic arithmetic operations on numbers.
4.2. Sequence Diagram

Sequence diagrams show a dynamic picture of a program consisting of sequences of operations and messages sent between objects. To provide a general sequence description of program operations the sequence diagram of one of the problem generation operations (matrix multiplication) is shown in Figure 3.

The sequence of generating matrix multiplication problems start with the input given by the user which consists of: the type of problems to be raised, the number of problems needed (i.e. according to the number of students), and other parameters needed/provided by the program (e.g. matrix size, lower limit / for values, etc.). The UI module (Main class) accepts input, then uses random numbers to determine to generate valid multiplication or invalid multiplication problems. The type of problems (valid/invalid) will be used by the Problem Module (Soal Class, Soal is problems in Bahasa) to determine the dimensions (row and column size) of the matrix that will be used by the two matrices to be multiplied.

The dimensions of the two matrices to be multiplied (matrix A and matrix B) are used to create the Matriks class object. The Matriks class object will initialize its values by creating objects from the Number class. After the second matrix object to be multiplied has been created, a matrix multiplication operation is performed, by calling the kali method (kali is multiplication in Bahasa) on matrixA where the parameter is the matrixB object. The results of the method call are processed by the Soal class object and returned as an answer text of the Soal class. The question text generated by the Soal class object and the answer text resulting from the multiplication operation is returned to the main class object for formatting and displayed to the user so that it is easily understood by the user.

4.3. Testing

From the results of testing the program (Table 1), it was found that the implementation of the proposed model succeeded in fulfilling two requirements, able to generate problems with the number needed and also according to the parameters needed by the problem model (test-case # 1). Similarly, the program can generate a variety of valid and invalid problems for each problem-model (test-case # 3). But the program has a possibility to generate wide degrees of problem difficulty (test-case # 2), it is
still possible that very difficult and very easy problems arise in one group of problems. This can make students feel unfair because the time needed to work on very easy problems can be very different from the time to work on difficult problems.

This deficiency can be solved by making improvements to the definition of the problem model, by adding boundary parameters (lower and upper limits) for example for matrix dimension limits, cell value limits, etc. The addition of the parameter model of this problem can have a bad effect by making the problem module interface or UI module interface more complex, so it is necessary to analyze the best set of these parameters.

Figure 3. Sequence diagram of matrix multiplication problems.

5. Conclusion
The results obtained show that the proposed model for problem (question-answer) generation has been proven to meet the needs of the random problem generation. The proposed model allows modularization of components related to the display and input settings of users, from components that represent the problem model, and components that are representations of the structure and behavior of objects in the problem domains.

Implementation of the model by using cases in the introductory of linear algebra (matrices) is proven to be able to generate variations of problems both in the form of valid problems and the form of invalid problems. Questions generated in accordance with the amount specified and also according to the parameters required by the problem model. The application still has shortcomings, namely the probability of generating high variation in the difficulty level in a group of problems.

The future direction of research is on testing proposed models in other domains such as mathematics or programming to see the ability of the model to accommodate the specific needs of the domain. Development also needs to be done on the use of a graphical interface making it easier for common users to use the program.
Table 1. Testing result.

| Test-Case | Objective                                                                 | Expected output                                                                                                                                       | Output                                                                                                                                        | Conclusion       |
|-----------|---------------------------------------------------------------------------|------------------------------------------------------------------------------------------------------------------------------------------------------|------------------------------------------------------------------------------------------------------------------------------------------------|------------------|
| #1        | To test the program's ability to generate a number of random problems automatically, based parameters specified by the user | The program generates a number of problems according to the parameters inputted (number of problems, limit values, dimensions, etc.)             | The program generates a number of problems according to the parameters inputted                                                              | Acceptable       |
| #2        | To measure problems difficulty variation generated by the program         | The program generates problems with a small variation of difficulty                                                                              | The program generates problems with a high variation of difficulty                                                                           | Needs repair     |
| #3        | To test program ability to generate a valid and invalid type of problem    | The Program generates variations of valid and invalid problems for a problem model                                                                | The program generates valid and invalid problems                                                                                             | Acceptable       |
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