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Abstract—Software evolves with changes to its codebase over time. Internally, software changes in response to decisions to include some code change into the codebase and discard others. Explaining the mechanism of software evolution, this paper presents a theory of software change. Our theory is grounded in multiple evidence sources (e.g., GitHub documentation and relevant scientific literature) relating to the pull-based development model in GitHub. The resulting theory explains the influence of project-related core concepts (e.g., people and governance) as well as its ecosystem on the decision of software change.

I. INTRODUCTION

A distinct characteristic of software systems is that they continuously change; as Lehman’s first law of software evolution states: “a [...] system must be continually adapted or it becomes progressively less satisfactory” [1]. Software evolves to adapt to new functional or non-functional requirements, or due to unforeseen circumstances that necessitate its adaptation (e.g., fixing security problems). Traditionally, software evolution was analyzed and understood in the context of enterprise software projects, who undergo development in discrete phases, such as initial development, servicing, phasing out, etc. (the staging model [2]). The emergence of the open source development model in the late 1990’s, along with the tooling that facilitated it, made incremental, piece-wise software change (and its analysis) a first class citizen in software evolution research.

Within modern software teams, software evolves by integrating small changes, (hereafter referred to as unit changes), which originate in changing user requirements or predictive/corrective maintenance cycles. Unit changes usually undergo some form of explicit inspection [3] by the software maintenance team and as a whole (both code changes and inspection results) the unit change is recorded in software’s version control system. We refer to this process of changes to software code based on review decision as modern software change or, more generally software change. Ultimately, modern software evolves by assimilating decisions to update its codebase over time, while evidence that led to those decisions is maintained.

Evolution through integration of unit changes is a prevalent development model in open source development [4] (ranging from the Linux kernel development process to development on platforms like GitHub [5] and large industrial systems today [3], [6], [7]). This standardization has led to software development processes able to scale projects to thousands of developers working in a distributed manner on multiple locations worldwide. Moreover, standardization on evolution through unit changes also facilitated the introduction and wide spread use of technologies such as continuous delivery [8] and platforms, such as GitHub, that further facilitate software change by automating tedious tasks.

The relevance of unit changes in understanding software evolution attracted widespread investigation in software engineering research. From exploring the characteristics of unit changes [9] and factors influencing them [10], to factors that influence decisions [11] on whether to accept or reject them [11], and going even as far as online community dynamics [12] and personality traits [13], researchers have investigated individual aspects of unit changes and the various processes around them in depth. With much empirical evidence explaining parts of the process of software change (including replication studies), what is missing is a framework that will enable us to understand the combined effects of individual factors on how software changes through unit changes.

Our goal with this study is to synthesize the available empirical evidence by building a theory explaining the mechanism of modern software change. Our theory is derived from the evidence on collaboratively developed software projects built using pull-based development model on GitHub. The resulting process theory is grounded in empirical data explaining the decision process of evaluating unit changes and the factors that affect it in terms of abstract concepts and relations.

We build our theory incrementally, based upon multiple sources of evidence. First, we ground our theory on practical experience, i.e., GitHub documentation and analysis of selected software projects. Next, we revise the concepts and categories derived from practical experience based on the relevant scientific literature in software engineering. In this phase, we also add relations to the abstract concepts and categories.

Our theory surfaces six core concepts that must interact in order for software to change: available unit changes define an interdependent set of items that need to be evaluated; existing codebase is the result of the application of past unit changes and defines the context under which software change occurs; people propose unit changes, evaluate them, and ultimately make the change decisions; (project) governance defines the context and processes followed when evaluating unit changes; tools and technology facilitate unit changes by automating processes; and the ecosystem defines the technical and social norms under which unit changes are being evaluated. Moreover, our theory surfaces a set of relationships that define the
effects of the interactions on the decision to accept a unit change.

Our theory of software change serves as:

1) a *reference document* for understanding the mechanism of software change;
2) a *comprehension* of the existing scientific literature presented as simple relations;
3) a guide for researchers to position their work in the broader *frame of reference* offered by our theory; and
4) as direct inspiration for future work, through a set of *derived propositions*.

The complete paper is organized into nine sections. Section II gives a brief introduction to the necessary background. Section III presents our design to build the theory. The next two sections present our concepts, initial theory (in Section IV) and final theory of software change (in Section V). We discuss our theory and its implications in Section VI, followed by related work (in Section VII) and threats to validity (in Section VIII). Finally, Section IX presents a summary of our theory and potential directions for future research.

II. BACKGROUND

In this section, we introduce the definition of theory, its goals, and ways to evaluate it. Next, we give a brief history on the ways software change from code inspection to modern code review practices (for details see systematic mapping in [14]). Finally, we describe a widely used collaborative development model - pull based development model [15] which is also the focus of this theory.

A. An Introduction to Theory

There are many definitions of theory, with most definitions sharing the following three characteristics [16]:

1) attempt to *generalize* local observations and data into more abstract and universal knowledge;
2) represent *causality* (cause and effect); and
3) aim to *explain* or *predict* a phenomenon.

Generally, a theory is build to meet one or more of the following four goals [16]:

1) simply describe the studied phenomenon;
2) explain the how, why, and when of the topic;
3) explain what has happened but also to predict what will happen next; and
4) prescribe how to act based on predictions.

Finally, once a theory is build, its theoretical quality is evaluated on (1) consistency, (2) correctness, (3) comprehensiveness, and (4) precision [16].

B. History of Software Change

In 1970s, changes to codebase were preceded by *code inspection* – “a structured and formal process in which authors and reviewers sit together in a room, inspecting the proposed changes for defect” [17]. Reviews have changed since then in practices as well as purpose.

Modern code review is a “lightweight process conducted iteratively with small changes discussed quickly and frequently by few(-er) reviewers synchronously or asynchronously in time” [18]. The purpose of code review has evolved from merely finding defects to group problem solving but also to maintain team awareness, improve code quality, assess high-level design and more (e.g., see [3]).

Some examples of tools used for modern code review in software companies are CodeFlow by Microsoft [3], Phabricator by Facebook [4], and CRITIQUE by Google [6]. Some other general-purpose code review tools are Code Collaborator [5] and Crucible [7] its equivalent in open source are Gerrit [8] (CRITIQUE’s open source equivalent by Google), ReviewBoard [9] by VMware, and pull based development model in GitHub [10].

C. Pull-based Development Model

In pull-based development model [11] a contributor wanting to make changes to a project forks an existing git repository. Forking creates a copy of the existing repository at the local machine of the contributor, although a copy can be made within the project itself (referred to as branch). While a fork can serve many purposes, a pull request includes the changes that are candidate for inclusion into the primary line of development and is available for review.

Contributor makes changes to their fork and send it out as a pull request. A pull request include changes to code in one or more files. The pull request appears in the list of pull requests for the project in question, visible to anyone who can see the project. Next, contingent on its adoption, the pull request is reviewed and decision is made to merge it in the codebase as it is, with some modifications, or not merge it. When a pull request is merged, code changes in the fork are committed into the codebase. Currently, this model is widely used in open source (e.g., GitHub, BitBucket, and Gitorious) as well as software companies (e.g., Microsoft, Facebook, and Google).

III. DESIGN

Our approach to build theory is inspired by several available resources. The general procedure to build theory is inspired by the guides on building theories in software engineering [20] and building theory from multiple evidences [21]. For specific guidelines to build process theory grounded in qualitative data, we refer to Ralph’s guidelines for process theories [19] and Charmaz’s constructivist grounded theory approach [22]. Generally, we take inspiration from existing theories in software engineering research (such as [23]–[27]), details on which are available in Section VII on related work.
A. Theory formation

Theories in software engineering are inspired from (e.g., [27]) or are adaptations (e.g., [23]) of other theories in the related disciplines of Social Science, Organizational Psychology and Distributed Systems. Our theory of software change, instead, is built from scratch; given the specificity of the subject to software engineering. Although later, we show support for our theory in the form of empirical evidence instantiating the propositions derived from our theory. A summary on the characteristics of our theory is shown in Table I.

Since building theory is an iterative process of proposing, testing, and modifying theory [20], we build our theory in two phases. First, we ground our theory in the empirical data derived from practical experience. Later, we revise the resulting theory based on the relevant scientific literature in software engineering.

We use three information sources as proxy for practical experience on collaboratively developed software projects build using the pull-based development model on GitHub. We analyze all information on the GitHub website[9] and available survey reports[10] as primary source. We do not include white papers, blogs, and webcasts on GitHub since they are likely to offer opinions, not facts. Next, we select secondary sources of information such as open source guides[11] and GHTorrent[28] for breadth. Finally, we include four software projects and their documentation including README files, CONTRIBUTION guidelines, and Code of Conduct documents as proxy for project vision, development guidelines, and community guidelines respectively. We analyzed the rails project as representative of a large popular open source software and facebook-ios-sdk as its company equivalent. We also analyzed two relatively less popular projects written in Java[13] and Python[14] respectively.

We expanded on the evidence from practical experience by adding insights from the relevant scientific literature in software engineering. We searched the six most popular search engines – ACM, Springer, IEEE, ScienceDirect, Web of Science, and Google Scholar using the query: (“pull request” OR “pull based”) AND (“software” OR “development”) AND “github”. In this query, terms “software” and “development” ensure that the resulting papers relate to software engineering. Other terms - “pull request”, “pull based”, and “github” refer to relevant aspects of the theory and the scope of this work. We identified 1206 papers in total, out of which 250+ papers where found relevant based on title and abstract. For each paper, we asked ourselves the following three questions for selection. Does this paper potentially identify ...

1) concept(s) influencing software change?
2) influence of concept(s) on software change?
3) relationships among concepts?

The resulting selection of papers reached theoretical saturation in expressing some concepts and relations while other concepts and relations where still relatively under developed. To bridge this gap, we collected additional papers to build up the less developed concepts and relations.

To build grounded theory from the evidence collected in the above, we followed Charmaz's constructivist grounded theory [29] approach. Constructivist grounded theory is the most recent and one of the three most widely followed schools of grounded theory [29]. Constructivist approach divides the analysis process in three main phases: (1) initial coding, (2) focused coding and categorization, and (3) theory building. During initial coding, we examined the data word-by-word, line-by-line, as well as incident-by-incident without introducing our assumptions [29]. Next, during focused coding, we categorized the codes identified during initial coding into core categories [29]. Finally, during theoretical coding we specified the relations between categories to generate a cohesive theory [29].

All coding for building the grounded theory was performed by the first author. Later, the second author collaborated with the first author to derive strong interpretations via mutual agreement [30]. Further, to ensure that the abstractions can be traced to its source raw data, we are sharing the list of resources used and the intermediate results as a part of replication package. [15]

B. Theoretical quality

We evaluate the goodness of our theory on the six aspects described by Sjøberg et al. [20]:

- Is it possible to empirically refute? (Testability)
- Do empirical studies confirm its validity? (Empirical support)
- To what degree do the theory account for and predict all known observations? (Explanatory power)
- Is the theory economically constructed with minimum concepts and propositions? ( Parsimony)

| Type of theory | View | Breadth of area | Method |
|----------------|------|-----------------|--------|
| evolutionary process theory | Positivist | Mid-range theory | Constructivist grounded theory |

| Characteristics of our theory |
|-------------------------------|
| [19] explaining how software changes |
| [20] (verifiable by observations or experience) as well as Interpretivist (understand from the views of those who live it) |
| offering a moderate abstraction with limited scope leading to testable hypotheses |
| based on close and careful analysis of data |

9https://github.com/
10https://docs.github.com/en
11https://opensourcersurvey.org/2017/
12https://opensource.guide/
13https://github.com/SquareSquash/java
14https://github.com/emitter-io/python
15https://figshare.com/s/16f491dfe2cfb487fe2cf
• What is the breadth of scope and theory independence of setting? (Generality)
• What is the use of the theory? (Utility)

Additionally, we discuss the credibility, originality, and usefulness of our theory as criteria relevant for evaluating constructivist grounded theory [29].

IV. CONCEPTS AND INITIAL THEORY

We identified six core concepts namely unit changes, existing codebase, people, governance, tools and technology, and ecosystem, influencing the decision of software change. In this section, we introduce categories and sub-categories of the six core concepts as a framework (see Figure 1). Using these high level concepts, we present our initial theory depicting the mechanism of software change (see Figure 2).

Unit changes

Software changes by integrating unit changes into an existing codebase. A unit change refers to a group of changes, generally code but also documentation and configurations, that is candidate for inclusion into an existing codebase. Unit change is an umbrella term we use to refer to commonly used change approaches, such as pull request in GitHub and patches in Apache projects [16]. Unit change, however, is different from these terms since it disassociates the process of software change from the change itself. For instance, patches are discussed via emails while pull requests via GitHub’s interface; a unit change in itself is not tied to any review mechanism.

Unit changes are proposed against the current state of a codebase. Multiple unit changes can be proposed in parallel. Each unit change is uniquely described in terms of its individual characteristics as well as its relation to the other available unit changes (refer to the concepts and categories of unit changes in Figure 1). Individually, a unit change is characterized by the problem it intends to solve and the proposed solution. The characteristics of a problem influencing the decision of software change relates to its alignment to project vision [31] but also relative relevance (e.g., bug fix versus feature enhancement [32]). Likewise, a solution is characterized by its quality (e.g., technical debt [33]), description [10], and conformance to project guidelines (e.g., code style [10]).

A unit change is also characterized by its dependencies, with some dependencies likely to cause conflicts (e.g., in case of large unit changes [34]), influencing the decision of software change. A unit change can have dependencies to other available unit changes, existing codebase, as well as the external codebases. Some of these dependencies are direct (e.g., dependency to other unit changes [35]) while others are indirect (e.g., external codebase dependent on the changes to the existing codebase [36]). The nature of these dependencies can be syntactic meaning that the unit change breaks other dependencies as well as semantic meaning that the unit change breaks external codebases and existing codebase [37]. Dependencies can also be semantic meaning that while the code itself may not break, it changes the meaning or renders it meaningless [37]. For instance, two unit changes solving the same problem renders one of the two redundant [38]. Collectively, the scale and composition of available unit changes in a timeframe relates to workload [39] and chances of conflict [38], influencing the decision of software change.

Existing Codebase

Software changes by integrating unit changes into an existing codebase. In this process, the codebase transitions from its current state (referred to as existing codebase) to a new state. All subsequent unit changes are reviewed with respect to the new current state. Over time, the choice of unit changes integrated and discarded represents the trajectory of a software system evolution.

Codebase has four characteristics: code, configurations, documentation, and activity event logs, in addition to its dependencies within and outside the codebase (refer to the concepts and categories of existing codebase in Figure 1). Software system evolves by assimilating unit changes into one line of development or related lines of development (e.g., version), representing its configurations. Code is also tied to documentation useful for describing the code (e.g., code comments) as well as its governance (e.g., contributing guidelines and code of conduct). Finally, logs track the history of evolution by capturing development (e.g., version control system [40]) and development-related (e.g., issues [41]) activities and events.

Codebase has dependencies within as well as to the external codebases. Within, one part of a codebase can have dependency(ies) to another part of the codebase, syntactically as well as semantically [37]. As a result, changes to one part of the codebase can influence the code in the other part(s) of the codebase. Likewise, a codebase has dependencies to external codebases on which the current codebase depends on or other codebases it provides functionality to [36]. In all of the above cases, direct as well as indirect dependencies of a codebase influences the chance of a unit change translating into software change [34].

Ecosystem

Integration of unit changes into an existing codebase happens within an ecosystem (refer to the concept ecosystem in Figure 1). In an ecosystem, a project is the most fundamental functional unit made of codebase, available unit changes, people in different roles, governance, and tools and technology. From hereon, the definition of an ecosystem broadens, based on its relations to the project (e.g., dependencies) and/or people in the project (e.g., developer community) [42].

Our recursive definition of software ecosystem starts with an organization comprising of software projects developed within (e.g., Apache project) [19]. Latent community comprises

16https://docs.github.com/en/github/collaborating-with-issues-and-pull-requests/about-pull-requests
17https://cocoon.apache.org/2.0/howto/howto-patch.html
18https://docs.github.com/en/github/building-a-strong-community/setting-up-your-project-for-healthy-contributions
19https://projects.apache.org/
of software projects related in one or more aspects (e.g., latent community of Haskell projects is linked by the programming language). At even higher levels of abstraction, there are development and development-related ecosystems. Development ecosystems comprise of related as well as unrelated software projects (e.g., GitHub development platform) while development-related ecosystem refers to platforms which offers content or inspiration for software change \[^{22}\]. An example of development-related ecosystem is StackOverflow\[^{22}\], where people, who may also be a part of development ecosystem \[^{44}\], discuss software engineering problems which can then be adopted as is or inspire unit changes. Another example of development-related ecosystem is Reddit\[^{22}\] (e.g., \[^{45}\]\).

Governance

Governance defines the mechanisms of software change in a project. Governance comprises of six parts: project vision, policy, standards, process, procedure, and guidelines. Irrespective of the style of governance (e.g., protective and equitable \[^{46}\]), each project has policies representing a system of principles or high-level expectations to guide decisions (e.g., non-discrimination policy). Policy is inspired by the project vision (e.g., roadmap \[^{31}\]). Policies are translated into standards which has quantifiable requirements (e.g., Linux Standard Base\[^{2}\]). Policy is also translated into process describing the mechanism (e.g., code review) and procedure with prescriptions (e.g., GitHub’s interface\[^{2}\] for code review). Finally, guidelines (e.g., community guidelines\[^{5}\]) are recommendations open to interpretation.

People

People create unit changes and follow process and guidelines to decide on software change. In this process, people introduce variability arising from their individual differences as well as characteristics as a group (refer to the concepts and categories from people in Figure 1).

Individuals are unique in their characteristics, circumstances, and relations to project(s) and other people. These differences reflect in the process of decision making on software changes as well as decision. Individuals have innate characteristics (e.g., demographics \[^{47}\], acquired characteristics (e.g., experience and affiliation \[^{48}\]), social aspects (affect \[^{49}\], behavior \[^{50}\], and cognition \[^{51}\]) and circumstances (e.g., socio-economic status \[^{5}\]) unique to them. Adding to the variability, individuals adapt their behavior to their surrounding. Relating to project, individuals are characterized by their motivation to participate \[^{52}\] which further links to their role (e.g., formal versus informal) and participation (e.g., workload \[^{53}\]). Also, social aspect of individuals reflects in their relation to other people (e.g., trust \[^{54}\]).

Other than individual characteristics, characteristics of group: scale, composition (e.g., gender and tenure diversity \[^{55}\]), practices and norms (e.g., legible pull request

\[^{20}\]https://softwareengineering.stackexchange.com/
\[^{21}\]https://www.reddit.com/r/SoftwareEngineering/
\[^{22}\]https://trefspecs.linuxfoundation.org/lsb.shtml
\[^{23}\]https://github.com/features/code-review/
\[^{24}\]https://docs.github.com/en/github/site-policy/github-community-guidelines
\[^{25}\]https://opensourcesurvey.org/2017/
People/Tools decides Software Change

Tools and Technology

While people are primarily responsible for deciding on whether to integrate a software change, their activities are mediated, facilitated, constrained, and sometimes even replaced by tools and technology. Tools and technology contribute to the management, development, and decision making activities of people (refer to tools and technology in Figure 1).

Tools and technology manage development activities (e.g., using milestones for tracking), team (e.g., enables collaboration among remote contributors), project (e.g., organize access and permissions based on role), and ecosystem (e.g., development platform GitHub). Tools facilitate development activities by performing repeated defined tasks (e.g., identify outdated dependencies), intelligent tasks (e.g., generate description for unit change), offer compliance (e.g., show test results), optimization (e.g., reviewer recommendation), scalability (e.g., continuous integration tools), and wider reach (e.g., tools for specific platforms). Tools also enable decision making by generating insights and awareness (e.g., using visualization for the improvement of individuals, teams, project, organization, and ecosystem.

Tools replace humans in performing clearly-defined, repeatable tasks. Although a new generation of tools are edging to mimic human developers by learning from traces, also referred to as bots. Generally, tools can reduce human error, time and effort, give feedback, optimize, simplify jobs, and provide insights. Although adoption of tools can also raise issues: tools not working as expected, limit activities, and introduce other issues (e.g., bias in work distribution and fatigue).

Initial Theory

The six core concepts combined give a high-level view on the decision of software change (see Figure 2). A unit change reaches people and/or tools, who then decide to integrate the unit change into existing codebase or discard it. The decision of software change is influenced by the characteristics of unit change but also the context in which it exists. Context for a unit change is created by governance which defines standard process for software change, including customizations provided by guidelines. The dependencies of a unit change to the other unit changes and existing codebase within the project and its broader ecosystem also influences the decision of software change. Other than the above, characteristics of people, and by extension tools, involved in the process of software change influence the decision of software change.

Tools and Technology

The decision of software change is influenced by the characteristics of the unit change and people/tool, mediated by work context (e.g., other unit changes and governance).

V. THEORY OF SOFTWARE CHANGE

By adding relations to the concepts identified above, this section presents the mechanism of software change. For a given state of a software system, our theory explains the decision making mechanism preceding the software change.

We found that the decision of integrating a unit change is guided by four elements namely available unit changes, codebase, people and tools, and governance. The four elements are a part of a project and its broader ecosystem, and are depicted as four quadrants in Figure 3.

The decision of software change, shown as an ellipse, is at the center of the four quadrants. The process of software change is shown as a strong directional line connecting unit change to the decision and ultimately, the codebase. All concepts are shown as circles connected by dotted directional lines indicating their relations.

Available unit changes (shown in second quadrant) are candidate for inclusion into an existing codebase. At any given time, a unit change (shown in blue) is proposed against the current state of a part ‘X’ of the existing codebase. The decision to accept a unit change into existing codebase depends on its characteristics but also its dependency to other available unit changes. For instance, unit change has syntactic and semantic dependencies to other unit changes causing competition (e.g., when two unit changes solve same problem) and/or conflict, influencing the decision of software change.

A unit change has dependencies to the existing codebase (shown in first quadrant) influencing the decision of software change. A unit change can have direct dependencies to the part of the codebase (X) where it is supposed to be merged (e.g., ‘a’) and indirect dependencies otherwise (e.g., ‘d’) coming from the external codebases that are part of the software ecosystem. Ultimately, the decision of software change is influenced by the characteristics of the unit change as well as its dependencies to other available unit changes and existing

---

28 https://docs.github.com/en/github/managing-your-work-on-github/tracking-the-progress-of-your-work-with-milestones
29 https://docs.github.com/en/github/collaborating-with-issues-and-pull-requests
30 https://docs.github.com/en/github/getting-started-with-github/access-permissions-on-github
31 https://github.com/mobile
codebase. Here, the existing codebase describes the context to which incoming unit change(s) should adapt or adopt.

The decision of software change is influenced by the process it undergo (see fourth quadrant). The general process of software change is same for all incoming unit changes, as defined for a project. The variability in the process arises based on project guidelines which are open and flexible. Eventually, the choice of process and guidelines followed by a project influences the decision of merging a unit change into existing codebase (e.g., CI tools increase the merge rate of unit changes [65]).

Finally, the characteristics of the people who decides on the unit change influences the decision (see third quadrant). As contributor, people create unit changes while as maintainer and stakeholder, people discuss the change with contributor and decide on the software change. While people are expected to follow the process and guidelines defined by the governance to decide on software change, the decisions are influenced by their individual characteristics as well as the characteristics of the group involved in decision making.

In the process of software change, people are supported by tools and technology. Tools can reduce the variability introduced by people in the decision of software change (e.g., reduce human error [57]). Although tools can also add variability as it learns from people (e.g., reinforcing bias [66]).

In a nutshell, governance describes a standard process of software change with additional guidelines for customization. When a unit change enters the process of software change, the decision to integrate is influenced by the characteristics of the unit change as well as its dependencies to other unit changes and existing codebase. People follow the process and guidelines for software change but introduce variability relating to individual differences as well as group characteristics. Tools as extensions of people, on one hand, reduce variability introduced by people, but sometimes introduce variability of its own. Ultimately, a unit change is either accepted for inclusion into the existing codebase or rejected. In case the decision is an accept, unit change is merged, cherry-picked from, or an alternate solution to the same problem is proposed and integrated.

With the integration of the unit change, codebase transitions from the existing state to a new current state. All subsequent unit changes are reviewed with respect to the new current state of the codebase. The process of software change, as well as its decision, however, creates ripple effect (e.g., changes motivation of contributor [52]), discussion on which is beyond the scope of this theory.

VI. DISCUSSION AND IMPLICATIONS

In this section, we revisit our theory to describe its scope and theoretical quality. Next, we present propositions derived from our theory. Finally, we discuss the implications of our theory on research, practice, and education.

A. Scope

Since our theory is grounded in empirical data, first we describe the scope of our theory in terms of the evidence used for its formation - scope of validity, followed by the scope of our theory, also referred to as scope of interest.

Scope of Validity: The evidence used for grounding our theory are based on open source as well as commercial projects hosted on GitHub. Our theory builds on the insights drawn from thousands of software projects, with unique characteristics, community, policies, and more. Also, we use a mix of studies reporting quantitative and qualitative insights. Nonetheless, our theory has more evidence on open source software projects compared to company projects. Also, the evidence incline more towards large and popular projects as against small projects. Finally, our insights on privately developed software projects are limited.

Scope of Interest: Our theory is expected to explain the mechanism of software change given the current state of a software ecosystem until a decision is reached to integrate a unit change into existing codebase or discard it. Once a decision is reached, we expect ripple effects to occur, changing not only the existing codebase but also its ecosystem. Describing the mechanism of ripple effects is beyond the scope of our theory. Within the scope of our interest, we expect our theory to work on collaboratively developed modern software projects: small and large, open source and software companies, GitHub and outside.

B. Theoretical Quality

Testability: Our theory translates into propositions (see Table II) that can be tested in other contexts for support. Our theory can be empirically tested in case studies as well...
as surveys of collaboratively developed software projects. We consider the testability of our theory as moderate.

**Empirical support:** Our theory builds on a wide range of empirical evidence around software change. We analyzed documentations, survey reports, secondary sources of information, selected software projects, and scientific papers presenting empirical evidence for our concepts and relations. Since the proposed theory is largely backed by empirical evidence, we consider the empirical support of this theory to be strong.

**Explanatory power:** Many factors influence the decision of software change, all of which will be hard to measure. We expect that the explanatory power of our theory is low, as is also suggested for SE theories, in general [20].

**Parsimony:** We consider the parsimony of our theory as moderate since we used a moderate number of constructs and propositions as compared to the factors found to influence the process of software change.

**Generality:** The generality of our theory is moderate since the resulting theory is independent of the specific settings.

**Utility:** This theory can be used with little adaptations by collaboratively developed software projects. We consider the utility of our theory as high.

### C. Propositions

We derived ten propositions from our theory that are testable hypotheses to guide future research. The complete list of propositions and their explanations derived from our theory is presented in Table II. Some of the propositions derived from our theory are investigated in existing work, providing support to our theory. For instance, our first proposition: “Unit changes compliant to the project vision are more likely to be integrated into existing codebase.” is supported by integrators’ perspective to maintain vision of the project [31] and factors influencing their review decision [46]. This proposition follows from our theory since maintainers and stakeholders need to follow guidelines (e.g., project roadmaps that make project vision explicit) for decision making. We also proposed four propositions (P07 to P10) emerging from our theory but are not tested otherwise.

### D. Implications

**Research:** Grounded in multiple sources of evidence in software engineering, our theory is a comprehension of the existing body of knowledge. This theory positions existing work in a frame of reference while also guiding future research on gaps. Also, the propositions presented here are testable hypotheses which the future research should verify in contexts beyond the scope of validity of this research.

**Practice:** Our theory can guide practitioners in (a) optimizing the use of available resources (e.g., using tools for repetitive tasks), (b) minimize conflicts (e.g., by writing well-modularized code), and (c) manage variability in the process of software change. Generally, our theory can guide the discussions on tradeoffs (e.g., when it makes sense to have people do a task instead of tools and vice-versa?).

**Education:** Finally, our theory can help students as well as software engineers understand the big picture on the decision of software change, in simpler terms.
VII. Related Work

We present seven selected theories in software engineering we took inspiration from, describes specific aspect of our theory, or addresses a closely related subject.

*Theory of coordination* [23] explains and helps predict “how the distribution of decisions over developers and the density of constraints among decisions will affect development time, probability that a file contains a field defect, and developer productivity”. The theory models coordination of engineering decisions in software projects as a distributed constraint satisfaction problem. It is a *special case of our theory* modeling the relations of people and codebase dependencies to explain the process of software change (e.g., development time).

*Theory of motivation* explains the motivations of software engineers in terms of the job characteristics and its impact on job performance [24]. The paper presents a grounded theory generated from semi structured interviews conducted at many units (multi-case replication) in a small private software company. Our theory *inherits* the characteristics of people relating to project from here.

*Theory of distance* describes factors that can improve communication by impacting people, activities, and artefacts [25]. The paper presents a predictive theory that is generated inductively from interviews across companies and the initial hypotheses were inferred from previous research. This theory *relates* to the group characteristics of people in our theory.

*Theory of software developer expertise* describes the factors influencing the formation of software developer expertise (in programming) over time [26]. The paper presents a teleological process theory grounded in the data from mixed-methods survey and literature on expertise and expert performance. While our theory takes individual differences in people as given, this theory *explains* differences in expertise.

*Theory of job satisfaction and perceived productivity* presents relations between job satisfaction and perceived productivity and the factors that influence this relationship [27]. The paper anticipates a bidirectional relation between job satisfaction and perceived productivity (as seen in Psychology) that is empirically investigated in software engineering via survey at a large software company and insights from literature.

*Theory of engagement* presents the process by which developers get engaged in open source software projects via programs such as Google Summer of Code [30]. The theory is grounded in multiple data sources: documentation, OSS projects, experiences of students and mentors, as well as literature. The effectiveness of the theory is explained in terms of the perceptions of the non-participants on the assistance the theory offers to achieve their goal.

*Theory of software design* describes creation of complex software systems in terms of three activities: sensemaking from the context, coevolution of the context and design space, and implementation of the understanding into a technical artifact [67]. The theory is grounded in literature within and outside software engineering. Similar to the theory of software design, our theory explains creation of software systems, albeit from the *perspective of incremental unit changes*.

VIII. Limitations and Threats to Validity

*Internal Validity*: We collected evidence from multiple sources to present a comprehensive picture on the relations. Nonetheless, it is possible that we did not find all the factors influencing software change. Perhaps, with even more data, we could find different ways to categories concepts which could increase its explanatory power.

The classification of factors into concepts and categories has its limitations. One, the categories for classification are not mutually exclusive. For example, *individual characteristics* and *social aspects* refer to some overlapping factors. Nonetheless, we choose to keep both categories to emphasize its relevance. Two, some factors can be hard to classify (e.g., Is gender an innate or acquired characteristic? – referring to Figure 1). Finally, there are many ways for classification and by choosing a classification we deem most relevant we are possibly missing on some information.

*External Validity*: Our theory builds on multiple sources of evidence relating to collaborative software development in GitHub. This includes project developed in open source as well as software companies. While the *scope of validity* of our theory can raise questions on the *scope of interest*, we believe that our theory is applicable to a wide range of collaboratively developed software projects. Our confidence is grounded in the abstract nature of concepts and relations derived in our theory.

*Credibility*: Our theory is build inductively from the empirical evidence gathered from multiple data sources. Our core concepts occurred frequently suggesting that we have reached theoretical saturation. For under-represented categories in our empirical data, we have collected more evidence.

*Originality*: To the best of our knowledge, we are the first to contribute a theory of software change in software engineering.

*Usefulness*: Our theory is useful as a reference document, positioning existing and future research in a frame of reference. Our theory also guides future research through propositions derived from our theory.

*Other Limitations*: The qualitative analysis and theory building was primarily conducted by the first author, followed by a discussion with the second author until they reached an agreement. This process is likely to introduce bias which we tried to mitigate by grounding our observations in empirical data. That being said, while building theory, there is always an “uncodifiable step” based on the imagination of researchers that can influence the result [68].

IX. Conclusion and Future Work

Our theory surfaces six core concepts that must interact for software to change. Project *governance* describes the process and guidelines for software change. When a unit change enters the process of software change, the decision to integrate the change is influenced by the characteristics of the unit change as well as its dependencies to *other unit changes*, *existing codebase* and external codebases in the *ecosystem*. People follow the process and guidelines for software change but introduce variability relating to individual differences as well as group. *Tools* as extensions of people, further introduces
variability of its own. Our process theory is grounded in evidence from multiple sources including documentations, analysis of selected software projects, and scientific literature in software engineering.

There are many directions to pursue from here. Our current work described the mechanism of software change for a given state of software system. In practice, software systems are dynamic with core entities co-evolving with the process of software change. The next edition of this theory should explain these dynamic relations. Our theory can also be seen as a first step towards building a variance theory that can explain in greater details when and how software changes. Finally, it will be interesting to see application and adaptation of our theory to new situations.
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