1 Introduction

In order to improve meshes for finite element simulations they need to be smoothed by relocating the vertices. This goal is usually simplified by trying to make each element as regular as possible. There are different methods for achieving this: global optimization, geometric methods, physics-based ones and others. We want to introduce yet another smoothing approach by treating each geometric element as a player in a game: a quest for the best element quality. In other words, each player has the goal of becoming as regular as possible. The set of strategies for each element is given by all translations of its vertices. Ideally, he would like to quantify this regularity using a quality measure which corresponds to the utility function in game theory. Each player is aware of the other players’ utility functions as well as their set of strategies, which is analogous to his own utility function and strategies. In the simplest case, the utility functions only depend on the regularity. In more complicated cases this utility function depends on the element size, the curvature, or even the solution to a differential equation. Each one of them is trying to find a location, that makes the adjacent geometric elements more regular. It is not our objective to develop a new smoothing method, which outperforms other smoothing methods, but to present a new interpretation of smoothing, which can address certain issues in a new framework, give them a different spin and find applications based on this approach. In particular, we want to see how equilibria and optimal constellations relate to each other: Could equilibria in a game behave better in some ways, even though do not necessarily optimize an objective function?

2 Survey on mesh smoothing methods

Meshes are built from geometric elements like tetrahedra, triangles, hexahedra, prisms, among others. They collectively represent objects like auto parts and are used for physical simulations. In order to allow for efficient and effective FEM simulations, all geometric elements need to be of good quality. The process of increasing the quality of all geometric elements is called mesh smoothing. Determining the quality with respect to FEM is mathematically challenging [She02] and is based on strong bounds on interpolation error, matrix condition numbers, discretization error, and other application needs. A generic smoothing method therefore often ignores these issues and assumes that the degree of regularity is a simple and effective way of measuring the quality for geometric elements. In these cases, an ad hoc quality function is defined representing how close the geometric element is to being regular.

Mesh smoothing methods can be classified [MTX13, Owe98, Wil11] as geometry-based [Fie88, VWS09], optimization-based [Bra05, FJP95, PK91, SGM10, LXZQ12, SS12, BDK+03], physics-based [SYI00] and combinations thereof [CTS98, Fre97, CTK03]. In order to be more effective, these methods should be combined with topological modifications [BH96, FOG97, KS07]. Optimization-based methods often lend themselves to untangling algorithms [Knu01, LWH+00, FP00, ABE99] and can be further differentiated as local or global optimization-based.
Geometry-based methods like the Laplacian [Fie88] and GETMe [VWS09] smoothings have the advantage of being fast, but have always been heuristic until we proved in [VH14], that a minor variation of the GETMe method presented in [VWS09] generalizes to a local optimization-based mesh smoothing and untangling method for mixed-volume meshes.

In the present work we introduce a novel approach to mesh smoothing by using algorithmic game theory to model the mesh smoothing behavior of the individual geometric elements. Rather than optimizing a global mesh quality function we claim that a game theoretic equilibrium generally gives smoothing results, which are better suited for FEM. The underlying reason is that interdependencies of the geometric elements with respect to FEM cannot easily be captured by a single mesh quality function, and it is precisely these relationships between the elements which can be modeled by a game.

3 Game theory for geometric elements

A game consists of a number of players, a set of strategies and a payoff function that associates a payoff to each player with a choice of strategies for each player. More formally, the game is a triple of

1. a set $P$ of players $e_1, \ldots, e_n$,
2. a set $S = S_1 \times \cdots \times S_n$ of strategy profiles consisting of ordered $n$-tuples of strategies $s_i \in S_i$ for each player $e_i$, $i = 1, \ldots, n$, and
3. a pay-off function $u = (u_1, \ldots, u_n): S \to \mathbb{R}^n$ consisting of a utility function $u_i: S \to \mathbb{R}$ for each player $e_i$.

In mesh smoothing, each smoothing step is the result of a single game. The whole smoothing process is the result of an iterated game. Even though the players and strategies of a game might not change, the smoothing result and therefore the pay-off functions will change. It might be useful to formulate a game, in which the triple is allowed to change. In the following sections we specify the game for geometric elements.

3.1 The players

Let us consider a mesh consisting of $n$ geometric elements $E$. These can for example be triangles, other polygons, tetrahedra, hexahedra or other polyhedra. The set of players is therefore given by $P := E$. Let us assume that the combinatorial structure in the mesh given by the edges is fixed, so that $P$ does not change. Then each geometric element $e$ with $m_e$ vertices is determined by an $m_e$-tuple of coordinates $e = (x_e) = (x_1, \ldots, x_{m_e}) \in \mathbb{R}^{3m_e}$. An example for a triangular player is given in Figure 1.

3.2 The strategy set

The set of possible strategies $S_i$ for each player $e_i$ consists of all different ways (or a subset thereof) to push his vertices with some force or velocity. However, the vertices of adjacent geometric elements are identified, therefore the forces are coupled and cause the players’ actions to affect each other like force vectors in a tug-of-war game. If $l$ players $e_i$ want to apply different force vectors $V_i \in S_i$ to a common vertex $v$, the resulting force vector applied to $v$ is given by $V_v = \sum V_i$. An example of a strategy profile $(V_1, V_2, V_3)$ with three players is shown in Figure 2. In order for the players to decide, which strategy they should follow, they need to consider each others’ utility functions. Given a choice of strategies for the other players, each player
can make himself regular. This would result in a nonsense game, unless we modify the rules of the game. The simplest way to deal with this problem is to limit the set of strategies for each player to a finite number.

3.3 The pay-off functions

The utility function for each player is given by the element quality function which measures regularity, i.e. $u_i := q(e'_i)$, where $e'_i$ is the result of applying the average force vector $V_v$ to each vertex $v$ of $e_i$ as shown in Figure 2. Even though the game can be viewed as a multidirectional tug-of-war game, it is not, however, a multiplayer zero-sum game, because the overall pay-off is not constant for different strategies. To make matters worse, each player could make himself regular for any given choice of strategies of the other players, if we did not restrict the strategy profiles. This would result in a nonsensical game.

3.4 Equilibrium

We want to find equilibria in our game. If the players can use arbitrary force to move a vertex, there will be no equilibrium: Any player can modify his strategy to increase the pay-off for any choice of strategies for other players. This problem has been solved by considering only a finite set of strategies.
4 GETMe Smoothing as a game

GETMe smoothing has been developed and analyzed in a series of papers [VAGW08, VW09, VH14, VB14a]. GETMe smoothing can be considered not only by a spring model from physics perspective as in [VB14b] but also from a game theory point of view. This might explain, why GETMe smoothing can give better results for FE simulations than global optimization based methods [VWP13]. It is the goal of the engineer to transform the mesh so that each element behaves well enough numerically with respect to FEM. In particular it is important for FEM, that all of the elements behave similarly well. This corresponds to an equilibrium with respect to FEM. To simplify this notion, algebraic quality measures are often used to determine how good a geometric element is. The numerical method is usually ignored. In global optimization-based methods the equilibrium aspect with respect to FEM is also ignored, because all local quality measures are simply combined to a (global) mesh quality function.

There are several different ways of combining the local measures to a global one. For GETMe smoothing there is no global measure which guides GETMe. In the past implementations of GETMe however, the average of the mean ratio element qualities has been used as a criterion for ending the smoothing. This implies, that we can always make the result better by applying global optimization with respect to the average of the mean ratio qualities.

Based on the discussion above it would be better for FEM to let GETMe end, when it is close to an equilibrium rather than when some global mesh quality measure is maximal.

5 Introducing GETMe Strategy Profiles

A finite set of shifts given by geometric element transformations provides a particular set of strategy profiles. More specifically, if $T$ is a specific choice of GETMe transformation and $k \in \mathbb{N}$, we consider

1. the set $P$ of geometric elements $e_1, \ldots, e_n \in E$,
2. the set $S = S_1 \times \ldots \times S_n$ of strategy profiles, where $S_i = \{T_j\}_{j=1}^{k}$, and
3. the pay-off function $u = (u_1, \ldots, u_n): S \rightarrow \mathbb{R}^n$, where $u_i$ is an element quality measure for the result of $e_i$ after applying the transformation corresponding to the chosen strategy profile.

This smoothing game needs to be repeated in order to optimize a mesh, because it represents only a single smoothing iteration.

Consider a triangle mesh embedded in three-dimensional Euclidean space. Let $E$ be the set of geometric elements in a mesh given as triples $e = (x, y, z) \in (\mathbb{R}^3)^3$ and $V$ the set of all vertices, that can be relocated on top of the geometric realization $M \subset \mathbb{R}^3$ of the mesh. Let $E_x$ be the subset of triangles attached to $x$. We view the elements $e \in E$ as players of a smoothing game. The strategies $S_i$ are interdependent. We might have the strategy to move a vertex $x \in e$ to a new position $T_e(x)$, but the actual coordinates are given by the average

$$x' = \frac{1}{|E_x|} \sum_{f \in E_x} T_f(x)$$

of all transformation results $T_f(x)$ for a choice of $T_f \in T_f$ associated to $f \in E_x$ as shown in Figure 3. Even though the strategy for $e$ is to move to $T_e(e)$, the new element will actually be $e' = (x', y', z')$. 

Figure 3: A GETMe transformation $T_e$ applied to a triangle $e$ computes ideal new coordinates $T_e(e)$ and moves $x$ to the average $x' = \frac{1}{|E_e|} \sum_{f \in E_e} T_f(x)$ over all triangles $f \in E$ containing $x$.

\section{Preliminary numerical results}

Consider a simple planar mesh consisting of $n$ triangles, whose boundary is an $n$-gon. Every triangle can choose to apply the GETMe transformation $T_j$ times, $j = 0, \ldots, k$. The new coordinates are written as $x_j^{(s_j)} = T^{s_j} x_j$. The set of strategy profiles is $S = \prod_{i=1}^{n} S_i$, where $S_i = \{T_j\}_{j=1,\ldots,k}$. Let us identify a strategy profile $(T^{j_1}, \ldots, T^{j_k}) \in S$ with the $n$-tuple $(j_1, \ldots, j_k) \in \{0, \ldots, k\}^n$. The new coordinates $x_i^{(s)}$ are computed using the arithmetic mean

$$x_i^{(s)} = \frac{1}{|N_i|} \sum_{j \in N_i} x_i^{(s_j)},$$

where $N_i$ is the index set of the triangles $e_j$ containing $x_i$. The utility function $u_i$ for each triangle $e_i = (x_{i0}, x_{i1}, x_{i2})$ is given by $u_i(\sigma) = \frac{\min_{j,k \in \{0,1,2\}} \|x_j^{(s_j)} - x_k^{(s_k)}\|}{\max_{j,k \in \{0,1,2\}} \|x_j^{(s_j)} - x_k^{(s_k)}\|}$. A Nash equilibrium $(s_i^*)_{i=1,\ldots,n} \in \prod_{i=1}^{n} S_i$ is the strategy, so the value of $u_i$ is maximal, if the other triangles are not changing their strategy.

\subsection{Example 1: a simple mesh with 5 triangles}

The first example is a mesh with 5 triangles (Figure 4). The best mesh quality $q_{\text{best}} = \frac{1}{5} \sum_{i=1}^{5} u_i(\sigma_{\text{best}}) = 0.651436$ is reached with the strategy profile $s_{\text{best}} = (2, 2, 1, 2, 2)$. The Nash equilibrium is $s^* = (2, 2, 2, 2, 2)$ and yields the mesh quality $q_{\text{Nash}} = 0.648214$. Figure 4 shows both results as well as the initial mesh. If we reduce the strategy profiles to $S = \{0, 1\}^5$ the Nash equilibrium also yields the maximal mesh quality. If we extend them to $S = \{0, 1, 2, 3\}^5$, the Nash equilibrium is $s^* = (3, 2, 3, 2, 3)$ with mesh quality $q_{\text{Nash}} = 0.663681$, while the maximal mesh quality is $q_{\text{best}} = 0.666673$ for the strategy profile $s_{\text{best}} = (32332)$.

Figure 4: Example 1: initial mesh black, Nash equilibrium blue, best mesh quality red; on the left for $S = \{0, 1, 2\}^5$, on the right for $S = \{0, 1, 2, 3\}^5$. 

\begin{figure}
\centering
\includegraphics[width=0.4\textwidth]{initial_mesh.png}
\includegraphics[width=0.4\textwidth]{nash_equilibrium.png}
\includegraphics[width=0.4\textwidth]{best_mesh_quality.png}
\end{figure}
6.2 Example 2: a perturbation of Example 1

If we perturb Example 1, then the Nash equilibrium has the maximal possible quality for the set of strategy profiles \( S = \{0, 1, 2\}^5 \) (see Figure 5. If we extend the set to \( S = \{0, 1, 2, 3\}^5 \), the Nash and maximal quality strategy profiles are different: The Nash equilibrium is \( s^* = (3, 3, 3, 2, 3) \), the best mesh quality is obtained via \( s_{\text{best}} = (3, 3, 3, 2, 2) \). The Difference between \( q_{\text{Nash}} = 0.680905 \) and \( q_{\text{best}} = 0.687053 \) is minimal with a relative difference < 0.01.

![Figure 5: Example 2: initial mesh black, nash equilibrium blue, \( S = \{0, 1, 2\}^5 \).](image)

6.3 Example 3: a simple mesh with 6 triangles

For a simple mesh with 6 triangles as in Figure 6 the Nash equilibrium attains maximal mesh quality with \( s^* = s_{\text{best}} = (222222) \). For \( S = \{0, 1, 2, 3\}^6 \) with get \( \sigma^* = \sigma_{\text{best}} = (323233) \).

![Figure 6: Example 3: initial mesh black, Nash equilibrium blue, \( S = \{0, 1, 2\}^6 \).](image)

6.4 Example 4: a simple mesh with 4 triangles

In this example of a simple mesh with 4 polygons the initial quality is \( q = 0.423394 \). With \( S = \{0, 1, 2\}^4 \) the Nash equilibrium \( s^* = (0, 2, 2, 2) \) attains the maximal mesh quality \( q_{\text{Nash}} = q_{\text{best}} = 0.591098 \). For \( S = \{0, 1, 2, 3\}^4 \), however, we have \( s^* = (3, 3, 3, 3) \) and \( q_{\text{Nash}} = 0.529091 \), while we have \( q_{\text{best}} = 0.622306 \) for \( s_{\text{best}} = (0, 3, 3, 3) \). The difference between the Nash equilibrium and the best possible mesh is even more evident for \( S = \{0, 1, 2, 3, 4\}^4 \). We have \( s^* = (4, 3, 3, 3) \) with \( q_{\text{Nash}} = 0.538821 \) compared to \( q_{\text{best}} = 0.624241 \) for \( s_{\text{best}} = (0, 3, 4, 4) \). For \( S = \{0, 1, 2, 3, 4, 5\}^4 \) as well as \( S = \{0, 1, 2, 3, 4, 5, 6\}^4 \) we have \( s^* = (5333) \), while the maximum remains at \( s_{\text{best}} = (0, 3, 4, 4) \).

If we compare the strategy of the Nash equilibrium with the usual mesh smoothing strategy \( s_{\text{GETMe}} = (k, k, k, k) \) for \( S = \{0, \ldots, k\}^4 \) (see Figure 8) we can see that the Nash equilibrium yields a higher mesh quality Usual mesh smoothing strategy?*. Furthermore, the mesh quality reduces for \( k > 4 \), while the mesh quality of the Nash equilibrium increases and eventually stays constant. Figure 7 shows that the mesh with the best mesh quality does not necessarily look best: The optimal mesh quality has been reached at the cost of a very bad triangle. The quality of such a mesh therefore has a relatively small minimal quality.
Figure 7: Example 4: initial mesh black, Nash equilibrium blue, best quality mesh red, $S = \{0, 1, 2\}^4$ on the left $S = \{0, 1, 2, 3\}^4$ on the right.

Figure 8: Vergleich über die Entwicklung der Netzqualität in Abhängigkeit der Iterationen

6.5 A more complex mesh

The smoothing game falls in the category of graphical games. These are games, in which the utilities of each player depends on the actions of very few other players. In our case, each players utility only depends on his neighbors. Unlike normal form games, the problem of finding a pure Nash equilibrium in graphical games (if one exists) is NP-complete [GGS05]. The problem of finding a (possibly mixed) Nash equilibrium in a graphical game is PPAD-complete [DFP06]. Finding a correlated equilibrium of a graphical game can be done in polynomial time, and for a graph with a bounded treewidth, this is also true for finding an optimal correlated equilibrium [PR08].

Instead of trying to implement an existing algorithm from algorithmic game theory to find a (possibly mixed) Nash equilibrium we are content with trying to efficiently finding a Nash equilibrium, stopping when we have found one or aborting, when it seems appropriate. It will be interesting to compare the result of this approach with other smoothing algorithms. We expect Algorithm 1 this approach based on GETMe strategies to give a result which looks similar to the result of the usual GETMe smoothing.
Algorithm 1 Game Smoothing Algorithm

1: procedure Smooth mesh(q)
2: ElementListByQuality ← sort ElementList by its quality
3: element ← ElementListByQuality
4: while quality(element) < q do
5: 1-level neighborhood ← element and its neighbors (fixed boundary)
6: Find Nash equilibrium(1-level neighborhood with fixed boundary).
7: Save the new coordinates
8: Adjust the list positions in ElementListByQuality
9: element ← ElementListByQuality
10: Make choice permanent

7 Conclusion

1. The Nash equilibrium for the set of strategy profiles $S = \{0, \ldots, n\}^n$ generally does not correspond to the strategy $(n, n, \ldots, n)$, which is usually used for geometric mesh smoothing methods.

2. The Nash equilibrium generally does not give the best possible mesh quality.

3. The minimal element quality seems to be better for the Nash equilibrium compared to the best quality mesh. The constellations with maximal quality therefore look worse than the Nash equilibria.
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