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Introduction
Feynman’s ideas to employ quantum systems for simulating other quantum systems [1] gave rise to quantum simulation [2]. While current quantum computers are still prone to decoherence and rely on error correction [3], the development of hybrid algorithms that employ both quantum and classical computation allow to perform quantum simulation [4].

Among these algorithms, the Variational Quantum Eigensolver (VQE) algorithm has permitted to explore the electronic structure of simple atoms and molecules by exploiting the Rayleigh–Ritz variational principle [5]. This has enabled theoretical chemists to gain insight about reaction rates, find chemically stable structures, determine spectroscopic properties of molecules, among others.

The VQE employs a parameterized circuit that prepares a quantum state that aims to approach the ground-state of the molecular Hamiltonian. The expectation value of this Hamiltonian, calculated by a procedure known as Hamiltonian averaging [6], provides a cost function to minimize by optimizing the set of parameters. This optimization procedure is performed using a classical computer. These steps are performed iteratively until convergence is found. Among some of the main challenges of VQE is it’s dependence on the variational form to find the global minimum for the energy expectation value. Both hardware efficient variational forms [7], that employ a limited set of gates, and chemically inspired [8] that adapt classical computational chemistry methods and take into account the chemical details, have been proposed.

In this supplementary material, we introduce the technical application of VQE in quantum chemistry by calculating the ground-state single point energy of the $H_2$ molecule. Furthermore, we explore the Energy potential surface over a range of distances and discuss the effect of the variables on the accuracy of the results. Together, we provide the implementation of the VQE algorithm for finding the ground-state energy of the $H_2$ molecule on Qiskit [9] library for python.

1. Dictionary of terms
In this section we define the dictionary of terms to be employed on the python code. This allows reducing the notation and clarifying the code. The dictionary of terms include the quantum instance to be used for executing the quantum circuit, the required mapping for measuring the molecular Hamiltonian’s expectation value and the classical optimizers to be used for the parameter minimization.

# Simulators
SV = "statevector"
2. Functions

In the current section, we provide a series of functions which will allow to implement the VQE algorithm. We separated different stages of the implementation in the following form:

1) A function generating the qubit operators of the molecular Hamiltonian with the relevant information of the system (number of particles, number of spin orbitals and energy shift) given as inputs the inter-atomic distance between hydrogen atoms, the basis set to perform the one and two body integrals and the map to be implemented. If you desire to get the qubit operator details set verbose to true. The two qubit reduction (tqr) is set to false and can be used to reduce the number of qubits by exploiting the symmetries of the Hamiltonian [10, 11].

```python
def get_qubit_op_H2(dist, basis, map_type, verbose=False, tqr=False):
    driver = PsSCFDriver(atom="H .0 .0 .0; H .0 .0 " + str(dist), unit=UnitsType.ANGSTROM, charge=0, spin=0, basis=basis)
    molecule = driver.run()
    #Calculate nuclear repulsion energy
    repulsion_energy = molecule.nuclear_repulsion_energy
    num_particles = molecule.num_alpha + molecule.num_beta
    num_spin_orbitals = molecule.num_orbitals + 2
    #Calculate one and two body integrals
    h1=molecule.one_body_integrals
    h2=molecule.two_body_integrals
    ferOp = FermionicOperator(h1=h1, h2=h2)
    #Perform the MappingOperator from Fermionic operators to Qubit operators
    ```
2) A function that constructs an ansatz consisting of a variational circuit and an initial reference state. This ansatz will be used to prepare a parameterized quantum state. As inputs, the function requires the outputs obtained from the previous stage (qubit operators, number of orbitals and number of particles).

```python
def build_ansatz(qubitOp, num_orbitals, num_particles, map_type="parity", initial_state="HartreeFock", var_form="UCCSD", depth=1, tqr=False):
    # Specify your initial state
    initial_states = {
        'Zero': Zero(qubitOp.num_qubits),
        'HartreeFock': HartreeFock(num_orbitals, num_particles, map_type)}
    # Select a state preparation ansatz
    # Equivalently, choose a parameterization for the trial wave function.
    var_forms = {
        'UCCSD': UCCSD(num_orbitals=num_orbitals, num_particles=num_particles, initial_state=initial_states[initial_state], qubit_mapping=map_type, reps=depth, two_qubit_reduction=tqr),
        'RealAmplitudes': RealAmplitudes(qubitOp.num_qubits, reps=depth, initial_state=initial_states[initial_state]),
        'EfficientSU2': EfficientSU2(qubitOp.num_qubits, reps=depth, initial_state=initial_states[initial_state]),
        'TwoLocal': TwoLocal(qubitOp.num_qubits, ['ry', 'rz'], 'cz', 'full', reps=depth, initial_state=initial_states[initial_state]),
        'ExcitationPreserving': ExcitationPreserving(qubitOp.num_qubits, mode='iswap', entanglement='full', reps=depth, initial_state=initial_states[initial_state])
    }
    return var_forms[var_form]
```

3) A function that calculates the exact eigenvalues of the Hamiltonian calculated with NumPy. As output, it returns the lowest eigenvalue corresponding to the ground-state energy.

```python
def exact_solver(qubitOp, verbose=False):
    ee = NumPyEigensolver(qubitOp)
    result = ee.run()
    ref = result['eigenvalues'].real[0]
    if verbose:
        print(f'Reference value: {ref}')
    return ref
```

Finally, we also provide a function that generates a random set of parameters to be set as initial points for the variational circuit.

```python
def random_initial_point(ansatz, interval=[0,1]):
initial_point = []
if len(interval) > 1:
    for i in range(ansatz._num_parameters): # For UCCSD
        initial_point.append(random(interval[0], interval[1]))
else:
    for i in range(ansatz._num_parameters):
        initial_point.append(random(0, interval[0]))
return initial_point

and another function that saves the convergence information about the VQE execution.
def callback(nfev, parameters, energy, stddev):
    intermediate_info['nfev'].append(nfev)
    intermediate_info['parameters'].append(parameters)
    intermediate_info['energy'].append(energy)
    intermediate_info['stddev'].append(stddev)

3. VQE Implementation on Qiskit for a single point calculation
In this section, we provide the implementation of the VQE for a single point calculation at the inter-atomic equilibrium distance of 0.74 Å. First we start by importing the required python libraries.

Then, we define the set of variables required for executing the algorithm. The basis set chosen for calculating the one and two body integrals was a minimal basis set of 3 Gaussian orbitals fitted to a Slater Orbital, denoted as STO-3G. We choose to map the Molecular Hamiltonian to Pauli operators by using the Parity mapping, this allow us to do a two-qubit reduction process. The Hartree-Fock state was chosen as initial reference state. The variational form and the classical optimizer can be changed to wish in order to observe the difference between methods. For this particular case, we chose to employ the Unitary Couple Cluster (UCCSD) as our variational form and the Sequential Least Squares Programming (SLSQP) optimizer. For the calculations, the variational quantum circuit is executed on a state-vector simulator.
In the next step, we obtain the qubit operators, the number of particles, number of orbitals and the energy shift from the nuclear repulsion energy.

Then, we construct the variational circuit to be implemented. A random initial set of points can be given to the VQE circuit. Moreover, callback of the intermediate information can be done in order to get the convergence of the parameters and the energy during the simulation.

Finally, the VQE algorithm is executed and compared to the exact results. For setting random initial points to parameters and callback the intermediate information, write down the last two arguments.

```python
basis='sto3g'
# Mapping type.
map_type = map_types[PA]
# Initial reference state to be evolved on the VQE circuit.
initial_state='HartreeFock'
# Variational form to be used.
var_form='UCCSD'
# Quantum simulator
quantum_instance = quantum_instances[SV]
# Classical optimizer.
optimizer=optimizers[SL]
# Two qubit reduction set to True
tqr=True

In the next step, we obtain the qubit operators, the number of particles, number of orbitals and the energy shift from the nuclear repulsion energy.

Then, we construct the variational circuit to be implemented. A random initial set of points can be given to the VQE circuit. Moreover, callback of the intermediate information can be done in order to get the convergence of the parameters and the energy during the simulation.

Finally, the VQE algorithm is executed and compared to the exact results. For setting random initial points to parameters and callback the intermediate information, write down the last two arguments.

```
ref = exact_solver(qubitOp, verbose=False)
print("Exact Result:", ref + shift)
print("VQE Result:", vqe_result)

Results of the the energy convergence and the parameter optimization can be plotted as a function of the number of iterations. In figure [1] we show an example of these results for the single point calculation of $H_2$ molecule as described above-. Convergence will vary depending on the initial set of parameters.

![Energy convergence and parameter optimization](https://example.com/figure1.png)

Figure 1: (a) Energy convergence of the VQE implemented using the UCCSD variational form. (b) Parameter optimization of the VQE circuit.
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