DALI LED Driver Control System for Lighting Operations Based on Raspberry Pi and Kernel Modules
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Abstract: Light emitting diodes (LEDs) as an efficient low-consumption lighting technology are being used increasingly in many applications. The move to LED lighting is also changing the way the lighting control systems are designed. Currently, most electronic ballasts and other digital lighting devices implement the Digital Addressable Lighting Interface (DALI) standard. This paper presents a low-cost, low-power effective DALI LED driver controller, based on open-source Raspberry Pi3 microcontroller prototyping platform. The control software is developed as a Linux kernel module under UBUNTU 18.04.2 LTS patched with PREEMPT_RT (Preemptive Real-time) for real-time processing. This dynamically loaded kernel module performs all the processing, communication and control operations of the Raspberry Pi3-based DALI controller with the DALI LED driver and LED luminaire. Software applications written in C and Python were developed for performance testing purposes. The experimental results showed that the proposed system could efficiently and effectively manage DALI LED drivers and perform lighting operations (e.g., dimming). The system can be used for a variety of purposes from personal lighting control needs and experimental research in control of electronic ballasts and other control gears, devices and sensors, to advanced requirements in professional buildings, including energy management, lighting maintenance and usage.
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1. Introduction

Public lighting installations are important source of energy consumption. Every commercial and residential building consumes a great deal of electrical energy through lighting systems [1–3]. Installations on domestic premises, offices, or other private premises are also considered to be important [4]. In this direction, the work of Li et al. [5] provides a means to select appropriate photoelectric lighting control systems based on the energy savings. Several control strategies have been proposed for energy efficient office lighting systems design [6,7]. Therefore smart lighting systems should be used for energy management to reduce consumption. Towards this direction, light emitting diodes (LEDs) have proven to be a promising technology since they combine high efficiency, environmental benefits, high reliability and long lifetimes [8]. LEDs are being used increasingly as low-consumption light sources in many applications [9]. The move to LED lighting is also changing the way the lighting control systems are designed [10–12]. LEDs are close to being monochromatic light sources (half-bandwidths of 20–30 nm) and they provide roughly linear light output in response to stimulating control signal. The response time of LED chips is very fast (in the order of nanoseconds) [13].

Lighting control systems use a variety of communication protocols such as DMX (Digital Multiplex Signal), RDM (Remote Device Management), KNX (Konnex Networks) and Digital Addressable Lighting Interface (DALI) to link control devices to lighting device drivers and luminaires [14]. DALI is such a widely-adopted protocol. DALI is a standard communication protocol for lighting control.
The interface and protocol are defined by the International Electrotechnical Commission as an IEC 60929/EN 60929 standard [15], and were modified by IEC 62386 standard [16]. DALI-2 refers to the latest version of the DALI protocol. For DALI-2 the IEC 62386 standard was reconstructed in late 2014 to include many improvements and additional new commands and features. Most current digital ballasts and other electronic lighting devices (e.g., power switches, sensors and detectors, transformers, etc.), implement the DALI protocol. This is due to its simplicity on wiring and communication needs, based basically on two wires for the transmission of the control signals for commissioning or other maintenance purposes.

Microcontrollers are the heart of any control system, and as such they play a crucial role in commercial and non-commercial lighting systems. Microcontrollers offer the advantages of low-cost, low-power and rapid application development and implementation. The increasing integration of microcontrollers, particularly with PWM (Pulse Width Modulation) control circuits, high resolution timers and other control blocks, allow them to control the lighting systems directly and provide more efficient control at lower costs [17,18]. Microcontrollers provide a flexible control platform for handling a wide range of lighting systems found in offices and domestic premises.

Today, microcontroller boards that integrate on a system-on-a-chip (SoC) 32-bit or 64-bit microprocessors have the ability to execute powerful instructions in a single clock cycle, and achieve high throughputs. As such, there is an increasing development, and applications of such systems, towards low-cost, high-performance and digital control of electronic ballasts. Many companies, including Texas Instruments, STMicroelectronics, NXP Semiconductors and Microchip, produce such microcontrollers optimized for lighting control. Such systems, typically integrate analog circuitry combined with digital modules under firmware control [19,20]. They also integrate peripherals such as LCD and touchscreen controllers and networking capabilities to high end devices such as smart phones. Today the Internet-of-Things (IoT) revolution has shaped a new application domain where computing in technological applications is typically performed on low-power RISC (Reduced Instruction Set Computer) architectures and general-purpose microprocessors. Raspberry Pi is such an intelligent microcontroller that has been employed in many scientific applications including light control [21–24].

This paper presents the results of research on the implementation of a DALI LED driver control system, based on a Raspberry Pi3 Model B (referred from now on as RPi3) microcontroller board. The choice of RPi3 is based on the fact that it is being extensively used for embedded low-powered control applications, due to its computing power in regard to its price, its ease of use with peripheral equipment and low-energy consumption [25]. In addition, research shows that such a system is capable to support adequate timing for most measurement purposes [26]. The system runs UBUNTU patched with PREEMPT_RT [27] for real-time processing. The main control software is developed as a Linux kernel module. As such, it saves some RAM space since it can be compressed in the same go as the main Linux kernel; that is important in embedded systems with little storage. This module performs all the processing and communication operations of the RPi3 DALI controller with the DALI ballast (DALI LED driver) and LED luminaire, and generates appropriately Manchester encoded control signals for digital lighting operations. It interprets user data and sends to the DALI ballast appropriate DALI commands for commissioning and lighting control operations (e.g., lights on/off and dimming) and other viewing or modification purposes (e.g., maintenance tasks and energy status info).

The novelty of this work is based on the fact that it uses an inexpensive and widely used in many other research and educational purposes ARM (Advanced RISC Machine) development board such as Raspberry Pi, to implement the DALI lighting control protocol architecture, based on open-source dynamic loadable kernel modules, that save RAM storage space, usually limited in embedded devices. Additionally, the control system is enhanced with hard real-time capabilities, based on the PREEMPT_RT real-time patch, installed and configured appropriately, in order to support future advanced timing requirements in control of electronic ballasts and other control gears, devices and sensors, which may have more strict timing requirements in transmission of the control signals.
Some of the key features and advantages specific to this research work, compared to other related work, examined in detail in the section that follows, are the following:

- The hardware implementation approach was designed to be easily set up, based on ARM Raspberry Pi development board, for fast construction and experimental testing purposes.
- The DALI control software is based on dynamic loadable kernel modules that provide flexibility to the overall DALI driver control system, and save RAM storage space, usually limited in embedded IoT devices.
- The control system is enhanced with hard real-time capabilities, based on PREEMPT_RT real-time patch, therefore is capable to support future deterministic timing requirements in control of electronic ballasts and other control gears.
- The Raspberry Pi3 microcontroller is easily reprogrammable and reconfigurable, supports various programming environments and therefore, DALI lighting control applications making use of the open-source developed DALI kernel module could be written in various programming languages, particularly in educational and research environments with limited budgets or technical skills, and limited resources.

This paper is structured as follows: Section 2 describes previous related work; Section 3 describes the materials, design methodology and goals, of the proposed design architecture; Section 4 presents the implementation of the proposed system architecture; Section 5 describes the software modules developed for DALI communication and control; Section 6 presents the experimental results and provides a brief discussion of the experimentations carried out and system’s overall performance; and Section 7 draws conclusions.

2. Related Work

Reviewing the literature, many works deal with smart lighting control [28–30]. However, most of these works are based on powerful PCs and servers. For example, the work of Wang et al. [31] presents a system for a digitally-controlled ballast for ultraviolet lamps based on a ZigBee DALI bridge module that connects to a PC. Such systems, although powerful, do not have the flexibility and variability of applications provided by embedded microcontroller-based control architectures like the system proposed in this research. In addition, power requirements and cost is quite high.

Embedded systems based on microcontrollers are widely used in real world commercial, educational and research applications. In particular, applications featuring ARM-based microcontroller boards (e.g., Texas Instruments boards, NXP Semiconductors boards, Beagle Board, Raspberry Pi, etc.) with Linux as an embedded operating system are quite common and offer appropriate computing performance. The embedded microcontroller technology could be used for various lighting control purposes in various fields, in building and civil engineering [32], in vision research [33,34], in agriculture [35], in smart home [36], etc. In recent years, interesting applications in lighting control and energy-saving are implemented based on Arduino micro-controller, such as the work of Yin et al. [37], based on Arduino Mega 2560. In this work, the authors present a novel energy-saving control strategy applied to minimization of the light-energy consumption, by separately manipulating the brightness of multiple lighting sources, and realizing the desired lighting level. Arduino is not as powerful as Raspberry Pi, but is very suitable for such control application purposes. However, the developed lighting control system does not implement the DALI communication protocol.

In our previous research work [38], we have investigated lighting control issues (e.g., dimming) in educational laboratories based on a BeagleBone Black microcontroller. In current research, the proposed system is implemented in a more versatile, cheaper and powerful microcontroller, the Raspberry Pi3, enhanced with real-time capabilities, and a Python-based graphical user interface for user friendly application control.

Lighting control systems, sensing and actuation devices, which are automatically controlled from both embedded computing devices (e.g., Raspberry Pi) and remote control units such as smart phones
have become quite common [39–41]. The work of Leccese et al. [42] presents such a control system for full control of street lighting, based on a Raspberry Pi and a ZigBee module. This is an interesting research work, however the authors do not implement the DALI protocol in the control of the street lighting. The same applies for the work of Bannamas et al. [43], where the authors present a lighting energy management system based on Raspberry Pi, but with no DALI protocol implementation.

DALI-based lighting control systems are commonly preferred due to their advantages on performing digital lighting control operations and other management tasks (e.g., energy monitoring) [44,45]. However, most of these works are based on microprocessors other than ARM or Raspberry Pi based microcontrollers [46–49]. For example, the work of Liang et al. [50] presents a LED DALI dimming control system based on PIC 16F684 micro-controller. This micro-controller is suitable for this specific application, however it falls quite below the requirements for future experimental research, and the capabilities of the 64-bit ARMv8 multi-core CPU-based Raspberry Pi micro-controller, utilised in the system proposed in this current research. The work of Bellido-Outeiríño et al. [51] presents a lighting control system based on TI CC2530OEM control board (CPU 8051) powered from mains (230 VAC) for managing public lighting networks. The control board, although efficient, is not easily reconfigurable, neither versatile in use, having quite a high implementation cost, and a power requirement from mains power supply, which makes it restrictive for remote installations and applications. Another work of Archana et al. [52] presents a spot luminaire control unit based on a STM32F302 MCU. The implementation is focused and limited to the control of a specific motorized and movable LED luminaire, while the DALI control software is implemented in C as a user-space application, not favorable for limited in memory space embedded applications.

ARM-based board computers such as RPI3 provide more computing power, and Linux as an embedded operating system, at a low price. In general, lighting control systems based on Raspberry Pi microcontrollers, and particularly applied in LED control, are numerous [53–59], but none of them implements the DALI protocol. There is still very limited research work that implements the DALI protocol based on Raspberry Pi, and that is dedicated to the control of DALI ballasts, for research or commercial purposes. Recently, such a work of Sinha et al. [60] investigated the communication mechanism of a DALI network of a group of lights with a Raspberry Pi over MQTT (Message Queuing Telemetry Transport) protocol, used for energy usage optimization purposes.

Compared to existing work, this paper focuses on the development of an embedded DALI lighting control system e.g., for dimming purposes, based on a Raspberry Pi3 microcontroller with real-time capabilities due to PREEMPT_RT patch, and dynamically loadable kernel modules as the DALI control software.

3. Materials and Methods

3.1. The DALI Protocol

The standardization of the signals for the controllable electronic ballasts is necessary for obtaining interchangeability between controllable ballasts. The Digitally Addressable Lighting Interface (DALI) has emerged as a standard to address growing power issues, mostly for commercial and industrial purposes. The DALI standard was defined in the IEC 60929 standard (described in Annex E) for fluorescent lamp ballasts (part 201), published by the International Electrotechnical Commission. Subsequently, it was updated to the new standard IEC 62386, to include other electronic lighting equipment, such as LED modules (part 207, IEC 62386-207:2018) [61]. DALI-2 is the latest version of the DALI protocol which includes control devices (part 103). All new parts of IEC 62386 are aligned with DALI-2.

DALI consists of a single set of control wires that form a low-voltage two-wire serial bus. This pair of wires form the bus for communication to all devices on a single DALI network. A DALI network consists of a controller and one or more DALI lighting devices (up to 64 devices with each ballast having its own unique stored address).
The DALI controller sends 16-bit Manchester encoded (bi-phase) data packets, and the ballast can respond with an 8-bit Manchester encoded data packet. Data is transferred between controller and devices by means of an asynchronous, half-duplex, serial protocol over a two-wire differential bus, with a fixed data transfer rate of 1200 bit/s. A DALI control interface voltage between 9.5 V and 22.5 V is considered a physical high signal (typical 16 V), whereas a voltage in the ±6.5 V interval (typical 0 V) is taken as a physical low signal. In general, the interface voltage is high if there is no communication (idle state). The current allowed to run through a network is limited to 250 mA with a maximum consumption of 2 mA per ballast.

DALI protocol is based upon the master-slave principle. The master (DALI controller) sends messages (forward frames) to any slave device (DALI ballast) in the system, while any slave may respond with messages (backward frames) with maintenance and energy information such as the status of the ballast and luminaries.

As shown in Figure 1, a DALI message structure is made up of an address and a command. The address corresponds to one of the ballasts in the loop, and the command tells that particular ballast what to do. All modules execute commands with broadcast addresses. A frame sent by the master, called a forward frame, consists of 19 bits (a start bit, address byte, command byte and two stop bits), while a backward frame sent by the slave is an 11 bits frame (a start bit, data byte and two stop bits).

In Backward frame ‘0xFF’ is considered a ‘Yes’. If the line stays idle, is considered a ‘No’. Other values vary depending on the command.

**Figure 1.** Digital Addressable Lighting Interface (DALI) protocol two-way communication message structure (forward & backward frames).

DALI-based systems provide more functionality than being just typical switching and dimming devices, which justified its selection in this current research. DALI systems are very flexible and highly functional. They allow individual and grouped control of lighting, and can be scheduled when they are needed, and so provide efficient energy and cost savings. Keeping the application cost low is essential for this research work too. It is possible to extend such systems by adding other DALI controlled equipment e.g., photocells, sensors, touch screens, etc. This is quite attractive feature for future experimental research work in control of electronic ballasts and other control gears, devices and sensors. DALI lighting systems, can be easily and efficiently controlled by computing devices, as this research documents too, and provide valuable information about their status and fault conditions. Finally, DALI is an international standard, widely used in many compatible devices and ballasts produced by different manufacturers.
3.2. Design Overview

3.2.1. Essential Requirements

A typical DALI lighting control architecture includes a microcontroller that acts as the master controller for sending lighting control instructions and receiving status information to/from the DALI ballast unit (slave) that drives the lamp/LED luminaire. The software control architecture should comply with the DALI communication protocol specifications and be capable to control most of the DALI ballast driver’s operation aspects. Additionally, the system architecture must be flexible and customizable, to such extent so that to be enhanced and modified according to various user-derived system specifications and requirements.

3.2.2. Design Goals

The aim is to implement a low-cost and low-power open-source embedded control system for the communication and control of standard DALI ballast drivers, based on commonly available open-architecture microcontrollers such as RPi3, and being capable to adapt easily into any lighting control application needs.

A summary of the requirements the final system must fulfil are the following:

- Low-cost and low-power embedded microcontroller-based control architecture.
- Easily reprogrammable and reconfigurable according to the user lighting needs.
- Operation system with support on hard real-time functionality.
- Integration flexibility within building control panels or with other lighting control systems.
- Ability to wirelessly connect for control and monitoring purposes using standard connection protocols (e.g., Wi-Fi, Bluetooth).
- Capable to support experimental scientific research in control of electronic ballasts and other control gears, devices and sensors.

The RPi3 microcontroller presents such a low-cost sophisticated digital control device with higher level of computing capabilities among other microcontroller boards, and eventually comparable to commercial control panels. Table 1 shows some principal characteristics of commonly used low-cost but powerful microcontroller boards for research and educational purposes.

| CPU                  | Memory              | Operating System | GPIOs                  | Network                          | Peripherals       | Power Draw | Average Price |
|----------------------|---------------------|------------------|------------------------|----------------------------------|-------------------|------------|---------------|
| Raspberry Pi3        | ARM Cortex-A53      | Linux            | 40 digital             | 10/100 Mbps Ethernet, Bluetooth, Wi-Fi | 1 micro-USB power | 1.34 A, 5 V | 35 €          |
| BeagleBone Black     | ARM Cortex-A8 (32-bit) | Linux            | 7 analog, 65 digital (3.3 V) | 10/100 Mbps Ethernet, shields | 1 USB host/client, 1 USB host, 4 UART | 250 mA, 5 V | 49 €          |
| Arduino Uno R3       | ATmega328P (8-bit AVR) | Custom           | 6 analog, 14 digital (6 PWM) | via shields                     | 1 USB, 1 UART     | 50 mA, 3.3 V | 35 €          |

Digital ballasts control devices typically present a higher component cost largely due to power supply, or router requirements, and the need for dimmer modules, or control panels, in larger installations. The RPi3 is being extensively used for embedded applications. Although primarily is designed to function as a general processing computer, it shares many characteristics of an embedded system [62].
In the proposed design architecture, the RPi3 will act as the master digital lighting controller of the DALI devices in the network, capable to provide several control functions, including ballast address, ballast control, LED/ballast status, etc. It will facilitate the DALI control bus two-way communication protocol, having higher degree of communication and automation flexibility. The RPi3 microcontroller can be easily reprogrammed and reconfigured according to the user lighting needs, or for integration with other lighting control systems. The overall system could be used for a variety of purposes from private lighting control needs management (e.g., dimming control) and experimentation in small premises (e.g., flats, offices), to advanced requirements in professional buildings, including lighting usage and maintenance.

3.2.3. Concepts and Issues

The overall system development should be based upon a microcontroller and operating system capable to support the DALI communication mechanism in real time. DALI protocol operates at 1200 Hz that is a low frequency within the range of microcontrollers’ frequencies and communication mechanisms. Data transfer rate is 1200 bits per second with an acceptable range of ± 10% (timing bit tolerance). Therefore one bit is transferred approximately every 833.333 μs. The DALI driver power supply needs fast response time and efficient current limiting (max 250 mA). Response time of the current limiter circuit is <10 μs. The response times (falling and rising slopes at low and high levels respectively) of the received and transmitted data signals at the ballast DALI (digital) terminals, should be in between 10 μs and 100 μs. Such signal levels are considered to be reasonable for reliable operation of the DALI ballast.

In the proposed system, the RPi3 microcontroller is running UBUNTU 18.04.2 LTS (kernel version 4.15.0.1041-raspi2 #44 Ubuntu SMP PREEMPT armv7l) and supports real-time interface circuitry with peripherals (e.g., sensors and actuators). UBUNTU Linux kernel is a low-latency preemptible kernel by default, capable to satisfy soft real-time requirements of control applications. Thus, the default scheduler cannot provide fixed and predictable latency required e.g., for real-time data sampling. Due to future application work intention, PREEMPT_RT real-time patch was installed additionally, to provide OS with deterministic scheduling and hard real-time capabilities with a fully preemptible kernel. This makes the porting of a non-time-predictable OS to a real-time environment an interesting alternative. This will ensure future experimental research work in control of electronic ballasts and other control gears, devices and sensors, which have more strict timing requirements in transmission of the signals (e.g., in vision research, and fluorescence microscopy).

3.3. System Architecture

The design and implementation flow of the proposed system development involves the initial specification of modules and units, their analysis, the actual programming and configuration steps, and finally real-time experimentations of the applied system for performance validation purposes.

The proposed control system consists of all the essential modules for DALI ballast communication and control, based on RPi3 microcontroller board that integrates an ARMv8 Cortex-A53 quad core processor unit within a Broadcom BCM2837 SoC [63]. The microcontroller has the ability to wirelessly connect to other devices for data transfer using standard connection protocols (Wi-Fi, Bluetooth). The overall system is tested upon the control of a DALI LED driver device (12/24 V DC, 5000 mA, 120 W). The DALI interface bus uses voltage levels to represent the high logic level between 11.5 V and 22.5 V. Therefore, the control part of the DALI voltage bus needs to be isolated. This is achieved through an opto-isolation unit (DALI Click) that acts as an interface between the ballast and the microcontroller. A dimmable 12 V 4 W MR16 spot LED is connected to the DALI LED driver. All the system’s components, except for the DALI ballast, need a low-power supply voltage of 3.3 V DC.

The networking capabilities of the RPi3 such Ethernet, Bluetooth and Wi-Fi allow wireless communication with mobile phones running for example on Android and iOS/iPhone. Therefore, a remote-control system based on such intelligent device (e.g., tablet, smart phone) could be applied
for monitoring and control of the RPi3-based DALI control system for luminaire management and maintenance issues. A general view of the proposed system is given in Figure 2.

![Diagram of Raspberry Pi3 Model B (RPi3)-based DALI controller](image)

**Figure 2.** Raspberry Pi3 Model B (RPi3)-based DALI controller block diagram.

The kernel-based control software module developed within the microcontroller manages the DALI communication and messages conversion to/from the Manchester code. The microcontroller converts user lighting commissioning commands into acceptable formats (that conform to IEC 60929 and IEC 62386 DALI protocol standards), and routes them over a two-wire voltage interface as appropriate signals to the ballast. On physical level the communication is implemented with GPIO (General-Purpose Input/Output) interfacing. An add-on board of optocouplers provides an isolation circuit for connecting to DALI ballast that drives a dimmable spot LED.

### 4. Implementation

#### 4.1. Hardware

The development of the experimental testbed platform is based on Raspberry Pi3 Model B microcontroller board, a Pi click shield, a DALI Click opto-isolation unit, a DALI LED driver and a dimmable 12 V 4 W MR16 spot LED luminaire.

##### 4.1.1. Microcontroller

RPi3 is a low-cost, low-power, portable and stand-alone single board computer. RPi3 can be either powered by the USB interface or with an external power supply or a battery. RPi3 integrates a SoC based on Broadcom BCM2837, which includes an ARMv8 Cortex-A53 quad core processor at 1.2 GHz, and an 1 GB LPDDR2 (900 MHz) memory module that facilitates data exchange between the processor and other peripheral units. Other chips on board support interface circuitry with real-time peripherals (e.g., sensors and actuators). The CPU supports ARMv8-A architecture and is capable of supporting 32-bit and 64-bit instruction sets. There are a number of GNU/Linux distributions for the Raspberry Pi, one of which is UBUNTU 18.04.2 LTS.
4.1.2. DALI Click Opto-Isolation Unit

The microcontrollers do not usually have an integrated peripheral that communicates with DALI ballast drivers using the DALI protocol. Therefore, an additional opto-isolation unit is integrated to enable optically-isolated communication of the RPi3 microcontroller with the DALI ballast driver. Dali Click is a compact add-on board (by MikroElektronika) and safe solution for connecting to DALI ballasts drivers. The board communicates with the RPi microcontroller via four mikroBUS lines (RST, CS, PWM and INT) through a Pi click shield. It transfers data between the microcontroller and DALI devices over a two-wire differential bus by means of asynchronous, half-duplex, serial protocol. It features two optocouplers that provide an isolated DALI communication circuit interface. The board is powered by the RPi microcontroller with 3.3 V power supply.

The DALI Click adapting level circuit board is utilized as a CMOS-DALI interface with low power supply (3.3 V). This is because a DALI control interface voltage between 9.5 V and 22.5 V is considered a physical high signal, whereas a voltage in the ±6.5 V interval is taken as a physical low signal. Therefore, as the microcontroller digital outputs are CMOS (0–3.3 V) it is necessary to use an adapting level circuit to convert the 3.3 V to the corresponding levels of the control signals.

4.1.3. DALI LED Driver and Spot LED Luminaire

The target ballast device used is a DALI LED driver with input voltage 12/24 V DC, output voltage 12/24 V DC, output current (max) 5000 mA, LED min load 1W and max power 120 W. The electronic ballast provides the 12 V 4 W MR16 dimmable spot LED with a constant voltage (CV mode). LED luminaries are preferred since they have quick switching times, without the need for preheating, high lighting efficiency, and low power consumption. Table 2 shows their characteristics.

| Parameter            | DALI LED Driver          | Parameter            | Spot LED                  |
|----------------------|--------------------------|----------------------|---------------------------|
| Input voltage:       | DC 12–24 V               | Voltage:             | 12 V                      |
| Output voltage:      | DC 12–24 V               | Colour LED:          | 2700 K warm white         |
| Output current:      | 5000 mA                  | Dimmable:            | yes                       |
| Dimming frequency:   | 50 Hz                    | Luminous flux:       | 400 lm                    |
| Max output power:    | 120 W                    | Power:               | 4 W                       |
| Min load:            | 1 W                      | Efficiency:          | 100 lm/w                  |

4.2. Microcontroller and DALI Click Communication

A Pi click shield is utilized as an extension to RPi3 having a mikroBUS (an add-on board standard) host socket compatible with DALI Click boards. The mikroBUS socket comprises a pair of female headers with a pinout configuration that consists of three groups of communications pins (SPI, UART and I2C), six additional pins (PWM, Interrupt, Analog input, Reset and Cip select), and two power groups (3.3 V and 5 V). Four mikroBUS lines RST, CS, PWM and INT on Pi click shield are used to establish the communication between the RPi3 and Dali Click board. RPi’s GPIO14 pin out, connected to RST pin in Pi click shield, is used to transmit commands (DALI_TX) to the DALI LED driver. On the other hand, RPi’s GPIO15 pin in, connected to INT pin in Pi click shield, is used to receive feedback (DALI_RX) from the DALI LED driver. Figure 3 shows the connections between DALI LED driver, Dali Click, Pi click and Raspberry Pi3 microcontroller.
Figure 3. DALI interface and system connections.

The DALI Click board is optically isolated from the DALI LED driver and communicates with the driver via a two-wire connection. The RPi3 microcontroller communicates with Dali Click basically via two lines (DALI_TX, DALI_RX). The signals used are the transmit signal (DALI_TX) to send commands (forward frames) to the DALI ballast and the receive signal (DALI_RX) to receive ballast information (backward frames). The 3.3-V logic is translated at a higher voltage logic (16 V) on the DALI bus. This provides the appropriate voltage e.g., for dimming control purposes. The microcontroller can generate different voltage levels to control the communication and transfer the data for dimming purposes.

When a forward frame command is executed optocoupler U2 enables the transmission from the microcontroller to the DALI LED driver. The driver may react only when a query command is executed that requires a feedback. Optocoupler U1 deals with the reception of the backward frame when such a query message has been sent. A high level signal in DALI turns into low level in the microcontroller digital input DALI_RX. When DALI_TX is put in high (high level signal) diode in U2 is not biased and its phototransistor is open, giving a high level. When DALI_TX is put in low (low level signal) the LED is biased and the transistor is closed. The control software developed in the microcontroller is responsible for inverting the signals’ values (due to the optocouplers’ signals level inversion) and perform the Manchester encoding/decoding.

5. DALI Communication and Control Software Modules

5.1. Operating System and Kernel Modules

The embedded computer operating system is a customized version of the UBUNTU Linux operating system. UBUNTU 18.04 LTS is a Linux distribution also available for embedded IoT devices such as RPis, PDAs, Microcontrollers boards and other IoT boards. An UBUNTU 18.04.2 LTS image kernel version 4.15.0.1041-raspi2 #44 Ubuntu SMP PREEMPT was downloaded for RPi3, and then compiled and installed (into microSD card). Some further configuration adjustments were also made to the kernel configuration in order to support kernel modules manipulation. For this purpose, kernel
source files and make utilities were installed (apt install kernel-headers). In this way, kernel modules could be compiled and inserted into kernel memory. The build process for external loadable modules is fully integrated into the standard kernel build mechanism.

5.2. Ballast Communication and Control Modules

The DALI protocol communication is implemented as a kernel driver module loaded into the kernel space. Further on, user space test applications have been developed to perform the actual communication calls on module’s functions to write and read from the DALI LED driver device. The DALI kernel module and applications are developed in C (using Geany as the Integrated Development Environment). A simple user interface (GUI) has been developed using the Tkinter module in Python to provide a user friendly interaction with the DALI LED driver. All the development process and compilations were executed on the microcontroller’s board without any need for cross-compiling.

According to the DALI communication protocol a forward frame command consists of 19 bits (1 start bit, 1 address byte, 1 data byte and 2 stop bits). The bits are sent most significant bit (MSB) first. The packet is sent as a bi-phase Manchester encoded packet. The two stop bits have no phase change. The Manchester code is a digital encoding format in which symbol ‘1’ is represented by a falling edge (high followed by low), and symbol ‘0’ is represented by a rising edge (low followed by high). The backward frame sent by the slave is an 11 bits frame with the same characteristics as the forward frame (1 start bit, 1 data byte and 2 stop bits). DALI operation frequency is 1200 bps, which means that 1 bit time is 1 s/1200 = 833,333 µs. Both the high and low pulses have equal width, which is equal to half the bit period (Te = 416,666 µs).

The DALI kernel module implements the above specifications of the DALI communication protocol, that is, it facilitates the communication of the RPi3 microcontroller with the DALI LED driver. Once this module is successfully compiled and loaded into the kernel memory, afterwards any application can make use of module’s function calls to communicate with and control any DALI LED device driver that comply with DALI protocol specifications.

The overall functionality of the RPi3 DALI kernel driver module is shown in Figure 4.

![Figure 4. DALI kernel driver module functionality.](image-url)

Once the module’s initialization process, and verification that all components are accessible, is finished, the main tasks of this kernel module are two meaningful functions: RPi_dali_write and
RPi_dali_read; accordingly, for sending commands to the DALI LED driver and receiving responses or information about the status of the devices. Function RPi_dali_read reads any data (ballast/LED status information) that the DALI LED driver may send back as a response to an RPi_dali_write command. Function RPi_dali_write encodes each command forward frame into Manchester coding (where two states are sent for one bit) and fills in a forward frame list that consists of two stop bits first, then a data byte, an address byte, and a start bit last. There is no phase change for the stop bits. Finally, sends the command frame with most significant bit (MSB) first through the defined as an output GPIO port to the DALI Click unit, which is connected to the DALI LED driver.

Since for every forward frame bit, two states are transmitted, and one bit transmit time is approximately 833,333 µs, therefore, each bit state is transmitted every 416,666 µs (half bit period). A high resolution timer is initiated to facilitate this transmission at these specific time intervals. A high-resolution timer is usually a requirement in real-time systems when a task needs to occur more frequently than the 1 ms resolution offered with Linux. In our case, the UBUNTU kernel with PREEMPT_RT patch produces timer interrupts at exact time intervals.

The algorithm that describes the basic functionality of these DALI kernel module file operations (read and write) is shown as pseudocode in Algorithm 1:

\begin{algorithm}
\caption{DALI read and write kernel module file operations}
\begin{algorithmic}
\Function {RPi\_dali\_write}
\State \textbf{user\_buf}[2] \leftarrow \text{address} \& \text{data bytes of DALI command (forward frame list)}
\State \text{pointer\_to\_kernel} = \text{kmalloc(sizeof(kernel\_buf)}, \text{GFP\_KERNEL}) \leftarrow \text{kernel allocated memory}
\State \text{hrtimer\_mode} = \text{HRTIMER\_MODE\_REL} \leftarrow \text{time is interpreted as relative to the current time}
\State \text{half\_bit\_period\_interval} \leftarrow \text{set to 416666 ns}
\State \text{copy\_from\_user}(\text{DALI\_command}, \text{kernel\_buf}) \leftarrow \text{copy address} \& \text{data bytes from user space application into kernel space memory}
\While {no\_of\_iterations is below or equal to 2, do}
\State \text{dali\_manchesterListAddVal}(\text{stopbit}) \leftarrow \text{send two stop bits with no phase change}
\State \text{dali\_manchesterListAddByte (databyte)} \leftarrow \text{send DALI command data byte}
\State \text{dali\_manchesterListAddByte (addressbyte)} \leftarrow \text{send DALI command address byte}
\State \text{dali\_manchesterListAddVal}(\text{startbit}) \leftarrow \text{send start bit of logical 1}
\State \text{hrtimer\_start high\_res\_timer} \leftarrow \text{starts high res timer (time interval equal to half bit period)}
\EndWhile
\EndFunction
\Function {RPi\_dali\_read}
\State \text{user\_buf}[1] \leftarrow \text{data byte from DALI command response (backward frame list)}
\State \text{copy\_to\_user}(\text{DALI\_response\_command}, \text{user\_buf}) \leftarrow \text{copy data byte from kernel space into user space application memory}
\EndFunction
\end{algorithmic}
\end{algorithm}

The experimental software RPi3 DALI kernel module, Python interface and C application source code developed in this research are available as an open-source project at GitHub public repository https://github.com/gadam2018/RPi3-DALI.

6. Experimental Results

The experiments were carried out in our Digital Systems lab capable to support the investigation of the overall system’s functionality and reliability of operation. Figure 5a,b shows an image of the system implemented consisting of the RPi3 board with Pi Click, the DALI Click shield, the DALI LED driver and the LED luminaire.
The system can drive any DALI LED ballast and luminaries. In particular, tests were implemented for power dimming control of LED luminaries. The experimental results provided evidence that the system performs correctly and enables appropriate communication and control through the system’s DALI bus interface.

The system due to its microcontroller and operating system capabilities allows any user application to fully customize the commissioning features, such as dimming time and points, or other maintenance issues, in contrast to fixed or limited function sets provided by some commercial products.

6.1. DALI Driver Module Application Experimental Results

A simple graphic application (GUI), shown in Figure 6, has been developed (RPi3.DALI_Controller_interface.py) using the Tkinter module in Python to provide a user friendly interaction with the DALI ballast under control, through the C control application.

This Python module uses ctypes foreign function library to communicate with the DALI kernel driver by calling the C DALI_write and DALI_read functions, accordingly for Send command and Receive response buttons press, and get/set the corresponding frame fields. For this purpose, these C functions are defined within a shared library (libdali.so) generated as a shared object (gcc -fPIC -shared -o libdali.so DALI_C_functions.c) from a C functions file (DALI_C_functions.c). Partial code of Python application interface and shared library is shown in Appendix A.

This simple GUI interface has been used for the transmission/reception of DALI frames. The Send command transmits DALI commands into the ballast. Two bytes (defined in the address & data text fields) properly encoded as a forward frame are sent to the ballast. The Receive response allows the user to get information (backward frame) about the execution status of power control commands (in case a response packet is expected) or query commands (answered with a ‘Yes’, ‘No’ or 8-bit information). The DALI kernel driver module is responsible for the appropriate encoding in Manchester code format and implements the DALI communication protocol.
6.1.1. DALI Kernel Driver Module Dynamic Loading

The driver module (RPi_DALI_drv.c) is built by running (make) the Makefile shown in Appendix B. This kernel driver module (RPi_DALI_drv.ko) is loaded into the kernel’s memory (sudo insmod). All modules loaded into the kernel are listed in system’s modules file (cat /proc/modules) and the devices directory (cat /proc/devices) as a character device. In order to make the kernel module accessible by the application of any unprivileged user, the group associated with the kernel module (e.g., root) is changed into that user’s group (e.g., sudo chgrp ga /dev/RPi_DALI_drv). Then the read and write access permissions are added for that group (chmod g+rw /dev/RPi_DALI_drv) so that any user application can access this module for DALI read/write operations.

6.1.2. Experimental Application

The software application for communication and control experiments has been developed in user space in C (built with GNU GCC (GNU Compiler Collection) compiler). A template application code (RPi_DALI_app) that demonstrates the basic RPi3 communication and control operations (DALI read and write commands) with the DALI LED driver, through this kernel driver module, is shown in Figure 7. An example application code in C, running in user space, is shown in Appendix B.

![Figure 7. DALI template application program flow.](image)

Once the DALI driver opens successfully, the main program loop (while loop) is started. The main loop runs cyclically and is used to get user input, such as DALI commands, and perform the actual transmission as forward frame commands to the DALI ballast, and receive back any response (backward frame data).

The application could be operated using the Python interface presented previously, or by using a Mate Terminal for execution, as shown in Figure 8. As an example, a dimming operation is shown, through the execution of a direct level command for setting the LED’s arc power level at value of 240 (hex: FEF0, dec:254240).
Figure 8. Console view of application execution.

Figure 9 shows a sample execution output of a direct level command for setting the LED’s arc power level at value of 240 (hex: FEF0, dec: 254240, bin: 1111111011110000).

Figure 9. DALI kernel module output execution of a direct arc level command (FEF0).
The application’s format of forward_command is a decimal representation of the address and data bytes defined as a string, e.g., 254240 (hex: FEF0, dec: 254240, bin: 1111111011110000). The DALI driver module sends the forward_command as a DALI forward frame adding appropriate start and stop bits (with no phase change). In particular, the driver module adds into that packet of bits one start bit and two stop bits: 1111111101111000011. Then, every bit is represented and transmitted as two states. The bits are sent MSB first. The packet is sent as a bi-phase Manchester encoded packet (two states are sent for each bit). At a terminal we can monitor the execution of any DALI command using the dmesg command or the system’s Log File Viewer.

The outcome of the above experimentations proves the effectiveness of the developed kernel module for DALI communication and control of a DALI LED driver. The source code of the software applications and kernel module can be found in the Supplementary Materials.

6.2. Discussion

We performed the presented work in order, among other goals, to prove the concept of using a low-cost, low-power, open-source embedded control system for the communication and control of standard DALI ballast drivers, based on commonly available microcontrollers such as Raspberry Pi3. The RPi3-based DALI LED driver control system developed was shown to behave according to the design criteria and issues. The DALI control signals provided by the microcontroller were shown to operate appropriately the output of the LED under control. The whole system response of the RPi3, the DALI LED driver and the LED chip together, is in the order of microseconds, sufficient for most application purposes.

The hardware implementation approach was designed to be easily set up for fast construction and testing purposes. The design is modular, so the RPi3 DALI control module can be used to drive the majority of DALI LED drivers (DALI ballasts) allowing the end-users to select lighting devices based on their individual needs. The RPi3 supports various programming environments and therefore, DALI control applications making use of the developed DALI kernel module could be written in various programming languages.

By choosing open-source solutions both in respect to hardware (RPi3) and programming environments (C, Python), the capabilities to modify the proposed RPi3-based DALI LED driver control system are greatly broadened by the active user communities that exist around Raspberry Pi (http://www.raspberrypi.org/) and Python (https://www.python.org/community/). This direction adds to the availability of the application source code as an open-source project at GitHub public repository https://github.com/gadam2018/RPi3-DALI.

The DALI LED driver control system based on the RPi3 microcontroller prototyping platform was found to be suitable for controlling LEDs in our applications. The system can be used for a wide range of DALI lighting control applications in educational and research environments with limited budgets or technical skills, and in particular for researchers, students and universities with limited resources.

7. Conclusions

This paper presents the implementation of a DALI LED driver control system, based on a Raspberry Pi3 Model B microcontroller board. The system runs UBUNTU 18.04.2 LTS patched with PREEMPT_RT for real-time processing. The main control software is developed as a Linux kernel module that performs all the processing, communication and control operations of the RPi3 DALI controller with the DALI ballast (DALI LED driver) and luminaire. It generates appropriately Manchester encoded control signals for digital lighting operations (e.g., dimming) and other viewing or modification purposes (e.g., maintenance tasks and energy status info). Software applications written in C and Python were developed for performance testing purposes.

The overall control system has the ability to operate and control DALI LED drivers and perform lighting operations (e.g., dimming). The validity of the proposed system was evaluated through actual experiments on LED driver dimming. The experimental results of the working prototype provide
evidence that the system performs correctly. In particular, the DALI control signals by the RPi3-based DALI LED driver control system were shown to operate appropriately the output of the LED under control. The kernel modules-based control software transforms dimming commands into appropriate DALI control signals, which apply adequate dimming levels that control the illumination of the LED. For instance, in the case of these laboratory experiments, the LED’s intensity is varied accordingly based on the execution of direct level commands (e.g., arc power level at value 240) setting the brightness value at different levels of the logarithmic dimming curve. The whole system response is in the order of microseconds, sufficient for most application purposes.

Some of the key features of the implemented control system can be summarized into the following:

- Open-source, low-cost, low-power, embedded control architecture, based on Raspberry Pi3, easily reprogrammed and reconfigured for integration with other lighting automation building systems.
- Linux kernel with real-time capabilities with the real-time patch PREEMPT_RT in UBUNTU, capable to support future advanced timing control requirements.
- Dynamic loadable software control modules, based on Linux kernel modules, give flexibility to the DALI driver controller and save RAM storage space, usually limited in embedded devices.
- Capable to wirelessly connect for control and monitoring purposes using one of the standard connection protocols (e.g., Wi-Fi, Bluetooth)

The system could be used for a variety of purposes from personal lighting control needs and experimental research in control of electronic ballasts and other control gears, devices and sensors, to advanced requirements in professional buildings, including energy management, lighting maintenance and usage.
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**Appendix A**

/* Python application interface and shared library DALI_C_functions partial code */

```python
# RPi3 DALI Controller Python Application Interface
import tkinter as tk
from tkinter import *
from tkinter import ttk
import ctypes

_C_DALI_func = ctypes.CDLL('/home/ga/dalipi3/moduleRPiDALI/libdali.so')

class Application(tk.Frame):
    def __init__(self, master=None):
        super().__init__(master)
        self.master = master
        self.master.title("RPi3 DALI Controller Application Interface")
        self.pack()

    def DALI_write():
        address = self.address_entry.get()
        data = self.data_entry.get()
        adddat = int(address + data)  # print (adddat)
        ret = _C_DALI_func.C_DALI_write(adddat)
        print (ret)

    def DALI_read():
```

```


```python
ret = _C_DALI_func.C_DALI_read()
print (ret)
v.set(ret)
#self.datainfo_entry=ret

self.send_button = Button(self, text = "Send command", command = DALI_write)
self.receive_response = Button(self, text = "Receive response", command = DALI_read)

root = tk.Tk()
app = Application(master=root)
app.mainloop()```

Appendix B

/* Makefile and C Application partial code */

The driver module (RPi_DALI_drv.c) was compiled (make) with the following Makefile:

```
KERN_SRC:= /lib/modules/$(shell uname -r)/build
PWD := $(shell pwd)
obj-m := RPi_DALI_drv.o
all: make -C $(KERN_SRC) M=$(PWD) modules
clean: make -C $(KERN_SRC) M=$(PWD) clean

#include <stdio.h>
#include <fcntl.h>
#define DALI_drv "/dev/RPi_DALI_drv" //kernel-module C name (in devices dir)
int main(void){
  int fd = open(DALI_drv, O_RDWR);
  char forward_command [10], backward_command [10];

  //Shared .so library used by Python RPi3_DALI_Controller_interface
  //functions: C_DALI_write() & C_DALI_read()

  // C example application code
  #include <stdio.h>
  #include <fcntl.h>
  #define DALI_drv */
while (1) {
    // decimal format of command input: Address and Data bytes as a string
    scanf("%s", forward_command); // command input, e.g., 255000, (FF 00) an indirect OFF command
    write(fd, forward_command, 1); // calls DALI_write file operation to send the command to the DALI LED driver
    read(fd, backward_command, 1); // calls DALI_read file operation to receive any answer from the DALI LED driver
    close(fd);
    return 0;
}
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