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ABSTRACT
The cyber attacks have become most prevalent in the past few years. During this time, attackers have discovered new vulnerabilities to carry out malicious activities on the internet. Both the clients and the servers have been victimized by the attackers. Clickjacking is one of the attacks that have been adopted by the attackers to deceive the innocuous internet users to initiate some action. Clickjacking attack exploits one of the vulnerabilities existing in the web applications. This attack uses a technique that allows cross domain attacks with the help of user-initiated clicks and performs unintended actions. This paper traces out the vulnerabilities that make a website vulnerable to clickjacking attack and proposes a solution for the same.
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1. INTRODUCTION
Along with the growth of Internet, web applications have also evolved from simple collections of static HTML documents to complex dynamic pages. Web applications with highly sophisticated user interfaces have become possible due to client-side and server-side scripting languages. But on the other hand, these technologies have been exploited by the attackers as well. Attackers have managed to perform different attacks on the web applications using these technologies, necessitating focus on the web security. Attackers always keep looking for bugs, vulnerabilities and loopholes in the web applications, browser, servers and other components of the web to carry out a malicious activity. Internet Security Threat Report 2011 by Symantec [1] concludes that approximately 95 new vulnerabilities are discovered every week. Website Security Statistics Report 2015 by WhiteHat [2] shows that 64% of the Public Administration sites, 55% of the Transportation and Food services sites are always vulnerable. 86% of web applications had serious issues with authentication, access control, and confidentiality as per HP 2015 Cyber Risk Report [3]. According to 2016 Vulnerability Statistics Report by Edgescan [4], 61% of the web application vulnerabilities lead to browser attacks. Exploitation of such vulnerability leads to an attack, called the clickjacking attack.

The term ‘Clickjacking’ was coined by Jeremiah Grossman and Robert Hansen in the year 2008. According to them, Clickjacking is a technique where cross-domain attacks are perpetrated by hijacking user-initiated clicks to perform unintended actions [5]. Clickjacking attack is a technique that entices the victim into clicking on a specific element of a webpage, while the victim intends to interact with the content of a different website. The victim clicks on an element of the attacker’s choice under the misconception of clicking on an apparently harmless page. In order to perform the attack, a malicious website (attacker’s website) loads a page from the target website inside an iframe. Cascading Style Sheets (CSS) can be used to hide everything except the targeted region of the page. The targeted region can either be displayed as a part of the attacker’s page, known as User Interface redressing or made fully transparent and placed on top of another element on the attacker’s page [6]. All the major browsers like Firefox, Chrome, Opera, etc have been the victims of clickjacking attack. Social networking websites have been one of the mostly attacked groups of web applications. “Twitter bomb” is known to be one of the worst clickjacking attacks, apart from the attack on Adobe Flash. 30% of Alexa Top 10 web sites, 70% of Top 20 bank web sites, and 80% of 5 popular open-source web applications have no defense against clickjacking in 2012 [7].

1.1 Types of Clickjacking
The clickjacking attack aims to trick the victim to perform an action which he/she doesn’t intend to. Existing clickjacking attacks are classified as [8]:

1.1.1 Compromising target display integrity
- Hiding the target element- Attacker hides the target element using HTML/CSS styling, but mouse events still work. Attacker can carry out this attack by making the target element transparent by placing it within a division and setting the opacity value to zero.
- Partial overlays- Attacker baffles a victim by making only a part of the target element opaque. The z-index property of CSS can be used for this overlaying thus compromising target display integrity.
- Cropping- Attacker crops the target element to show only a piece of the target element.
1.1.2 Compromising pointer integrity
Attacker violates pointer integrity by displaying a fake cursor and hides the actual default cursor, known as "cursorjacking." This way victim misinterprets a click’s target.

1.1.3 Compromising temporal integrity
Attacker manipulates a UI element after the user decides to click. But before the actual click occurs the attacker could move the target element on top of a button shortly after the victim hovers the cursor over the button, in anticipation of the click. Attackers have compromised the context integrity of web applications in the past and continue to do so; providing new terms for different variants of the attack such as likejacking, strokejacking, drag-and-drop "clickjacking," etc.

2. AIMS AND OBJECTIVES
The objective of this study is to find out the vulnerabilities leading to "clickjacking" attack in the web applications. The study aims to study the mitigation techniques of the attack and propose a solution for the same.

3. RELATED WORK
The goal of "clickjacking" attack is to trick the victim into performing unintended actions by hijacking the victim’s clicks. Various researchers have worked in the field of detection and prevention of "clickjacking" attack. Study in this domain is still being carried out by many researchers. Some of them are listed as:

Lin-Shung Huang and et al. [9] devised new variants of "clickjacking" attacks and demonstrated the inefficiency of existing countermeasures in mitigating those attacks. They evaluated the existing techniques of the attack prevention and proposed a mechanism called "InContext" to ensure visual and temporal integrity of websites.

R. P. Seenivasan and K. Suresh Joseph [10] proposed a system to prevent "clickjacking" attacks. They evaluated the proposed anti-"clickjacking" technique with security and cost metrics.

Dipty Pawade and et al. [11] developed a JavaScript based browser extension called "ClickProtect" for Google Chrome which provides a solution for multiple "clickjacking" attacks. It warns the user before he/she proceeds towards an unsafe action (click) with a pop-up warning message.

G. Rydstedt and et al. [12] surveyed "frame busting" code the Alexa Top-500 websites including banks, social networks, online merchandise, trading and gaming sites. They proposed a JavaScript-based defense against "clickjacking."

Brigette Lundeen and Jim Alves-Foss [13] presented a plug-in module for BeEF (Browser Exploitation Framework) which provides a way for penetration testers to easily demonstrate the impact of "clickjacking" vulnerabilities. It is a tool designed to help professional penetration testers easily demonstrate the impact of client-side security vulnerabilities.

Daehyun Kim and Hyoungshick Kim [14] investigated how vulnerable Korean websites were to "clickjacking" attacks by performing real attacks on the top 500 most popular Korean websites as well as all of the financial websites. They also investigated top 500 global websites for "clickjacking" vulnerability. They identified the type of websites most vulnerable to "clickjacking" attack. They used two browsers to check the vulnerability: Internet Explorer8 and Google Chrome. They analyzed the attack failure rates based on the type of website and also on the different countries of the world. The investigation showed that 99.6% of the Korean websites were vulnerable to "clickjacking" attack which was more than the global websites, with vulnerability as 78%.

A. Sankara Narayanan [15] provided a clear view of "clickjacking" attack using various code examples. Study provided the numeric figures for the "clickjacking" google results. He compared the numeric figures with other browser-based attacks on the basis of google results in the past few years. He implemented "clickjacking" attack using various available online tools and mitigated the attack using available anti-"clickjacking" tools.

Yusuke Takamatsu and Kenji Kono [16] proposed an automated tool called “Clickjuggler” for checking defenses against visual "clickjacking" during development. They implemented Clickjuggler as a plug-in for Firefox 20.0.1 and 3.6.8 using Firefox plug-in interface. They applied Clickjuggler to four real-world web applications including Joomla, WordPress, MediaWiki and Roundcube. They compared Clickjuggler to other tools like CJTool and BeEF plug-in.

M. Balduzzi and et al. [17] proposed a solution for the automated and efficient detection of "clickjacking" attacks. They developed a browser plug-in consisting of a detection unit and a testing unit. They analysed more than a million unique Internet web pages to estimate the prevalence of "clickjacking" attacks. The analysed to what extent "clickjacking" defending techniques have been adopted. As a result 7% of visited web pages did not contain any clickable elements. 37.3% of visited websites contained at least one "iframe" tag making the web pages vulnerable to "clickjacking" attack.

4. EXPERIMENTAL SETUP
In this study, a web application, named SOCIO has been developed in php. SOCIO is a sample social networking web application developed for attack purpose; which provide features like instant messaging and public posts. This web application has been hosted on the local host using XAMPP server. Various variants of the "clickjacking" attack like basic "clickjacking," multiple-"iframe" "clickjacking" and "cursorjacking" have been carried out on this web application to perform unintended actions. Visual integrity and pointer integrity of the web applications have been compromised. Other experiments such as checking top websites of J&K for "clickjacking" vulnerability and study on behavior of the mitigation techniques on different browsers have also been performed. Modern browsers like Google Chrome64, IE11, UC Browser7 and Firefox59 have been used to carry out these experiments. The Fig. 1 shows the architecture of "clickjacking" for carrying out "clickjacking" on the target web application on the local host.
Apart from the basic clickjacking attack, other variants of the attack have been performed through the target web application.

5. EXPERIMENTAL WORK
The experiments have been carried out on the sample social networking web application. The attacks that have been performed on SOCIO are explained below:

- **Basic Clickjacking** - In SOCIO, basic clickjacking has been performed by sending a link to the victim through both, public post and message. The attack is used by the attacker to make the victim change his/her profile picture.

- **Clickjacking on nested iframes** - Nested iframes has been used by the attacker to carry out the attack.

- **Cursorjacking** - Introduced by Eddy Bordi, cursorjacking deceives the victim by using a fake cursor to perform the attack. In order to make the attack successful, original mouse cursor has been made invisible. In SOCIO, cursorjacking leads to download a malicious file.

- **Cookiejacking** - In SOCIO, victim’s cookies have been stolen using this variant of clickjacking. This is done using cross-site scripting along with clickjacking. These attack variants have been successfully performed on the developed web application using all the major modern browsers.

After performing the attacks successfully, the available solutions to mitigate the attack have been applied to the SOCIO web application one-by-one. These have been listed below:

- **X-Frame-Options** - Introduced by Microsoft, X-Frame-Options HTTP header is a response header that prevents framing of a web application. Setting X-Frame-Options allows a web application to specify if it can be iframed or not. The possible values for X-Frame-Options are:
  - DENY: Application cannot be displayed from any web page.
  - SAMEORIGIN: Application can be displayed from web pages with the same origin.
  - ALLOW-FROM: Application can be displayed from specified URI only.

To mitigate the attack on SOCIO, following line was added in the .htaccess file in the directory of the web application:

```
Header set X-Frame-Options DENY
```

The SAMEORIGIN value for X-Frame-Options was also implemented by using the following line:

```
Header set X-Frame-Options SAMEORIGIN
```

- **Frame busting** - Frame busting is a technique that uses JavaScript code to prevent clickjacking. In SOCIO, different frame busting codes have been implemented to mitigate the clickjacking attack.

Experiments have also been carried to check the web sites vulnerable to the clickjacking attack among the top 50 websites of J&K, as shown in Table 1. Another experiment involving the behavioural study of different browsers for the mitigation solutions has been performed, the results of which has been summarized in Table 2.

6. PROPOSED SOLUTION
Most of the clickjacking attacks are carried out using the transparent layers of iframe. So, the proposed solution detects such transparent iframes and makes them opaque and warns the user about possible clickjacking attack. The solution also works to detect the cursorjacking attack by checking if the default mouse pointer is made hidden. The proposed solution has been implemented as a JavaScript-based extension. This extension consists of two units: Detection Unit and Action Unit. Detection unit follows pre-defined steps to detect the presence or absence of the attack and the action unit takes certain actions to successfully mitigate the attack. The flowchart of the proposed solution is explained in Fig. 2.

**Flowchart of the proposed solution**

![Flowchart](image-url)
7. RESULT AND DISCUSSION

By performing these experiments, various results have been gathered. The experiment to find out the number of websites from Jammu and Kashmir (J&K) vulnerable to clickjacking attack has been carried out on all the major browsers. The result of the experiment has been summarized in the TABLE 1 below.

Table 1: Number of websites vulnerable to clickjacking

| Browser          | Number of websites (out of 50) vulnerable to clickjacking |
|------------------|------------------------------------------------------------|
| Google Chrome 64 | 44                                                         |
| Internet Explorer 11 | 44                                                        |
| Mozilla Firefox 59 | 43                                                        |
| UC Browser 7 | 44                                                         |

The result of this experiment points to the huge possibility of clickjacking attacks on the websites of J&K. This is alarming that only 4 out of the 50 websites are completely safe (in all the tested browsers) from clickjacking attack. Among those three, one website has X-Frame-Options set to SAMEORIGIN and other two have implemented frame busting codes.

Another experiment involving the study of behaviour of browsers for different values of X-Frame-Options header has been carried out successfully. TABLE 2 shows whether the attack has been successfully mitigated or not.

Table 2: Behaviour of browsers for different values of X-Frame-Options header

| Browser          | X-Frame-Options set to DENY | X-Frame-Options set to SAMEORIGIN | X-Frame-Options set to SAMEORIGIN for nested iframes |
|------------------|-----------------------------|----------------------------------|---------------------------------------------------|
| Google Chrome 38.0 | Yes                         | Yes                              | No                                                |
| Google Chrome 64  | Yes                         | Yes                              | Yes                                               |
| Internet Explorer 11 | Yes                         | Yes                              | No                                                |
| Microsoft Edge 16 | Yes                         | Yes                              | No                                                |
| Mozilla Firefox 58 | Yes                         | Yes                              | No                                                |
| Mozilla Firefox 59 | Yes                         | Yes                              | Yes                                               |
| UC Browser 7   | Yes                         | Yes                              | No                                                |

Apart from these experiments, the proposed solution has been implemented to check the effectiveness of the solution.

The web pages with clickjacking attack have been checked with the JavaScript-based extension, the results of which have been shown in the Fig. 3, Fig. 4, Fig. 5 and Fig.6.

![Alert generated by the proposed extension regarding opacity issue](image1)

![Transparent element (iframe) is made visible by the proposed extension](image2)

![Alert generated by the proposed extension regarding cursorjacking](image3)
The results show that the proposed solution for clickjacking attack successfully predicts the attack and then prevents the attack by alerting the user. The proposed solution has been successfully implemented in Chrome, Firefox, UC Browser and Opera. The effectiveness of the proposed solution has been checked on 20 web pages, from both local host and on internet. The confusion matrix for the same is presented in TABLE 3 below.

Table 3: Confusion Matrix for the proposed solution

| Actual Class  | Predicted Class By the Proposed Extension |
|--------------|------------------------------------------|
|              | Clickjacking Present | Clickjacking Absent |
| Clickjacking | 13                  | 1                  |
| Absent       | 0                   | 6                  |

The confusion matrix gives 13 True Positive (TP), 1 False Negative (FN), 0 False Positive (FP) and 6 True Negative (TN) cases. Therefore, precision, recall and F-measure for the proposed solution are 1, 0.929 (approx.) and 0.963 (approx.) respectively. With 0.963 (which is close to 1) F-measure value, the proposed solution works effectively against clickjacking attack.

8. CONCLUSION

The probability of clickjacking attacks is quite high due to lack of awareness about the attack among a large group of users. Even though there have been a variety of techniques to mitigate clickjacking attack, but the attackers have already bypassed those techniques in one way or the other. Clickjacking is one of the emerging attacks that can result in serious problems in the field of web security, in the near future. Attackers are always in a constant search of methods and techniques that can be used to carry out malicious activities on internet. There is a huge need of developing efficient techniques, both on client-side and server-side to protect the web users from clickjacking attack and it ever-emerging variants.
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