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ABSTRACT Brick elements are widely used for everything from designing toys to architectural designs. This article proposes an intelligent method to construct complex 3D brick models automatically. The proposed method is designed based on a set of core algorithms to generate a brick layout in accordance with a given 3D voxel model. In the system, each 3D model is sliced into tiers of flat vector polygons at first. Then, the vector polygons are converted to raster data for each tier. The bricks are built in a single tier until all tiers are completed. The proposed model is validated using two case studies: one is a series of solid sculpture models and the other is a building model. The results show that the proposed intelligent building system successfully builds visual models from brick assembly models. The proposed system can help engineers build large block models to improve the efficiency of constructing complex 3D building models.

INDEX TERMS Intelligent system, 3D building models, brick system, voxel model.

I. INTRODUCTION

Recently, intelligence algorithms become more and more popular to solve various engineering problems [1]–[3]. The demand for three-dimensional (3D) building models has increased in the field of urban design, which can be applied in architectural design, structural analysis, and other related areas with an intelligence algorithm [3]–[6]. The need for available models has prompted several researchers to develop an automated workflow for constructing 3D buildings [7], [8]. These toys often require constructing large 3D block models from a set of basic building block elements. The 3D block models are needed for several applications such as sculptures, landscape design, and automobile manufacturing.

Specifically, in engineering scenarios, EverBlock has been used to build durable wall dividers in homes and offices where blocks are available in 16 standard colors. EverBlocks are re-usable and can be transported to different locations as needed, and windows or doors can be adjusted as required. In addition, armies can use giant building blocks which replaces traditional wooden structures and provides flexible training options to build modular urban training facilities. In many cases, the tasks for these models must be completed within a strictly limited time. It is difficult and time-consuming to construct the desired 3D shapes manually using basic building blocks.

Recently, many techniques have been proposed for complex 3D object modeling. Fukuda et al. [7] developed a dynamic physical model system to simulate the volume of buildings based on 3D digital models. This dynamic system uses operating rods in a network of mechanical engineering, electrical engineering, and architecture. Liu et al. [8] proposed an approach to assess the dimensional accuracy and structural performance of spatial structure elements using 3D laser scanning. The results indicated that the quality control of spatial structure elements is appropriate based on the 3D laser scanning. Furthermore, the detection of the elements in other systems, e.g., bridges, buildings, and culverts, can also be conducted using the suggested evaluation framework. Kim et al. [9] presented an automated registration process for 3D data with a 3D computer-aided design (CAD) model. Results indicated that the user can define the region of the input model data area and thus apply the developed algorithm for obtaining the stability feedback. Yang and Jian [10] developed 3D intelligent manufacturing technology that overcomes the low precision and molding inefficiency of the current 3D printing technology. However, fast output remains difficult to achieve. Hence, new technologies are needed that can more quickly generate prototypes of new designs.
As a different approach, Peysakhov and Regli [11] applied a so-called messy genetic algorithm optimization technique to the evolution of assemblies composed of Lego structures, which was also verified in other engineering applications [12]. In this way, each design system is a labeled assembly diagram of structural equations. Hegarty et al. [13] applied an assembly “Lego-scape” method: a procedural brick placement system that can rapidly create large objects. However, previous methods have poor accuracy and high computational complexity.

To improve the accuracy of such models, Kim et al. [14] developed an environment within which Lego models can be created from 3D mesh data. Users interactively select a region of the input model data and then apply optimization algorithms to obtain feedback regarding stability [15], [16]. Uhlmann and Peukert [17] presented an innovative approach to reconfiguring mechanical behavior based on smart building-block systems. However, none of the previous methods focuses on the balance problem while solving the construction problem. Moreover, building large-scale block models manually encounters difficulties calculating the explicit type and quantity of building blocks. It is nearly impossible to accomplish such tasks based solely on user experience. As such, it is difficult for ordinary users to assemble a desired model without instructions. Building a model usually takes one or two weeks, but in some situations a month or more may be required. In practice, excessive consumption of time increases labor costs, ultimately affecting the company’s competitive advantage.

The objective of this study is to propose a novel automated building model that assists engineers to build large and complex 3D assembly models within a limited time and to solve the balance problem during the construction process. The proposed intelligent building-block system follows automatic design principles and realizes full automation from imported model data—through model adjustment, layering, rasterization, intelligent selections of bricks, and schemes for each layer’s layout. Furthermore, the stability of two adjacent layers and the entire model is verified with a novel algorithm. To authenticate the validity of the proposed system, different experimental models were applied. The proposed model applies some engineers’ experience to the algorithm, greatly reducing the amount of calculation.

The remainder if the paper is organized as follows. Section II illustrates how the proposed system work, from inputting 3D geometric data to creating a building-block construction scheme, followed by the stabilization process in Section III; Two case studies are showed in Section IV; Extensions to the model are discussed in Section V. Finally, Section VI concludes with a summary and discussion of future work.

II. METHODOLOGY

Intelligent building-block systems automatically identify building blocks to establish a complete model. A flowchart for the proposed intelligent system is shown in Fig. 1.

This flowchart including two steps illustrates the proposed system, from inputting 3D geometric data to creating a building-block construction scheme. The schematic process involves several automatic algorithms for rasterizing vector graphics, intelligently laying each tier with bricks, and verifying the stability of the final models. A step-by-step description is given as follows.

Step1: A 3D model is established with a building information modeling (BIM) application, and properties such as shape and color are obtained by importing the original 3D file of the object model using the “.3ds” file format. The model is evenly sliced into several layers to obtain vector polygon data for each sliced layer. The height of each layer is equal to the height of the building block.

Step2: Vector polygons are rasterized in all layers, followed by basic hollowing out and editing functions. To save material and reduce weight, large building blocks are usually hollowed out (i.e., solid units are not used). Subsequently, building blocks are assembled layer-by-layer from bottom to top using the proposed algorithm. Finally, the stability of neighboring layers is verified to ensure the stability of the established model. If stability of the construction is not achieved between neighbor layers, adjustment plan is provided to satisfy the stability requirements. The process will be carried out for all the layers until all layers with their adjacent layers met the stability requirements, then the construction scheme will be finished and saved.

A. VOXELIZATION AND RASTERIZATION

The proposed approach begins by dividing the model into several layers. These layers are numbered consecutively from 1.
(the bottom) to \( n \) (the top). The height of each layer is equal to that of the bricks. This enables users to convert the 3D model input data into a data matrix by representing the 3D digital model as \( 1 \times 1 \) brick. The value of each element is one for the occupied area and zero for the empty space. This process is based on the rasterization of each layer as a vector polygon [18], [19]. The minimum unit of the building block is fixed to be a \( 1 \times 1 \) brick. The rasterization algorithm considers the size of the fixed network, and possibly, local high-resolution vector data. The slice data of each layer are composed of several polygons. Unfortunately, these polygons are often severely crossed or overlapped, especially in large and complex object models. The data for each edge include its color information and the coordinates of the two endpoints. Processing multiple crossed or overlapping polygons and the dyeing problem need to be considered, in addition to the rasterization of a single polygon.

Actually, the rasterization of vector data is easy to execute for points and lines. One of the most popular algorithms for rasterizing lines is the digital differential analyzer (DDA) [20]–[24]. An efficient shift invariant rasterization algorithm for all-angle polygons was also developed by Ding et al. [25]. However, previous rasterization strategies are inefficient when treating the rasterization of the layered vector polygons. For instance, when vector data are converted into raster data in the Geographic Information System (GIS) [26]–[29], the network size needs to be determined according to the data size and accuracy [30]. The method in this study was designed to avoid these limitations.

The proposed method employs a complete rasterization algorithm based on an existing edge rasterization algorithm. The complete rasterization algorithm addresses the cross-overlapping and dyeing problems with multiple polygons as follows. First, the edges of each polygon are rasterized and dyed according to the Bresenham algorithm. Edge rasterization can be viewed as filling and dyeing the grid where the edges pass. For each polygon edge, the grid is filled at the starting point \((x_0, y_0)\). Then, subsequent grid coordinates are calculated to be filled repeatedly. Second, the core of the Bresenham algorithm is adjusted to determine the increment of the next grid coordinate based on the sign of the error term formed by the slope of the line. The slope of the line is represented by the following equation. The slope value \( k \) is equal to the increment of \( y \) divided by the increment of \( x \):

\[
k = \frac{\Delta y}{\Delta x}.
\]

The two-dimensional space is divided into eight areas from 1 to 8 according to the threshold of the slope of the line, as shown in Fig. 2. In the first area, the line segment is closer to the \( x \)-axis, where \( x \) is stepped once each time. Then, the error term sign is used to determine whether to increment the \( y \) value by 1 as well.

The initial error term \((e)\) is assumed to be \((-1/2)\), after inferring the next coordinate, \( e = e + \Delta y / \Delta x \). If \( e \geq 0 \), \( y \) is increased by 1; otherwise, \( y \) remains unchanged. Color information for the line segment is simultaneously recorded when filling each grid where the line passes. After the rasterization of the edges is complete, the polygon is internally dyed using an intelligent system, called a flooding-fill algorithm [31], [32]. Unlike the typical seed-filling method [33], [34] and others [35]–[38], the flooding algorithm can fill the area outside the polygon and backfill the interior point. The flooding algorithm avoids the complex process of finding interior points for polygons. Each polygon is a simple closed polygon that avoids the situation depicted in Fig. 3.

Each time the object filled by the flooding algorithm is not the entire layer, but rather an individual polygon in a layer, it is mapped to a temporary two-dimensional array that is determined by the maximum cross-sectional area of that layer of the model. This ensures that no raster on the edge coincides with the array boundaries. Coloring begins at a boundary point in the array, which is selected randomly on the condition that the grid around the point has not already been dyed. The edge of the grid is dyed. When this area is fully dyed, the remaining unstained area inside of the polygon can be backfilled, as illustrated in Fig. 4. After completing each filling process, the polygon raster data are rebuilt to the raster data table. Based on the aforementioned process, several polygons can be rasterized in each layer. For each polygon, a temporary table is created and a coordinate shifting operation is executed. These coordinates...
are adjusted and calculated for the building process. Coloring and filling in the summary table proceed according to the following rules:

1) If a grid $s_{1}[x_1][y_1]$ in the temporary table is non-empty, with color information $C_1$, it corresponds to the position $S[x][y]$ in the main table.
2) If the color of $S[x][y]$ is ‘E’ (outside the polygon) or ‘A’ (inside the polygon and not the edge), then $C_1$ is filled in at $S[x][y]$.
3) If the color information of $S[x][y]$ is the edge color, the value remains unchanged.

**B. LAYOUT OF EACH LAYER WITH BRICKS**

The diameter and height of the assembly model can reach 5.00 m. However, the length of a $1 \times 1$ brick may be less than 0.01 m. Thus, the flat layer can be equipped with up to $500 \times 500$ bricks. Building blocks can take dozens of different shapes, even when only basic pieces are considered, such as rectangular bricks and L-shaped corner bricks. Assuming that there are $n$ bricks on a flat and there are $m$ types of bricks, the complexity of the search is $m$ to the power of $n$. The problem grows increasingly complicated if the user considers the direction of the bricks.

A randomization algorithm such as the genetic algorithm cannot improve the operational efficiency. To divide the polygon into multiple regions under the premise of dividing and conquering, dynamic programming was tested when laying the blocks in each polygon individually. However, the results indicated that this method was ineffective because its operation speed was significantly below the requirements. Since the coverage of each step in the model was too large, randomness and disorder undermined the structure of the area to be filled and thus required excessive computational time. An analysis of the results of the laying schemes given by these methods revealed that the building blocks were messy and irregular. The results differed substantially from those built by experienced engineers, who found that each layer had a certain pattern. In the central area of each polygon, the type of building block and the direction of placement are generally coherent. This rule becomes more apparent as the area of the polygon increases.

Thus, we established an algorithm based on formalized pattern rules. This algorithm consists of three stages: an initialization algorithm, brick adjustments, and merging.

1) **INITIALIZATION ALGORITHM**

The shapes of the rectangular bricks are selected with $(1 \times 1, 1 \times 2, 1 \times 3, 2 \times 2, 2 \times 3)$ standard bricks and $(2 \times 2)$ L-shaped corner bricks as basic laying components, as shown in Fig. 5. For instance, a $(1 \times 1)$ brick can be used to assemble any of the plane polygons using these six types of bricks. According to the geometric characteristics of the six types of building blocks, several priorities are obtained (Table 1).

![FIGURE 4. The dyeing process of the internal polygon.](image)

![FIGURE 5. “L-turn” building block sample.](image)

As shown in Table 1, a lower priority number in the table denotes a higher laying priority. The same type of building block can differ in priority due to differences in the placement direction and the parity of the layer number that is laid. These six types of building blocks are laid according to their different priority levels. For instance, if an odd-numbered layer is laid, polygons are first filled with $2 \times 3$ bricks, and then the $3 \times 2$ bricks are laid. In this way, the remaining space is filled with $2 \times 2$ blocks. Then, the L-shaped bricks are used until the remainder of the polygon is filled by $1 \times 1$ bricks to complete the process. It is noteworthy that three bricks—$2 \times 3, 1 \times 3$, and $1 \times 2$ bricks—are distinguished by whether they are laid vertically or horizontally. Thus, a $2 \times 3$ brick and a $3 \times 2$ brick are considered to be two different types in the layout process. Likewise, the L-shaped corner brick varies in four directions. Because the built model is multi-colored and the building blocks are monochromatic, the color of a region covered by several building blocks will be the same with each brick type.
TABLE 1. Laying priority of building block.

| Odd layer priority | Even layer priority | Building blocks (distinguished by laying direction) |
|--------------------|---------------------|-----------------------------------------------------|
| 1                  | 2                   | $2 \times 2$ brick                                   |
| 2                  | 1                   | $3 \times 2$ brick                                   |
| 3                  | 3                   | $2 \times 2$ brick                                   |
| 4                  | 4                   | $2 \times 2$ L-shaped brick                          |
| 5                  | 6                   | $1 \times 3$ brick                                   |
| 6                  | 5                   | $3 \times 1$ brick                                   |
| 7                  | 8                   | $1 \times 2$ brick                                   |
| 8                  | 7                   | $2 \times 1$ brick                                   |
| 9                  | 9                   | $1 \times 1$ brick                                   |

2) BRICK ADJUSTMENTS
To create a stable and effective model, the bricks must be assembled without any void space. To achieve this aim, $1 \times 1$ bricks are used to fill the layer, but this presents a risk to the stability of the overall model. To avoid this, all locations of $1 \times 1$ bricks are checked and adjusted according to the type and position of adjacent bricks and integrated into a variety of situations.

Fig. 7 depicts four different scenarios for adjusting a $1 \times 1$ brick in a $2 \times 2$ L-shaped turn. The four different scenarios are based on four different $2 \times 2$ L-shaped bricks in the fourth line of Table 1. It can be seen that the edge or dangling point in Fig. 7 (c) is superior to other conditions that need to be adjusted. When considering color, processing becomes more complex but follows the same principle. Owing to the demand for a stability test in consecutive layers, the information for each grid in the plane must include the number and type of paving blocks, as well as the color.

3) MERGING
In this stage, the basic paving bricks are combined to generate large-scale bricks. The size and shape of the various bricks are stored in the system database. In Fig. 8, two $2 \times 3$ bricks and a $2 \times 2$ brick merge into $2 \times 8$ bricks. Two $1 \times 3$ bricks merge into a $1 \times 6$ brick. A $2 \times 2$ L-shaped brick and a $1 \times 2$ brick merge into $2 \times 4$ L-shaped bricks. In addition to the above six basic laying bricks, specifications for other bricks can be adjusted by the manufacturer according to demand. This process requires a search and enumeration algorithm for merging bricks. The process can be implemented when two adjacent blocks meet the assembling conditions and the assembled bricks are the same as the bricks in the database. Thus, the pieces are gradually reassembled from small to large, until no further merging can be achieved.

III. STABILIZATION PROCESS
In the 3D assembly model, the stability of each layer must be achieved to establish the blocks accurately. More broadly, individual layers in the model cannot fall off on account of being improperly connected to the other layers, as shown in Fig. 9. The structural stability of the proposed system can be achieved as follows.

First, the algorithm is adjusted to facilitate interlocking between each layer from lower to the upper blocks. Bricks of different lengths and widths represent two types of bricks. For example, $2 \times 3$ bricks may be regarded as two types: either $3 \times 2$ or $2 \times 3$ bricks, based on their layout direction. Moreover, these two types of bricks have different priorities in the adjacent layer. If the brick priority for a particular layer is horizontal, then the adjacent layer is vertical. The results from laying two priority orders are illustrated in Fig. 10. Selecting different bricks with different priorities in adjacent layers is beneficial when interlocking lower and upper building blocks, because doing so augments the adhesion of the adjacent layers, thus making the building block model more robust.

Second, the established model is verified layer-by-layer to check the interlocking robustness between the lower and upper layers. In the design system, to ensure the “whole” nature of the model, several data structures are tested. These tests are needed in order to record the relationship between adjacent bricks in the same layer and to consider which adjacent bricks are interlocked during the laying process. Because the single-layer laying algorithm depends on the
interlocking characteristics of the lower and upper layers, it is completely replaced by a strict standard to verify the stability of the model. Therefore, each building block is assigned to a node in the graph model, and the interlocked blocks are set by following the Union-Find algorithm. Furthermore, the algorithm transforms verification of the robustness of the building blocks into a graph theory problem. The algorithm is summarized in pseudo-code format in Algorithm 1. A more specific description follows the pseudo-code summary.

Algorithm 1 Verifying the Interlock Robustness of the Upper and Lower Layers

**Input:**
- \( N^* \): Each building block node;
- \( M \): number of layers of the model (\( M \in \mathbb{N}^+ \));
- \( \text{setNum}[k] \): \( \text{setNum}[k] \) of each layer (\( k \in M \));

**Output:** Whether a certain layer needs adjustment;

1. **for** \( i = 1; i \leq m \) **do**
2. Compute connected components of each layer \( C_i \) \( \leftarrow \) Establish the relationship among \( N^* \);
3. **end for**
4. **for** \( j = 1; j \leq m \) **do**
5. Compare the number of \( C_j \) with \( \text{setNum}[j] \);
6. **end for**

- A unique identifier is assigned to each building block, and a corresponding node in the graph is established. The identifier is composed of the number given by the single-layer building-block laying algorithm and the layer number of the model.
- The relationship between this building-block node and other nodes is then established. If the building block is interlocked with another building block in the lower layer, an edge is generated to connect the corresponding two nodes in the graph theory model. Consequently, a connected component is formed in the graph, and each connected component is treated as a set. If two connected nodes belong to different sets, a merging operation is performed.

The details of the Union-Find algorithm (e.g., path compression) are not discussed here. An example of the process by which relationships are established is offered in Fig. 11. In (a), blue and yellow building blocks form two independent blocks on the vertical plane. They’re just put together, not connected with each other, so they are regarded as two sets of building blocks. (b) Blue and yellow building blocks form a connected block and become a set of building blocks through the knob of the third green building blocks. (c) The interlocked building blocks are then treated as an identical set in a graph.

- After scanning all the building blocks in the layer, the number of connected components in the graph is compared with a minimum set number, \( \text{setNum}[k] \), of the building block model. If the two are equal, the connection is robust. If the former is larger than the latter, a partial adjustment is made. The partial adjustment judges and matches the current situation, outputs some appropriate solutions. Then the output is later analyzed by an engineer during actual construction.
Here, $\text{setNum}[k]$ denotes the minimum number of blocks for the $k$-th layer, also known as the minimum number of sets. That is, when building up to the $k$-th layer, if the part that is already built is “integral” (i.e., if a block can be formed), then $\text{setNum}[k]$ is 1. If it is not possible to form a block at the $k$-th layer, as in the case of a desk supported by four legs, then there are at least four independent blocks, and $\text{setNum}[k]$ is 4, as shown in Fig. 12. Therefore, the value of $\text{setNum}[k]$ depends on how many independent blocks there are. By verifying and adjusting the interlocked bricks between the upper and lower layers, the integrity of the entire 3D block model is established.

### IV. CASE STUDIES

#### A. CASE 1: SERIES OF SOLID SCULPTURE MODELS

To demonstrate the performance of the proposed system, 3D scans of real tangible objects models were used, and the properties and voxels required to operate the dynamic physical model were measured. The system inputs 3D model data and outputs the corresponding construction scheme of the object model. To assemble 3D models automatically, C++ software with Open GL was used. Each model was repeated 100 times and adopted the average value.

From Fig. 13 to Fig. 16 show an example of the result from a tested model of Peppa Pig. The Peppa Pig model was compared with the result of the proposed system. The 3D data file of the original model is shown in Fig. 13. These 3D data files are in “.3ds” format.

Fig. 14 shows the voxelization results of the Peppa Pig model, where the height, width, and depth are 0.99 m, 0.61 m, and 1 m, respectively, with 16,380 voxels.

Fig. 15 illustrates the layouts of the model at the first layer.

Fig. 16 shows the actual model assembled with bricks. The model was assembled according to the layout scheme of each layer output from the system. The weight of the bricks required for the Peppa model was 44,235.6 g, and the maximum, minimum, and average connected components of the model were 3, 1, and 2, respectively. Moreover, compared to constructing such a model manually with raw recruits, which would take two people six days to complete, our approach merely required one person over two days.
This result demonstrates the feasibility and efficiency of our algorithms and shows that a large-scale Peppa Pig model can be assembled using the proposed system. To clarify the applicability of the proposed system to different shapes, five models were tested: Peppa Pig, an elephant, a sheep, a rhinoceros, and a teddy bear. In the simulated models, models of different shapes and various sizes were designed, as shown in Table 2, to clarify the accuracy of the proposal when automatically assembling 3D models. To adjust these models, the number of voxels and number of layers were selected. Furthermore, the statistical values for the connected components, number of bricks, block weight, and time were determined. The performance of three different schemes are compared in Table 2. The proposed intelligent building system for 3D construction of complex brick models (STU-model) and the Lego model methods [18] (Lego-model) and the traditional non-automatic analysis tools support methods (Manual methods).

The statistic in Table 2 indicates that STU-model method greatly improves the construction efficiency compared with manual methods. Compared with the Lego-model method, the efficiency is slightly improved, STU-model greatly reduces the amount of calculation.

B. CASE 2: BUILDING

A residential building was modeled using the proposed system. The execution of the system for construction planning required approximately 300 milliseconds on a computer with an Intel(R) Core(TM) i7-4790 CPU and 32 GB of RAM. Construction activities followed the instructions. Fig. 14 shows this building model for urban construction analysis. The generated models were balanced, and required less material and processing time. It includes 7 floors and 17,693 building blocks.

Experiment results show that the proposed system is feasible and efficient when automatically generating constructing plans. Our method significantly decreases the time needed to generate such plans, compared to methods that do not utilize layout schemes. The system automatically generates a brick layout for each layer in less than a second. When constructing a real 3D object, an engineer simply assembles the bricks according to the scheme of each layer of the system output. Therefore, the voxelized models in this study can be used as a real brick-building guide with high reliability and speed.

V. DISCUSSION

The designs depended on a set of core algorithms to generate feasible brick layouts in accordance with a given 3D voxel model. The proposed approach consists of three main stages: an initialization algorithm, brick adjustments, and a merging and stabilization process. To obtain accurate registration results, different experimental models were applied and evaluated.

A. REAL SCULPTURES OF THE INTELLIGENT BUILDING SYSTEM

We conducted different case studies (Table 2), and the results indicate that the proposed system is feasible for establishing dynamic physical models in accordance with a given 3D.

### TABLE 2. 3D models constructed according to the system output scheme.

| Name      | height-width-depth(cm) | No. of Layers | Connected components | Bricks (people*day) | Weight (g) | STU-model | Lego-model | Manual methods |
|-----------|-------------------------|---------------|----------------------|---------------------|-------------|------------|------------|---------------|
| Peppa Pig | 99 x 61 x 100           | 16380         | 44                   | 3                   | 1           | 2          | 8874       | 44235.6       |
| Elephant  | 109 x 164 x 100         | 23425         | 44                   | 8                   | 1           | 5          | 19976      | 100349.3      |
| Sheep     | 88 x 58 x 95            | 15183         | 42                   | 4                   | 1           | 3          | 4670       | 23668.36      |
| Rhinoceros| 188 x 63 x 100          | 22113         | 44                   | 4                   | 1           | 3          | 17976      | 89880.2       |
| Teddy     | 76 x 53 x 100           | 14427         | 44                   | 3                   | 1           | 2          | 8429       | 42387.34      |

This result demonstrates the feasibility and efficiency of our algorithms and shows that a large-scale Peppa Pig model can be assembled using the proposed system.
The proposed intelligent building system has many practical applications. It can convert architectural models into brick sculptures while preserving the visual features of the original models. To extend the practical applications of the intelligent system to other design scenarios, and to simulate the volume and the shape of a building in a city, the user can design other models in the city based on population, temperature, and traffic. These models can then be compared with alternatives.

For other applications, design simulations can be enriched using projection mapping technology. The user can thus simulate building facades and their design. Additionally, the proposed system can be used to simulate the tops of buildings at the microscale level or for land use at the mesoscale level by projecting design proposals for top surfaces. The proposed system has many areas to be developed, such as the internal hollowing out of the entire building block model, local and overall force analysis. Due to lacking of professional knowledge in those areas, and the actual construction often needs to build brackets in large hollow models, this system only gives a rough reference in these aspects. In this regard, we can preliminarily imagine that if each building block can be given specific physical characteristics, combined with knowledge of mechanics, architecture, etc., it is expected to introduce a more perfect system that can be applied to other engineering projects.

VI. CONCLUSION
This article proposed a novel automated building system to assist engineers in building large, complex 3D assembly models. The following conclusions are drawn:

1) The proposed intelligent system provides a reasonable tool to establish models quickly with different shapes. The proposed system is particularly effective for large and complex models. In practice, the system can be used to reduce labor costs. It allows engineers to focus their expertise and effort on internal support, aesthetics, and other aspects.

2) To evaluate the validity of the proposed system, different case studies were tested. Case studies were conducted to consider different models, e.g. Peppa Pig. The results demonstrate that the proposed system can effectively establish vivid models.

3) The experimental results further demonstrated that the proposed system and algorithms offer a fully automated method of building a 3D brick assembly model. The proposed system will be beneficial for various applications that entail designing models.
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