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A B S T R A C T

Data deduplication technology is used to improve the spatial efficiency of cloud storage. This technology is used for storing data on a cloud and omitting data uploading if the data are already present. However, various security threats may occur during the deduplication process. These security threats include poison attacks and user identity exposure through ownership. In addition, in an environment in which ownership changes in real time, there is a problem in renewing ownership information that has already been issued. Therefore, various studies have been conducted to solve these problems. In this study, a poison attack, real-time ownership management, and ownership anonymization are provided through MLE and dynamic ownership management.

1. Introduction

The rapid development of information communication and technology (ICT) in the recent times has led to many changes in data storage environment. According to a Dell EMC report in Korea, the amount of data produced in 2013 was 4.4 trillion GB, and this value is expected to increase to 44 trillion GB by 2020. As the amount of data produced increases, there is a demand for storage media with sufficient capacity to accommodate the data. Accordingly, in the future, the basic size unit of the storage medium will exceed terabytes and will be of the order of petabytes. However, portable hard disk drives (HDDs) and universal serial bus (USB) memories, which have been used in the past, have to be carried along always, and there exists the risk of losing them.

Cloud storage is a storage service that is available remotely over a network. It provides an environment wherein multiple users can access the storage simultaneously. Therefore, it is necessary to accommodate the data of a large number of users, and it involves maintenance and expansion costs, such as the costs for periodic storage space expansion, because it is necessary to ensure availability always. However, in general, much of the data stored by users are the same. Therefore, some of the storage space of the cloud storage is wasted in storing the same data repeatedly. To solve this problem, a data deduplication technique is proposed.

Data deduplication is a technique that reduces the amount of data stored in the data storage by preventing duplication of the stored data[1]. Because most of the data stored in the data storage are stored as the same data repeatedly, storage space is wasted. Data deduplication technology allows confirming that the data to be added are stored when the data are added to the storage. At this time, if the data to be added are already stored, the data are not stored, and the ownership of the data is given to the user. Therefore, the use of data deduplication technology can prevent repeated storage of the same data and improve storage space efficiency.

The cloud storage is a remote server. Therefore, data can always be leaked because of internal or external threats. The data stored in the storage must be encrypted so that the contents of the data can’t be accessed by unauthorized users. However, common encryption techniques can’t be applied simultaneously with deduplication because they don’t know whether the two encrypted data originated from the same source. To solve this problem, a secure data deduplication technology using various technologies such as convergent encryption (CE) has been developed.

The initial technique for secure data deduplication was developed to enable simple deduplication of encrypted data. However, during the process of secure data deduplication, various security threats such as poison attack and ownership forgery attack occurred. In addition, a number of techniques were studied to solve such threats, but these techniques created additional problems such as the inconvenience of ownership management and excessive operation. In this paper, we propose an improved method of secure data deduplication. This paper is an extension of work originally presented in 2017 4th International Conference on Computer
2. Related Works

2.1. Data Deduplication

Data deduplication is a technique that prevents the same data from being repeatedly stored. To achieve this, when data are stored, it is necessary to check whether the same data are already present in the storage system or device as shown in Fig. 1. Therefore, with data deduplication a comparison of the data is conducted to check whether the same data are already stored. To do so, the data source is hashed and compared, and the data are stored according to the comparison results. Various methods can be applied during this process, and various types of systems can be designed according to the method used.

2.2. Client-Side Deduplication (CSD)

Data deduplication uses a method for determining whether the data to be uploaded have already been stored. During this process, it is the responsibility of the storage server to determine whether the data already exist. However, the process of removing redundant data may take various forms. In the initial data deduplication method, all data to be uploaded are transmitted to the server, and the deduplication process is conducted in the server, as shown in Fig. 2. This is called server-side deduplication. However, because all data including redundant data are transmitted, a large amount of data transmission traffic occurs irrespective of the ratio of redundant data. In addition, bottlenecks may be incurred when data are uploaded from many different users.
concurrently. Therefore, client-side deduplication (CSD) technology has been proposed to solve this problem.

CSD is a method for determining redundancy by comparing a list of stored data with a list of identifiers from the data to be uploaded by the client to the server, as shown in Fig. 3. The server determines whether the data are redundant and transmits a list of non-duplicated data to the user. The user conducts deduplication using the duplicated data list received from the server, and transmits only the deduplicated data to the cloud storage server. CSD can reduce the amount of data transmission traffic and load on the server side. In this study, we used the CSD method [1-3].

2.3. Convergent Encryption (CE)

Data deduplication is conducted by comparing whether two data are the same. Therefore, we use hashed data for the data comparison. However, cloud storage is provided at a remote server, and thus has an honest-but-curious attribute. Therefore, threats continuously occur from insiders or from outside the system, and an encryption technique is thus required to prevent the data source from being known even when the data are leaked, as shown in Fig. 4. However, even if encrypted data are the same as the original data, the result depends on the encryption key used for encryption, and thus a data comparison based on the data deduplication technique cannot be conducted. To solve this problem, convergent encryption (CE), shown in Fig. 5, has been proposed [4].

CE is a technique for hashing a data source so as to generate hash data of a fixed size and using the source as an encryption key. Therefore, even if different users encrypt the data, the same encryption key and ciphertext are always generated. M. Storer proposed a technique for the deduplication of secure data using this approach [3]. First, key generation and encryption are conducted through the CE process. Thereafter, it is determined whether the data have been duplicated using the identifier of the encrypted data, and the data are additionally stored according to the result. Therefore, encryption and deduplication cannot be conducted concurrently. CE is used in most data deduplication environments, and various types of technologies have been proposed to utilize this technique. However, CE incurs a threat of poison attacks caused by different data and their identifier, as well as dictionary attacks that infer the data sources.

2.4. Dictionary Attack

A dictionary attack is an attack in which a ciphertext is decrypted, or related information is obtained, using pre-existing data. CE uses a method for hashing the data source to generate an encryption key, and encrypting it using the encryption key. Therefore, if an attacker knows the data source, the attacker can find the encrypted data and the encryption key, as shown in Fig. 6. Therefore, the attacker attempts an attack using a data list that is guessed as the data source. First, the attacker obtains the key by hashing the data that are guessed as the data source. When encryption is conducted using an encryption key and a data source, password data are generated. By comparing the generated secure data with a ciphertext maintained in storage, it is possible to confirm that the data generated by the attacker matches the original stored data. Such threats are quite serious in environments where data are predictable [5].

2.5. Poison Attack

A poison attack is a threat that occurs when the data stored do not match the actual data, as shown in Fig. 7 [6]. When a poison attack occurs in data M, two types of threats can be created:

- **Loss of data source**: If the user who acquired the ownership by performing a subsequent upload to the data where the poison attack occurred deletes the data source from the local storage, the original data can’t be acquired again.

- **Damage due to malicious code or modified data**: Failure to detect tampering of data when downloading poison attack data may result in damage due to malicious code contained in the tampered data or property damage due to tampering with sensitive information.

To protect user’s data from poison attacks, user need to be able to check whether stored data and metadata are generated from the same data. The RCE used in this study compares the tag with the data source and performs integrity verification after downloading
the data. However, since the direct association between the tag generated from $M$ and the cipher text $C$ can’t be found in the data uploading stage, it is vulnerable to a poison attack.

2.6. Message-Locked Encryption

Message-locked encryption (MLE) offers four types of cryptographic techniques for the deduplication of encrypted data using technology proposed by Bellare et al. [7]. As a common MLE approach, data source $M$ generates an encryption key $K$ by computing $K \leftarrow H(M)$. Four types of MLE have been developed: CE, hash and CE without a tag check (HCE1), hash and CE with a tag check (HCE2), and randomized convergent encryption (RCE). The CE and HCE1 methods conduct only encryption and decryption. The HCE2 method conducts encryption and decryption along with tag integrity verification. The RCE method is based on HCE2, and the key generation entropy is improved through the generation of a randomized key in a one-time pad during the key generation process. In this study, a protocol design using RCE was applied.

2.7. Proof of Ownership (PoW)

In client-side deduplication technology, if the uploaded data are duplicated, ownership is issued without uploading the data. However, a problem arises if an attacker attempts to upload data by forging a data identifier. In this case, the attacker can take ownership of the data without the data source. To solve this problem, a technique is proposed to verify data ownership without transferring the data source. This technique is referred to as proof of ownership (PoW) [8].

2.8. Dynamic Ownership Management

A variety of data are stored on a cloud, and each data group has its own ownership group. However, if a change occurs, such as the issuing and discarding of ownership, a problem arises in that all
ownership of the ownership group must be renewed. In general, it is relatively easy to issue ownership to a new user. However, if ownership information for a particular portion of data changes, it is difficult to change the ownership previously issued to the user. Therefore, dynamic ownership management technology is necessary to manage changes in ownership information in real time. In this study, we use proxy re-encryption for dynamic ownership management.

2.9. Hur et al.’s scheme

Hur et al.’s scheme was proposed in 2016 [9]. The authors proposed a method for achieving dynamic ownership management in a secure data deduplication environment. This scheme addresses the problem of identifying the data owner using the ownership information of the user by providing anonymity of ownership. As a way to provide anonymity of ownership, a general method for confirming ownership through the ownership group was developed. However, this approach complicates the ownership management because the ownership of the entire group must be changed at the time of ownership issue and renewal. re-encryption was proposed to solve this problem, along with a dynamic ownership management technology providing better efficiency. However, this scheme is based on a server-side deduplication environment, is continuously affected by the redundancy rate of the data, and always involves the same number of computations. Therefore, in the present study, we researched an improved technology by applying the idea of Hur et al.’s scheme.

In Her et al.’s scheme, ownership management is performed using the Merkle Hash Tree (MHT) for dynamic management of data ownership. In the leaf node of the MHT, the identification information of the users is located, and the MHT is configured as shown in Fig. 8 using this identification information. Ownership group G_i contains a list of users having ownership of data M_i. Also, KEK(G_i) is configured as shown in the left side of Fig. 8 so that users included in G_i can be included in the minimum number of nodes. Therefore, user1, user3, user4, user7, user8 belong to group G and KEK(G) consists of KEK_1, KEK_3, KEK_4, and KEK_78 in Fig. 8. Also, for each user, a node included in the user's own identifier path from the root node is provided as a path key (PK). In Fig. 8, PK_u1(G) is PK of user1. It includes KEK_root, KEK_1234, KEK_12, and KEK_1.

The ownership manager generates KEK(G_i), which is a list of KEK of the ownership group G_i, and provides PK_u1(G_i) to the user. Then, after generating the group key GK_i of the group G_i, the data M_i is encrypted to generate the cipher text C_i = E_{G_K_i}(M_i). Finally, the group key GK_i is encrypted with KEK(G_i) to complete the update of the ownership group for the data M_i.

Through the above process, the user belonging to the ownership group can obtain the data M_i = D_{PK_u1(G_i)}(C_i) by using the PK_u1(G_i) held by the ownership group and the KEK(G_i) provided by the ownership manager.

3. System Requirements

3.1. System configuration

The system structure required in this study is shown in Fig. 9. Users access the cloud storage, which includes storage and metadata servers. Therefore, the user stores the metadata server, data tag, and verification data, and the encrypted data are stored in the storage server.

3.2. Security requirements

The six security requirements are poison attack resistance, dictionary attack resistance, confidentiality, integrity, anonymity, and efficiency.

- **Confidentiality:** Data stored in cloud storage must be encrypted and archived in case of data leakage. Encryption should also be considered to enable data deduplication.
- **Integrity:** Data stored in cloud storage should be preserved without modification. If the data stored in the cloud storage are modified, the user should be able to detect the deformation when downloading the data.
- **Anonymity:** Ownership information stored in the server can only be used to verify the user’s ownership, and information that can identify the user’s identity should not be included.
- **Efficiency:** In the case of data deduplication, a large number of operations and data transmissions can occur. In this case, the computation and data traffic efficiency must be provided during the process because the benefits of the data deduplication are offset.
- **Resistance to poison attack:** A tag is derived from the data source and must be able to verify the integrity of the original data. This prevents poison attacks that may occur owing to the different tag sources and data stored in the server.
- **Resistance to dictionary attack:** An attacker should not be able to attack a dictionary. Therefore, an attacker should not be able to derive data or data encryption keys through the CE using an analogy with the data source.

4. Proposed Scheme

The proposed technique is based on Hur et al.’s concept of dynamic ownership management. In the proposed method, the data upload request phase is initially applied, and the first and subsequent data upload phases are conducted depending on whether the data are duplicated. If a poison attack is detected in the
data upload phase, a data upload phase (when a poison attack occurs) is conducted. Subsequently, when the data upload is completed, the ownership group renewal phase is applied. Then, when the user requests the downloading of data, the data download phase is conducted, as shown in Figs. 10 and 11.

### 4.1. Data Upload Request Phase

This step is a common step in the data upload process. At this stage, the user uses the identifier of the data to be uploaded, and requests the server to confirm whether the corresponding data exists, as shown in Fig. 12.

The user converts data $M_i$ to be uploaded into a hash algorithm for generating $K_i$ and $t_i$. The generated $t_i$ is then transmitted to the metadata server to request confirmation of storage.

$$K_i \leftarrow H(M_i)$$  
$$t_i \leftarrow H(K_i)$$  

### 4.2. Data Upload Phase (First Upload)

This step is conducted when the corresponding data do not exist as a result of the data upload request phase, as shown in Fig. 13.

The metadata server determines that there are no data that a user has requested to upload and transmits the result to the user.

A user who receives a response from the metadata server generates $L_i$, $C_i^1$, $C_i^2$, and $C_i^3$.

$$L_i \leftarrow \{0,1\}^{\lambda(K)}$$

$$C_i^1 \leftarrow E_{L_i}(M_i)$$

$$C_i^2 \leftarrow L_i \oplus K_i$$

$$C_i^3 \leftarrow H(M_i \parallel L_i)$$
The user sends the created $t_i$, $C_i^3$ and $ID_u$ to the metadata server. The ownership group renewal is then conducted.

4.4. Data Upload Phase (when a Poison attack occur)

This step is conducted when it is determined that a poison attack has occurred on the data uploaded during the data upload phase (subsequent upload), as shown in Fig. 15.

The metadata server determines that there are data that the user has requested to upload, and transmits the result and $C_i^3$ to the user.

The user obtains $L_i$ by calculating data $C_i^3$ obtained from the metadata server, as shown in (7). Then, $C_i^3''$ is generated using the obtained $L_i$, as shown in (8).

The user sends the created $t_i$, $C_i^3$, and $ID_u$ to the metadata server.

The metadata server determines that a poison attack has occurred when the user-uploaded $C_i^3''$ is different from $C_i^3$ stored in the metadata server.

The metadata server then requests the user to re-upload the data. Ownership group renewal is then conducted. A user who receives a response from the metadata server generates $L_i''$, $C_i^3'''$, $C_i^3''''$, and $C_i^3'''''$.

\[ C_i^{3'''} \leftarrow H(M_i \parallel L_i') \]  

\[ L_i'' \sim \{0,1\}^{A(K)} \]  

\[ C_i^{3''''} \leftarrow E_{L_i''}(M_i) \]  

\[ C_i^{3'''''} \leftarrow L_i'' \oplus K_i \]  

\[ C_i^{3'''''} \leftarrow H(M_i \parallel L_i'') \]  

The user sends the generated $t_i$, $C_i^{3'''}$, $C_i^{3''''}$ and $ID_u$ to the metadata server and transmits $C_i^{3'''''}$ to the storage server. Then, the ownership group renewal is conducted.

4.5. Ownership Group Renewal Phase

This step is executed after the data upload phase ends. Include the user who has been issued ownership in the ownership group. In this process, the metadata server encrypts and archives the $GK_i$ using the added $KEK_i$. Fig. 16 shows the formation and management of the user’s tree and ownership group.

The owner group $G_i$ of data $M_i$ has a key $KEK(G_i)$ for encrypting the group key $GK_i$. The $KEK(G_i)$ term is a $KEK$ list of the minimum nodes that can include all user nodes included in $G_i$. For example, when $G_{data_1} = \{u_1, u_3, u_4, u_7, u_8\}$, $KEK(G_{data_1}) = \{KEK_{u_1}, KEK_{u_3}, KEK_{u_4}, KEK_{u_7}, KEK_{u_8}\}$ is established. The group update procedure is as follows.

The metadata server applies a data deduplication process with the user, and issues ownership of data $M_1$ to user $u_2$.

The metadata server includes the user in ownership group $G_i$ of data $M_1$. Then, $KEK(G_i)$ is updated. The added $KEK$ is assumed to be $KEK_2$. 
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KEK($G_i$) is composed of KEK, which can cover all users included in group $G_i$ with the minimum KEK by combining the added and existing KEK.

The metadata server encrypts $C_i^4$ with $GK_i$, and encrypts $GK_i$ with $KEK_{1234}$.  

### 4.6. Data Download Phase

This procedure corresponds to Fig. 17, and is conducted when a user who has been issued ownership of data $M_i$ requests data to be downloaded from the server.

The user transmits identifier $t_i$ of the data to be downloaded and verification data $C_i^3$ to the metadata server.

The server searches for data corresponding to $t_i$, and then transmits $C_i^1$, $C_i^2$, and $C_i^4$ stored in the server to the user.

The user obtains $M_i$ using $C_i^1$, $C_i^2$, $C_i^3$, and the user’s own $PK_u$ and $k_i$.  

\[
GK_i \leftarrow D_{PK\otimes KEK(G_i)}(C_i^4) \quad (13)
\]

\[
C_i^2 \leftarrow D_{GK_i}(C_i^2) \quad (14)
\]

The user compares $C_i^3$ and $C_i^{3'}$. This allows verification of the data integrity.

\[
C_i^3 = H(M_i \parallel L_i) \quad (17)
\]

### 5. Analysis of Proposed Scheme

In this paper, we propose a more efficient and secure method for deduplication of encrypted data based on Hur et al.’s dynamic ownership idea [9]. Therefore, it has similar features to the Hur et al. method in certain areas, but differs in the following ways.

**Confidentiality:** Cloud storage is continuously exposed to data breaches. Therefore, data stored in the cloud must be encrypted and stored. However, because data deduplication and data encryption have opposite characteristics, we used CE to apply them concurrently. CE is a technique for obtaining an encryption key $K$ by hashing the data source $M$ as in (18). Therefore, the same encryption key and ciphertext are always generated for users who own the same data source. Therefore, using CE, it is possible to deduplicate the encrypted data. In this proposed scheme, data encryption is conducted using RCE mode of MLE based on CE.

\[
K \leftarrow H(M) \quad (18)
\]

- **Integrity:** The user who has downloaded the data can verify whether the downloaded data have been transformed through the RCE tag validation. With this process, the user obtains data chunk $t_i$ and conducts a hash operation using the encryption key $L_i$ to create $C_i^3$, as shown in (19), which can be verified.

\[
C_i^3 = H(M_i \parallel L_i) \quad (19)
\]

- **Anonymity:** This method is based on Hur et al.’s approach. When a user requests a data download, the cloud storage server sends the encrypted group key to the user. A user with legitimate ownership can decrypt the key and can verify that
it has legitimate ownership without identifying the user. Accordingly, the user has ownership of the corresponding data through this method, and thus downloads and decrypts the data through the process shown in (13-16).

- **Efficiency**: The proposed method shows that the total computational load decreases as the duplication ratio increases, the cause of which can be observed in Table 1. With the proposed method, one more hash operation per block is generated than in Hur et al.’s and Kim et al.’s method during the upload process when the first upload and poison attack occur[11, 9]. However, in the proposed scheme, the 3H + 1SE operation is omitted when redundant data exist. Therefore, the total number of operations can be reduced as the ratio of redundant data increases. In addition, the proposed scheme uses client-side deduplication. This method can conduct data uploads and deduplication with less computational and transmission overhead than server-side deduplication methods when uploading duplicated data, as shown in Fig 18, 19[10].

- **Resistance to poison attack**: In Hur et al.’s scheme, when a poison attack occurs, its occurrence can be checked at the download phase. However, data lost owing to a poison attack cannot be recovered. Therefore, the proposed scheme detects the poison attack in the subsequent upload phase to prevent data loss. In Hur et al.’s scheme, when a poison attack occurs, its occurrence can be checked during the download phase. However, data lost from a poison attack cannot be recovered. Therefore, the proposed scheme detects a poison attack during the subsequent upload phase to prevent a data loss [8].

- **Resistance to dictionary attack**: CE is vulnerable to dictionary attacks. Basically, because CE has a structure for obtaining an encryption key from a data source, the encryption key can also be obtained if the data source can be guessed. Therefore, to achieve resistance to a dictionary attack, data encryption key acquisition through data guessing should be made impossible. For this purpose, the proposed scheme conducts data encryption using RCE mode of MLE based on

---

**Table 1. Comparison with other technologies**

|                     | Hur, et al.      | Kim, et al.      | Proposed Scheme |
|---------------------|------------------|------------------|-----------------|
| Deduplication Location | Server Side      | Client Side      | Client Side     |
| Poison Attack Resistance | △               | ○                | ○               |
| Proof of ownership   | ○                | X                | ○               |
| Dynamic Ownership Management | ○               | X                | ○               |
| User Anonymity       | ○                | X                | ○               |
| **Upload**           |                  |                  |                 |
| First upload         | User             | 2H + 1SE + 1⊕    | 3H + 1SE        | 3H + 1SE + 1⊕ |
| Subsequent upload    | User             | 2H + 1SE + 1⊕    | 3H + 1SE        | 3H + 1⊕       |
| Poison attack occurred | User          | 2H + 1SE + 1⊕    | 3H + 1SE        | 4H + 1SE + 1⊕ |
| Download             | User             | 1H + 3SE + 1⊕    | 1H + 1SE        | 1H + 3SE + 1⊕ |
| Ownership group renewal | Server       | 1H + 3SE + 1⊕    | 1H + 1SE        | 1H + 3SE + 1⊕ |

○: Offer; X: Not offer; △: limited offer;
H: Hash algorithm; SE: Symmetric key encryption; ⊕: XOR Operation.
CE. In RCE mode, the key obtained by hashing the data source is not used as a data encryption key, but is used as a key “K” for encrypting the data encryption key “L.” The formula for this is shown in (8),(21–23). Therefore, even if a data source is guessed, it is possible to resist a dictionary attack, which is an attack achieved through data guessing, because it does not obtain the data encryption key directly, but acquires a key capable of decrypting the data encryption key.

\[ L \leftarrow \{0,1\}^{|K|} \quad (21) \]
\[ C^1 \leftarrow E_L(M) \quad (22) \]
\[ C^2 \leftarrow L \oplus K \quad (23) \]

6. Conclusion

This study was conducted to improve the efficiency and security of data deduplication. Data deduplication has been proposed to solve this problem. Data deduplication is a technology that saves storage space by preventing the same data from being stored. Therefore, the loaded data are compared with the data stored in the existing storage to make sure the data are the same. However, cloud storage always incurs a threat of data leakage, and thus data encryption should not be used to identify the data source. Therefore, cloud storage requires the data to be encrypted and archived through deduplication. However, CE was proposed to deal with the conflicting characteristics of data encryption and deduplication technologies. Because CE is a technology for generating an encryption key by hashing the data source, the same ciphertext is always generated when encrypting the same data source. It therefore becomes possible to deduplicate the encrypted data. However, CE poses a threat of a dictionary attack, and client-side deduplication poses a threat to a poison attack. Therefore, we use RCE mode of MLE to solve this problem. MLE is a CE-based encryption technology, and can prevent data-source guessing. In addition, the verification data generated in RCE mode can be used to identify the occurrence of a poison attack. In addition, when data deduplication is conducted, the ownership information of the user is updated. Because cloud storage is an environment used by multiple users, such ownership information is frequently updated. Therefore, ownership management difficulties may occur, and the identity of the user may be exposed when using such ownership information. To solve this problem, we applied ownership management technology using a binary tree based on Hur et al.’s scheme. Through this, this paper is safe from poison attack, dictionary attack, proof of ownership, ownership management and ownership anonymity. In addition, by applying a client-side deduplication environment, the number of computations and amount of communication can be reduced as the data redundancy ratio increases. As a result, the proposed scheme is effective against various security threats, and reduces the amount of computational traffic as the data redundancy ratio increases.
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