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Abstract: Software development process involves developing, building and enhancing high-quality software for specific tasks and as a consequence generates considerable amount of data. This data can be managed in a systematic manner creating knowledge repositories that can be used to competitive advantage. Lessons learned as part of the development process can also be part of the knowledge bank and can be used to advantage in subsequent projects by developers and software practitioners. Code smells are a group of symptoms which reveal that code is not good enough and requires some actions to have a cleansed code. Software metrics help to detect code smells while refactoring methods are used for removing them. Furthermore, various tools are applicable for detecting of code smells. A Code smell repository organizes all the available knowledge in the literature about code smells and related concepts. An analytical study of code smells is presented in this paper which extracts useful, actionable and indicative knowledge.
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1 INTRODUCTION

Today’s software development process produces large amount of data. Lesson's learned and best practices in software development process are spread out over literature in various forms such as Code smells, design patterns, idioms etc. Organizing this knowledge into a knowledge repository, extracting insights from this data and making them available to code developers and software practitioners, can assist the software development process. Code smell is a general mechanism to distinguish structural design issues in software projects [1, 2]. Code smell term was formulated by Kent Beck when helping Fowler for his refactoring book and has since become an important word in software maintenance vocabulary. Existence of code smell would not interrupt the functionality of system but it would enhance the risk of decay and reduce the software quality of system over time [3, 4]. Many software metrics are available in literature for detection of code smells [5, 6]. Moreover, there are several tools that developers can apply for automatic or semi-automatic detection of code smells in their code. Applying appropriate refactoring actions is the right way to deal with code smells. Refactoring actions can remove Code smells and optimize the quality of software design during maintenance process [7-9].

This paper presents an analytical study of code smells and its related concepts. The significance of this study is to extract some insightful information from inter relation between code smells, software metrics, refactoring actions and detection tools. This paper is organized as follows: background and related work is described in section 2. The design of code smell repository is presented in section 3. Section 4 presents application of different analytical techniques to code smell related information tables and extracting of indicative information that can further enhance the usefulness of a code smell repository. This is followed by conclusion in section 5.

2 BACKGROUND AND RELATED WORKS

In 1999, Beck and Fowler [9] found out that code smells are some indications in source code which don’t prevent of its functionality but may reveals lots of problems in future. They presented 22 code smells and some refactoring actions that can be used to develop the design.

Mantyla [10] classified 22 code smells in seven categorized because of their similar features.

Mens and Tourwé [11] presented their survey on refactoring. It includes all aspects of refactoring process such as general ideas, refactoring actions, different formalism and methods, attentions and how refactoring suits the software development process. Walter and Pietrzak [12] pointed out that certain code smells such as divergent change get added as part of the maintenance phase. They proposed that multiple pieces of code need to be analyzed to detect the change. Marinescu [13] promoted the formalization of definition of code smells. He developed the detection to a broader range of code smells and a number of design principle violations. Olbrich et al. [14] demonstrated that in the existence of bad smells, performance of open source projects is degraded. They examined this bad feature for three software projects. God Class and Brain Class were selected by them for their experimental study. They observed that without normalization of size, both smells are harmful for code. In contrast, with normalization of size, outcomes are reversed. Therefore, they evolved that the size of both code smells are major factor for measuring the harmfulness of these smells. An investigation about God Class and Data Class presented by Ferme et al. [15] proves that bad smells are destructive for source code. Different filters were suggested by them to decrease or refine detection rules for code smells. Mahmood et al. [16] investigated several refactoring tools and established their purpose of usage. Also, they examined automation of tools for different code smells. Ganea et al. [17] described that code smells make considerable disadvantages in source code. They presented a tool named "InCode" that is an Eclipse plug-in. This tool is designed for Java programs and has capability of increasing the quality of source code and decreasing the code smells. Yamashita and Moonen [18] presented an empirical study about inter relation of code smells and their effect on occurrence of maintainability issues. They found out that certain inter-smell relations were connected with issues in the maintenance process and some inter-smell relations indicated
through couple artifacts. Yamashita et al. [19] had a survey for detecting a broader range of inter-smell relations. They observed that for various domains some of the code smells have same inter relation and should pay attention to them. Therefore, these inter relations can help practitioners for improving the quality of software systems.

3 BUILDING CODE SMELL REPOSITORY

An extensive literature survey was carried out to gather all the information about Code smells and the related concepts. An initial list of 22 code smells was proposed by Kent Beck and Martin Fowler [20] which has since grown with contributions from several researchers and practitioners into almost 65 code smells. With the increase in number of code smells, Mantyla [10] proposed a classification of code smells into six categories.

Software Metrics use measurable software attributes as indicators of latent software quality attributes [21-23]. Detrination of quality created by presence of code smells can be quickly detected by using one or more related software metrics [24-26]. The literature survey identified that around 49 software metrics are applicable in code smell detection. Software metrics are categorized in many ways and one such classification separates class level metrics from method level metrics.

Tool support is essential, as several code smells can go undetected while programming [27]. Tools are available for automatic or semi-automatic detection of code smells. The detection methods applied by tools are generally established on the calculation of a specific set of composite metrics using the threshold values for these metrics [28]. Numerous tools are accessible but 9 detection tools are popular to use by developers.

The code smell repository thus constructed is available at https://serene-tundra-28026.herokuapp.com

3.1 Methodology of Building Code Smell Repository

• Selection of different kind of papers about code smells and related concepts from different journals and internet sources
• Data extraction about code smells and related concepts from the literature
• Organization of code smell knowledge
  1) Designing a code smell repository template
  2) Designing a code smell repository schema
  3) Generating tables between code smells and each related concept for presentation of their relationship
  4) Designing a web code smell application using Angular, Material Design, Node JS, Express JS and MongoDB
  5) Implementing the code smell repository

Data collected in the Code smell repository can be analyzed to gain useful insights into the world of code smells. Analytical study of code smells focuses on inner relation between code smells and its related concepts. Though only 22 code smells are detected by one or more out of 39 software metrics, this table capturing the link among code smells and restructuring internal structures of existing source code without changing its external structures [27, 31]. There are around 87 refactoring actions that could be picked from literature, which are classified into six groups.

The schema of Code smell repository presents that code smell operates as the main object of repository which is linked to software metrics, refactoring actions and detection tools. Code smell relations with its corresponding related concepts are many to many. Each of the related concepts has its own details such as name, definition, category and etc. Fig. 1 displays Code smell repository schema. Further 'links' attribute can be used to navigate to different sources of detailed information about code smells.

4 ANALYTICAL STUDY OF CODE SMELLS AND ITS RELATED CONCEPTS

Data collected in the Code smell repository can be analyzed to gain useful insights into the world of code smells. Analytical study of code smells focuses on inner relation between code smells and its related concepts. Though only 22 code smells are detected by one or more out of 39 software metrics, this table capturing the link among code smells and
software metrics may be subjected to several analytical techniques to extract useful insights. Also, 28 code smells can be removed by 74 refactoring actions. Fig. 2 shows it.

4.1 Identifying Most Significant Set of Software Metrics

Many code smells can be detected by one or more metrics. As a sample, a formula for God Class detection is:

\[
WMC \geq \text{VERY\_HIGH} \land \text{ATFD} > \text{FEW} \land \text{TCC} < \frac{1}{3}
\]  

where \( \text{FEW} \) is 5 and \( \text{VERY\_HIGH} \) is 47.

In contrast, \( \text{LOC} \) alone can detect Large Class [32]. One or more metrics may detect one or more code smells. Therefore, they have a many to many relationship.

Notably, most obvious metric for code smell detection is size metric. \( \text{LOC} \) (number of lines of code) acts as the leader of metrics in detection of code smells as it is used in detection of as many as 8 code smells.

| No | Metrics          | Detected code smells                                                                 | Total |
|----|------------------|-------------------------------------------------------------------------------------|-------|
| 1  | LOC              | God class, Brain class, Long method, Brain method, Duplicated code, Primitive obsession, Large class, Lazy class | 8     |
| 2  | WMC              | God class, Brain class, Duplicated code, Large class, Lazy class, Refused bequest    | 7     |
| 3  | VG               | God class, Long method, Switch statements, Brain method, Conditional complexity, Duplicated code, Lazy class | 7     |
| 4  | NOM              | Message chain, Middle man, Lazy class, Refused bequest, Large class                 | 5     |
| 5  | LCOM             | Feature envy, God class, Large class, Data class                                   | 4     |
| 6  | CBO              | Feature envy, God class, Large class, Lazy class                                  | 4     |
| 7  | DIT              | Parallel inheritance hierarchy, Duplicated code, Large class, Lazy class             | 4     |

This information can be used to advantage in predicting categories of code smell not yet categorized also in designing detection metrics for code smells from a particular category.

4.2 Identifying Representative Metric for Each Code Smell Category

Code smells are organized into 6 categories [33-36]. All code smells are not categorized in literature. A decision tree classification method is applied on this table where Code smell category acts as a class label. Classification result shows that each code smell category can have one or more representative metric. Result is showed in Tab. 2.

| No | Code Smell Category | Representative Metric |
|----|---------------------|-----------------------|
| 1  | Bloaters            | LOC                   |
| 2  | Object Orientation Abusers | MNL or WMC                  |
| 3  | Change Preventers   | CM                    |
| 4  | Dispensables        | DIT                   |
| 5  | Couplers            | NOM                   |

4.3 Identifying Association between Software Metrics

Code smell table with related metrics can be also subjected to identifying association between different metrics. The results of apriori algorithm with minimum support: 0.15 (3 instances) and minimum confidence: 0.9 generated 11 one itemsets, 13 two itemsets and 4 three itemsets and corresponding association rules. The three itemsets as given in Tab. 3 bring out most frequently occurring groups of related metrics.

| No | Most frequently occurring groups                                      |
|----|---------------------------------------------------------------------|
| 1  | Lines of Code, Weighted Method Count per Class, Depth of Inheritance Tree |
| 2  | Lines of Code, Weighted Method Count per Class, Coupling Between Objects |
| 3  | Lines of Code, Weighted Method Count per Class, Tight Class Cohesion |
| 4  | Coupling Between Objects, Lack of Cohesion in Methods, Access To Foreign Data |

4.4 Identifying Clustering between Code Smells and Software Metrics

The objective of clustering analysis is to recognize patterns in data and make groups based on those patterns. Thus, if two observations have similar features that mean they have the identical pattern. Consequently, they are included in the same group. Clustering is capable to shows what characteristics frequently appear together. Fig. 4 is result of clustering on detected code smells and corresponding used metrics. After cutting dendrogram at \( k = \)
4, one can find out the sets of code smells that appear together. These code smells have similarity as to the detection metrics used by them. Thus there is more chance of them occurring together.

![Cluster Dendrogram](image)

**Table 4 Important Refactoring Methods**

| No | Metrics | Detected code smells | Total |
|----|---------|-----------------------|-------|
| 1  | Move Method | Switch Statements, Data Class, Feature Envy, Message Chains, Middle Man, Alternative Class with Different Interfaces, Shotgun Surgery, Parallel Inheritance Hierarchies, Inappropriate Intimacy | 9 |
| 2  | Extract Method | Long Method, Switch Statements, Comments, Data Class, Feature Envy, Message Chains, Duplicate Code | 7 |
| 3  | Extract Class | Inappropriate Intimacy, Duplicate Code, Temporary Field, Large Class, Data Clumps, Divergent Change, Primitive Obsession | 7 |
| 4  | Move Field | Feature Envy, Middle Man, Shotgun Surgery, Parallel Inheritance Hierarchies, Inappropriate Intimacy | 5 |
| 5  | Introduce Parameter Object | Long Method, Data Clumps, Long Parameter List, Primitive Obsession | 4 |
| 6  | Preserve Whole Object | Long Method, Long Parameter List, Primitive Obsession, Data Clumps | 4 |
| 7  | Extract Superclass | Alternative Classes with Different Interfaces, Duplicate Code, Refused Bequest, Divergent Change | 4 |
| 8  | Inline Class | Shotgun Surgery, Speculative Generality, Lazy Class, Dead Code | 4 |

**4.6 Identifying Association between Refactoring Actions**

Code smell table with related refactoring actions can also be subjected to identifying association between different refactoring actions. The results of apriori algorithm with minimum support: 0.1 and minimum confidence: 0.9 generated 15 one item sets and 4 two item sets. The best four association rules generated with confidence 1 are as given below in Tab. 5.

**Table 5 Association between Refactoring Methods**

| No | Most frequently occurring groups |
|----|---------------------------------|
| 1  | Movie Field ⇒ Move Method       |
| 2  | Preserve Whole Object ⇒ Introduce Parameter Object |
| 3  | Introduce Parameter Object ⇒ Preserve Whole Object |
| 4  | Collapse Hierarchy ⇒ Inline Class |

This association indicates the pairs of refactoring actions that is closely linked.

**5 CONCLUSION**

Organization of knowledge about code smells and related concepts spread out in literature into code smell repository gives rise to tables holding useful information. Applying analytical techniques to these tables can help in improving this knowledge bank further.

Analytical study of code smells and its related concepts gives insightful knowledge about code smells to improve the software development process. Results of this paper are as follows:

- 22 code smells are detected by one or more out of 39 software metrics and 28 code smells can be removed by 74 refactoring actions.
• Presenting the table of top 7 software metrics to detect the maximum number of code smells and top 8 refactoring actions to eliminate the maximum number of code smells.

• Preparing a wordcloud of Significance of different software metrics and refactoring actions with respect to Code smells.

• Presenting of one or more representative software metric for each code smell category by applying a decision tree classification method.

• Presenting the most Frequently Occurring Groups of software metrics based on code smells and metrics relationships by applying association apriori algorithm.

• Presenting the most Frequently Occurring Groups of Refactoring actions based on code smells and refactoring methods relationships by applying association apriori algorithm.

• Applying the hierarchical clustering based on code smells and software metrics relationships to find the similarity of code smells by presenting of a dendrogram. This presents a new way of categorizing code smells.

The code smell repository and the extracted insights can assist the developers and software practitioners.
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APPENDIX A

| No | Metrics | Abbreviations |
|----|---------|---------------|
| 1  | Number of Lines of Code | LOC |
| 2  | McCabe Cyclomatic Complexity per Module | VG |
| 3  | Weighted Method Count per Class | WMC |
| 4  | Depth of Inheritance Tree | DIT |
| 5  | Class Coupling | CC |
| 6  | Coupling Between Objects | CBO |
| 7  | Lack of Cohesion in Methods | LCOM |
| 8  | Number of Parameters per Method | PAR |
| 9  | Tight Class Cohesion | TCC |
| 10 | Number of Methods | NOM |
| 11 | Number of Attributes | NOA |
| 12 | Method Lines of Code | MLOC |
| 13 | Number of Children | NOC |
| 14 | Access To Foreign Data | ATFD |
| 15 | Locality of Attribute Accesses | LAA |
| 16 | Foreign Data Provider | FDP |
| 17 | Number of Accessor Methods | NOAM |
| 18 | Halstead Metric | HM |
| 19 | Number of Brain Methods | NBM |
| 20 | Maximum Nesting Level | MNL |
| 21 | Number of Accessed Variables | NOAV |
| 22 | Unused Parameters | UP |
| 23 | Weight of a Class | WOC |
| 24 | Number of Public Attributes |_NOPBA |
| 25 | Number of Protected Members | NProtM |
| 26 | Base-class Usage Ratio | BUR |
| 27 | Base-class Overriding Ratio | BOvR |
| 28 | Average Method Weight | AMW |
| 29 | Number of Lines of Code in a Class | NLOC |
| 30 | Instance Variable per Method in a Class | IVMC |
| 31 | Number of Delegate Method | NODM |
| 32 | Number of Foreign Fields | NOFF |
| 33 | Number of Foreign Methods | NOFM |
| 34 | Length of Methods Call Chain | LOMC |
| 35 | Number of Variables per Class | NOVC |
| 36 | Changing Classes | CHC |
| 37 | Changing Methods | CM |
| 38 | Dependency-Oriented Complexity Metric | DOCM |
| 39 | Number of Concerns per Component | NCC |
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