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Abstract. In the process of software development and maintenance, developers often use "copy-paste" or use the development framework, so that a large number of clone codes appear in the software system. In order to eliminate clone code and reduce the negative effects of clone code, researchers have proposed many excellent methods for clone code detection. This paper first introduces the significance of the research on clone code detection, and sorts out the related concepts of clone code detection. Then, according to the clone code detection technology, the existing techniques can be categorized to Text-based, Token-based, Tree-based, Metric-based and Graph-based categories. The five categories, respectively introduce the corresponding existing methods or tools, and summarize their advantages and disadvantages. Finally summarize the key problems in the current clone code detection research.
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1. Introduction

Copying code fragments and then reusing them by pasting and adjusting (such as adding, deleting, or modifying statements) is a common practice in software development, and this reuse mechanism can result in a large number of identical or similar code fragments in the code repository. This type of code segment is called Clone Code, also known as Duplicate Code. In addition, using a particular development framework or reusing design patterns can also result in clone code. Empirical studies have shown that a software system may have 20% ~ 30% clone codes[1][2][3][4], and sometimes even up to 50%[5]. A large number of clone codes can have a negative impact on the software system[6]. For example, reusing code fragments containing unknown errors may lead to error propagation and reduce the reliability of the software system. In addition, without good clone management of the software system, the code repository will continue to expand, increasing the cost of maintenance. Therefore, it is necessary to perform regular clone detection, management and maintenance of the software system, thereby reducing the extra labor and reducing the maintenance cost of the software.

The code clone classification standard widely accepted by researchers is a four-category standard proposed by Bellon et al. according to the degree of code cloning[7], that is, the identical code fragment (Type-1), renamed code fragment (Type-2), almost the same code fragment (Type-3) and semantically similar code fragment (Type-4), from Type-1 to Type-4, the similarity of code fragments is inversely proportional to the detection difficulty, that is, the similarity between code fragments gradually decreases and the detection difficulty gradually increases. Scholars have put forward many excellent clone detection methods and tools[8][9][10], but the complex clone situation cannot be effectively detected. This paper in view of the current code clone detection research progress combing the existing methods, according to the method used, it is divided into Text-based method, Token-based method, Tree-based method, Metric-based method and Graph-based method, etc. Summarize the existing clone code detection technology and evaluation methods, conclusion the current key problems in the field, and discuss the solution ideas and research trends.

2. Clone Detection Related Concepts

2.1 Basic Concepts of Code Clone

Code clone is also called duplicate code (referred to as clone). For the convenience of description, this paper defines several basic concepts as follows:
- Clone Fragment (CF): clone fragment is a special part of the source code that consists of a number of statements, which can be a class, a function or a method, a sequence of declarations, and so on.

- Clone Pair: when a code fragment (CF1) and another code fragment (CF2) are identical or similar to each other exceeds a certain threshold (using a similarity calculation method), the two code fragments are called clone pair (CF1, CF2). Clone relationship are generally reflexive and symmetrical.

- Clone Class: In a series of code fragments, any two code fragments are clone pair, which are called a clone group.

2.2 Clone Code Classification

There is no uniform clone code classification standard in the field of clone code. The most widely used is the four-category standard proposed by Bellon et al. according to the degree of clone code[7]:

Type-1 (identical code fragment): a code pair that removes spaces and comments exactly the same.

Type-2 (renamed/parameterized code): code pairs that are identical except for Type names, identifiers, and constants.

Type-3 (almost the same code): a pair of code where some statements are added, deleted, modified, or where identifiers and types are replaced, but the syntactic structure is basically the same.

Type-4 (semantically similar code): a pair of code that is semantically similar but has a different syntactic structure.

Although this classification reflects the degree of similarity between code fragments, there is no strict definition of type-3 and type-4 clone code. For example, how many statements can a type-3 clone delete? Therefore, the standard is not rigorous. In addition, scholars have also studied other types of clone code, such as structural clone [11][12], function clone[13] and model clone[14].

2.3 General Process of Clone Code Detection

There are a lot of differences between the existing clone code detection methods, but their basic processes are the same, including four steps: source code preprocessing, intermediate representation of code, code similarity comparison, and report detection results. Source code preprocessing mainly includes removing spaces, comments and redundant statements, and selecting appropriate source code units according to requirements. These units generally have files, classes, functions, or methods, etc. The intermediate representation of the code is to abstract the text, symbols, or convert the source code into an abstract syntax tree, etc. Code similarity comparison refers to the similarity detection between each intermediate code fragment and other code fragments to find the code clone fragments. Reporting detection results means storing detected clone codes in an appropriate manner and providing detection reports to researchers.

2.4 Evaluation Indicator of Clone Code Detection Method

Different code cloning detection methods are applicable to software systems with different scales, programming languages and structures. In order to evaluate the detection methods, the following evaluation indicators are generally adopted[15][16]:

Recall: the ratio of all detected clone codes to the total number of clones.

\[ \text{Recall} = \frac{TP}{TP + FP} \]  

Precision: refers to the percentage of candidate clone codes detected by the clone detection algorithm that are true code clones.

\[ \text{Precision} = \frac{TP}{TP + FN} \]  

Where: TP represents the intersection of the cloned fragment detected by a certain clone code detection method and the real code clone fragment. FP represents the collection of clone code
fragments that are detected to be clone fragments by using the clone detection method, but are not actually clone. FN represents a collection of real clone code fragments that are not detected by the detection method.

Clone type: the ability to detect type-1 to type-4 code clones is an important indicator of evaluation code clone detection tools or methods.

Results presentation: generally, the detection results are presented by clone pair or clone class. Since clone class contains the information of clone pair, the clone group can provide more detailed information of detection results[17].

2.5 Clone Code Detection Method

The method used in clone code detection directly determines the efficiency of the method, the type of clone that can be detected and the accuracy of the final results. For example, if the source code is cloned and detected in the form of text, the required space-time complexity is low. Theoretically, only the clone codes of type-1 and part of type-2 can be detected. However, if the source code is cloned and detected in a graph, although the semantically similar code clone can be detected, the graph-based graph matching technique requires a huge computational overhead. Therefore, using different ways to represent source code for detection is the key to clone code detection.

2.6 Research on Text-based Detection Method

The Text-based code clone detection method directly detects the code clone by using the text similarity detection algorithm by the source code of the pre-processing (delete spaces, comments, etc.). Since the source code itself has meaning, directly processing it as text will lose a lot of information, so the Text-based clone code detection method can only detect type-1 and type-2 clone codes. At present, mainstream Text-based clone code detection methods mainly include NiCad[10], SDD[18], Dup[19], Duploc[20] and so on.

NiCad is a clone code detection tool proposed by Roy's team, which is widely used in academic circles. NiCad first preprocesses the source code, removes whitespace and comments, splits the code fragment into lines using a parser. Then converts the code according to the established rules. Finally uses the dynamic matching pattern to find the longest common subsequence (LCS). NiCad uses percentage of unique strings (PUS) to control the detection slack, so that type-1, type-2, and type-3 clone codes can be detected. NiCad can detect clone code in block and function granularity, with high recall and accuracy[15], and the final clone information is fed back in the form of clone pair and clone class.

SDD is a method proposed by Lee et al. for efficient detection of clone code of large software systems, which has been packaged as an Eclipse plug-in. SDD directly establishes an inverted index on the source code, and uses n-nearest neighbor algorithm to detection, it can detect type-1 to type-3 clone code. Finally, the clone code pair are displayed in a visual form.

Dup first removes the useless information such as whitespace and comments in the source code. Then converts all variables in the source code into strings, that is, parameterized strings. Finally, uses the pattern matching algorithm based on suffix tree to detect the parameterized strings. This text method needs to be implemented by means of a lexical analyzer, and only type-1 and type-2 clone code can be detected, and the final result is presented in the form of a clone pair.

Duploc first removes the comments and whitespace in the code, characterizes the lines of code in the text, hashes the string of each line, and visualizes the difference using a dot plot. Then use a simple string method to detect the longest common subsequence. Duploc can detect type-1 and type-3 clone code, and display clone code information in the form of clone pair.

The Text-based clone code detection method directly compares the source code text, and generally does not detect clone code with large text differences, so it has a high accuracy. Since only the text structure of the source code is considered, there is no need to use a parser, so this detection method can be easily extended to multiple programming languages. Compared with the matching algorithm based on graph or tree, this method has lower time-space complexity, so it is suitable for the detection
of large-scale software systems. The Text-based detection method ignores the syntactic and semantic information of the code and can only detect the relatively simple clone code.

2.7 Research on Token-based Detection Method

The Token-based code clone detection method uses a lexical analyzer to divide the source code into Token sequences and then find similar subsequences in the Token sequence. The Token-based detection method performs lexical analysis on the source code. The symbol sequence is more consistent with the compilation principle, and the source code information is more fully utilized. However, it lacks the analysis of the syntax and semantics of the code, and the detection effect of type-3 and type-4 cloning is not ideal. At present, the Token-based code clone detection method mainly include CCFinder[4], CP-Miner[21], CCAligner[22], and CCLearner[23].

CCFinder was proposed by Kamiya et al., and on this basis, D-CCFinder[24] was proposed. CCFinder first uses the lexical analyzer to preprocess the source code, including removing comments and whitespace. Then performing parameter conversion according to special rules, representing the source code as parameterized symbols. Finally using the suffix tree matching algorithm for code cloning detection, that can detect type-1 and type-2 clone code. The final result can be displayed in both clone pair and cloned class.

CP-Miner is a Token-based clone code detection method proposed by Li et al., which is suitable for detecte large software systems. CP-Miner first parses the source code into a sequence set, and characterizes the source code in code block manner. Then using frequent sub-item mining technique to get similar code fragment information. Finally, the end result is obtained by checking and filtering. CP-Miner can detect type-1 and type-2 clone with higher accuracy than CCFinder.

CCAligner first removes extraneous information such as comments and spaces from the source code. Then use a sliding window to hash the source code. Finally, clone code information is obtained by hash comparison algorithm and setting appropriate threshold. CCAligner can detect type-1 to type-3 clone, especially when the line number between the two clone fragments of type-3 is greatly different.

CCLearner is a Token-based code clone detection method that uses deep learning. Li et al. used BigCloneBench as a training set, used a fully connected neural network to train the marked clone pair of data sets, and uses the learned feature to detecte software. CCLearner can detect type-1, type-2, type-3, and type-4 clone, and present the final result with clone pair.

Compared with the Text-based detection method, the Token-based detection method also serializes the source code, but it makes better use of code and performs better in detect type-2 clone. The Token-based detection method is sensitive to the occurrence of situation of adding, deleting, changing and changing the order of code lines in the source code, and is prone to missed detection.

2.8 Research on Tree-based Detection Method

The tree-based code clone detection method is to represent the source code as an abstract syntax tree (AST) or a code parse tree, and then use a tree matching algorithm to find similar or identical subtrees, so as to detect clone code. This method performs syntax analysis on the source code, and the utilization of the source code information is further improved, which can better detect type-3 clone and improve the detection accuracy. CloneDR[8], Deckard[25], CDLH[26], CloneDigger[27] and other Tree-based clone code detection methods are widely used at present.

CloneDR uses the parser to parse the source code into an abstract syntax tree. The tree matching technique and hash algorithm are used to divide the tree into several subtrees and search for similar subtrees. The code fragments corresponding to the founded subtrees are clone code. It can detect type-1 and type-2 clone, and the detection results were displayed in the form of clone pair. CloneDR not only detects clone code in software, but also can refactors source code with an abstract syntax tree.

Deckard first parses the source code into a code parse tree. Then converts it into a vector, clusters it using the local sensitive hash matching algorithm (LSH), and calculates the similarity between certain vectors using Euclidean distance. Finally, the similar vector is reconverted into the detected
code clone fragment, and display the result in a text format. Deckard can detect type-1, type-2, and type-3 clone, including changing the code line, but the detection speed is not ideal.

CDLH is a method proposed by Wei et al. that use deep learning techniques to detect clone code. CDLH first converts the source code into an abstract syntax tree and hashes it. Then uses the hashed code as training data and inputs it into the convolutional neural network for training. Finally, using the learned feature to detected software system and show the test results in the form of clone pair. This method can detect type-1 to type-4 clone code with high recall and accuracy.

CloneDigger detects clone code by representing XML as an abstract syntax tree and then looking for the same or similar subtree. This method can detect type-1, type-2, and type-3 clone code, but the effect of clone detection for type-2 is not satisfactory.

The tree-based clone detection method considers the syntax structure of the code, and makes more use of the code information than the text-based. Token-based detection method, which improves the accuracy of code detection and can better support the detection of type-3 clone code. However, the tree matching algorithm is complex and requires a lot of time, so the speed of the algorithm is lower than that of the first two methods and cannot be used on large software.

2.9 Research on Metric -based Detection Method

The Metric-based clone code detection method extracts the source code specific index metrics (such as the number of lines of code, the number of variables, the number of loops), abstracts them into feature vectors, and then determines clone based on the distance between the feature vectors, this method has a great advantage in speed. Currently, metric-based clone code detection methods include the work of Mayrand et al.[28], the work of Kontogiannis et al.[29], the work of Raheja et al.[30], and the like.

The work of Mayrand et al. first parses the source code into an abstract syntax tree, and extracts some indicator metrics (function names, expressions, hierarchies, etc.) from the source code. If the index metrics of the two code fragments are similar, they are considered to be clone of each other. This method can detect type-1, type-2, and type-3 clone, and the final results are displayed in the form of clone pair and clonal class.

The work of Kontogiannis et al. first converts the indicators of the source code into feature vectors. Then uses the dynamic program and the edit distance to calculate the similarity between the two codes. Finally, the preliminary test results are given, and users can further screen the results according to their own needs. The code clone information detected by this method is not necessarily correct and needs to be further checked manually.

Raheja et al. work to detect clone code that exist in the JAVA projects. The method uses bytecode to detect and map with the source code to find semantically similar code clone fragments, which is expensive to deploy. The method proposed by Raheja et al. can detect type-1, type-2, and type-3 clone code, and the final clone information is presented in an Excel table.

The metric-based clone detection method has high detection efficiency, but is limited to clone detection with only fixed granularity. Since the method is highly dependent on the extracted feature values, the semantic information possessed by part of the source code will be lost. For example, in some cases, although the two code segments have the same indicator, they are not clone.

2.10 Research on Graph -based Detection Method

The Graph-based clone code detection method converts the source code into a program dependency graph (PDG) composed of data flow graph and control flow graph, and implements clone detection by finding a homogeneous subgraph. The graph-based detection method exploits the semantic information of the code, so it can type-4 clone. At present, the code-based clone detection tools mainly include Duplix[9], Komondoor et al.[31] and GPLAG[32].

Duplix is a Graph-based clone code detection method proposed by Krinke. This method first converts the source code into a program dependency graph, and uses the K-length patch algorithm to search similar subgraph, which can detect the type-1, type-2, type-3 and type-4 clone, and finally displays the detection results in the form of clone class.
The main idea of Komondoor's work is to use program slicing to find isomorphic subgraphs in program dependency graphs. It first uses CodeSurfer to generate a program dependency graph. Then uses the isomorphic program dependency graph subgraph matching method to detect clone code. Finally, all clone pairs are clustered to obtain the final result, and the detection results are presented in the form of clone pair and clone class. This method takes into account the semantic characteristics of the code, so type-1 to type-4 clone code can be detected.

The GPLAG method also uses the isomorphic program dependency graph subgraph matching method. Since the time-space complexity required for graph matching detection is high, this method is only applicable to small data sets, and type-1, type-2, type-3, and type-4 clone can be detected. Finally, display the detection results in the form of clone pairs.

The graph-based clone code detection method not only utilizes the syntax structure of source code, but also considers the semantic information of the source code to a certain extent, so this method can detect type-4 clone. However, due to the high space-time complexity of the program dependency graph generation algorithm and the isomorphism program dependency graph subgraph matching method, the graph-based code clone detection method cannot be applied to the clone code detection of large software systems.

3. Evaluation Method

Different clone code detection methods have their own advantages and disadvantages. For example, the Text-based clone detection method is fast, but it can only detect type-1 and type-2 clone code. The Graph-based clone detection method can detect type-1, type-2, type-3 and type-4 clone, but the complexity of time and space is high, and the computational overhead is large. Therefore, a scientific and systematic method is needed to evaluate these detection methods. The collection of objective and effective data sets is the key to the evaluation of detection methods. At present, scholars use annotation data and data generation to evaluate.

3.1 Annotation Data Method

The method of label data collection means that the researcher collects several software codes[7][33][34][35], and uses the code modification log, context and manual inspection to evaluate the detection method proposed by themselves. However, this method has some defects. When collecting code sets, the data collected by different researchers are not the same, the scale and structure of different software systems are also different, and the code base is small, so it is difficult to form an objective and unified evaluation standard. In order to solve this problem, Svajlenko et al. built a JAVA code set called BigCloneBench[36]. A total of 8 experts participated in the construction of this data set, consuming 216 hours, manually marking 6 million pairs of type-1 to type-4 clone code, and 260,000 pairs of negative samples, which contained 10 functions. In the following work, many researchers used this data set to evaluate their proposed methods[22][23][26], and promoted the research on clone detection. However, BigCloneBench, with its ten features, does not measure up to reality, and it is only evaluated as a method for detecting clone code in JAVA software systems, and does not meet the unified standard.

3.2 Data Generation Method

Roy's team proposed a variation insertion method[15] to evaluate the clone code detection method. This method is based on the variability test in software testing[37]. The main idea is to artificially generate type-1, type-2, type-3 clone code by inserting a piece of manually written code into the source code fragment. Then use these clone pairs as a data set to evaluate the effectiveness of the clone code detection tool. The data set using the data generation method can obtain an accurate recall rate, such as Zhang Jiujie et al. used this method in evaluating the FClones[38] detection effect. However, this method has some defects. The artificially constructed data set is different from the real data. It is not scientific to evaluate the detection tool, so it can only be used as an auxiliary test method.
4. Key Problems and Solutions

4.1 Key Problem

Clone code has been studied for more than 20 years, and the development of clone detection technology is relatively mature, but there are still some key problems that need to be solved urgently.

(1) Lack of Type-4 Clone Detection Methods

Now, there are many excellent clone code detection methods, which are mainly divided into five types of detection methods based on Text, Token, Tree, Metric and Graph, which can effectively detect type-1, type-2, and type-3 clone code and have been widely recognized by researchers. However, there are few scholars research the type-4 clone method, and there is a lack of corresponding detection tools. Type-4 clone code requires semantic similarity between two code snippets. Existing Text-based and Token-based clone detection methods can only detect textual and lexical similar clone pairs. Tree-based clone detection method can detect syntax similar clone pairs. The Graph-based clone code detection method considers part of the semantic information of the source code, and can detect partial semantically similar clone pairs, but the calculation cost of this method is large and the technology is complicated. It is not suitable for testing needs. Therefore, how to better detect type-4 clone needs further research.

(2) The Definition of Clone Code is Blurred

The currently widely accepted definition of clone code is proposed by Bellon et al., with strict definitions for type-1 and type-2, but only conceptual definitions for type-3 and type-4. Due to the ambiguity of clone code definitions, it is impossible to accurately label cloned fragments, which limits the subsequent development of clone code research and makes it impossible to uniformly evaluate the performance of clone detection methods or tools.

Study the Practicality of Clone Code

Existing clone code detection tools or methods mainly gives the detection result in the form of clone pair or clone class, and reports the location where the clone code appears, does not sort or evaluate the detection result according to the specific application target, nor the clone code test results applied to the subsequent maintenance and management process. Moreover, only a few tools, such as CloneDetective[39] and SHINOBI[40], were combined with the actual software development environment. Therefore, it is necessary to carry out in-depth research in combination with the actual development process, and combine clone code with reality.

4.2 Solution

In view of the key problems summarized above, this paper expounds the possible solutions and future development trends of the above problems from two aspects: clone code detection technology and engineering practice application.

(1) Combine Deep Learning and Achieve Technological Breakthroughs

In recent years, deep learning has become the most popular method of machine learning, which has been widely used in computer vision, speech recognition, natural language processing, and other commercial fields, and has achieved remarkable results. The principle of deep learning is to form a more abstract high-level representation of attribute categories or features by combining low-level features, so as to discover the distributed representation of data features. If deep learning is applied to clone code detection technology, it may solve the problem that detect type-4 clone is difficult, and the computational cost of using tree or graph detection technology is large, and the performance of code cloning research is further improved. So far, some scholars have combined deep learning technology into code clone detection methods, which is effective for detecting type-4. However, how to better integrate these technologies into detection technology still needs further exploration and analysis.

(2) Contact the Actual Situation and Promote the Application of Clone Code

The current clone code detection technology has been able to detect type-1, type-2 and type-3 clone, but it is not fully applicable to the industry. Most testing tools or methods have their own limitations, and the results of clone testing are only presented in the form of clone pair or clone class,
which cannot meet the needs of the industry. Therefore, in the following work, it is necessary to consider the needs of the actual developer and the design in an interactive mode. In addition, we should communicate with industry insiders to keep abreast of their needs, establish effective cooperative relations, and actively seek out areas where products can be expanded.

5. Conclusion

Clone code has important implications for the development, maintenance, and management of software. Based on the current research status of clone code, this paper introduces the related concepts of clone detection. From the five aspects of text, Token, tree, metric and graph, this paper sorts and summarizes the current clone code detection technology, analyzes it. Discussed the key problem facing the current clone code research and proposed possible solutions and future trends.
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