Application and improvement of capture-recapture model for crowdsourced testing
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Abstract. Crowdsourced testing has become an effective alternative to traditional testing. However, crowdsourced testing is inherently difficult to manage. In this paper, objective information such as defect count is considered to evaluate the task process. We researched how the capture-recapture model estimates the total number of defects in a crowdsourced testing scenario. By comparing the difference between crowdsourced testing and traditional testing, incremental sampling methodology and the best estimator for crowdsourced testing were proposed to estimate the number of defects, so as to improve the ability to evaluate the completion degree of crowdsourced testing task.

1. Introduction
Crowdsourced testing is an emerging mode. Crowdsourced testing platforms usually plan the end of crowdsourced testing tasks according to the personal experience of project managers. They usually close crowdsourced testing tasks based on time or testers [1-3]. These experience-based decisions can lead to unsatisfactory software quality and can result in wasted testing resources. Therefore, the trade-off of "when to stop testing" in crowdsourced testing is critical [4-6]. Therefore, it is worthwhile to evaluate the test task process by using the objective information of the test, such as the number of defects.

CRC model has been widely applied in biology [7-10], and animal population size is estimated based on overlaps generated by multiple captures [11-16]. Recently, a similar solution [17-20] has been proposed in software engineering. The catch-recapture model in biology can be transferred to software inspection, and the overall scale of software defects can be estimated. The existing CRC models are mainly divided into four types according to the difference of defect detection probability and testers’ detection capability, as shown in Table 1. Based on the four types of CRC models, researchers have developed a variety of estimators to calculate the total size number.

In this paper, CRC model is introduced to estimate the number of defects in crowdsourced testing. First, the differences between crowdsourced testing and traditional testing were compared. We used the incremental sampling methodology to deal with all the test report in time order, grouped them as dynamic input data into a fixed size of samples. Then the best CRC estimator was selected through experimental analysis of the number of testers and the number of reports to estimate the defect count. The experiments use data sets of 16 project in crowdsourced testing platform, and the results show that the prediction performance of $M_0$-SC and $M_0$-SC estimators for crowdsourced testing is significantly better than other estimators, and far better than the prediction results on the traditional data sets, which can basically accurately reflect the completion degree of the test task.
Table 1. Classification of CRC models and estimators.

| Models | Tester’s detection capability | Bug detection probability | Estimators | Acronym |
|--------|-------------------------------|---------------------------|------------|---------|
| $M_0$  | Identical                     | Identical                 | Maximum Likelihood | $M_0$-MLE[11] |
| $M_t$  | Different                     | Identical                 | Maximum Likelihood | $M_t$-ML[11]     |
|         |                               |                           | Chaos        | $M_t$-Ch[14]     |
| $M_h$  | Identical                     | Different                 | Jackknife    | $M_h$-JK[12]     |
|         |                               |                           | Chaos        | $M_h$-Ch[13]     |
|         |                               |                           | Sample Coverage | $M_h$-SC[16] |
| $M_{th}$ | Different                     | Different                 | Sample Coverage | $M_{th}$-SC[15-16] |

2. Improvements in crowdsourced testing scenario

All CRC estimators studied are suitable for traditional testing scenarios. Traditional testing typically delivers software to a testing team in software testing centre, with smaller staff and fewer reports to submit. The frequency of each defect in the report is also greatly low when the test report base is small. Estimation of defects using the CRC model is usually done after the test has been substantially completed to determine whether the test still needs to continue. In this scenario, the training set mainly takes the report of each tester as the unit sample and whole training set is relatively fixed.

However, crowdsourced testing requires a large number of testers, each of whom can submit reports multiple times. The platform needs to process a large number of test reports in a timely manner. The test report is in a constantly changing process and cannot keep the training set stable. Moreover, when the test report base is very large, the frequency of defects with less difficulty in the sample is also greatly increased.

Therefore, this paper compares the two test scenarios and proposes improvement measures for the application of CRC model in crowdsourced testing scenarios.

2.1. Processing test reports

Crowdsourced testing is in a distributed test environment. All testers check for defects in their own test environment and submit test reports to the crowdsourced testing platform over the network, and they can submit report multiple times. In this case, the number of test reports is increasing, and the training set cannot be kept relatively fixed. So, taking all test reports of a tester as a sample does not meet the requirements of real-time prediction. To manage the test process in real time, we use each test report received as a sample. In addition, the platform needs to process the test reports in real time to continuously transform the newly arrived report data into the form that can be directly used as the input data of the prediction model.

CRC models typically use a 0-1 matrix [7], as shown in Table 2. Each row represents a sample received by the platform and each column represents a defect detected. The values of $i$-th row and $j$-th column in the table is denoted by $X_{ij}$.

\[
X_{ij} = \begin{cases} 
1 & \text{The } i\text{-th defect is detected in the } j\text{-th report} \\
0 & \text{other} 
\end{cases}
\]

Table 2. Test reports defect matrix.
We adopt incremental sampling methodology [21] to process the test report received by the platform. It improves the reliability and defensibility of sampled data by reducing variability. Considering that crowdsourced testing reports are submitted in chronological order, we add a new blank line at the end of the table when a new test report reach crowdsourced testing platform. And then we check for defects detected in the report. For existing defects in the table, we mark the corresponding value as 1. For defects that are not in the table, we add a new column to the table, which means a new defect, and mark the value as 1 in the new column in the last row. The rest of the spaces in the table are marked with 0. Finally, the training matrix required by the CRC model is generated according to the table.

In the process of crowdsourced testing, we need to maintain the test report defect matrix table dynamically to record all the information of the test reports. For this table, some parameters that are useful for CRC model can be clearly obtained: 1) The number of rows of valid values in the table represents the number of samples; 2) The number of columns of valid values in the table represents the number of different defects captured in all samples; 3) The number of defects found in the j-th report can be obtained by summation of the values in the j-th line; 4) The number of times that the i-th defect is detected be obtained by summation of the values in the j-th column. These important parameters can be obtained by simple processing of the matrix table, which can greatly improve the computational efficiency of the CRC model.

2.2. Selecting the best estimator

Biological researchers generally use large data sets [8,16,20] to conduct comprehensive assessments of CRC models, while software engineering studies have been limited to relatively small data sets, usually consisting of a small number of testers and defects [13,14,23]. Recommendations and comparisons of defect estimation results in software engineering and animal size estimation results are based on these limited data sets.

2.2.1. The number of testers. A survey [22] shows that in the traditional testing data set, there are rarely test teams have more than 8 members, and test teams contain less than 5 members account for 25%. In fact, crowdsourced testing belongs to the category with a large number of testers, and the number of testers is usually over 80. Since the CRC model works based on the amount of overlap of defects detected by different testers, it is unclear to a large number of testers what impact the CRC model's performance will have. The direct application of the CRC model to the dataset of crowdsourced testing may result in a reduction in accuracy of prediction. Therefore, it is necessary to analyze the various estimators of CRC model based on the different data sets where the number of testers is different. Briand [22] has analyzed the impact of the number of testers on these estimators mostly in table 1. They compared a dataset of 73 testers and found two conclusions: 1) As the number of testers increased, the accuracy and accuracy of the estimator improved directly; 2) With the increase in the number of testers, the accuracy of \( M_{h-CH} \), \( M_{h-SC} \), and \( M_{th-SC} \) estimators improves faster than other estimators. The number of testers in the dataset in this study may be much more than 73. Therefore, we apply the conclusions of this large dataset to the crowdsourced testing scenario, and \( M_{h-CH} \), \( M_{h-SC} \) and \( M_{th-SC} \) estimators will be the main focus in this experiment.

2.2.2. Defect detection frequency. The traditional testing datasets have small base and the frequency of defect detected is low. Typically, each tester will be able to detect a small number of defects, and the number of defects being recaptured will be small, perhaps only once or twice per defect. In this situation of sparse data [23], \( M_{h-JK} \) and other estimators are no longer applicable, and new low-order estimators \( M_{l-CH} \) and \( M_{h-CH} \) are proposed to correct errors. In contrast, crowdsourced testing datasets have a large base and defects are detected with a relatively high frequency. Most defects will be found by multiple testers, so crowdsourced testing is more suitable for high-order estimators of CRC model, such as \( M_{th-ML} \), \( M_{l-ML} \), \( M_{h-JK} \), \( M_{h-SC} \), and \( M_{th-SC} \), etc.
3. Experimental Verification

3.1. Research Problems
Q1: Whether all CRC estimators can accurately predict the number of defects according to crowdsourced testing datasets? Is there a CRC estimator with the best estimated performance?

Q2: What is the difference between the estimated results of the CRC model for the datasets of traditional testing and crowdsourced testing? Can the estimated performance of the best estimator in crowdsourced testing exceed that of traditional testing?

Q3: Does the number of defects estimated by the CRC model accurately reflect the degree of completion of the test task?

3.2. Experimental setup
The datasets analysed by this experiment is from the crowdsourced testing platform of MOOC [24]. These test projects examined in this study were developed for use in software testing competitions and were seeded with different numbers of defects in advance. The test involved nearly hundreds of testers. In order to make a comparison with the traditional testing, the experiment also delivered the crowdsourced testing task to 5 students in the laboratory for the traditional team testing. Therefore, the defect datasets of the traditional testing of the same software can be obtained. These datasets will be used to compare the predicted performance with the crowdsourced testing data set on the CRC model.

In order to examine the estimated performance of the CRC model on the crowdsourced testing dataset, we used the following two evaluation indicators to evaluate the improved model: relative error (RE) and defect coverage (DC).

3.3. Experimental results

3.3.1. Answers to Q1
The experiment conducted defect number estimation for 16 crowdsourced testing datasets. Table 4 shows the median and variance of RE of the final prediction results of all seven CRC estimators.

| Estimator | RE (median) | RE (variance) |
|-----------|-------------|---------------|
| M₀-MLE    | 0.03        | 0.08          |
| M₁-ML     | 0.03        | 0.07          |
| M₁-Ch     | 0.02        | 0.06          |
| M₁-JK     | 0.07        | 0.13          |
| M₀-Ch     | 0.03        | 0.10          |
| M₀-SC     | 0.02        | 0.04          |
| M₁₀-SC    | 0.01        | 0.03          |

It can be seen that the median values of most projects are close to 0 in the end, indicating that the predicted number of defects is almost the same as the actual number of defects. M₀-SC has the minimum median value, followed by M₁-SC and M₁-Ch, while M₁-JK has a relatively poor prediction performance. From variance, prediction of M₀-SC estimator is quite accurate. Although the median values of M₀-SC and M₁-Ch are the same, the variance values of M₁-Ch is much higher than that of M₀-SC. By comparing the median and variance values of RE, the experiment shows that M₁-JK estimator is not effective in crowdsourced testing. M₁-Ch, M₀-SC, and M₁₀-SC estimators are always accurate in predicting the total number of defects in crowdsourced testing, and are significantly better than other estimators. The number of predicted defects is almost equal to the actual situation, with a deviation of less than 5%.

3.3.2. Answers to Q2
Two types of defect datasets of crowdsourced testing and traditional testing were estimated by using best estimators (M₀-SC), and the estimated results were compared. Table 5 shows the median and variance of RE in the whole estimation process.
Table 4. Prediction RE of Mth-SC estimators.

| Test scenarios | 10%   | 20%   | 30%   | 40%   | 50%   | 60%   | 70%   | 80%   | 90%   | 100%  |
|----------------|-------|-------|-------|-------|-------|-------|-------|-------|-------|-------|
| **RE (median)**|       |       |       |       |       |       |       |       |       |       |
| Traditional   | 0.29  | 0.20  | 0.15  | 0.13  | 0.10  | 0.08  | 0.06  | 0.06  | 0.05  | 0.05  |
| crowdsourced  | 0.32  | 0.22  | 0.16  | 0.12  | 0.08  | 0.05  | 0.03  | 0.02  | 0.01  | 0.01  |
| **RE (variance)**|    |       |       |       |       |       |       |       |       |       |
| Traditional   | 0.27  | 0.24  | 0.22  | 0.20  | 0.19  | 0.17  | 0.14  | 0.12  | 0.11  | 0.10  |
| crowdsourced  | 0.30  | 0.30  | 0.29  | 0.23  | 0.15  | 0.20  | 0.15  | 0.17  | 0.10  | 0.04  |

At the beginning of the task, the decline rate of median and variance of traditional testing is much higher than that of crowdsourced testing. The decline rate gradually decreases near the end of the task. This may be due to the large base of test reports for crowdsourced testing. The number of valid reports was too small to accurately predict the number of defects when the test reports were initially selected proportionally. With the increase of the test reports, the median value of RE on the datasets is decreasing, and the prediction results become more and more accurate. The experiment shows that the median and variance values of Mh-SC and Mth-SC are both lower than the traditional testing, indicating that the estimation performance of CRC model in crowdsourced testing exceeded the traditional testing.

The detailed performance of the Mth-SC (best estimator) during the estimation process is shown in Figure 1.

![Figure 1. RE of Mth-SC estimators.](image1)

3.3.3. Answers to Q3

In order to be able to assess test task progress according to number of defects, we analysed the DC in the estimation process. Figure 2 shows the DC of all crowdsourced testing projects by the Mth-SC estimator during the entire estimation process.

The DCs of all projects increase as the number of test reports increases and eventually stabilize. At the end of the task, the number of projects whose DC is more than 95% accounted for about 93.75% of the total. It can be seen that the number of defects estimated by the CRC model can basically accurately reflect the degree of completion of the test task.

![Figure 2. DC trend diagram of projects for the Mth-SC estimator.](image2)

4. Conclusion

In this paper, we apply CRC model to crowdsourced testing to predict the total number of potential defects in the software. We have improved the original CRC model. Not only is the incremental sampling methodology presented to handle a large number of test reports, but also the best estimator suitable for crowdsourced testing is selected based on the number of testers and the frequency of defect detection. The model can improve the accuracy of defect number prediction and reflect the completion of test tasks well.
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