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Examples to compare the use of libSBML and SBMLDiagrams

To read and write SBML, users can use the software library libSBML. However, it can be difficult for new users to learn python-libSBML which requires a detailed knowledge of the layout and render object model. In the following, three simple examples illustrate how SBMLDiagrams can make reading SBML files significantly easier and more convenient than using python-libSBML.

To compare reading SBML files by SBMLDiagrams and python-libSBML, there is a separate python script with three simple functions, i.e. getNodeSize(), getNodeBorderWidth() and getNodeBorderColor(). The script is available on GitHub (https://github.com/sys-bio/SBMLDiagrams/blob/main/examples/supplementary/supplementary_Compare_libSBML.py). When using SBMLDiagrams, it only takes one line to load SBML string and one additional line for each function: getNodeSize(), getNodeBorderWidth() and getNodeBorderColor(). However, it takes over one-hundred lines to achieve the same outcome when using python-libSBML with two classes and four functions.

First, it is necessary to judge the validity of an imported SBML string and check whether there is the layout and/or render information. Secondly, it is critical to read the layout and render information separately from the SBML string. Finally, there are supposed to be additional warnings and support to cross check users’ inputs and help with organizing the information read out from SBML files.

Example 1: getNodeSize()

First, all the input arguments are supposed to get validated, including the SBML string, node id, and alias node index. If there is an error, a corresponding warning will get raised. Second, the information of node size can be obtained from the layout, which is stored as the width and height values from the bounding box of each species glyph. Finally, the output of the node size is written as a Point object to make it more applicable. When using SBMLDiagrams, it only takes one line to load the SBML string and one additional line for the function of getNodeSize().
However, it takes about 50 lines to achieve the same function via python-libSBML. The script to compare SBMLDiagrams and libSBML for getNodeSize() is below and also available on GitHub (https://github.com/sys-bio/SBMLDiagrams/blob/main/examples-supplementary/supplementary_Compare_libSBML_getNodeSize.py)

**Script using SBMLDiagrams (3 lines)**

```python
import SBMLDiagrams
sd = SBMLDiagrams.load(sbmlStr)
print("Get node size by SBMLDiagrams (width, height):", sd.getNodeSize("x_0").x, sd.getNodeSize("x_0").y)
```

**Script using libSBML (~50 lines excluding comments)**

```python
import libsbml

class Point:
    def __init__(self,x_init=0,y_init=0):
        """Define a Point object with attributes x and y."
        self.x = x_init
        self.y = y_init

class Load:
    def __init__(self, sbmlStr = ""):  
        """Load the SBML string."
        self.sbmlStr = sbmlStr
        self.spec_specGlyph_id_list = []
        self.spec_dimension_list = []

        mplugin = None
        try:
            #check the validity of the sbml files.
            document = libsbml.readSBMLFromString(self.sbmlStr)
            if document.getNumErrors() != 0:
                errMsgRead = document.getErrorLog().toString()
                raise Exception("Errors in SBML Model: ", errMsgRead)


            model_layout = document.getModel()
            try:
                mplugin = model_layout.getPlugin("layout")
```
except:
    raise Exception("There is no layout."
if mplugin is not None:
    layout = mplugin.getLayout(0)
if layout is not None:
    self.numSpecGlyphs = layout.getNumSpeciesGlyphs()
    for i in range(self.numSpecGlyphs):
        specGlyph = layout.getSpeciesGlyph(i)
        specGlyph_id = specGlyph.getId()
        spec_id = specGlyph.getSpeciesId()
        self.spec_specGlyph_id_list.append([spec_id, specGlyph_id])
        boundingbox = specGlyph.getBoundingBox()
        height = boundingbox.getHeight()
        width = boundingbox.getWidth()
        self.spec_dimension_list.append([width, height])

except Exception as e:
    raise Exception (e)

def getNodeSize(self, id, alias = 0):
    
    Get the size of a node with a given node id.

    Args:
        id: str-the id of the node.
        alias: int-alias node index: 0 to number of alias nodes -1.

    Returns:
        size: a Point object with attributes x and y representing
              the width and height of the node.

    Examples:
        p = Load(sbmlStr).getNodeSize('ATP')
        print ('Width = ', p.x, 'Height = ', p.y)

size_list = []
for i in range(self.numSpecGlyphs):
    if id == self.spec_specGlyph_id_list[i][0]:
        s = self.spec_dimension_list[i]
        size = Point(s[0], s[1])
        size_list.append(size)

if len(size_list) == 0:
    raise Exception("This is not a valid id."
if alias < len(size_list) and alias >= 0:
    return size_list[alias]
else:
    raise Exception("Alias index is beyond number of alias nodes.")

ls = Load(sbmlStr)
print("Get node size by libSBML (width, height):", ls.getNodeSize("x_0").x, ls.getNodeSize("x_0").y)
Example 2: getNodeBorderWidth()
The first step is to check the validity of inputs and set up warnings as necessary. The node border width can be read from render, which is stored as the stroke width information from each specific species glyph’s style. When using SBMLDiagrams, it only takes one line to load the SBML string and one additional line for the function of getNodeBorderWidth(). However, it takes about 50 lines to achieve the same function via python-libSBML. The script to compare SBMLDiagrams and libSBML for getNodeBorderWidth() is below and also available on GitHub (https://github.com/sys-bio/SBMLDiagrams/blob/main/examplessupplementary/supplementary_Compare_libSBML_getNodeBorderWidth.py)

Script using SBMLDiagrams (3 lines)

```python
import SBMLDiagrams
sd = SBMLDiagrams.load(sbmlStr)
print("Get node border width by SBMLDiagrams: ", sd.getNodeBorderWidth("x_0"))
```

Script using libSBML (~50 lines excluding comments)

```python
import libsbml
class Load:
    def __init__(self, sbmlStr = ""):  
        
        Load the SBML string.

        Args:
            sbmlStr: str-the SBML string.
        
        self.sbmlStr = sbmlStr
        self.spec_render = []

        mplugin = None
try:
    #check the validity of the sbml files.
    document = libsbml.readSBMLFromString(self.sbmlStr)
    if document.getNumErrors() != 0:
        errMsgRead = document.getErrorLog().toString()
        raise Exception("Errors in SBML Model: ", errMsgRead)
        ### from here for layout ###
    model_layout = document.getModel()
    try:
        mplugin = model_layout.getPlugin("layout")
    except:
        raise Exception("There is no layout.")
```
if mplugin is not None:
    layout = mplugin.getLayout(0)
if layout is not None:
    ### from here for render ###
    rPlugin = layout.getPlugin("render")
    if (rPlugin != None and rPlugin.getNumLocalRenderInformationObjects() > 0):
        info = rPlugin.getRenderInformation(0)
        for j in range (0, info.getNumStyles()):
            style = info.getStyle(j)
            group = style.getGroup()
            typeList = style.createTypeString()
            idList = style.createIdString()
            if 'SPECIESGLYPH' in typeList:
                spec_border_width = group.getStrokeWidth()
            self.spec_render.append([idList, spec_border_width])
except Exception as e:
    raise Exception (e)

def getNodeBorderWidth(self, id, alias = 0):
    ""
    Get the border width of a node with a given node id.
    ""
    Args:
    id: str-the id of the node.
    alias: int-alias node index: 0 to number of alias nodes -1.
    Returns:
    border_width: float-node border line width.
    ""
    border_width_list = []
    for i in range(len(self.spec_render)):
        if id == self.spec_render[i][0]:
            spec_border_width = self.spec_render[i][1]
            border_width_list.append(spec_border_width)
    if len(border_width_list) == 0:
        raise Exception("This is not a valid id.")
    if alias < len(border_width_list) and alias >= 0:
        return border_width_list[alias]
    else:
        raise Exception("Alias index is beyond number of alias nodes.")

ls = Load(sbmlStr)
print("Get node border width by libSBML: ", ls.getNodeBorderWidth("x_0"))

**Example3**: getNodeBorderColor()
After checking the validity of inputs with warnings, the main step is to read the border color from the render extension. The node border color is the stroke information inside each specific
species glyph’s style. In addition, the color information stored in an SBML file is a HEX string, which needs to be changed to a more human readable format as a decimal RGB(A) matrix or an HTML name if applicable. When using SBMLDiagrams, it only takes one line to load the SBML string and one additional line for the function of getNodeBorderColor(). However, it takes about 90 lines to achieve the same function via python-libSBML. The script to compare SBMLDiagrams and libSBML for getNodeBorderColor() is below and also available on GitHub (https://github.com/sysbio/SBMLDiagrams/blob/main/examples-supplementary/supplementary_Compare_libSBML_getNodeBorderColor.py).

**Script using SBMLDiagrams (3 lines)**

```python
import SBMLDiagrams
sd = SBMLDiagrams.load(sbmlStr)
print("Get node border color by SBMLDiagrams:", sd.getNodeBorderColor("x_0"))
```

**Show script using libSBML (~90 lines excluding comments)**

```python
import libsbml
import pandas as pd
class Load:
    def __init__(self, sbmlStr = ''):
        """
        Load the SBML string.
        Args:
            sbmlStr: str-the SBML string.
        """
        self.sbmlStr = sbmlStr

    def hex_to_rgb(value):
        """
        Change color format from hex string to rgb.
        """
        value = value.lstrip('#')
        if len(value) == 6:
            value = value + 'ff'
        return [int(value[i:i+2], 16) for i in (0, 2, 4, 6)]

    self.spec_render = []

    mplugin = None
    try:
        #check the validity of the sbml files.
        document = libsbml.readSBMLFromString(self.sbmlStr)
        if document.getNumErrors() != 0:
```

errMsgRead = document.getErrorLog().toString()
raise Exception("Errors in SBML Model: ", errMsgRead)

### from here for layout ###
model_layout = document.getModel()
try:
    mplugin = model_layout.getPlugin("layout")
except:
    raise Exception("There is no layout.")
if mplugin is not None:
    layout = mplugin.getLayout(0)
if layout is not None:
    rPlugin = layout.getPlugin("render")
    if (rPlugin != None and rPlugin.getNumLocalRenderInformationObjects() > 0):
        info = rPlugin.getRenderInformation(0)
        color_list = []
        for j in range(0, info.getNumColorDefinitions()):
            color = info.getColorDefinition(j)
            color_list.append((color.getId(), color.createValueString()))
        for j in range(0, info.getNumStyles()):
            style = info.getStyle(j)
            group = style.getGroup()
            typeList = style.createTypeString()
            idList = style.createIdString()
            if 'SPECIESGLYPH' in typeList:
                for k in range(len(color_list)):
                    if color_list[k][0] == group.getStroke():
                        spec_border_color = hex_to_rgb(color_list[k][1])
                        self.spec_render.append((idList, spec_border_color))
except Exception as e:
    raise Exception (e)

def getNodeBorderColor(self, id, alias = 0):
    ""
    Get the border width of a node with a given node id.
    Args:
    id: str-the id of the node.
    alias: int-alias node index: 0 to number of alias nodes -1.
    Returns:
    border_color: list-rgba 1*4 matrix, html_name str (if any, otherwise ""),
    hex str (8 digits)).
    """
    color_data = {'decimal_rgb': [[240,248,255], [250,235,255], [0,255,255], [127,255,212], [240,255,255],
        [245,245,220], [255,228,196], [0,0,0], [255,235,205], [0,0,255], [138,43,226], [165,42,42], [222,184,135], [95,158,160],
        [127,255,0], [210,105,30], [255,127,80], [100,149,237], [255,248,220], [220,20,60], [0,255,255], [0,0,139], [0,139,139],
        [184,134,11], [169,169,169], [0,100,0], [189,183,107], [139,0,139], [85,107,47], [255,140,0], [153,50,204], [139,0,0],
        [233,150,122], [143,188,143], [72,61,139], [47,79,79], [0,206,209], [148,0,211], [255,20,147], [0,191,255],
        [105,105,105], [30,144,255], [178,34,34], [255,250,240], [34,139,34], [255,0,255], [220,220,220], [248,248,255],
        [255,251,0], [218,165,32], [128,128,128], [0,128,0], [173,255,47], [240,255,240], [255,105,180], [205,92,92], [75,0,130],
        [255,255,240], [240,230,140], [230,230,250], [255,240,245], [124,252,0], [255,250,205], [173,216,230], [240,128,128]...
def rgb_to_color(rgb):
    df_color = pd.DataFrame(color_data)
    return a list of rgb to a color list with decimal_rgb, html_name and hex_string.

Args:
    rgb: list-1*3 or 1*4 matrix for a decimal rgb or rgba.

Returns:
    color: list- [decimal_rgb, html_name, hex_string].

    color = []
    if len(rgb) == 3:
        df_color = pd.DataFrame(color_data)
        df_color = df_color[0:1]
        for i in range(len(rgb[0:1])):
            df_color['decimal_rgb'] = rgb[i]
            df_color['html_name'] = html_name[i]
            df_color['hex_string'] = hex_string[i]
        return df_color

    else:
        df_color = df_color[0:1]
        for i in range(len(rgb[0:1])):
            df_color['decimal_rgb'] = rgb[i]
            df_color['html_name'] = html_name[i]
            df_color['hex_string'] = hex_string[i]
        return df_color
#decimal_rgba:
rgba = rgb.copy()
a = 255 # default is fully opaque, the value should be int 255.
rgba.append(a)

#hex_string:
hex_str = '#%02X%02X%02X%02X' % (rgba[0],rgba[1],rgba[2],rgba[3])

#html_name:
html_name =''
hex_str_search = hex_str[0:-2]
if hex_str_search in df_color.values:
    index = df_color.index[df_color['hex_string'] == hex_str_search].tolist()[0] #row index
    html_name = df_color.iloc[index]['html_name']
color.append(rgba)
color.append(html_name)
color.append(hex_str)

elif len(rgb) == 4:
    #decimal_rgba:
    rgba = rgb.copy()
    #hex_string:
    hex_str = '#%02X%02X%02X%02X' % (rgba[0],rgba[1],rgba[2],rgba[3])
    #html_name:
    html_name =''
    hex_str_search = hex_str[0:-2]
    if hex_str_search in df_color.values:
        index = df_color.index[df_color['hex_string'] == hex_str_search].tolist()[0] #row index
        html_name = df_color.iloc[index]['html_name']
color.append(rgba)
color.append(html_name)
color.append(hex_str)
else:
color = [[],'','']

return color

border_color_list = []
for i in range(len(self.spec_render)): 
    if id == self.spec_render[i][0]:
        rgb = self.spec_render[i][1]
        color = _rgb_to_color(rgb)
        border_color_list.append(color)

if len(border_color_list) == 0:
    raise Exception("This is not a valid id.")
if alias < len(border_color_list) and alias >= 0:
    return border_color_list[alias]
else:
    raise Exception("Alias index is beyond number of alias nodes.")

ls = Load(sbmlStr)
print("Get node border color by libSBML:", ls.getNodeBorderColor("x_0"))
Test suite for testing support of SBML layout and render

In order to test SBMLDiagrams support for SBML layout and render, we have prepared a test suite to cover the possible features. All the SBML files and figures generated are available on GitHub (https://github.com/sys-bio/SBMLDiagrams/tree/main/SBMLDiagrams/test_sbml_files/test_suite).

Test 1: BIOMD0000000005.xml
This SBML file is from CellDesigner (Funahashi et al., 2006) which uses its own proprietary format, and does not use the standard layout and render extensions. SBMLDiagrams can visualize it by randomly positioning the nodes when layout information is not given. The random positioning will be different each time when the model is imported. However, users can generate an SBML file with the layout and render by SBMLDiagrams. The layout and render information can be saved in the exported SBML file (BIOMD0000000005_layout_render.xml) by the export() function. Then, users can obtain the same figure by importing the generated file via the load() function and visualizing it by the draw() function.

Test 2: Carcione2020.xml
This is the SBML file of the deterministic SEIR simulation of a COVID-19 outbreak (Carcione et al., 2020). The node texts can be in different font colors.

Test 3: Garde2020.xml
This is the SBML file of the minimal model of metabolic oscillations in Bacillus subtilis biofilms (Garde et al., 2020). There are no reactants or products in some reactions. The reaction centroids are in the shape of circles with texts of “R” in green.

Test 4: Jana_WolfGlycolysis.xml
This is an SBML file from a model of glycolysis (Wolf et al., 2001). It is an example with alias nodes and long text. The nodes with borders in dashed lines are alias nodes. The nodes with borders with thicker lines are boundary nodes. The long text is fitted to the size of the node with automatically decreasing the text font size.

Test 5: LinearChain.xml
This SBML file is an example with the layout but without the render extension. SBMLDiagrams positions the nodes according to the layout information and assigns the default render information automatically.

Test 6: feedback.xml
This SBML file is an example without the layout and render extensions. In addition, there is a modifier in the model. SBMLDiagrams can assign a random position and default render to it.
Test 7: global_render.xml
This SBML file is generated by COPASI (Hopps et al., 2007). It is an example of an SBML file with global render, i.e. node fill color and border color, reaction line color, etc.

Test 8: mass_action_rxn.xml
This SBML file is an example with Bezier reactions and different reaction line colors.

Test 9: node_grid.xml
This SBML file is an example with orphan nodes without reactions. Nodes are in different shapes with various fill and border colors.

Test 10: pdmap-nucleoid.xml
This SBML file is generated by MINERVA (Gawron et al., 2016). It is an example of an SBML file with complex nodes, dashed reaction lines, reactions with different arrowheads, modifiers with different shapes and nodes with different text anchors.

Test 11: sbml_error/testbigmodel.xml
This is an SBML file with errors. SBMLDiagrams will alert the user with appropriate error messages.

Test 12: test.xml
This is an SBML file with both layout and render information. It is a simple case with two nodes and one reaction.

Test 13: test_centroid.xml
This is an SBML file with a centroid in the shape of a circle with a certain fill and border color as part of the reaction.

Test 14: test_comp.xml
This is an SBML with compartments in different colors. Nodes are in different shapes and border colors. Reaction lines are in different colors. Alias nodes and boundary nodes are shown by dashed border lines and thicker border lines separately.

Test 15: test_genGlyph.xml
This SBML file has only one rectangle to indicate that SBMLDiagrams can support arbitrary shapes as GENERALGLYPH in the render.

Test 16: test_gradientLinear.xml
This is an SBML file with only one node filled with linear gradients from the left (white) to the right (silver).

Test 17: test_gradientRadial.xml
This is an SBML file with only one node filled with radial gradients from the center (white) to the node border (silver).

Test 18: test_modifier.xml
This is an SBML file with a modifier given layout and render information.

Test 19: test_no_comp.xml
This is an SBML file with node texts positioned outside the nodes. Nodes and reaction lines in different colors are also shown.

Test 20: test_textGlyph.xml
This is an SBML file with texts only to indicate that SBMLDiagrams can support arbitrary texts as TEXTGLYPH in the render.
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