Crossbar switch module implementation for laboratory purpose
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Abstract. Current communication and internet networks are underpinned by the switching technologies that interconnect one network to the others in forms of switches and routers. Students’ understanding on networks rely on how they convey the theories. However, understanding theories without touching the reality may exert spots in the overall knowledge. This paper reports the switch module design and implementation for student laboratory activities. The hardware and software designs are based on three stages clos switching architecture with modular 3x3 switches, controlled by an arduino microcontrollers. The designed modules can also be extended for batcher and banyan switch, and working on circuit and packet switching systems. The circuit has been successfully implemented by using 9 switch modules of 3x3, each module contains 9 relays and one arduino. The test shows 94% successful connection while 6% blocking caused by busy destination, not busy switches.

1. Introduction
Switching technologies route connection either circuit or packet switching from sources to destinations [1]. Communication network technologies start from switching design. It was started by Charles Clos [2] who published multistage interconnection network in 1953. The clos switch forms an N x N network by using some stages of smaller n x n crossbar switches to produce a non-blocking. His work was then improved by Benes using re-configurable non-blocking switches. Some researchers proposed algorithms for this re-routing process [3] [4] [5] [6]. The drawback is, Benes network needs a complex control to accommodate new calls [7].

Banyan is then reducing Benes complexity by using a self-routing switches [8]. Batcher removes Banyan drawback which is blocked-able shuffling Banyan input [9]. Later, Batcher Banyan dominates switching improvements for telephone switches and routers. However, the laboratory devices for student learning are limited. Although laboratory equipment that shows how technology is developed exists such as in [10], most switches or routers modules are dominated by software, emulators, or commercial products that are hardly representing the way those technologies working.

This paper is aimed to develop a simple laboratory-based switch development with many arduinos, so that students easily understand how switching be developed. By using this simple switch example, students are expected to be able to develop a more complex, a more efficient and a single controller based multi-stage switching system.
2. Research Methods

2.1 Basic Requirement
As the smallest component within switching system is a full squared crossbar switch, this paper reports a 9 x 9 switch module design. The designed crossbar switch should be able to connect all inputs to all outputs. The schema is shown in Figure 1. For n input and n output, the number of cross-points is $n^2$.

![Figure 1. 9 x 9 Crossbar Architecture](image)

This module should be able to be interconnected one to another to form a multi-stage switching system as shown in Figure 2, so that for large input output ports, the number of cross-points reduced without experiencing blocking. The probability of blocking should fulfill the Equation 1 requirement:

$$P_B = \frac{(u)!^2(2-u)!^m}{m!(2u-m)!}$$

where $u=n-1$, $n$ is number of input in the first stage module, $m$ is number of switching modules in second stage, $p$ is the probability of an input link busy.

![Figure 2. 9 x9 of 3-stage Switching System](image)

2.2 Hardware Software Requirement
As the system should be designed as simple as possible to make students easily understand how switch or router works, relay modules and arduino controllers are used. System should be able to connect source to destination ports and be confirmed either connection successful or not. The selected cross-point is based on setup information (for telephone) or header information (for router).
3. Implementation Results

3.1 Single Module

Figure 3 shows the hardware design of the 3 x 3 crossbar switch. This switch is formed by using an arduino as the controller and six relays as the cross-points. Nine arduino output ports are connected to the 9 relay controllers. The three horizontal connections of relays are for 3 inputs, while other 3 vertical connections are for output ports.

![Module circuits](image1)

![Module implementation](image2)

Figure 3. Single 3x3 Crossbar Switch

3.2 Powering the Multiple Modules

The power supplies of relays make use of powering ports within arduino. Since this hardware should be able to be interconnected one another, the power supply should have enough current to drive all the relays. Two powering configuration of later stages are proposed. The first one uses common power supply in parallel, the other one arranges module in series as shown in Figure 4. Each arduino represents a single 3x3 crossbar switch.

![Parallel powering](image3)

![Serial powering](image4)

Figure 4. Powering plan
3.3 Complete Module
When the crossbar modules in Figure 3 are arranged forming a multi-stages switch, as in Figure 2, an arduino is allocated as the common controller that controls all arduinos in every crossbar switches. To do so, serial communications are established between every arduino in every crossbar switches to the common control arduino. Number of input output ports in common control should be sufficient. Figure 5 shows the complete module.

Figure 5. The hardware implementation

3.4 Software design
In order to connect inputs and outputs, arduino in each crossbar module initiate each relay state or cross-point as zero to represent that cross-point is free. As the designed crossbar is 3 x 3, there will be 9 cross-points (n=9). If there is a request, for instance, connecting or disconnecting input 1 to output 3, the relay of the related cross-point should be closed or opened by increasing the state by 1. Before that, arduino should check the cross-point state by operating the modulo-2 to the state value. If the result is zero, relay is free, otherwise is connected. Arduino may connect or send busy tone. Common control arduino should decide alternative routes for busy reply. Figure 6 shows arduino software flow in each module.

Figure 6. Software flow
3.5 Test Results
By plotting erlang to 50% that means probability of a destination busy is 0.5. Figure 7 depicts test results. The results are obtained by giving an input such as, 1*1 means 1 connects to 1 or 1 disconnects from 1. The plot shows 100 iterations producing 6% failures or blocked. However, it does not mean 6% blocking rates as the causes are that destinations numbers have been connected to other ports. The cross-points on the other hand, are non-blocking or 0% blocking rate. Theoretically, according to Equation 1, for n=3, and m=3, the blocking probability is closed to zero [12].

![Figure 7. Test results](image)

4. Conclusions
This paper has presented the crossbar switch module designed and implementation by using 9 of 3x3 crossbar switches, each switch contains 9 relays and one arduino. The test results satisfied the requirement and the switch blocking is theoretically almost zero. The blocking is caused by busy destination as the experiment conducted. Future work may consider switch close and release time that may increase blocking probability.
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