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Abstract. The paper is describing the work performed for choosing and designing a path planning and obstacle avoidance solution for a car-like vehicle moving in an indoor environment. The proposed algorithm first consists in providing the vehicle with a set of passing points generated by a Dijkstra path planning algorithm. The vehicle is using the points for establishing its path and is avoiding the obstacles using scanned data from a distance sensor. In a simulation environment, initial tests were performed for estimating correct values of the vehicle’s forward and angular velocities and for estimating the effect of the scanning speed on the vehicle’s behaviour. Obstacle avoidance tests were performed for identifying specific situations possible to appear due to high velocities or to low scanning speed. Even not always choosing a smooth avoidance path, the algorithm proved to find a way for avoiding the obstacle in a clear and fast enough manner.

1. Introduction
When designing autonomous ground vehicles, two topics are between those of main importance: the path planning and the obstacle avoidance capabilities. Path planning algorithms are treated at various levels of complexity, starting from simple line following procedures [1] to detailed analytical models [2]. Obstacle avoidance is also the subject of numerous works, from graduation thesis [3] to detailed contributions in exhaustive books [4].

Nevertheless, when designing an autonomous ground vehicle for a specific task, existing literature must be reviewed and knowledge to be applied must be selected as close as possible to the particular case. The scope of the work presented in this paper was to choose or to design a path planning and obstacle avoidance solution for a car-like vehicle moving in an indoor environment, more specifically in a building. Vehicle’s hardware and software resources had to be considered not enough for performing high performance computing or for managing complex sensors sets. The paper is describing how a simulation environment was used for testing different options concerning the vehicle’s parameters and for also testing an obstacle avoidance algorithm specifically designed for the above-mentioned purpose.

2. The path planning and obstacle avoidance algorithm
The proposed algorithm consists in the following:

- a set of compulsory points, to be used for moving from one building’s space to a neighbouring one, are initially defined. When the vehicle must move from one point of the building to another, the set of the building’s compulsory passing points is used by a Dijkstra path planning algorithm [5] for establishing the vehicle’s path;
• the vehicle does not know the building’s configuration, but knows its current position, is receiving the array of path points from the Dijkstra algorithm and is selecting the next point it must reach. After reaching one point, the vehicle is setting its target to the next one in the array of records, till the last point is reached;
• for moving toward the current target point, defined by a target vector based in vehicle’s current position, the vehicle is first checking if there is any obstacle on the target vector’s direction. If no obstacle is detected, the vehicle is moving forward;
• if an obstacle exists on the target vector’s direction, then the vehicle is trying to avoid it by moving toward the obstacle’s edge which is closer to the current moving direction.

For example, in figure 1, there is an obstacle on the target direction. The green lines indicate the obstacle edges. The vehicle will try to avoid the obstacle by starting to move to the rightmost green line, which is closer to the vehicle’s speed vector.

**Figure 1.** Radar points indicating an obstacle on the target direction.

3. **Building the simulation environment**

The simulation environment, which is reproducing part of the authors’ faculty building, was initially built in a CAD environment (figure 2) and then described in the LabVIEW graphical programming environment [6], using the Robotics Starter Kit 1.0 functions library [7].

There are two areas in the environment which received special attention during the study:
• the departure room in the left side (figure 3), where the exit door is placed very close to a wall;
• an obstacle (figure 4), in the middle of one intermediate space, which is not known by the path planning software.

The building walls and the unknown obstacle were defined as box obstacles in the simulation environment (figure 5, figure 6). The data is stored in an array of clusters, where each cluster contains a subcluster with the three coordinates of the obstacle’s mass center and two other values representing the obstacle’s x-length and y-length. The obstacles’ height was left at the default value of 1 m. All the obstacles were set to the “kinematic” state, making them to behave as if they have infinite mass.
Figure 2. CAD model of the simulation environment.

Figure 3. Detail of the departure room.

Figure 4. The obstacle in the intermediate space.

Figure 5. LabVIEW diagram for defining the simulation environment.

Figure 6. Building in the simulation environment.
The simulated situation is one when the vehicle must move from the left-side room to another space in the right part of the building. The points of the vehicle’s path, generated by the Dijkstra algorithm, are stored in a global variable as an array of records, each record containing the x and y coordinates of one point (figure 7).

It is considered that a point on the path was reached by the vehicle when the distance to that point is less than a set value, initially 0.3 m.

![Figure 7. Points of the vehicle’s path.](image)

4. The simulated vehicle

The simulated vehicle (figure 8) is based on the one from the NI LabVIEW Robotics Starter Kit [8]. It has a steering frame composed of four simple fixed wheels with a radius of 50 mm. Only two wheels are active and the distance between them is 360 mm.

The active wheels are controlled, with a gear ratio of 2, by two 12V DC motors, with a maximum rotational speed of 152 rpm and a 2.1 N\(\cdot\)m torque. Each motor has its own optical quadrature encoder with 400 pulses per revolution.

![Figure 8. The simulated vehicle.](image)

The vehicle is equipped with a PING))) 40 kHz ultrasonic distance sensor for distance measurements between 2 cm and 3 m. The sensor is rotated around the vertical axis using a servomotor. The rotation angle can vary between -65° and 65°. Angle increment of the scanned points was initially set at 4°.

The overall vehicle dimensions are 405 mm x 368 mm x 150 mm and the total weight is 3.6 kg.

The vehicle’s initial position was set at coordinates (1,6,0) and its z-rotation was set to zero.

The vehicle’s distance sensor is storing the measured data in two arrays, one containing the angles and the other the distances of the scanned points belonging to the detected obstacles. Both angles and distances are expressed in a polar coordinate system having its origin in the vehicle’s origin.
According to the proposed algorithm, if the target vector’s direction is outside the ±65° distance sensor’s scanning interval, then the vehicle is moving toward that direction. If the target vector’s direction is inside the interval but the scanned distance is at the 3 m limit, then there is no obstacle on the target vector’s direction and the vehicle is also moving toward that direction.

If there is an obstacle on the target vector’s direction at less than 3 m, then the start and end scanning angles between which the obstacle was detected are computed (figure 9) and the one closer to the target direction is selected as the updated vehicle direction.

![LabVIEW diagram for checking the presence of an obstacle and for computing the avoidance direction.](image)

**Figure 9.** LabVIEW diagram for checking the presence of an obstacle and for computing the avoidance direction.

5. Initial tests

Initial tests were performed with the vehicle’s maximum forward velocity set at 2 m/s and the maximum angular velocity set at 2 rad/s.

The tests showed that the angular velocity is too low. Trying to rotate toward the target point, the turning radius is big, the vehicle is reaching close to a wall and moving in contact with this (figure 10). The second conclusion is that, due to the small rotational speed of the distance sensor, the vehicle fails to collect enough scanned points till it is reaching the exit door’s vicinity.

When the maximum angular velocity was increased to 5 rad/s, the turning radius decreased, and the vehicle was able to position itself faster toward the target point (figure 11).

![Moving along a wall due to big turning radius.](image)

**Figure 10.** Moving along a wall due to big turning radius.
Due to the increased rotational speed, there were tests during which the stability in moving toward the target’s direction was initially lost, but finally the vehicle succeeded to position itself on the right direction (figure 12).

Tests were performed with the maximum forward velocity set at 5 m/s and the maximum angular velocity set at 5 rad/s. It was only useful to demonstrate the simulator accuracy in reproducing the vehicle’s dynamic, because it was reached a situation when the vehicle climbed a wall with the backward wheels and got stuck with the distance sensor scanning the floor (figure 13).

The maximum forward velocity of 2 m/s still proved too big, since in some situations the vehicle didn’t succeed to break fast enough for almost hitting an wall (and was forced to move backward according to its “panic” algorithm) and also started turning right only after overcoming the second point (figure 14).
Reducing the maximum forward velocity to 1 m/s allows the vehicle to reach more precisely the specified path points. Some difficulties were still encountered when coming close to the wall on the right, because the distance sensor didn’t have enough time to scan the entire interval, so the vehicle does not have the complete data about its surroundings (figure 15).

Figure 14. Moving backward in “panic” state and point overcoming due to high speed.

Figure 15. Difficulties in finding the door due to slow scanning speed.

Changing the starting point coordinates from (1, 6, 0) to (1, 1, 0) gave enough time for the distance sensor to complete the scan, so the vehicle approached the room exit in a clean manner (figure 16).

Figure 16. Clear path following when scanning data completed.
The radar data contains the information about the forward-left wall and also, when coming close to the exit door, the data allow to clearly identify the open space (figure 17, figure 18).

6. Obstacle avoiding tests
When coming close to the unknown obstacle, due to the low scanning speed of the distance sensor, not all the obstacle’s width is completely scanned at a certain moment. In figure 19 it can be seen that the scanning started from the left side of the obstacle (from the vehicle’s point of view) and the obstacle’s right side the vehicle is seeing a clear path, while in figure 20 the scanning started from the right side and there is a still unknown portion on the obstacle’s left side.

In the first situation, the vehicle was choosing a detour point not right enough, so it reached close to the right side of the obstacle, close enough to hit it, entered the “panic” mode, moved back and then continued on a free path to the next target point (figure 21).
In a slightly different situation, the vehicle is sensing the right part of the obstacle from the beginning and it’s moving on an avoiding trajectory. Because the distance sensor is scanning only in the $\pm 65^\circ$ interval, the sensor is not detecting the obstacle when the vehicle is moving parallel to it. The vehicle started turning left too soon and the distance sensor detected now the right end of the obstacle. Even it was only an end of the obstacle, the vehicle entered the “panic” mode, moved backward and only afterwards continued to the next target point (figure 22).

![Figure 21. Incomplete obstacle avoidance when scanning from the left.](image1)

![Figure 22. Obstacle re-appearance due to limited scanning interval.](image2)

![Figure 23. Smooth obstacle avoidance.](image3)

![Figure 24. Difficulties in avoiding the obstacle.](image4)

An example of a situation when the obstacle avoidance run smoothly is presented in figure 23.
Final tests were performed with an increased forward velocity of 3 m/s. Due to the slow reaction, the vehicle had obvious difficulties in finding its way for avoiding the obstacle (figure 24) and in positioning on the exit door from the departure room (figure 25).

![Figure 25. Difficulties in positioning on the exit door.](image)

7. Conclusions and future developments

It can be concluded that, for the above described requirements, the chosen simulation environment allows an easy to use way of work for describing the simulated building, for bringing changes in its structure, for changing the vehicle’s speed parameters, for changing the behavior algorithm and for obtaining relevant data.

Choosing a Dijkstra algorithm, run on a separate server, for computing the passing points in the building, proved to offer a simple way for the vehicle to determine its next steps without consuming high processing resources. Future studies will focus on changing the points data stored by the vehicle by including intermediate points needed for obstacle avoidance.

The simple obstacle avoidance algorithm proved to be simple and robust enough, allowing to identify the causes of various anomalies either in non-optimal vehicle speed parameters or in the low scanning speed of the distance sensor. Simulations will be designed for higher performance scanning sensors. Further studies will be performed for other vehicle configurations and dynamic parameters.
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