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ABSTRACT
Mobile web browsing has recently surpassed desktop browsing both in term of popularity and traffic. Following its desktop counterpart, the mobile browsers ecosystem has been growing from few browsers (Chrome, Firefox, and Safari) to a plethora of browsers, each with unique characteristics (battery friendly, privacy preserving, lightweight, etc.). In this paper, we introduce a browser benchmarking pipeline for Android browsers encompassing automation, in-depth experimentation, and result analysis. We tested 15 Android browsers, using Cappuccino a novel testing suite we built for third party Android applications. We perform a battery-centric analysis of such browsers and show that: 1) popular browsers tend also to consume the most, 2) adblocking produces significant battery savings (between 20 and 40% depending on the browser), and 3) dark mode offers an extra 10% battery savings on AMOLED screens. We exploit this observation to build AttentionDim, a screen dimming mechanism driven by browser events. Via integration with the Brave browser and 10 volunteers, we show potential battery savings up to 30%, on both devices with AMOLED and LCD screens.

1 INTRODUCTION
When it comes to mobile apps, users are tied to the official app from the services they access. This is not the case for mobile browsers where plenty of options are currently available for both Android and iOS [1]. While iOS browsers must use Safari’s rendering engine [2], Android browsers are allowed more freedom although, in reality, most browsers rely on a common Chromium source base [3].

Such a competitive environment constantly stimulates the development of new browsers as well as new browser functionalities. In the last years, there has been a growing interest in reducing browsers (and apps in general) power consumption, motivated by the ever-increasing phone usage and app complexity. Adblocking—either in the form of an addon [4, 5] or directly integrated in the browser [6–8]—is probably the most popular feature which has recently been connected with battery savings [21, 22]. Dark theme [9] is another feature which, originally introduced for eye strains, is now credited with high battery savings in presence of AMOLED screens which effectively turn pixels off when dark. The Yandex browser also offers a mysterious power saving mode [10].

The goal of this work is to shed some light on the Android browser ecosystem. Our approach is clearly battery-centric, but it also covers other metrics which directly impact battery usage, like CPU and bandwidth utilization. A strawman research approach to this problem consists in building a local testbed, e.g., one Android device connected to a power meter, and writing automation code for a set of browsers and devices to be tested. Such approach does not offer reproducible research, which is paramount to guarantee transparency when commercial entities are involved. Scalability is another issue given manual work can rapidly become overwhelming.

Motivated by the above, we have built a generic browser testing suite — which provides both fairness and transparency — where human-generated automation is plugged as needed. To do so, we have built Cappuccino the alter ego of the Espresso test recorder [11]. In the same way as Espresso can automatically generate testing code from human input, Cappuccino automatically generates automation for third party apps. We integrated Cappuccino with Batterylab [27] – a research platform for battery measurements – to realize a fully transparent and extensible browser testing suite.

We used the above approach to benchmark the battery consumption (and more) of 15 Android browsers under different configurations, workloads, and devices. We find that: 1) popular browsers tend also to consume the most, 2) adblocking produces significant battery savings (between 20 and 40% depending on the browser), 3) Yandex’s power saving mode does not produce any extra battery saving, and 3) dark theme offers an extra 10% of savings on AMOLED devices. The latter observation motivates us to build AttentionDim, a screen dimming mechanism driven by browser events. Via integration with a commercial browser and 10 volunteers, we show that AttentionDim can further reduce battery consumption up to 30%, independently of the device’s screen technology.

2 BENCHMARKING PIPELINE
The underlying goal of this paper is to benchmark the energy consumption of multiple Android browsers. A strawman approach to this research question requires: 1) building a local testbed composed of an Android device and a power meter [18, 19, 23, 26], 2) write code to automate each browser, e.g., how to launch and instrument, 3) write code to instrument the device and the power meter, e.g., collect performance metrics and minimize experimental noise.

Such strawman approach does not provide reproducible research, which we argue is a necessity when commercial products are at play. Further, it does not scale given that automation code needs to be written per browser and device. In
The intuition behind Cappuccino derives from the work in [17], where the authors crowdsource human input by streaming (emulated) Android devices in the browser. In the same spirit, Cappuccino streams a real (or emulated) device in the browser where a custom version of noVNC records the user input and maps it to generic ADB commands, with the goal to build automated scripts. We say these commands are generic since they are expressed as ratios of screen resolutions – accounting, for example, for on screen toolbars as in Samsung devices – so to be reused across several devices.

Figure 1 shows the workflow of Cappuccino’s human input collection. First, an experimenter provides information about the app to be tested, and proceed with installation and launch. This allows Cappuccino to learn how to launch the newly installed app, i.e., package and activity name to be used. Next, the experimenter start generating automations. Some predefined automation_labels are offered (e.g., onboarding) and customs are possible (e.g., enableAdBlock). Start and stop recording buttons are used to inform Cappuccino on when to start and stop recording human inputs. A replay button is also available to execute the automation script just derived from the human input. In this way, an experimenter can evaluate the accuracy of the automation generated and decide whether to save it or not.

Thanks to the BatteryLab team, we integrated Cappuccino with BatteryLab. This means that app/browser automation can be saved at BatteryLab’s access server under pair <browser, automation_label> and easily accessed during browser testing (see next section). All automations used in this paper were produced by Cappuccino. A word of caution is needed though since browser automations are simple as mostly require clicks and, at most, few scrolls. More complex app automations can be hard to replay, especially due to divergent behavior between devices. Further evaluating Cappuccino to a broader set of mobile apps is part of our future work.

2.2 Browser Testing Pipeline

Algorithm 1 shows the pseudocode of a generic job for browser testing. Such job targets BatteryLab and as such it relies on its APIs, e.g., device preparation and battery measurements. However, it can be extended to run on other device farm solutions granted that they allow ADB [20] access to their devices, like for instance Samsung’s Remote Test Lab [25]. In the following, we capitalize all calls to BatteryLab’s API.

Our generic browser testing job expects as input the id of the device where to run (device), the list of browsers to be tested (browser_list), JSON containing the desired automation (automation_dict), and JSON containing the websites to be tested and how (workload_dict), e.g., load in a new tab, time spent on site, webpage interaction strategy. The browser testing workflow consists of four phases: device setup, browser setup, data collection, and testing.

2.1 Human Driven Automation

Today, testing third party Android apps (i.e., lack of source code) requires an experimenter to write his/her own automation by manually interacting with a device while recording the actions executed. Such actions can then be translated into Android Debugging Bride (ADB [20]) commands to generate automation scripts. Better tools are instead available for developers who have access to the code to be tested. For example, Espresso test recorder [11] automatically generates testing code from natural interaction with an Android emulator. In the following we describe Cappuccino, the equivalent of Espresso for third party apps.

The intuition behind Cappuccino derives from the work in [17], where the authors crowdsource human input by streaming (emulated) Android devices in the browser. In the same spirit, Cappuccino streams a real (or emulated) device in the browser where a custom version of noVNC records the user input and maps it to generic ADB commands, with the goal to build automated scripts. We say these commands are generic since they are expressed as ratios of screen resolutions – accounting, for example, for on screen toolbars as in Samsung devices – so to be reused across several devices.

Figure 1 shows the workflow of Cappuccino’s human input collection. First, an experimenter provides information about the app to be tested, and proceed with installation and launch. This allows Cappuccino to learn how to launch the newly installed app, i.e., package and activity name to be used. Next, the experimenter start generating automations. Some predefined automation_labels are offered (e.g., onboarding) and customs are possible (e.g., enableAdBlock). Start and stop recording buttons are used to inform Cappuccino on when to start and stop recording human inputs. A replay button is also available to execute the automation script just derived from the human input. In this way, an experimenter can evaluate the accuracy of the automation generated and decide whether to save it or not.

Thanks to the BatteryLab team, we integrated Cappuccino with BatteryLab. This means that app/browser automation can be saved at BatteryLab’s access server under pair <browser, automation_label> and easily accessed during browser testing (see next section). All automations used in this paper were produced by Cappuccino. A word of caution is needed though since browser automations are simple as mostly require clicks and, at most, few scrolls. More complex app automations can be hard to replay, especially due to divergent behavior between devices. Further evaluating Cappuccino to a broader set of mobile apps is part of our future work.

2.2 Browser Testing Pipeline

Algorithm 1 shows the pseudocode of a generic job for browser testing. Such job targets BatteryLab and as such it relies on its APIs, e.g., device preparation and battery measurements. However, it can be extended to run on other device farm solutions granted that they allow ADB [20] access to their devices, like for instance Samsung’s Remote Test Lab [25]. In the following, we capitalize all calls to BatteryLab’s API.

Our generic browser testing job expects as input the id of the device where to run (device), the list of browsers to be tested (browser_list), JSON containing the desired automation (automation_dict), and JSON containing the websites to be tested and how (workload_dict), e.g., load in a new tab, time spent on site, webpage interaction strategy. The browser testing workflow consists of four phases: device setup, browser setup, data collection, and testing.
**Device Setup** – The device under test is configured to minimize noise on the measurements. For instance, background processes and app notifications are disabled (DEVICE_SETUP, L1 in Algorithm 1).

**Browser Setup** – Before a test, a browser might need to be installed (L4). By default, the INSTALL API relies on the PlayStore and thus installs the most recent version of an app. For custom testings, a URL pointing to the .apk to be tested can also be provided. Next, the browser is setup with a clean profile, i.e., its cache is emptied and local data like configuration, cookies, and history are erased. This step (L5) is equivalent across browsers since it relies on the OS to clean a target app/package. Next, we deal with a browser’s onboarding process (L6), a common operation where the user is asked to customize the browser, e.g., by choosing a search engine or turning adblocking on/off. This step differs across browsers and it is thus the first step where we rely on the human-driven automation described above. This is the first step where the browser can be customized for a specific setting to be tested by the experimenter. More human-driven settings are setup with the for loop in L7-L8.

**Data Collection** – Once both phone and browser are configured for a test, we enter the “data collection” phase where fine-grained battery measurements (1,500 current/voltage samples per second), CPU and memory usage (5 seconds frequency, via /proc/stat), bandwidth consumption (via /proc/net/) are collected. This phases only starts when the CPU load returns to common rest values (between 0 and 5% for more than 15 seconds) after the CPU spikes caused by device and browser preparation.

**Testing** – For each page, the browser launches it, wait for a certain amount of time, and interact (or not) with the page executing several scrolls up and down. Pages and load details are described in workload_dict, either as pure ADB commands on Cappuccino automations.

### 3 BROWSERS EVALUATION

This section offers an empirical evaluation of the Android browser ecosystem. We start by describing browsers, workloads, and devices under tests, along with the rationale beyond their selection. Next, we report on the benchmarking results.

Our rationale for browser selection is threefold. First, we target popular browsers which are indeed used in the wild. Second, we target adblocking browsers – either native or enhanced with adblocking add-ons – because of the potential energy benefits associated with adblocking [21, 22]. Finally, we target browsers which advertise energy saving capabilities. Based on this strategy, we have selected 15 browsers to be tested (see Table 2, Appendix A).

#### Algorithm 1: Pseudo-code for browser testing.

**Input:** Device identifier device, Browser list browser_list, Automation JSON automation_dict, Workload JSON workload_dict

**Output:** JSON file with performance metrics

```plaintext
1 device_status ← DEVICE_SETUP(device)
2 for browser ∈ browser_list do
3     dict ← AUTOMATION_DICT[browser]
4     INSTALL(browser)
5     CLEAN(browser)
6     ONBOARDING(browser, device, dict["onboarding"])
7     for setting ∈ dict[browser]["settings"] do
8         SETUP(device, browser, setting)
9     end
10 device_status ← CLEANUP(device)
```

We call workload the content of the workload_dict JSON file (see Section 2.2) describing which websites should be tested and how. According to [13], most users keep the number of open tabs between 1 and 10. Accordingly, we opted to open testing webpages sequentially as a new tab. Each page is requested for T seconds (empirically estimated to 10 seconds) to allow full page loads. Note that waiting for onload only work for some of the Chromium-based browsers, and would cause uneven experiment durations. Next, we simulate multiple user interactions by scrolling the page down N times and then up N/2 times, for 30 seconds. With respect to the pages to be tested we pick 10 popular news websites around the world (news workload) as well as 10 (hard to find) ads-free websites (ads-free workload). The rationale of our selection is that these two workloads are realistic representation of, respectively, the best and worst case scenarios for adblocking browsers. The full list of websites selected can be found in Table 3 (Appendix A).

From BatteryLab, we use two 2018 devices: a Samsung J7 Duo (J7DUO) and a Samsung Galaxy J3 (SMJ337A). The main difference between the two is their screen technology (AMOLED for the J7DUO and LCD for SMJ337) which is expected to offer significant differences when measuring the battery savings associated with dark mode. With respect to their hardware, the J7DUO is more powerful, with twice as many cores (octa vs quad-core) and RAM (4 vs 2GB).
3.1 Popular or Adblocking?

Figure 2(a) summarizes the performance evaluation (battery discharge, bandwidth consumption, and CPU utilization) of all browsers under test with default configuration, while considering news workload and J7DUO. Barplots report, for each metric, the average with errorbars for standard deviation (values computed over 5 runs). Given the CPU consumption evolves over time, we instead report one representative Cumulative Distribution Function (CDF) per browser (see Figure 2(c)). We use circle markers (barplots) and dashed lines (CDFs) to highlight adblocking browsers.

Figure 2(a) shows that the most popular browsers are quite similar with respect to battery consumption, with Baidu leading the pack with minimum consumption at 150mAh. Most adblocking browsers are more power efficient, with the exception of Vivaldi and Firefox equipped with the Ublock plugin, and Opera Mini which shows a staggering 225mAh during our test. Among adblocking browsers, Brave consumes the least followed by Opera and Kiwi which suffers from higher standard deviation than most browsers. Figure 2(b) justifies this result showing that adblocking browsers can save tens of MBytes by non downloading ads. Not all ad-blockers are equal though, most notably Firefox uBlock seems quite relaxed and Kiwi suffers, again, from quite variable results – potentially due to a less mature development.

To explain the strange case of Opera Mini, consuming little bandwidth but high battery, we resort to Figure 2(c), which shows the CDF of the CPU consumption during our tests, per browser. Opera Mini shows the highest CPU consumption, median of 35% with peaks up to 70%, twice as much as browsers like Brave and Firefox focus, with a median of 15%.

3.2 Power Saving

The previous subsection shows that adblocking results in significant power savings. We here generalize the analysis with respect to other techniques, namely dark mode – which can potentially save battery by allowing to turn pixels off on AMOLED screens – and Yandex power saving mode, to the best of our knowledge, the only explicit power saving feature offered by an Android browser. In this analysis we also introduce the ads-free workload, to estimate the potential cost of adblocking in absence of ads. Further, we introduce the second device (SMJ337) which is still equipped with an LCD screen, i.e., dark pixels are indeed not turned off. To reduce the measurement space, we select a mix of popular and best performing browsers with different levels of adblocking: Chrome, Opera, and Brave.

Figure 2(a) shows the energy consumption across browsers, devices, and workloads. The figure shows that in absence of ads (left of the dashed line) browsers have very similar battery consumption, irrespective of the devices. We also notice that less powerful SMJ337 also consumes ~20% less than the

![Figure 2: Performance evaluation of 15 Android browser; News workload; J7DUO](image)

![Figure 3: Battery discharge of adblocking, dark mode, and Yandex power saving. Ads-Free and News work are on the left/right of the dashed line. Results refer to both J7DUO and SMJ337A (circle markers).](image)
J7DUO. This could be due to many things, such as the bigger screen and overall more advanced hardware to be powered.

Next we focus on the news workload. Regardless of the device, the trend is the same as the one observed before with the most aggressive adblocking browser (Brave) bringing the highest battery savings. In addition, dark mode offers about 11-13% extra savings for Opera and Brave, respectively. For Chrome-Dark we do not measure additional savings; the “*” indicate that for Chrome we selected the basic dark mode settings – i.e., the one available via GUI without accessing chrome://flags – which does not darken the page but only the browser’s GUI. We purposely selected this mode to measure potential benefits from this feature, which are negligible in our tests. As expected, dark mode only brings benefits to the J7DUO since SMJ337 does not mount an AMOLED screen. Last but not lest we did not observe any difference when activating Yandex’s power saving mode, despite the 9% battery saving advertised.

### 4 ATTENTIONDIM

While browsing a user “waste” quite some time, e.g., when typing a URL or while a webpage is loading. For example, under bad network conditions a user can spend tens of seconds waiting for a webpage to load, and eventually give up with no content displayed. Our intuition is to minimize the screen power consumption during these wasted times. We thus propose “AttentionDim”, a screen dimming strategy which leverages the browser state, e.g., loading versus content ready, to define screen brightness.

We motivate this idea by investigating the potential savings deriving from screen dimming. Table 1 shows, for several increasing brightness values in Android (i.e., 0-250 range) and corresponding scenarios where they apply, the median current (mA) measured on both J7DUO and the SMJ337A during one minute displaying a default Android desktop theme. The table further extrapolates the potential battery savings coming from full screen dimming, i.e., dropping the screen brightness to zero, as well as the more conservative strategy we will detail below. This experiment shows that, even with a conservative strategy, screen dimming offers potential savings between 17 and 40%, on both AMOLED and LCD-equipped devices.

The above savings highly depend on actual device usage, e.g., slow mobile networks offer more opportunities for savings. Accordingly, rather than focusing on in-lab experiments, we have directly integrated AttentionDim in the Brave browser (Android) and performed experiments in the wild. We picked Brave since it resulted one of the “greener” browser from the previous analysis. Nevertheless, the code is generic and can be used by any Chromium-based browser. Implementation and evaluation details are reported in the following.

#### 4.1 Design and Implementation

The idea behind AttentionDim is to use `onLoad()` a browser event which signals when a page is loaded, as an approximation of user attention which requires regular screen brightness. We have identified three events where user attention is lowered: 1) URL typing, 2) menu settings, 3) webpage loading. Personal preferences are at play, but AttentionDim is thought for the user who is willing to sacrifice a bit of his/her user experience for longer battery duration. Other “events” are possible, e.g., video buffering, but requires more complex browser modifications and were thus left as future work.

AttentionDim consists of a module which controls the screen brightness from the browser. This module currently sits in `ChromeTabbedActivity`, i.e., it can be adopted by all Chromium-based browsers, and is triggered by the above events to dim the screen and then restore the brightness when the event completes. When dimming is triggered, this module detects whether the user is using auto or manual brightness so that it can: 1) manually restore the previous brightness value when the event completes, 2) reactivate auto dimming and let the OS decide the brightness value to be restored.

We experimented with several dimming strategies and then settle for the following one based on feedback received from our volunteers. When the original screen brightness is low (i.e., <= 100) we opt for an aggressive strategy, i.e., we lower the screen brightness B to zero. For mid brightness values (e.g., 150) we set B to half of the original value (50 and 75). We instead use a fixed B = 150 for high values, since outdoor and sunny conditions are quite challenging and we need to prevent leaving users in the dark. Last but not least, we implemented a setting option and a simple GUI to allow users to deactivate AttentionDim when in trouble and to get a sense of the battery savings provided.

#### 4.2 Evaluation

We recruited 10 Android users who installed our modified version of Brave for up to 30 consecutive days totaling about 500 hours of browsing – we urged our volunteers to use the browser as normal. The test spans 6 devices since multiple volunteers shared the same device model.

Figure 4(a) shows the CDF of the fraction of time spent dimming, per device. The CDF is calculated using the beginning of a dimming event as both the start time of such event and the end time of the previous non-dimming event.
Start/end timers are also triggered whenever the user closes (re)launch the browser. As expected, the amount dimming is very much user and time-dependent, meaning that some users experience a higher amount of dimming as well as the dimming duration spans a broad distribution. Generally speaking, very short dimming events (e.g., lower than 10%) are rare. Across users, the median dimming event lasts between a minimum of 30 and a maximum of 70% of the time.

Figure 4(b) shows the CDF (per device) of the screen brightness when AttentionDim operated. Most brightness values reported are smaller than 100 (indoor usage). One of the Pixel devices is an exception since most values reported were quite high, either because of outdoor or manually set. It has to be noted that this device was also only used for a limited amount of time, as the sharp CDF suggests. Finally, we combine the information from Figure 4(a), 4(b), and Table 1 to estimate actual battery savings. The figure shows encouraging battery savings of about 20-30%, which means potentially extending the battery life by up to one hour.

5 RELATED WORK

Browser benchmarking is a largely discussed topic in the greater “web community”, while less attention was dedicated by the research community. In the following we report on two research papers and one blog which, to the best of our knowledge, share some similarities with our work.

Nielsen et al. [24] benchmark four popular browsers (Firefox, IE, Opera, and Safari) at the time of this work (2008). Their results show substantial differences among browsers across the range of tests considered, particularly in rendering speed and JavaScript string operation performance. Our work is similar in spirit to [24] but differs under many aspects. First, the browsing ecosystem largely changed in the last 10 years, e.g., the prevalence of Android and mobile browsing which was not the case at that time. Second, our work also aims at building an automated and scalable testing suite that offers both transparency and reproducibility.

Greenspector [21] – a startup offering software-based battery measurements – has recently ranked Android browsers based on their energy consumption (and other metrics). We perform a similar evaluation but relying on highly accurate hardware-based measurements versus (proprietary) software-based measurements. Further, we test more workloads, websites, and features (such as dark mode, for instance). Nevertheless, our testing suite was designed to foster extensible and reproducible research in browser performance.

Last but not least, [22] analyzes the power consumption of the Brave browser, with respect to adblocking functionalities, over the Odroid-XU3 development board [14]. We also report numbers with respect to Brave, but in the context of two real Android devices. In our tests, we could not verify the reported results with respect to the extra cost of adblocking when ads are indeed missing (see Figure 3).

6 CONCLUSION

This paper has investigated the battery consumption of 15 Android browsers, 3 top performing browsers in dark mode, Yandex power saving feature, and AttentionDim, a novel screen dimming mechanism driven by browser events like onLoad. Given the scale of our measurements, we have also built a fully automated testing suite. For browser automation, we have built Cappuccino, the first record and replay tool for third party Android apps. For browser testing, we integrated with BatteryLab a research platform which allows remote hardware-based battery measurements on a few Android devices. Our results show that adblocking offers significant battery savings (around 30%) which can be further enhanced via dark mode (extra 10%). Yandex power saving feature resulted more a marketing stunt than a beneficial solution. Finally, we integrated AttentionDim in the Brave browser – one of the top performing browsers – and run an experiment in the wild involving 10 users and up to 500 hours of real browsing. Our results show that AttentionDim reduced, on average, the battery consumption of our volunteers by about 20-30%.
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Table 2: Android browsers selected for performance evaluation. Versions refer to the most recent version available at the time of testing (May 2020).

| Browser            | Version         | Chrome/Firefox Vrs   | Popularity |
|--------------------|-----------------|----------------------|------------|
| Chrome             | 81.0.4044.138   | 81.0.4044.138        | 89%        |
| QQ                 | 10.3.0.6730     | 66.0.3359.126        | 2.8%       |
| Samsung Browser    | 11.1.2.2        | 75.0.3770.143        | 2.4%       |
| Opera Mini         | 47.2.2254.147957| 81.0.4044.138        | 1.15%      |
| Baidu              | 4.14.0.30       | 81.0.4044.138        | 0.79%      |
| Opera              | 57.2.2830.52651 | 80.0.3987.162        | 0.64%      |
| Firefox            | 68.0.8          | Gecko/68.0           | 0.44%      |
| Yandex             | 20.3.4.986      | 80.0.3987.132        | >100M%     |
| Edge               | 45.03.4.4985    | 77.0.3865.116        | >10M%      |
| Brave              | 1.7.102         | 81.0.4044.122        | >10M%      |
| Firefox-focus      | 8.2.0           | Gecko/68.0           | >5M%       |
| Firefox uBlock     | 68.8.0          | Gecko/68.0           | >5M%       |
| DuckDuckGo         | 5.52.6          | 81.0.4044.138        | >10M%      |
| Vivaldi            | 3.0.1885.43     | 81.0.4044.142        | >100K%     |
| Kiwi               | Quadea          | 77.0.3865.92         | >1M%       |

Table 3: Workload description (news and ads-free)

A BROWSER AND WORKLOAD DETAILS

Table 2 summarizes the name, version, and underlying engine (i.e., Chrome or Firefox) of the 15 browsers we have tested in this paper. The popularity column was derived from data reported in [16] on May 2020. For browsers not contemplated in this report, we use the most recent number of downloads from the Google Play Store.

Table 3 shows the sequence of websites tested under the news (see Figure 2) and ads-free (see Figure 3, left of dashed line) workloads. Websites are each loaded sequentially in a new tab. To find ads-free websites, we crawled Alexa top 1,000 websites and matched the content they served against the easy privacy list [15]. We then manually tested each website that did not trigger the easy privacy list in Brave in order to verify functionalities, e.g., response times within 10 seconds, and lack of ads. We finally selected popular websites meeting the above criteria.