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ABSTRACT

Requirements engineering activities are carried out to come up with right and suitable quality requirements. However, problems in requirements engineering remain even though there is a vast amount of requirement elicitation and writing methods. Methods are either too specific for industry application or focus on a specific part of requirements engineering. This paper proposes a new requirement writing template, the 5W1H requirement cube. The template consists of the answers to six questions (why, who, when, where, what, and how) and links business, user, and functional requirements in a hierarchy within the enterprise business architecture. The template was developed in a prominent Islamic Bank in Turkey and tested on a case study. The authors have rewritten three software requirement specification (SRS) documents with the new approach and compared them, showing that new approach has more brief and well-organized documents. BOA Cube software has been developed to implement the 5W1H requirement cube approach within the organization.

KEYWORDS

5W1H, Requirement Patterns, Requirement Templates, Requirements Engineering, Software Requirements

INTRODUCTION

Requirement elicitation is an iterative process that obtains requirements from necessary stakeholders via communication, prioritization, negotiation, and collaboration, and it uses techniques from social sciences, knowledge engineering, and group dynamics rather than computer science (Zowghi & Coulin, 2005). The whole activity regarding the gathering, elicitation, and documenting of the software requirements is called requirements engineering (RE) and it is a fundamental part of the software development process (Garcia, Segura, & Aguirre, 2020). Insufficient requirement specifications are
still a major failover reason for software projects. Studies show that poor quality requirements cause 12%–71% failover in information systems projects (Davey & Parker, 2015).

Problems in RE can be listed as communication challenges, natural language burdens, requirement changes, unnecessary requirements, the uncertainty of business needs, a lack of client support, unelaborate requirements engineering, and the nondeterministic nature of RE (Davey & Parker, 2015). The mistakes during RE arise from human errors (communication, participation, domain knowledge, specific application knowledge, process execution, other cognition), process errors (inadequate methods, management, elicitation, analysis, traceability), and documentation errors (Walai & Carver, 2015).

Requirements also have a terminology problem. Shareholders may refer the same requirement statement as user, software, business, system, or functional requirement. Besides, each role (customer, developer, etc.) demands different levels of requirement details. Different classifications exist and the prominent three ones are as follows (Alrumaih, Mirza & Alsalamah, 2018). Lauesen’s (2002) classification is based on data requirements, functional requirements, quality requirements, managerial requirements. Sommerville (2011) classifies requirements as user and system requirements (system requirements are classified as functional and non-functional). Wiegers & Beatty (2013) classify requirements as business, user, and functional requirements. Business requirements are related to the purpose of software development, or why the software is being implemented; user requirement is about what users will do with the software. Finally, functional requirements describe the software’s behavior based on user requirements (Wiegers & Beatty, 2013). In addition, non-functional requirements represent the system constraints, such as compatibility, reliability, performance, portability, restrictions- legality, security, and usability (Silva, Pinheiro, Albuquerque, and Barroso, 2016; Silva, Pinheiro, Albuquerque, and Barroso, 2017).

All specified requirements have to be documented. They can be represented as informal representations, semi-formal languages like entity-relationship diagrams, formal languages, or knowledge representation languages, and each has an advantage. The documentation has to be done in parallel with the level of details expected by each stakeholder and must be consistent (Pohl, 1993). Non-textual notations and diagrams are supposed to describe all requirements universally but they require a complex translation process, which may cause problems (Mavin, Wilkinson, Harwood, & Novak, 2009). Even though formal languages sustain the highest precision, most stakeholders are not familiar with them. Structured natural language supported by visual models and diagrams is the most applicable way to document requirements (Wiegers & Beatty, 2013). Finally, the written requirements form a document named ‘Software Requirement Specification’ (SRS). Due to the aforementioned reasons, SRS has to be prepared for the audience it addresses. SRS is exposed to natural language-related problems, similar to requirements such as ambiguity, inconsistency, incompleteness, etc. Several templates are proposed in order to cope with these problems, such as Use Cases, activity diagrams, and requirement templates, etc. (Tiwari & Gupta, 2020).

In order to solve the ‘requirement puzzle’, requirement patterns are a promising option. Patterns are in great use in software engineering and can be applied in the RE process. A requirement pattern is “an approach to specifying a particular type of requirement”. The major contribution of the requirement patterns is guidance. Moreover, they save time and bring consistency (Withall, 2007). Requirement patterns allow organizations to reuse previously written requirements which streamline the RE process, including elicitation, validation, and documentation activities (Franch, 2015). Requirement patterns provide a “systematic way to specify a particular type of requirement in the form of a template with categories of information (Kudo, Bulcão-Neto, & Vincenzi, 2020).” On the other hand, a requirement template is a layout that consists of natural language sentences and some structure. Requirement templates are a lower level abstraction compared to requirement patterns but templates are a RE method that can be encountered in the industry (Palomares, Quer & Franch, 2017).

The ‘requirement puzzle’ is still unsolved even with tremendous efforts and methods proposed so far. It is hard for industry practitioners to find an applicable approach despite numerous studies about
RE (Mavin et al., 2009). As a company in the finance industry, our bank is no exception regarding the difficulties of requirement elicitation and engineering. Therefore, the Information Technology department decided to develop a tool along with the methodology to cope with the aforementioned problems in a holistic manner. We have come up with a solution to set up a requirement template based on 5W1H (Who, Where, When, What, Why, How) format, which can be used to write business, user, functional, and non-functional requirements. Requirements are kept hierarchical in order to track the relations between high-level business needs and functional details of the development. Requirements are linked to business domains in the enterprise business architecture in versions in order to provide a requirement repository. We have chosen 5W1H as the basis of the structure, because it is a widely used technique in requirement elicitation, and it can be understood by both business and IT actors of the organization. The new structure is named “Requirement Cube” because six questions of 5W1H resemble a cube that has six sides. The approach relies on structured but not restricted natural language. We would like to avoid complicated notation, which is why 5W1H acts as a guide with simple rules. Each dimension of 5W1H holds a certain portion of the requirement and its content slightly changes according to the requirement level. All the rules and the structure were examined by a group of business analysts (BAs) who are the co-authors of this paper. The requirement cube structure has been tested with real examples within the company as a case study. We have reformed three SRS documents and rewritten these three documents based on the 5W1H principles and have sent six documents to 17 evaluators and asked them to score them based on nine attributes. 5W1H requirement cube template achieved a 20% higher score on average compared to our current approach. BOA Cube software has recently been developed and our organization has started using 5W1H Requirement Cube in the actual software development process while this paper was being prepared. We are not aware of any other holistic approach in RE methods that can address all types of requirements.

This paper is organized as follows: Background summarizes the related work. 5W1H Requirement Template section explains the requirement cube model in detail. Case Study section explains the empirical results. After that, conclusion is given.

BACKGROUND

There are several definitions of what a good requirement is. However, identified characteristics are similar. A good requirement must be:

- unambiguous, concise, finite, measurable, feasible, testable, traceable (Westfall, 2005)
- complete, consistent, unambiguous (Pohl, 1993)
- complete, correct, feasible, necessary, prioritized, unambiguous, verifiable (Wiegers & Beatty, 2013)

Even though there is a common understanding of the good quality requirement, there is no clear idea of how to achieve it. RE has evolved to achieve this goal. It consists of elicitation, analysis, specification, validation, and management (Carrizo, Dieste, & Juristo, 2014). Finally, the SRS document is composed.

More specifically, requirement specifications can be written in natural language, structured natural language, semi-formal languages, or formal languages (Fabrini, Fusani, Gnesi, & Lami, 2000). While specifying requirements, natural languages usually remain “syntactically ambiguous and semantically inconsistent” which makes requirements erroneous and incoherent for software engineering (Umber & Bajwa, 2011). However, in practice, it is reported that 79% of the software requirement documents are formed with natural-language-based methods because of customer preference. Therefore, there is a need for introducing an accurate, consistent, and user-friendly semi-formal method for writing software requirements (Umber & Bajwa, 2011).

Semi-formal languages are templates or graphical notations like use case diagrams, user stories, activity diagrams, and Unified Modeling Language (UML). Use cases are among essential graphical
notations or semi-formal methods. “A use case is a description of the possible sequences of interactions between the system under discussion and its external actors, related to a particular goal (Cockburn, 1999)” and use cases are widely used by industry practitioners (Jacobson, 2004). However, they are not the ultimate solution for requirement specification. The effectiveness of the use case may vary based on the chosen use case template (Tiwari & Gupta, 2020). Use cases can only take place in describing functional requirements (Lethbridge & Laganiere, 2005). Other techniques are necessary for those missing elements, and use cases can specify 25% of a system (Cockburn, 1999). UML is another important graphical notation for requirements. UML can be considered as “de facto standard” or “the lingua franca” of software engineering. It can serve as a general-purpose language and can be customized for different domains, organizations, or projects (Ciccozzi, Malavolta, & Selic, 2019). UML is more suitable for detailed design and deployment of a software system, but it falls short of analysis, documentation, and requirement specifications (Siau, 2016). Formal notations are generated with syntactically and semantically well-formed expressions (Greenspan, Mylopoulos, & Borgida, 1994). Formal languages mathematically compose rules for grammar to achieve automatic requirement elicitation and analysis by clear semantics. However, they are rarely used in practice because they require specific software tools and users (both technical and business) with high knowledge of mathematics (Yue, Niu, Wang, & Yue’L, 2019).

Structured natural languages are another option for requirement specification. Requirements written in a constrained language behave as a subset of natural language and customers’ requirements and can be developed with accuracy by software experts (Luisa, Mariangela, & Pierluigi, 2004). Structured natural languages or, simply, requirement patterns provide “a systematic way to specify a particular type of requirements in the form of a template with categories of information (Kudo et al., 2019)” . Toro, Jiménez, Cortes, & Bonilla (1999) proposed two types of patterns and a requirement template. The templates are similar to use case templates. However, steps and descriptions provide a pattern of writing statements such as “{The {actor, system} action performed by actor/system, Steps described in use case (RF–x)are performed}”. EARS (Easy Approach to Requirements Syntax) is developed in Rolls-Royce Control Systems to define high-level stakeholder requirements built on Event-Condition-Action (ECA), which is a constrained natural language (Mavin et al., 2009). The generic syntax is “<optional preconditions> <optional trigger> the <system name> shall <system response>”, and its five types are: Ubiquitous, Event-driven, Un-wanted behaviors, State-driven, and Optional features. The syntax is slightly different based on the type. EARS is tested as a case study. The pattern reduced ambiguity, vagueness, wordiness problems, eliminated complexity, omission, duplication, implementation, and non-testability. The AMAN-DA is a pattern for writing security requirements to guide requirement engineers. AMAN-DA utilizes a security ontology and domain ontology. Security goals and requirements can be distinguished and written in different patterns. A case study is conducted in the maritime industry to identify stakeholders’ security goals, and participants have agreed on the model’s success (Souag, Mazo, Salinesi, & Comyn-Wattiau, 2018).

Toval, Nicolás, Moros, & García (2002) propose a method called SIREN (Simple Reuse of Software Requirements), which focuses on the reuse of security requirements. SIREN consists of requirement templates that are similar to use case templates. Issa & Al-Ali (2010) use a use-case-based pattern. They propose a meta use case pattern at the top and discover use case patterns based on application domains, such as financial, sales, and marketing, and come up with 174 distinct patterns. Pacheco et al (2015) composed RRMSRC (The requirements reuse model for Software Requirement Catalog), which is based on a commercial software tool RequisitePro. They classify requirements in detail based on priority, criticality, viability, risk, source, and type. PABRE (Pattern-Based Requirements Elicitation) framework is proposed as a meta-model to serve as a reusable requirement pattern (Franch, Palomares, Quer, Renault, & De Lazzer, 2010). It consists of 29 patterns that all target non-functional requirements. As of 2014, PABRE has 111 patterns obtained (Palomares, Quer, & Franch, 2014).
In summary, requirement writing methods use either too specific and sophisticated approaches like formal notations and domain ontologies (Siau, 2016; Yue et al., 2019) or focus on a specific type of requirements, such as stakeholder and non-functional requirements (Souag et al., 2018; Toval et al., 2002; Franch et al., 2010). Sophisticated approaches are almost impossible to be implemented in industry practices (Siau, 2016). Use cases cannot handle non-functional requirements (Lethbridge & Laganiere, 2005), and their completeness is questionable (Cockburn, 1999; Lethbridge & Laganiere, 2005). Besides, some templates or pattern-based approaches include hundreds of different templates (Issa & Al-Ali, 2010; Palomares et al., 2014), which are hard to be implemented in practice. Therefore, we studied an alternative requirement writing method to maintain the RE process in our organization.

5W1H REQUIREMENT CUBE TEMPLATE

5W1H is a well-known method for comprehending a fact thru perceiving all its important aspects. It has emerged from journalism in order to report a complete news story (Carmagnola, Cena, & Gena, 2011). By asking six simple questions (Who, Where, When, What, Why, How), it is possible to find the actor, location, time, related action, process, and reason of the action (Jabar, et al., 2013). Completeness is a common goal for both 5W1H and RE. Therefore, 5W1H is an ideal method for requirement elicitation and engineering. 5W1H is widely used in different stages of the RE process (Tiwari & Gupta, 2020), to clarify the whole process of RE (Westfall, 2005), identify the scenarios from user stories to determine use cases (Ali & Lai, 2017), structure free text user requirements in an automated way (Jabar et al., 2013), build an ontology framework to classify the concepts in requirement elicitation (Awal, Gana, & Abdulrahman, 2018), or check the completeness of use case templates (Tiwari & Gupta, 2020). In summary, 5W1H has been used in three stages of the RE process: elicitation, analysis, and validation (Tiwari & Gupta, 2020). This paper proposes to utilize it in the specification stage as well, and we are not aware of other studies employing this methodology. We assert that all requirements (business, user, functional, and non-functional) can be written by answering six questions with the rules mentioned in Appendix A. All three levels–business, user, functional, and non-functional requirements–are written with parent-child relationships.

The requirement cube is easy to understand because it relies on a general clarification method, 5W1H. It keeps essential information for a “good, clear requirement”. The requirements are kept hierarchically in relation to the business domain, which is why they are traceable. Requirement cube records the aim or purpose of the requirement in “why” dimension, so requirements are verifiable. Exact user roles, conditions, timing, and the place are written in “who”, “when”, and “where” dimensions. Hence, the requirement cube is testable. Sine qua non properties of a good requirement–completeness and unambiguity–are holistically sustained with the 5W1H method. Finally, “how” dimension includes how the software will be developed.

5W1H REQUIREMENT CUBE TEMPLATE EXPLANATION

The requirement cube consists of answers given to 5W1H questions. 5W1H questions guide BA on how to write the requirements and combine their necessary elements, such as goals, actors, and conditions, along with the systems’ design.

Why: It is the goal of the requirement, such as cost reduction, customer satisfaction, compliance with regulations, performance, security.

Who: It is the person or the system object as the actor of the requirement.

Where: It shows where the requirement takes place, such as module/channel/user interface.

When-Trigger: It is the trigger that initiates the requirement, i.e., preconditions.

When-Conditions: It indicates the conditions that have to be met, i.e., post conditions.

What: It demonstrates the actions that will be carried out and depicts what the requirement will do.

How: It explains how the software will be developed and documents the system design details.
“Why” and “How” dimensions are not parts of the requirement statement. “Why” keeps the goal of the requirement, and “How” is used to document the system design. Instead of putting all design details in one section of the SRS, the requirement cube approach utilizes the “How” dimension of each requirement for technical issues. There is a separate technical design section in the proposed SRS form but BA’s didn’t need to use it in the case study. This section is added in the SRS especially for technical details of the large software developments.

Example:

*When* <Branch Staff> <clicks the Approve Button> <on Credit Application Screen> <credit application has to be sent to supervisor> if <credit amount is bigger than 10.000 USD.>

**Why:** Reduce default risk and fraud.

**How:** A new workflow state will be added to the current credit application flow. A new script has to be written. The script will find the supervisor of the branch member and assign the supervisor as the approver.

The italic words (when and if) are used as conjunctions to set up a proper sentence. 5W1H dimensions are given below.

**Who:** Branch Staff

**When-trigger:** clicks the Approve Button

**Where:** on Credit Application Screen

**What:** credit application has to be sent to the supervisor

**When-condition:** credit amount is bigger than 10.000 USD

“How” and “Why” are not included in the requirement text to keep the statement simple and make it easy to follow. The remaining dimensions are sequenced based on the natural language grammar structure. The sequence of the 4Ws and conjunctions can be changed according to different languages. We believe it is a unique strength of the requirement cube, whereas almost all prominent patterns are based on the English language. Besides, it is possible to compose additional patterns, such as restriction requirements or conditional requirements to make the requirements linguistically better. However, we did not create multiple patterns in order to achieve a simple solution. The formations were initially created for the Turkish language and then revised for English.

“Who” statements should include specific roles. In the case of a general role (such as customers), adverbs such as ‘all’, ‘except’, ‘only’ have to be used to make requirements clear. Writing “Individual Customers” or “All Customers” is recommended instead of writing just “Customers”. Therefore, the template pushes BA to think about alternative scenarios. BA has to write “always” if there is no specific trigger or condition for the “When” section. Using an adverb like “always” or “never” also pushes the BA and business sides to think about alternative scenarios.

We propose a similar requirement hierarchy as in Wiegers and Beatty (2016), which consists of three levels: business requirements are at the top, user requirements in the middle, and functional at the bottom. There is a why-how relationship between each level. The business requirement is the purpose that user requirements have to achieve. Similarly, user requirements are the purpose of the functional requirements, which show how user requirements will be implemented. There is no “How” dimension in business requirements. Fig.1 illustrates the approach in three levels and shows how each level is written and related to each other. The “how-why” relation between each level is similar to Rasmussen’s abstraction hierarchy (Rasmussen, Pejtersen & Goodstein, 1994). “When” and “Where” portions are optional in functional requirements. If “When” and “Where” dimensions are blank, they will be taken to be the same as “When” and “Where” portions of user requirements. There are some commonalities with Zachman’s enterprise architecture (Zachman, 1987) which uses 5W1H as contextual dimensions with six different perspectives for stakeholders. However, the Requirement Cube has three perspectives which are business, user and functional.

Business requirements stand for high-level business objectives and they are written in business terms and definitions. System objects like screens’ menus and buttons are not mentioned in the business requirement. Business requirements are grouped and linked to business modules and business functions.
in the enterprise business architecture. “Why”, “Who”, and “What” dimensions are mandatory fields in the business requirement. Business requirements can be written in the following template.

**WHO – WHAT- WHERE - WHEN TRIGGER- WHEN CONDITION**

User requirements are the core of software requirement specification. They represent the end-user expectations from the software. Functional requirements lie at the bottom of user requirements and explain how the system works to sustain user requirements. “How” dimension comprises free text explanations, such as diagrams or mock-ups, showing the technical steps that need to be taken by the developer, such as creating a new table, or adding a new field in the screen.

The requirement cube approach manages non-functional requirements such as security and performance requirements as an attribute in the requirement. Each requirement (user or functional level) can be categorized as UI, Task, Business Process, Security, or a Performance requirement etc.

The user requirement structure for Turkish and English is given below. Words in italic are fixed conjunctions.

The structure of the user requirement for Turkish:

WHO – WHERE – WHEN TRIGGER – if – WHEN CONDITION – WHAT

The structure of the user requirement for English:

– when WHO – WHEN TRIGGER – WHERE– What – if – WHEN CONDITION

The detailed rule set is given in the Appendix A for English.

The structures of functional and user requirements are the same for Turkish. However, the structure in English is revised.

WHO – WHAT – when – WHEN TRIGGER –and – WHEN CONDITION – WHERE
Case Study

A case study was carried out in Kuveyt Turk Participation Bank, which is the 10th largest bank in Turkey and the number 1 in Islamic banking, with more than 400 branches. The Bank uses its own in-house developed banking system, namely BOA, and has two official R&D centers. The Information Technology department employs around 500 people. A case study was conducted to measure the effectiveness of the 5W1H requirement cube template.

Our research questions are:

Hypothesis One: Does the 5W1H requirement template guide BAs to write clear and distinctive requirements compared to the current approach?

Hypothesis Two: Does the 5W1H requirement template improve the quality of the requirements in the SRS document?

Three SRS documents were used in the case study. We have reformed and rewritten these three documents based on the 5W1H principles and have sent six documents to 17 evaluators and asked them to score them based on nine attributes. 5W1H documents achieved better results. The study was carried out in Turkish with the Turkish requirement cube template.

All three SRS documents belong to different business domains and they were written by different BAs. Personnel Relative Identification and Listing is human-resources-related software development. Stock Exchange Integration is related to a web service integration to buy and sell stocks online. Courier Management is about courier operations in branchless banking. All descriptive statistics are summarized in Table 1.

The current SRS format is quite permissive and BAs structure the requirements based on their individual experiences and choices. The document format consists of fixed titles, and BAs fill each title with free-text statements. One SRS document did not have distinctive requirements and all requirements were explained in mixed long texts. One of them had three simple requirements. One had 13 requirements, but they were defined with long and complicated wordings. After the 5W1H template was applied the number of requirements increased and requirements became distinctive. Besides, the amount of free-text statements was reduced drastically in two SRS documents. Therefore, it can be stated that the 5W1H requirement template guides BAs to write requirements distinctively.

Table 1. Descriptive Statistics of the Case Content

|                      | Courier Management |                      | HR Personal Relative Definition |                      | Stock Exchange Integration |                      |
|----------------------|--------------------|----------------------|--------------------------------|----------------------|----------------------------|----------------------|
|                      | Current 5W1H       | Current 5W1H         | Current 5W1H                   | Current 5W1H         | Current 5W1H               | Current 5W1H         |
| Number of requirements| 3                  | 28                   | 0                              | 47                   | 13                         | 52                   |
| Number of user requirements| 0              | 9                    | 0                              | 34                   | 13                         | 15                   |
| Number of functional requirements| 0           | 19                   | 0                              | 7                    | 0                          | 37                   |
| Number of non-functional requirements| 0          | 0                    | 0                              | 6                    | 0                          | 0                    |
| Number of words      | 1385               | 1642                 | 2545                          | 1554                 | 2796                       | 2567                 |
| Average word per requirement| 8           | 49.5                 | NA                            | 20.11                | 70.92                      | 13.09                |
| Average word per user requirement| 0          | 40.3                 | NA                            | 19.59                | 70.92                      | 13.13                |
| Average word per functional requirement| 0        | 53.8                 | NA                            | 23.86                | NA                         | 9.3                  |
| Average word per non-functional requirement| 0        | 0                    | NA                            | 18.67                | 0                          | NA                   |
| Number of words as free text| 1360       | 104                  | 2406                          | 373                  | 1874                       | 1886                 |
This example from the case study is translated to English. Fig. 2 presents the earlier condition of HR Personal Relative Definition for the “Send to Approval” button. Fig. 3 shows the status after the 5W1H template was applied.

Our former approach is based on screen names, and buttons are listed under the screen title. Requirements are written in free text and it is hard to clarify how many requirements exist. Therefore, additional effort is necessary to write the test cases. This portion of the SRS has 389 words. Mock-ups, business needs, and functional requirements are written informally and business objective is missing.

However, the 5W1H requirement cube comprises a more sound SRS document. Business function is used as the title instead of the screen name. The business functions come from the enterprise architecture, and screen names are mentioned in the “where” portion in the requirement statement. The SRS documentation is more brief (only 260 words) and well-organized. Business, user, and functional requirements are clearly stated, and system design details are written under the requirement statements in the “How” dimension, along with the mock-ups.

We have sent the current and 5W1H versions of the SRS documents to 17 people within the organization. Participants consist of four analysts, five developers, two business members, two testers, two managers, and two auditors. We asked participants to fill out a questionnaire of nine questions regarding the overall quality of the requirements. The content of the questionnaire can be found below. Questions were determined based on the good quality attributes found in Mavin et al (2009) and Silva et al (2017).

- Requirements are clear and understandable. (Clarity)
· Requirements include relevant information regarding the development. There are no irrelevant statements. (Relevance)
· Requirements are consistent with each other. (Consistency)
· Requirements are implementable. (Implementability)
· Requirements are testable. (Testability)
· Requirements state the need completely. (Completeness)
· Requirements have no duplication. (No Duplications)
· Requirements do not include overstatement. (No Wordiness)
· How the system will operate and how it will be developed is stated separately. (Well Organized)

Participants picked an answer for each attribute from a nine-point scale, from extremely unsatisfactory as the minimum to extremely satisfactory as the maximum level. It was not possible to compare among requirements because they were not distinctive and were written in long free text in the former SRS format. Thus, participants made their evaluations document by document. Table 2 shows the descriptive results of the evaluations.

Results show that average scores have increased by 35%, 10%, and 18%, respectively, in all three cases of 5W1H. Another valuable outcome of the template is homogeneity. The scores of the former SRS documents vary between 5.31 and 6.45. However, the range of SRS documents with the 5W1H template is 7.04 to 7.2. Thus, it can be asserted that the 5W1H requirement cube template brings homogenous and good quality results independent from business domains and the BAs who prepared the document.

Each attribute’s scores are presented in Fig. 4 for the 5W1H and the former approach, showing that the 5W1H template is more preferable in every aspect. Testability gets the highest score, while the clearance score is the lowest, which is also the lowest for the former approach.

Regarding professions, the 5W1H approach is mostly favored by managers and followed by the BAs. As potential writers of the new format, high scores from BAs are promising. Additionally, as potential implementers, the developers are also critical and their score has increased by 25%. Not only the IT side but also auditors and business units appreciate the new method. Test engineers believe that there is no such difference between the two approaches although the testability question gets the highest score. More senior employees tend to give higher scores for the 5W1H template. Females prefer the 5W1H approach more than males. Overall, the 5W1H template achieved a 20% better result on average, compared to the current approach. Table 3 presents more details.

The major weakness in this case study is the non-functional requirements. They are supposed to be the hardest requirements to find, as the business side rarely mentions them. The documents used in the case study have no non-functional requirements. During the case study, the team came up with some non-functional requirements and was able to write in 5W1H format. However, the 5W1H template does not guide the BAs for non-functional requirements unlike user and functional requirements. Hence, a template extension is useful in detecting non-functional requirements better.

There are validity risks associated with empirical studies that affect the trustworthiness of the results. The first risk in our case study was creating 5W1H documents with extra quality. We used past SRSs as they were and re-wrote them in 5W1H form. During this transformation, we might have given more and specific attention to the 5W1H SRs. Usually, BAs may complain that they do not have enough time to prepare SRSSs with extra care due to daily emergencies, meetings, and other daily work requirements. Therefore, we prepared 5W1H versions during their daily job routine as an extra task. Spelling mistakes and misconstrued sentences were left as they were. 14 of 17 reviewers had no prior information regarding the 5W1H approach. The logic of the template was not explained to them in detail. On the contrary, they just saw the fully constructed sentences. Before the case study, there was no face-to-face meeting due to COVID-19 precautions. Instead, short videos were prepared to explain what was expected from the study. We believe this distant approach had a positive effect on validity because we did not create a certain expectation that might affect results in favor of 5W1H.
Figure 3. After the 5W1H Template

Send to Approval

1. Any Bank staff should be able to send relative information and documents to HR.
   Why: Marital status and number of kids of the staff are required to calculate tax properly.

   1.1. When Any Bank Staff clicks the Send for Approval action on the Relative Identification screen, if the mandatory fields are filled, the HR approval flow shall be started.

   How:
   The Workflow Submit for Approval screen will opened. If OK is clicked here, the relevant flow will be sent for approval and then the following information message will be sent.

1.1.1. If the mandatory fields are not filled, a warning message shall be given to the user, and the required fields shall be underlined with red.

   How:
   Employee Name, Relative Type, Tax Number, Education Level, Education, Disability Status, GSM Number (If the Person is selected Emergency Contact)

1.1.2. If relative type is "Spouse" or "Child", additional fields and shall become mandatory related documents shall be added.

   if Type is "Spouse"
   Marriage Date, Working Status, Income Status fields shall be mandatory.
   Minimum Livelihood Notification Form, Photocopy of Marriage Certificate, Identity Card documents have to be added

   if Type is "Child"
   Working Status, Education Status fields shall be mandatory.
   Minimum Living Allowance, Birth Certificate, Identity Card, Student Certificate documents have to be added

1.2. When Any Bank Staff clicks the Send for Approval action on the Relative Identification screen, if the relative is defined already, a message shall be given saying This person has been defined as your relative before. Use the Relative Listing screen for update operations."
Table 2. Descriptive Statistics of Evaluations

| Project Name                  | Courier Management | Personnel Relative Identification & Listing | Stock Agency Integration | Overall |
|-------------------------------|--------------------|---------------------------------------------|--------------------------|---------|
|                               | Current SRS        | 5W1H SRS                                    | Current SRS              | 5W1H SRS |
| Mean                          | 5.31               | 7.20                                        | 6.45                     | 7.08     | 5.94   | 7.04   | 5.90 | 7.10 |
| Median                        | 5.00               | 7.00                                        | 7.00                     | 7.00     | 6.00   | 7.00   | 6.00 | 7.33 |
| Mode                          | 5.00               | 7.00                                        | 7.00                     | 7.00     | 6.00   | 7.00   | 6.00 | 7.00 |
| Standard Deviation            | 1.51               | 1.06                                        | 1.22                     | 1.62     | 1.31   | 1.16   | 0.91 | 1.07 |
| Minimum                       | 1.00               | 3.00                                        | 2.00                     | 1.00     | 1.00   | 3.00   | 2.67 | 3.67 |
| Maximum                       | 8.00               | 9.00                                        | 8.00                     | 9.00     | 8.00   | 9.00   | 8.00 | 9.00 |

Figure 4. Average Score by Evaluation Item

![Average Score by Evaluation Item](image-url)
CONCLUSION

Requirements engineering is more a process rather than a set of activities for gathering and specifying different requirements’ levels. Requirements engineering can be divided into three sub-processes: requirement definition, requirement specification, and software specification. There is a vast amount of methods and techniques in RE but they are mostly specific to a sub-process. Therefore, it is hard to carry on the “translation of business needs” to software specifications holistically and smoothly. This study proposes a requirement template that can be used in all parts of the RE. We utilize the 5W1H method—a common technique in RE—to set up a hierarchical requirement template for business, user, and functional requirements. The 5W1H requirement cube stores necessary elements of a good requirement in “Why”, “Who”, “When”, “Where”, “What”, and “How” dimensions. It gathers and links all types of requirements under the enterprise business architecture and composes a repository.

A case study was conducted to find if the 5W1H requirement template

- supports BAs to write clear and distinctive requirements compare to current approach
- improves the quality of the requirements in the SRS documents.

Three SRS documents were rewritten with the 5W1H template and sent to 17 people in the organization with a questionnaire consisting of nine questions. Results show that BAs wrote clearer and distinctive requirements and that of SRS documents’ quality improved with the 5W1H template. However, the 5W1H template doesn’t guide the BAs for the non-functional requirements and an extension is necessary to elicit the non-functional requirements.

Writing all three types of requirements in the 5W1H template solves the requirement transition problems moving from high level to detail level in the RE and gives a solid account of writing software requirement specifications. 5W1H requirement cube proposes the same template for business, user, and functional requirements. In other words, it helps shareholders speak a common language during the
RE process and software development lifecycle. Besides, everything is kept linked and it is possible to follow ‘what’ to do and ‘why’ to do.

All requirement writing methods have a trade-off between requirement’s precision/clarity and the convenience of the method. The clearer the requirement, the harder it is to write. The 5W1H requirement cube offers a reasonable balance between the writing effort and the statement’s quality. Consequently, we believe that the 5W1H requirement template is a promising candidate that can be applied in the industry.
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APPENDIX A - 5W1H RULES

Business Requirement Writing Rules:

Why: Mandatory. Free text explanation of the business goal.
Who: Mandatory. Free text or categorized selection of the actors of the requirement.
Where: Optional. Can be a channel name, system name, business process name
When Trigger: Mandatory. If there is no special case it has to be written “anytime” as when trigger.
   The actions in the when trigger has to be written in active tense.
When Condition: Optional. It starts with “if” before writing the related condition. Conditions that
will lead to different results have to be written as a separate requirement.
What: Mandatory. The basic definition of the requirement.

User Requirement Writing Rules:

Why: Not mandatory, but recommended. It should include the goal of the requirement such as cost
reduction or compliance with regulations, etc.
Who: Mandatory. It includes user profile roles, customer types, and automated tasks that carry on
actions on behalf of actual users. It is recommended to include an adverb like “All”, “Only”,
“Except”
Example: Individual Customers, All Customers, Supervisors and Above, Only Managers, All users
except Customer Representatives.
When Trigger: Mandatory. If there is no special case, “always” should be written as the when trigger.
   The actions in the when trigger have to be written in the active tense.
Where: Mandatory. It can be a channel, a display screen, or a device. Mobile App, ATM, Expense
Entry Display Screen, etc.
When Condition: Optional. It starts with “if”, followed by a related condition. Conditions that lead
to different results have to be written as a separate requirement.
What: Mandatory. It will be written with a “shall” statement. It can be in passive form if the when
trigger is an active statement. It can include multiple actions as long as all actions are tied with
each other with “and”. “Or” statements are not allowed and have to be written as a separate
requirement.

Functional Requirement Writing Rules:

Why: Not mandatory. The goal is assumed as the related user requirement if it is null. Specific reasons
unique to a functional requirement can be written in the Why portion.
Who: Not Mandatory. It can be a system object, a task, workflow, process, etc.
What: Mandatory. It will be written with a “shall” statement. Active tense is recommended but can be
passive. It can include multiple actions as long as all actions are tied with each other with “and”.
“Or” statements are not allowed and have to be written as a separate requirement.
When Trigger: Mandatory. If there is no special case, “always” has to be written. The actions can be
written in an active or passive voice.
When Condition: Optional. It starts with “and”, followed by a related condition. Conditions that lead
to different results have to be written as a separate requirement.
Where: Optional. It can be a channel, a display screen, or a device. If it is empty, it will be perceived
the same as the “where” portion of the related user requirement
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