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Abstract. Web3 is the most hyped concept from 2020 to date, greatly
motivating the prosperity of the Internet of Value and Metaverse. How-
ever, no solid evidence stipulates the exact definition, criterion, or stan-
dard in the sense of such a buzzword. To fill the gap, we aim to clarify
the term in this work. We narrow down the connotation of Web3 by sep-
arating it from high-level controversy argues and, instead, focusing on its
protocol, architecture, and evaluation from the perspective of blockchain
fields. Specifically, we have identified all potential architectural design
types and evaluated each of them by employing the scenario-based ar-
chitecture evaluation method. The evaluation shows that existing appli-
cations are neither secure nor adoptable as claimed. Meanwhile, we also
discuss opportunities and challenges surrounding the Web3 space and
answer several prevailing questions from communities. A primary result
is that Web3 still relies on traditional internet infrastructure, not as in-
dependent as advocated. This report, as of June 2022, provides the first
strict research on Web3 in the view of blockchain. We hope that this
work would provide a guide for the development of future Web3 services.
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1 Introduction

Web3, also known as Web 3.0 or decentralized web, hits the cryptocurrency
markets and blockchain communities from 2020 to date \cite{1,2}. It has become
the most prevailing term in the recent period of blockchain prosperity. The concept,
proposed by Wood \cite{3}, promises to provide distributed internet services with-
out trusted third parties (TTP), thereby offering users more control over their
data. The very primary principle shared by Web3 applications is that users can
hold the data with full control, covering identifiers/tokens/ownership/etc., rather
than being managed by centralized organizations as in Web1 and Web2 (cf. Ap-
pendix A). With the emphasis on \textit{decentralization}, Web3 moves data away from
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these central authorities and establishes applications and services surrounding blockchain technologies. Ideally, Web3 developers do not need to build applications on top of a single server (processing business logic) or database (storing user data). Instead, Web3 applications are deployed on decentralized networks such as blockchain platforms or related distributed systems hosted by many peer-to-peer (P2P) servers.

The conversion from central authorities to the blockchain, more than handing over the ownership back to users, brings many non-functional benefits of being (i) open: Web3 data is stored in an open network developed by public communities. Also, Web3 applications are executed in a global view towards the public, making data permanently visible to all the participants; (ii) trustless: a user can build connections or exchange assets to an unfamiliar user without the reliance of a trusted third party; (iii) permissionless: users’ identities are no longer tied to any specific platform and users’ activities are free, which do not need an authorization from a governing entity; (iv) anonymous: users can obtain partial anonymity through using multiple pseudonyms or off-chain storage; and of (v) high availability: Web3 provides a high availability architecture, which reduces the probability of the server crash or single point failure; (vi) compatibility: Deployed services and applications are not limited in the Ethereum ecosystem, but applicable to all competitive blockchains [4,5] like Avalanche [6], Solana [7], Binance Smart Chain [8] or Oasis Network [9], indicating that Web3 can integrate both existing public-chain ecosystems and incoming systems.

Web3 also improves user experience in using web stack technologies and thus promotes the development of blockchain technologies. Web3 helps to build a complete user experience that can better serve newcomers. Users, from the current view, only need to connect the wallet to their targeted sites. These sites contain the activities that a user would love to spend time on, which can be specified in different types, such as asset swaps (in DEXes [10]), games [11], and trades (of NFTs [12]). Meanwhile, users can obtain a portion of revenues by keeping active in these projects. The contributions are measured in a wide range covering spent time, interactions, deposits, staking, etc. Users can receive fair rewards as well as add more liquidity to the Web3 ecosystem. In this sense, Web3 has greatly extended the boundary of blockchain, incentivizing more users to participate in the games. The evidence is, as in Dec 2021, the total locked value (TLV) of Web3-related smart contact contract has reached a peak with 193.14 billion USD (more details in Sec 5.1). Such a high capitalization market further stimulates the prosperity of techniques surrounding blockchain (cf. Tab3).

However, despite the fact that Web3 has drawn much attention, clear statements of what is Web3 and how Web3 is designed are even absent. Several studies provided their investigation on the consensus level [13] but failed to cover a full view of other components and architectural designs that are equally important to Web3. Unclear definitions and non-agreed consensus indicate that Web3 either is just a hyped concept without practical development or, has more than one single direction for the development. In this technical report, we avoid such high-
level discussions, narrowing down the scope to the Web3 architecture and its relation with blockchain. We dig into its building process, investigate its usage in existing projects, and deconstruct the protocol into separated components. With this in the arm, we analyze and evaluate state of the art Web3 solutions from perspectives of their design patterns and properties. We further extend our scope to the entire Web3 space (still rooted in blockchains) by discussing their impacts, opportunities, and challenges. To our knowledge, this work provides the first in-time study on Web3, reviewing and exploring the wild Web3 solutions.

- We investigate existing Web3 projects and extract a succinct backbone model with participating roles and operating workflow to demonstrate the major processes. This provides a loose general model for easy adoption, as well as highlights the core steps to establish a Web3 service.

- We classify a total of twelve architectural designs of Web3 to reflect the operating mechanism of typical Web3-based applications. We decouple a full Web3 service into three-layered components according to the data workflow. Data in each component can be either operated by the ways of on-chain, off-chain or hybrid. The identified design types can well present all potential combinations, covering a wide range of Web3 applications and services.

- We accordingly evaluate each architecture based on different property metrics that are grabbed from classic blockchain systems. The evaluation analyses the architectures from multi-dimensional properties (cf. Tab.1) when adapting to real applications. We also discuss which participating entity can gain the most benefits under different types. The evaluations directly help software architects to evaluate and compare Web3 solutions and further design their architectural frameworks.

- We extend our scope from architectural design to the entire Web3 space by discussing its impacts, opportunities and challenges to predict the potential future directions. We show several promising fields that may be inspired by Web3-related technologies, and also point out the open challenges needed to be addressed in the long term. Meanwhile, based on our analyses and evaluations, we answer several questions that are frequently asked by the communities as our closing results to conclude this work.

- Further, we provide much more surrounding knowledge that is related to Web3, covering its basic primitives, referenced token standards, and adopted programming languages. Necessary primitives cover both architectural design in conventional web services and layered components in classic blockchain systems. The knowledge lays the foundation of Web3, presenting the common components in different blockchain-based Web3 projects.

The rest of this paper is organized as follows. Section 2 presents a typical Web3-based protocol, together with the inducted security model. Section 3 presents our architecture extraction and design, as well as gives the criterion used to capture the features of Web3 related applications. Section 4 details our evaluation
towards architectural designs, providing practical adaption under different scenarios. Section 5 discuss current impacts, opportunities and challenges. Finally, Section 6 gives our closing results and Section 7 concludes this work. Notably, we provide more knowledge of Web3: Appendix A gives fundamental primitives surrounding Web3 and an abstract Web3 workflow. Appendix B and C summarize existing token standards and EVM-operated programming languages, respectively. Appendix D shows a small corpus of in the wild Web3 projects.

2 Web3 Protocol

This section extracts the protocol, security model, and a running example of Web3 systems between user clients and the blockchain infrastructure (together with the protocol workflow, referring to Fig.3 in Appendix A.3). Before our investigation, we clarify the entities that participate in Web3 protocols.

Involved Entities. The Web3 protocol mainly consists of three types of roles, namely, the Web3 user, service provider, and the blockchain maintainer. The Web3 user is a data owner who can propose the request by sending a transaction from the client. The service provider offers the user an on-chain interface and the service that can both process the request and interact with blockchain platforms. The blockchain maintainer provides an operating environment for smart contracts that take the task of processing business and data storage.

General Construction. To launch the Web3 service, a Web3 user needs to first establish his distributed identity by creating an address or account on-chain at the client. Then, the user login the applications using his address-based identity. Subsequently, the application will interact with the blockchain for data computation and data storage. Here, we present the detailed protocol.

Identity Creation ($\Pi_1$). This algorithm takes as input the security parameter $\kappa$, and outputs a blockchain address/account $addr$. The address provides a public and open-source index that can be associated with an existing identifier. Also, this address is used as an identifier for sending or receiving the cryptocurrency. It covers three sub algorithms, private key generation, public key generation and address generation.

$$
sk \leftarrow \text{KeyGen}_{sk}(1^\kappa),
$$
$$
\text{pk} \leftarrow \text{KeyGen}_{pk}(sk),
$$
$$
addr \leftarrow \text{AddressGen}(pk).
$$

The algorithm is run by a local Web3 client (e.g., client-based wallet, browser extension-based wallet). Note that the sub-algorithms KeyGen_{sk}, KeyGen_{pk} and, AddressGen have different manifestations. For example, for AddressGen, Bitcoin addresses use the base-58 encoding\(^1\) while Ethereum addresses adopt the base-16 encoding algorithms.

\(^1\) https://tools.ietf.org/id/draft-msporny-base58-01.html
**Transaction Generation** ($\Pi_2$). This algorithm takes as input the user’s private key $sk$, the transaction metadata, the transaction payload, and accordingly outputs an enveloped transaction $Tx$.

\[
\begin{align*}
\text{sig} & \leftarrow \text{Sign}(sk, \text{metadata, payload}), \\
Tx & \leftarrow \text{TranGen}(\text{sig, metadata, payload}).
\end{align*}
\]

This algorithm is run by a Web3 client that receives the request from users. $sk$ is used to generate a signature. metadata refers to transaction-related data, such as the transaction receiver and transaction nonce. payload points to the contract method to be involved and the data to be stored.

**Contract Execution** ($\Pi_3$). This algorithm takes as input the transaction $Tx$, and current state $\pi$, and smart contract $\text{contract}$, and accordingly outputs the transferred state $s$.

\[
\begin{align*}
\text{s} & \leftarrow \text{ContractExec}(\pi, Tx, \text{contract}).
\end{align*}
\]

This algorithm is run by the blockchain maintainers in the network. The transited state $s$ includes a reward or payment used to incentive the participating nodes. The contract $\text{contract}$ contains the logic of upper-layer applications, which defines how the state changes happening on the blockchain.

**State Consensus** ($\Pi_4$). This algorithm takes as input the transaction $Tx$, the smart contract $\text{contract}$ and the current state $s$ to be transited, and outputs the confirmed state $s'$, and the confirmed transaction $Tx'$.

\[
\begin{align*}
(s', Tx') & \leftarrow \text{Consensus}(s, Tx, \text{contract}).
\end{align*}
\]

This algorithm is run by blockchain maintainers. The term confirmed indicates that the proposed block (containing $s$ and $Tx$) has been agreed upon by sufficient maintainers in the network. The threshold of confirmation depends on specific algorithms (e.g., 51% in PoW [14], 2/3 in BFT algorithms [15]).

**State Retrieval** ($\Pi_5$). This algorithm takes as input the user’s address $addr$ and outputs the transaction $Tx''$ and the related state $s''$.

\[
\begin{align*}
(s'', Tx'') & \leftarrow \text{Retrieval}(addr, \text{contract}).
\end{align*}
\]

This algorithm is run by a Web3 client who aims to retrieve the state.

**Secure Web3 Protocols.** Based on the extracted general construction, a secure Web3 protocol is informally defined as follows.

**Definition 1 (Secure Web3 Protocol)** A Web3 scheme $S$ is secure, if for all blockchain address $addr$ and the initial state $\pi$ outputted from Phase $\Pi_1$ to Phase $\Pi_5$, it holds that,
where the output satisfies:

\[(s', T x') = (s'', T x'')\]

The definition states that a Web3 protocol is deemed to be secure if a user can successfully retrieve the correct state and transaction on the blockchain at any time after the block confirmation. Our security model is based on the assumption of a robust blockchain [16] and the corresponding security is guaranteed by persistence and liveness [17]. The persistence means whether different nodes have the same view at a specific height of blocks, while the liveness focuses on whether a block can be eventually buried deep enough (without the possibility of being reversed) in the valid longest chain. We omit other types of chain structure, such as the directed acyclic graph (DAG) [18].

**A Running Example.** We provide an instance to describe how a Web3 system works. The case is straightforward: assume that a user wants to sell his self-created NFT painting on-chain (cf. Fig. 1). Firstly, he needs to connect his wallet to the related website and send the request to mint an NFT on his targeted blockchain platforms [12]. The action of mint requires invoking APIs that enable interactions with smart contracts. The contract is executed according to its predefined specifications and token standards (ERC721, see details in Appendix B). After processing the logic, the raw picture is stored in an external decentralized storage network, e.g., IPFS [19], due to its high-resolution format. IPFS
separates the raw data into pieces and distributes them into different nodes, labelling each of them with a content identifier (CID). The returned identifiers are recorded on-chain for further queries from users. Once completing the entire logic, the seller can trace the transaction and his NFT on the blockchain. The buyer with willingness can buy the seller’s NFT on OpenSea [20], and pay the prices as stated. The ownership of this NFT will be automatically transferred to the buyer once completing the payments.

3 Architectural Design

The architecture is the foundation of software systems. It defines the system structure and external-world interface via underlying components and their relationship. This section provides our architectural design for Web3 systems.

3.1 Design Principle

We stay aligned with the mainstream recognition of Web3 and accordingly structure our report by progressively presenting the ways to build a Web3 service and the featured properties in different designs. Based on plenty of investigation towards in the wild Web3 projects, we classify them into a compact framework (cf. Fig.2), which thus allows the audience to explore the conceptual design space and evaluate different design options.

Specifically, we delineate two basic axes, namely, decoupled component and technical route, to explore the subtle differences in each cross from orthogonal directions. For the former, we abstract three critical components, including client, computation and storage, as our characterisation. Our decoupling is based on the data workflow, which contains three corresponding phases (A-C in Fig.2), data access, data computation and data storage, to describe how data transfers under a normal operating logic. For the latter, we extract three technical routes of implementing a blockchain system: on-chain processing, off-chain processing, and their combinations (hybrid).

By interweaving two axes, we can find that each component can be categorized into sub-items according to its on-chain/off-chain processing route. Based on that, we identify a total of twelve types of architectural designs to show different purposes and usages among a large bunch of projects. Moreover, we capture several essential properties that are frequently mentioned in classic blockchain systems to evaluate the proposed design types. This framework captures major architectural characteristics and related properties of each type, helping Web3 users and software architects to choose the proper design for their products. We give the detailed definitions of each item as follows.

3.2 Decoupled Components

We first investigate how data flows from a user to its backend server. In such a procedure, we have totally extracted three major processes to normal system
Fig. 2: Framework. We have first identified three major components according to the data workflow: access, computation, and storage (cf. *left Square*). Then, we extract three technical routes that reflect the ways of data processing in blockchain systems: on-chain, off-chain, and hybrid (*medium Square*). Based on the two principal dimensions, we summarise a total of 12 types of potential Web3 architectural designs (*bottom Square*). With this in the arm, we analyze every type in terms of different property metrics (*right Square*) and point out design trade-offs. Notably, we also provide a guide map by using *blue dotted line*.

operations: *data access*, *data computation* and *data storage*. Such procedures describe a typical workflow of blockchain systems.

- **Data Access.** To start a Web3 service, a user first needs to send his request through a client. Typically, the request is formatted as a transaction, and accordingly, the client is instantiated as a wallet\(^1\). Users enter the network by connecting their wallets to a specific website.

- **Data Computation.** After a successful connection, the requests from users are parsed into different pieces of logic, being transmitted into backend blockchain platforms. Blockchain operates the logic and decoded methods via smart contracts according to their predefined specifications.

- **Data Storage.** The executed data, at last, should be permanent storage. In normal cases, small size data can be directly recorded inside transactions, whereas in some cases, large-scale data requires external storage. The key to maintaining the data integrity in off-chain storage is to add a *hook* that connects the on-chain (such as a hash) and off-chain data.

\(^1\) We omit the sub-categories of different wallet types, such as whether utilizing SPV or hardware. More details refer to \[21\][22].
Then, based on descriptions of data flow, we abstract three fundamental components in a full-functional Web3 service by decoupling existing solutions. Merging with our different data processing routes, we categorize the decoupled component with \textit{on-chain}, \textit{off-chain} and \textit{hybrid} options (selected by two or all of them). We give their definitions as follows (and more details in Sec.7). To be noted, as Web3 is featured by decentralization, at least one of the components should be operated on-chain, where no gatekeeper can fully control the network.

\textbf{Client.} Clients are used to receiving requests from users. Classic blockchain systems, on a small scale of requests, can use a single browser as the client to connect with the wallet. However, if the request sharply increases within a short time frame, an agent is required to process an instantaneous flow of requests.

- \textit{Browser-based Wallet.} A browser-based wallet is an intuitive solution for users to adopt the Web3 service. Users only need to install an extension tool in the browser and import their private key to this embedded wallet. When browsing a Web3-supported website, users can directly put the button of \textit{connect the wallet}, and all the clicked functions in this website will invoke the backend methods through APIs under the user’s account.

- \textit{Agent-based Wallet.} An agent solution is to enable batch processing when confronting a high-density situation of requests from users. Similar to traditional Web1/Web2, users should first grant a trusted agent with proper permission. The authentication procedure is executed once users have formally started to register with the agents.

\textbf{Computation.} Operating a Web3 service built on smart contracts requires great computing power as the running environment. Purely on-chain computation is instant but costly. A hybrid computation that moves partial computational tasks off-chain is another solution.

- \textit{Contract-based Computation.} All the computations are performed on-chain through smart contracts. Here, variables in smart contracts are allowed to be revoked and modified based on the predefined contract instructions.

- \textit{Hybrid Computation.} A partial proportion of computations are executed on-chain, while the rest of the computations off-chain. Generally, verification mechanisms are required in this method in order to guarantee integrity between on-chain and off-chain data.

\textbf{Storage.} Similar to any services applied to Web1/Web2, applications and services in Web3 also require enough space for storage. Data in small size, such as ordinary transaction payload, can be stored directly on-chain. In contrast, for the large size, or complicatedly formatted data, like streaming video or raw audio, it should be (partially) stored to external deceives or providers. In this sense, we summarize three types of data storage.

- \textit{On-chain Storage.} All the data is stored on-chain, as a state of the smart contract. Any changes will be publicly recorded and can be verified by the
entire network. Theoretically, this is the best way to prevent malicious nodes from destroying data due to its total transparency and accountability.

- **Off-chain Storage.** It refers to storing data in off-chain networks where only the hash roots are recorded online (e.g., IPFS [19] or Swarm [23]). The solution requires an additional process for verification, such as proof-of-existence, to prove data integrity.

- **Hybrid Storage.** This is a mixed way that combines both on-chain and off-chain storage, which means storing raw data off-chain (like video and audio) and light metadata (such as account history and certificates) on-chain. The proportion of these solutions is adjusted according to specific scenarios.

### 3.3 Architectural Designs

We have identified totally twelve types of architectural designs towards Web3 services (cf. Architectural Type 1−12 in Fig 2). Specifically, we denote each design with *Type*, and it is made up by a three-element tuple \((A_a, B_b, C_c)\) where \(a, b \in \{1, 2\}\), and \(c \in \{1, 2, 3\}\). Here, the elements \(A, B, C\) separately specify the components of client, computation and storage, while the subscripts 1, 2, 3, respectively, represent on-chain, hybrid and off-chain as defined before. Based on different combinations, we provide the potential architectural designs as follows.

- **Type1** \((A_1, B_1, C_1)\), **Type2** \((A_1, B_1, C_2)\), **Type3** \((A_1, B_1, C_3)\), which are shown in the black line at the left square in Fig 2.

- **Type4** \((A_1, B_2, C_1)\), **Type5** \((A_1, B_2, C_2)\), **Type6** \((A_1, B_2, C_3)\) (brown line);

- **Type7** \((A_2, B_1, C_1)\), **Type8** \((A_2, B_1, C_2)\), **Type9** \((A_2, B_1, C_3)\) (blue line);

- **Type10** \((A_2, B_2, C_1)\), **Type11** \((A_2, B_2, C_2)\), **Type12** \((A_2, B_2, C_3)\) (teal line).

In each design type, smart contracts play the most essential role in entire services that are responsible for on-chain calculations. **Type1** is the most simplified architectural design amongst those combinations. A typical instance is known as today’s Ethereum platform. To fit for more complicated cases, external resources should be equipped to the system design, such as the agent in **Type7-12** or the off-chain storage in **Type2/3**. Notably, the running NFT example in Sec 2 is a based on the **Type2** design.

### 4 Architecture Evaluation

In this section, we present the evaluation criteria and evaluate each type of architecture. Our evaluation covers the properties that are summarized from classic blockchain systems and benefits to different participating parties.
4.1 Evaluation Criteria

In the past decades, many evaluation frameworks have been proposed. Among them, the architecture trade-off analysis method (ATAM) [24] is a well-known one. We partially adopt ATAM to assess the Web3 architecture, integrating with the blockchain properties and beneficial parties. In particular, we first select a concrete scenario, refine quality attributes into this scenario, and then present potential concerns related to the quality requirement.

**ATAM Method.** The architecture trade-off analysis method is initially used in software development to recommend the most suitable architecture for a specific system. The method majorly discusses the trade-offs between different design types and their sensitivity points for risk mitigation. A classic ATAM process consists of three critical aspects: extract quality attributes, identify beneficial parties, and analyse in specific scenarios. Quality attributes are non-functional requirements to specify how well software should be done. In the context of Web3, we adopt the properties extracted from classic blockchain systems as quality attributes. Then, we analyse the system entities regarding their potential benefits and losses. Meanwhile, we still use a similar NFT instance (compared to the running example in Sec.2) as our analysed scenario.

**Property Metrics.** We capture several major properties that are used to evaluate classic blockchain systems. These metrics depict the architecture from multiple dimensions, and we summarize them as follows.

- **Performance.** Performance is used to show the maximum rate of confirmed transactions during a specified duration. In the context of blockchain, performance is measured by transaction per second (TPS), which is a widely adopted way to describe the throughput of a system.

- **Scalability.** Scalability refers to the ability to process transactions along with the increased scale of networks, which is reflected by the increase or decrease in its performance (measured in transaction per second–TPS).

- **Cost.** Each transaction in VM-engined blockchain platforms requires certain transaction fees. This is necessary because a total zero friction (free of fees) will result in a loop logic error [25] in smart contract operations.

- **Security.** Security is a broad term. We limit the scope of security to data-level security. The data should be protected for its integrity and prevented from unauthorized access or faking, or compromising.

- **Anonymity.** Anonymity refers to hiding the identities of acting persons. In the context of blockchain, anonymity mainly indicates utilizing cryptographic schemes to break the linkage between physical entities with virtual public addresses [26]. An adversary cannot learn useful information about any specific parties related to the on-chain assets.

- **Confidentiality.** Confidentiality refers to hiding the sensitive data that is presented on transactions, including their asset values, useful information in
payloads, or contract states. Confidentiality focuses on states rather than entities. Notably, privacy covers both anonymity and confidentiality, where an adversary cannot learn any useful knowledge from public transactions.

- **Availability.** Availability is used to measure the probability of a system running abnormally with the existence of potential failure. It indicates the stability of a blockchain system.

- **Usability.** Usability in the context of Web3 follows the same connotation as the general computer system, which measures the satisfaction of a specific user in a specific context when using a specific product.

**Stakeholders.** A major task in ATAM evaluation is to analyse a system’s capability for satisfying the stakeholder requirements [27]. The stakeholders in the context of our Web3-based evaluation indicate the potential beneficial parties in the system, being aligned with involved entities stated in Sec. 2 rather than the person holding assets in proof of stake (PoS) protocols [28]. Three main stakeholders are identified as our evaluation target.

- **Web3 user.** A Web3 user is an entity that owns the data. Also, the user is an entity to initiate transactions. The user should accordingly obtain a fair proportion of rewards in the forms such as tokens, badger, etc.

- **Service provider.** An application owner uses blockchain to provide publicly accessible services for users. The service provider may obtain revenues from both sides: user payments and blockchain platform rewards.

- **Blockchain maintainer.** Blockchain maintainer provides a running environment for executing the smart contract and storing the blockchain data. The main reward for maintainers comes from the cryptocurrency rewards.

### 4.2 Architecture Evaluation

Then, we start to evaluate each architectural design. We give a specific scenario to narrow down the scope of the high-level description and analyze each architecture regarding its properties and stakeholders.

**Scenario.** Non-Fungible Token [12] is a blockchain-based cryptocurrency that allows proving the ownership. In our scenario, an NFT designer, Alice, wants to sell her NFT to Bob by paying cryptocurrencies. Even though this application focuses on a specific domain, we argue that the core requirements are likely to stand across different Web3 applications. We apply different architectures to this scenario, discussing both advantages/disadvantages and trade-offs, to help interested readers consider their final decisions on Web3 architectures.

**A1: An Ideal Web3 Architecture.** An ideal Web3 infrastructure should eliminate all the middle man, without centralized databases or computation devices. The blockchain provides a decentralized platform for data computation and storage while bringing a native token-based economy. Under this architecture, Alice
uploads the raw NFT data, the price information, and NFT auxiliary information to a blockchain-based smart contract through a wallet. Then, the blockchain nodes reach an agreement on the data. Next, Bob sends a transaction to invoke the contract for buying NFT. Finally, the NFT ownership transfers to Bob, and Alice obtains the payments. The architecture puts all the computation and storage on the blockchain, bringing security and availability for Web3 users. The blockchain operates on a collection of decentralized nodes, which guarantees the availability of on-chain data. Meanwhile, once blockchain nodes reach an agreement for the received transactions, data becomes immutable. The related architectural design in Sec.3 is Type1.

However, this architecture confronts some drawbacks, which mainly center around being impractical when adapting to today’s Web3 infrastructure. Firstly, uploading and replicating the data to all blockchain nodes in a peer-to-peer network is time-consuming. Website interactions are slower where the back-ended state transitions need confirmation and propagation throughout the network. Meanwhile, scalability is a long-term issue existing in blockchain systems due to intrinsic decentralization. The architecture is closely integrated with underpinned blockchain systems, which, as a result, will face a similar issue. Moreover, the computation and storage in the blockchain are expensive regarding monetary costs. Worse still, the fees increase with the growing size of payload data.

Beyond that, this architecture raises problems about data privacy. On the one hand, the code and state of smart contracts are transparent by default. Any changes in the contracts are immediately visible, not just to the blockchain nodes but also to anyone outside blockchains. The over-publicity issue hinders the development of Web3 applications, making them hard to be adopted for privacy-critical applications. On the other hand, users’ identities lack anonymity. Without an explicit approach taken to protect the user’s addresses, virtual addresses on blockchains and physical identities are linkable with the help of analytical tools and big data, even if users can use multiple pseudonyms.

A2: Agent-login Architecture. The ideal Web3 solutions, singly relying on the original blockchain technology, confront the issues of poor scalability and high cost. These shortcomings force the user to adopt the alternatively centralized computation or storage outside the blockchain. We gradually proceed from layer to layer. Firstly, we address the congestion issue at the access layer. The agent-login design provides a scalable approach to handling many transactions by merging multiple executions. A group of users can access the blockchain platform with one agent account. In particular, in our scenario, multiple NFT-selling and buying transactions are bundled into one transaction. An agent anchors this transaction to the blockchain later for the final agreement. Centralized exchanges, such as Coinbase or Binance, act as agents similar to this design. Many Web3 participants rely on custodial wallets for easy access and management. This architecture can concurrently process transactions without waiting for the blockchain’s confirmation, which brings high performance, good scalability, and low cost. The related architectural designs include Type7-9.
A3: Hybrid Computation Architecture. This architecture shares the same workflow with A1 and A2. As discussed, on-chain computations are both time-consuming and money-consuming. Hybrid computation architecture solves this issue by bringing TTP with high computation capabilities. These TTPs process the data off-chain, and merely put a few computation tasks on the blockchain. In our example, the on-chain computation tasks may cover the token payment and NFT the ownership transfer. This design improves user usability because off-chain computations have better performance and scalability. The related architectural designs include Type4-6. However, it still assumes that the TTP who provides computation power is honest. A TTP in the real world may act maliciously or fail to provide computations due to hidden interests or being compromised. Again, such malicious computations are hard to be detected.

A4: Hybrid Storage Architecture. This architecture stores the raw data off-chain while the data pointer is stored on the blockchain system. In our example, only NFT identifiers and payment information are stored on-chain, while the raw NFT data is stored off-chain. Correspondingly, in the real world, most NFT artists rely on centralized platforms like OpenSea [20], or Solanart [31] to store the raw NFT data. In this architecture, the choice of how to store off-chain data and how to reveal the contents of their off-chain data are left to users, which brings certain privacy and over-publicity issues. Meanwhile, the architec-
ture improves the performance and saves the cost. Due to these benefits, the design has been widely adopted by some storage-intensive applications, such as blockchain-based streaming media, such as Theta [32], Audius [33] and Livepeer [34], which depends on the combination of on-chain storage and off-chain storage. The related architectural designs include Type10-12.

However, the solution is partially centralized with the risk of single point failures. In particular, the off-chain storage is controlled by a TTP. Any services built on top of this type can only be processed when a TTP is available, making the data access to relevant information becomes a privilege. Fortunately, some storage systems rely on replication to back up files for data integrity. For example, Storj [35] utilizes the proof-of-redundancy mechanism, where every file is stored in at least three locations to avoid files being destroyed. The system operates on the Ethereum platform and stores the metadata in Satoshi format. Similarly, Sia [36] is a distributed storage system that relies on storage proofs. These proofs consist of a list of publicly verifiable root hashes from the submitted file and a fraction of the original file, and users can verify them easily from on-chain data. InterPlanetary File System (IPFS) [37], with more complicated proof mechanisms, establishes a fully distributed peer-to-peer file system. Leveraging proof of time/space, IPFS ensures data integrity from both time and space.

**Statistical Results.** The investigation tries to answer the question *which architectural design is the most prevailing?* Existing Web3 projects are designed based on different scenarios. Accordingly, their solutions target different components. We expand our research from mature systems (ranked in the market) as well as newly released whitepapers that claim to launch the projects. Based on our investigation (inevitably select examples in a small corpus from the entire project pool), we find that most of the teams adopt the Type1 design with a straightforward blockchain-based architecture. These projects either put focuses on merely one functionality, such as setting connections from Web2 to Web3 [38], building decentralized identities [39,40], or implement the very basic infrastructure [41,42,43] that can better serve existing blockchain ecosystems. Above reasons made us to select Type1 as the baseline. For other types, we can observe that the options of external techniques are insufficient. For instance, if a project aims to move the storage off-chain, the options are limited to IPFS [19], which has been implemented for years with comprehensive instructions and user guides. Affected by little attention to external technologies, other design types (even the sum of the rest ones) only occupy a small share of the entire picture.

**A Concise Summary.** As shown in Tab.1 we provide detailed evaluations of each architectural design. Adding auxiliary techniques (agent, off-chain computation, off-chain storage) will impact the properties from different sides. Positively, performance, scalability, gas cost, and usability can get improved at different levels depending on how many layers have been modified. This is because external techniques can support much more volume of data and participating parties. From the view of single users, they can obtain better services due to faster transaction processing time and cheaper gas costs. In contrast, negatively,
security, anonymity, and availability have decreased, compared to the baseline (*Type1*), due to the in-transparency of off-chain processing procedures. Here, the singly applied agent at the client component will not affect the anonymity because either personal address or custodian addresses are equivalent towards adversaries. Similarly, confidentiality, security, and availability are majorly vulnerable at the computation and storage components, with little relation to the access component. Finally, for stakeholders, we can observe that Web3 users can obtain benefits that are consistent with previous reasons (better service). In opposite, both service providers and blockchain maintainers are disadvantageous since the managing costs accordingly increase.

5 Extending to the Web3 Space

In this section, we extend our scope from architectures to the entire Web3 space. We present the Web3 impacts to current markets. Then, we point out the promising research directions as well as potential barriers on the road.

5.1 Web3 Impacts

We first discuss the impacts of current Web3 projects. We approach it from two sides. The one is to estimate their influenced market value, while the other one is to see the scale of Web3 applications or services. We give details as follows.

**Value Estimation.** Supported by mainstream blockchain platforms, Web3 has gained an unexpected breakout. Measuring the quantitative impact is impractical due to its generality and vague bounder. No statistical data can be directly used by different institutions. But we still find indirect ways to reflect its influence. The first way is to investigate the usage of smart contract languages. This is because building a Web3 DApp requires defining logic and functions (e.g., ownership/transfer/connect) through these languages due to its close relation with user interfaces. The total value locked (TLV) by smart contract languages reaches up to maximally 193.14 billion USD (as of Dec, 2021). However, these languages only show a partial picture of the entire Web3 ecosystem, while many competitive programming languages are proposed following the same targets (cf. Appendix C). The real impact of Web3 will greatly outpace the stated data singly observed from languages. Another way to reflect the popularity of Web3 applications is based on fundamental index methodology that covers different types of underlying valuation figures such as users’ paid fees on applications and individual votes for proposals. Fees, in this track, are different from transaction

\footnote{The TLV of $251.877b is made up by $193.14b from Solidity (76.68%), $28.19b from Rust (11.19%), $27.56b from Vyper 10.94%, $1.57b from Ride (0.62%), $1.07b from Cairo (0.42%), $193.47m Bitcoin Script, $152.45m from C#, $3.69m from Python. Among them, Solidity still occupies the largest proportion, indicating that Ethereum and EVM-compatible platforms play the most important role in the Web3 area. [Data source: https://defillama.com/languages.]}
fees paid to miners in Ethereum. Instead, they are used to represent the cost that people are willing to spend on related decentralized services. For instance, users have spent 253,015 USD (per 30 days) on Arweave [45] which is used to query or store data on the network. It provides an estimator of a network’s value and activities by an in-time track from the view of the demand-side, which provides a distinguished way of investigating the status of the Web3 market.

**Practical Development.** Besides its high values, Web3 DApps have promoted a rapid evolution towards a wide variety of scenarios. A promising paradigm shift is to move the centralized authority from trusted third parties (TTP) to distributed participants, which is also known as the Decentralized Autonomous Organization (DAO). DAO removes the formal management roles (e.g., delegated authorities) and physical entities (company/office) [46], by instead a suite of contracts residing on the Ethereum blockchain. DAOs have been adopted with many instances like Aragon [47] and MetaCartel [48]. Another significant shift lies in their way of authenticating identities. Unlike asking for sensitive information through methods of email+password or OAuth in traditional networks, identities in Web3 applications are replaced by anonymous addresses, where the web establisher cannot obtain any useful knowledge of their users. The design further stimulates the widespread of decentralized identifiers (DIDs) [49]. Users can fully control assets and metadata under their DIDs, and optionally release them to service providers by personal preferences. Moreover, Web3 also instigates the prosperity of development tools and supplementary suites surrounding blockchain technologies. These tools cover APIs, statistic indicators (The Graph [50]), distributed storage (Sia [51], Arweave [45]), edge computing (Helium [52]), etc. They fulfill the blank left from previously isolated components, enabling them to seamlessly integrate together and well support each other. We further provide a look into Web3 applications that are stated in Tab.3 in Appendix D. Unfortunately, constrained by our bandwidth, we only select a small group of Web3 projects to demonstrate its wide adoption in this report.

5.2 New Paradigm

We then discuss the forthcoming wave of Web3 that goes beyond the initial use case like cryptocurrencies. Web3 can promote technical integration across different domains, ranging from establishing decentralized self-governance organizations to facilitating the progress of DeFi and Metaverse.

**Technical Integration.** Web3 is a novel approach to delivering internet architecture in a decentralized way. As discussed, Web3 covers every layer of the web architecture, from the front-end to the back-end. It indicates that technical integration may occur in multiple areas. For instance, Theta Labs’ [32] decentralized video solution aims to stream video on Web3 via customized APIs. Audius [33] is a music sharing platform with the target to decrease the dependency on a record label. Radicle [53] is an open-source and distributed platform for code collaboration. Arweave [45] and Sia [51], similar to IPFS [19], are to establish a
decentralized storage network that allows users to store data. Deeper Network
intends to build a hardware-powered VPN ecosystem. All these attempts
to modify, integrate and improve the existing infrastructure from centralized
networks are promising, providing educational experiences on both success path
and failure cases for the following developers.

Distributed Autonomous Organization (DAO). Web3 will significantly
promote the development of current distributed autonomous organizations. Util-
izing a suite of smart contracts improves reliability, as no powerful authorities
can break the rules. DAOs run on a flattened hierarchy where each participant
has the right to vote on specific issues, similar to the way in a conventional execu-
tive board. All the processes, including decision-making, token issuing, option se-
lecting and voting, are transparent due to the on-chain settings. This means any-
one, either internally or externally, could audit the code, which greatly improves
accountability and reliability and avoids misdirecting usage of funds collected
from investors and users. To achieve decentralized governance, every project can
issue its specified votes (or tokens) that stakeholders can put their preferences
on. For instance, Yearn allows users to participate in decision-making and
voting on proposals. Radicle, as a decentralized GitHub alternative, grants
stakeholders the right to manage the project. Similarly, many DeFi protocols,
including Uniswap, The Graph, SuperRare, and Audius, enable
ownership, participation, and governance via their issued tokens. All these votes
and tokens require a Web3 DApp to get interacted with different DAO partici-
pants. Also, long-existing DAOs, such as MakerDAO, have attracted many
developers contributing to crypto-space and Web3 ecosystems. In this sense,
DAO has extended the scope of decentralization, which was previously bound
to machines, to a broader area that involves human beings. The shift of how to
operate a digital organization would pose a great impact on the future world,
more than they are presented today.

Self Governance. Initially, software companies in Web1/Web2 obey the rule
of protecting data, with a simple aim to involve more users for growth. But
eventually, they have to start turning profits by selling or manipulating users’
data, such as training AI models to make better recommendations. Users have
no choice, facing the dilemma between privacy and convenience. In contrast,
individuals in the Web3 space can hold as much personal data, which is more
than ever before. Together with DiDs, users can freely browse the internet as
well as perceive their data without compromising its privacy. Many solutions,
like Ceramic and IDX, replace traditional authentication by allowing
users to build self-sovereign identities. The Ethereum foundation makes much
more progress by drafting an RFP for defining a formal specification. By
controlling data and assets, an individual can even earn profits through incentive
mechanisms. This is practically important for building a sustainable ecosystem
that encourages users to continuously contribute to the required infrastructure.

DeFi. This is an intuitive application of Web3 as all the assets held by users
are stored in their wallets. Performing financial-related activities, such as swap-
ping different tokens at DEXes, loaning coins from exchanges, buying/selling crypto-assets from fiat to stablecoins, and designing derivatives (e.g., NFT [12], contracts, securities [60], share, etc.), becomes common and easier for single users since they do not need to register to any financial intermediaries. These activities make up the core of today’s DeFi market [61], which also attracts tremendous monetary investments involved in this field. Blockchain systems lay the foundation of DeFi protocols, guaranteeing the normal operations of every piece of logic, while Web3 paves the path to practical usage of these protocols, guiding users to participate in the games. Users only need to act as they behave in centralized markets, rather than having hard research to understand the differences between token standards or blockchain platforms.

**Metaverse.** Unlike DeFi or NFT specifying one specific direction, Metaverse is a general term that involves numerous technologies, with ambiguous targets to describe a virtual digital world for the incoming future. Intuitively, users in Metaverse will first interact with its front-end and then connect with the decentralized network supported by interoperable blockchain platforms. Web3 can cover all touchable applications that a user can reach, such as social networks, search engines (Brave [62]), galleries (Opensea [20]), and marketplaces. A user can fully control their digital assets, identities, and data, browsing any sector of the Metaverse just like shopping at the store. Web3 can help to establish such a front-end environment with a pretty easy one-step connection for the participating users. In practice, many projects start to establish Metaverse from different aspects like IoT [52], Games [11], Markets [57] [20], etc.

### 5.3 Open Challenges

In this subsection, we point out the potential challenges from four folds, separately from the views of user-level (*application*), system-level (*blockchain*), markets (*economy*), and social organizations (*legality*).

**Application.** Decentralized applications built on blockchain-empowered systems are the first gate to individuals. Users have intuitive feelings towards these applications. We abstract three aspects that may affect the user experience.

- **Composability.** Web3-based solutions cover a wide range, either from the type of components, or the products for each component. Data transmitting in different products are inevitably isolated. The way to make data reused by different products at the same layer is urgently important. Standardized APIs may address the problem to some extent, where at least many DApps with similar designs can invoke the same APIs. Ceramic [40] tries to build applications with composable Web3 data and enable reusable data for multiple scenarios. However, making most back-end components composable is still a challenge. The barriers are whether composable components are compatible with each other and whether data can flow seamlessly across different components. For such reasons, the data need to be designed in the same structure for the re-usage by these components.
- **Accessibility.** Web2 networks still cover most Internet users’ activities, including social media, shopping, meeting, education, and payments. Users are accustomed to and enjoy their services due to their super convenience and easy accessibility. The lack of integration with modern web browsers and mobile applications limits the wide adoption of Web3 to end-users. An individual user will not change from the product that he used for a long to a new one. How to decrease the migration cost is a challenge. Moreover, interacting with Web3 applications also requires additional development, education, and software/hardware. This becomes a huge recognition difficulty for users and thus impedes its wide adoption.

- **Data Recovery.** The private key is the most important secret of users when using blockchain platforms. The entire account of users relies on a credential that is represented in the form of a complex string or a series of secret recovery phrases. If a user loses his private key, he will never enter his account. The account becomes a dead account with all data, including assets, being locked. Methods to recover accounts, or at least the internal data, are an urgent requirement for applications in the Web3 space. Moreover, applications that adopt off-chain storage require more strict verification for data integrity because additional checks on whether the data in external storage matches on-chain hash values are needed. The data recovery in external pages is difficult due to the absence of traceability and accountability.

**Blockchain.** Blockchain systems are the most fundamental layer in each architectural design type, supporting upper-layer applications as well as connecting underlying storage. Limitations in blockchain systems will significantly constrain the development of the entire Web3 ecosystem.

- **Scalability.** Scalability represents the ability to process transactions along with the increased scale of networks, which is reflected by the increase or decrease in its performance. This is a long-term issue existing in blockchain systems due to intrinsic decentralization. Every major step needs time, such as data update, signature verification, etc. Among them, the consensus process has the most impacts since the more mining nodes joined the network, the more computational tasks were added. Web3 is closely integrated with underpinned blockchain systems, which, as a result, will face the similar issue as well. In most cases, transactions are slow on website interactions as state transitions need confirmation and propagation throughout the network. Underlying blockchain platforms, together with atop Web3 applications, require conquering the challenges of accommodating rapid growth and the demands of not compromising performance. Otherwise, users, with a high probability, may have a poor experience such as extremely slow loading speed of websites.

- **Interoperability.** Web3 applications, in the foreseen future, will be deployed on many blockchain platforms. This requires interoperable blockchain technologies to facilitate smooth state transitions, either homogeneously or heterogeneously. Creating interchangeable communication channels to con-
nect isolated decentralized ledgers is still a challenge for the development. Current interoperability solutions, such as pegged sidechains [63], hash-locks [64], and trusted relays [65], partially mitigate the problem: they enable transactions to cross over chains within their specified ecosystems (e.g., Polkadot and their para-chain slots [66]), but cannot make nature transactions operated across different ecosystems (Polkadot token on Ethereum). A prevailing method is to create the wrapped token that anchors the origin token with equal supplies as an alternative representation, such as the BTC coin existing in Ethereum with the representation of WBTC (an ERC20 format [67]). However, this makes more and more representative tokens produced with no actual usage, increasing the waste and complexity.

- **Contract Vulnerability.** The security of smart contracts [68] will directly affect its connected Web3 applications. Smart contracts contain the business logic and operation specifications, which are key to the upper layer applications. Meanwhile, smart contracts can act as autonomous agents [69], decreasing the power of centralized service providers in combined protocols and securing on-chain data from users. Vulnerabilities existing in smart contracts, caused by design flaws or implementation errors, may result in thousands of monetary loss. Examples include the integer underflow/overflow attacks [68], DAO attacks [70,71] and Parity Multi-Sig Wallet attack [72]. Even worse, the scripting nature of contract programming languages (cf. Appendix C) and the non-updateable feature of smart contracts will significantly limit the growth of Web3 applications.

**Economy.** As one of the major differences compared to Web1/Web2, users in the Web3 space can automatically obtain rewards according to their contributions. Users holding both digital assets and metadata in their wallets can freely trade them to earn profits. But there are still many concerns about disparate incentive mechanisms, operating costs, and technical debts.

- **Incentive.** Users adopt Web3 applications largely due to their considerable potential revenues. They can earn extra profits by conducting activities in Web3 networks: browsing websites (Basic Attention Token [62]), providing online storage (Arweave [45]), playing games (Axie Infinity [11]), or selling self-created products (Opensea [20]). Even for the current stage, developers can obtain airdropped tokens from the project teams by testing their demos on the testnet. However, as more and more users participate in the game, the threshold of obtaining rewards becomes extremely high. Thus, designing a positive incentive mechanism that can cover as many users is crucial to attract new players joining the network.

- **Cost.** The high gas fee has already become a major hurdle in using Ethereum. Sending an transaction will cost more than hundreds of dollars (executions on smart contracts cost more). As a result, applications with complicated computations cannot be deployed on-chain. This is the reason why many competitive public blockchains can co-exist in the market. Moreover, blockchain
provides very constrained capabilities of storage, where many DApps can only put a small portion of code on-chain. A potential solution is to adopt more off-chain solutions \cite{73} that can take over the workload from on-chain to local servers without significantly breaking decentralization.

- **Technical Debt.** Many Web3 applications are designed in a limited way to facilitate the entire software development cycle. This would cause many costs of additional rework in the latter processes, which is denoted as the *technical debt* \cite{74}. A suitable approach that aims for a long-term proposal can save many more costs because a bad design will accumulate *interest* just as it is in monetary debt. Developing more in an inappropriate route can improve the difficulty of making updates. The development of a project falling into technical debt will reach a point where it is no longer possible to implement the protocol improvements that align with its initial vision. Developers should be sufficiently prudent when designing their products, even for the initial proof-of-concept implementations.

**Legality.** Governments and official organizations have a lot of concerns due to the rapid shift and huge change in the cryptocurrency world. Individual users are eager to have their non-infringeable rights and are afraid of an anarchy state. It is pretty difficult to reach the balance. Here, we stress the two discussed challenges in the view of the social side.

- **Governance.** Since anyone can launch Web3 projects, an increased number of applications will inevitably make the market segmented and unsupervised. Traditional authorities such as official organizations and governments become less influential than it is today. A large proportion of power is distributed to DAOs, which are made up of individuals. However, anyone who uses Web3 can arbitrarily establish DAOs without strict authentication or KYC (know your customer) steps. This causes instability in society \cite{75}. For instance, (web3) tweets on decentralized social media platforms would be uncensorable without facing the risk of being punished for spreading rumors. Moreover, some illegal trades, such as porn or drugs, might be abused in unsupervised networks as no explicitly compulsive laws can forbid them.

- **Taxable Difficulty.** The intrinsic property of Web3 is to give the incentive back to users. Individuals who contribute more will obtain higher rewards. Their contributions can be in any form, such as deposited stakes (PoS-based chains \cite{28}), activities (many projects airdrop tokens based on this), attentions (e.g., BAT \cite{62}, Cirus \cite{76}), or followers in traditional social media (Twitter, Discord, Facebook). If most of the current network users move to the Web3 world, collecting taxes from, at least, technology companies and Internet practitioners becomes extremely difficult. Even worse, hiding assets in accounts can help users directly make investments in financial markets and earn profits. The governments can never know what has happened and when this has occurred, nor for associated evidence used for taxes.
6 Closing Results

This section collects several popular questions that are frequently mentioned in communities. We accordingly answer them with our investigated results.

What is Web3? Web3 is an umbrella term used to describe the next generation of internet services. It incorporates a wide range of components in the computer infrastructure. We have, in this work, investigated in the wild solutions and found several common design patterns. We decouple Web3 services into three major components as in Sec.3. With this, an application/service, in the context of our methodology, can be categorized into a Web3 space if at least one component is decentralized. Based on the current view, an ideal Web3 application, operates all the services on-chain. However, this design can only support services with lightweight computations and storage. Supplementary services require external techniques.

What is the cornerstone of Web3? Following the previous discussion, a natural question is that: how to implement the decentralization of each component for building Web3. We review the identified twelve architectural designs and find an interesting result: every component centres around continuously operating blockchain platforms. The front-end wallet needs to connect with the on-chain operation, while the external storage also requires on-chain information for item searching and valid proofs. Therefore, the characterization through access, computation and storage highly rely on the service of blockchain: access to the blockchain, computation in the blockchain, and storage surrounding blockchain. These integrated components can establish a Web3 service thanks to the support from the blockchain. In this way, Web3 holds the property of decentralization, obtaining benefits from the blockchain.

Is Web3 sufficiently decentralized? Web3 is not as decentralized as it appears to be [77], in which building a Web3 application still highly relies on a small corpus of companies. For instance, centralized exchanges that can trade cryptocurrencies are majorly controlled by Binance [30] and Coinbase [29], while wallets are affected by MetaMask [78], NFT products [12] by OpenSea [20], and stablecoins by Tether [79]. Meanwhile, a similar phenomenon also occurs in DeFi markets: Uniswap [56] has the most Total Value Locked (TVL); Dai [80] has dominated the decentralized stablecoins; Chainlink [81] has greatly outcompeted others in the price oracle. Moreover, many infrastructure-related blockchain companies that provide programming interfaces and development tools are concentrated on a few companies like Alchemy [12], Infura [82], and Ankr [43]. The high density of consolidation in the cryptocurrency field will inevitably result in a partial monopoly, where only a small group of oligarchs takes most of the resources.

Is Web3 secure? The answer would be “No”. Web3 services rely on a suite of composable components to seamlessly work together. Problems in any single component may lead to fail. Come back to our NFT example, the raw data of the NFT may be erased due to the offline insecure storage by adversarial
attacks or compromised managers. This is merely an example from the storage layer. In the real world, issues happening in other blockchain components will as well result in severe problems, such as transaction congestion due to poor scalability, slow confirmation caused by probabilistic consensus, or logical loopholes in smart contracts. The security of Web3 is closely related to correct operations of the entire system, which should be an all-level stack evaluation.

**Has Web3 addressed privacy worries?** Web3 services cannot protect user privacy as it claimed. We give discussions from the website, which is the entry of a user to Web3 applications and services. Web-side privacy issues cover a set of design pitfalls and malicious attacks launched from the front-end, such as browsers or mobile applications. In many cases, an adversary may act like a normal operator in the system. For instance, the centralized authority can play the role of a tracker with abilities to record Ethereum addresses over a wide range of users, resulting in privacy violations with the help of its script embedding techniques \[83\]. Once a user leaves evidence of using an address at a DeFi site, the malicious browser, which also holds your identities, can map to your physical entity. Besides, other traditional web attacks may also threaten the Web3 sites due to the shared engine.

### Fact and Fiction - Truth to be Told of Web3

Based on our investigations from both technical and economic perspectives, Web3 cannot fully replace current web services. Instead, Web3 will still highly rely on the existing Internet infrastructure, including programming languages, communication protocols, agents, and storage. Fortunately, Web3 has reshaped conventional finance markets and facilitated individual self-governance. Users at least begin to pay much more attention to their digital assets covering both virtual data and cryptocurrencies.

### 7 Conclusion

Web3 is an emerging concept prevailing in the entire crypto-world. Applications and services in the Web3 space, with non-custodial nature, allow users to control their data and obtain rewards. However, no clear definitions of such a buzzword have formed. In this tech report, we fill the gap by investigating a large corpus of *in the wild* projects titled with Web3. We dig into this topic by decoupling existing systems supporting blockchain-based Web3 services into separate core components, and accordingly discussing related features and properties for each potential combination. In total, we have identified twelve architectural design types and evaluated them with profound discussions. Based on our study, we present the new paradigms gained by Web3 and point out the design pitfalls. We further provide our answers to several questions from communities. To the best of our knowledge, this is the first research on Web3 from the view of blockchain.
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Appendix A. Web3 Primitives

This section recalls several concepts used in Web3. We provide two main parts: one for the web-related knowledge, including its meaning, evolution, and architecture, while the others for basic primitives used to build a Web3 service.

A.1 Web and Architecture

We first provide the common sense of so-called Web1/Web2, and abstract the backbone of their architectural designs. Based on that, we provide comparisons with Web3 from the perspective of its architecture.

Web1/Web2. The concepts of Web1/Web2 have become common knowledge for most internet users. We conservatively show their core properties from a high-level view during their evolution. The earliest version of the Web (Web1) is featured by its static sites, which consist of components such as images and text. Users access the targeted items by first finding a browser and then clicking what has been presented on the page. In this sense, Web1 is deemed as the read-only web. Web2 extends Web1 by importing more complex designs (e.g.
front/back-end architecture), enabling interactive actions from users by dynamic HTML. Users can both read and write the content presented on sites, and can also upload or download files stored in databases. Users have their customized options of choosing which services are supported by providers (Facebook, Google, Amazon, etc.). This directly paves the way for various applications that require interactive web services, including marketplaces, user-generated content, and social media platforms. However, these centralized service providers gradually become the oligarch in their single fields because the big company has controlled huge amounts of data from users, some of which are even privacy-sensitive, like users’ passwords or financial history. The advent of Web3 mitigates such issues by replacing the centralized back-end server with distributed ledgers. User can hold their personal accounts (containing digital assets) safely rather than relying on centralized banks. The services from each website, if interacting with users, have to be authenticated through the way of connecting the wallet (cf. Sec 2).

**Web Architecture.** We briefly summarize the potential architectural layouts and components of a web application. Building a typical web application relies on a client-server model. The client means the ends browsed by users through computers, or smartphones, while a web server serves the data and requests. Here, the webserver architecture is relatively complex that covers many fundamental aspects, including application tiers, operating systems (Windows, Linux, Solaris), platforms (.Net, LAMP), performance/quality of service (latency, throughput, low memory utilization), and physical capacity (computing power, storage, and memory). Receiving and responding to requests is the most basic action in successfully performing a web application. Firstly, a user visits a website by inputting a URL in the browser on the front-end. The browser parses the URL and sends the request to find the IP address via HTTPs. Then, the web server catches the request and processes it following the business logic (also called domain logic and application logic) in the back-end. The business logic manages the ways in which each piece of data is being accessed and determines the corresponding workflow, especially for each application. Last, the user receives the response on the web page sent from back-end servers.

**A.2 Fundamental Components**

Then, we summarise the basic components that are used to establish Web3 from the front user-end to the back server-end, covering light client (wallet), VM-engined blockchains (computation) and decentralised storage systems (storage). Besides, we also introduce a close concept – decentralized authentication, which is important for individuals who physically connect themselves with online virtual identities (often in the form of anonymous addresses).

**Decentralized Authentication.** Different from traditional ways of authentication, decentralized authentication removes, or at least weakens the dependency of trusted third parties (TTPs) during the procedures of verification and identifications. Each user accordingly has a unique identifier under the W3C
commendations for decentralized identifiers (DIDs) and verifiable credentials (VC) \[49\]. DID can be identified by the DID’s controller, who might be a single person or an organization (also known as the self-sovereign identity \[84\]). VCs are the proofs that follow an open standard for digital credentials, such as a passport or a license, or an ownership certificate of bank accounts. Each DID will be associated with a series of attestations generated by paired DIDs, usually in the form of VCs, to attest to its characteristics \[85\]. Blockchain, in such cases, has two typical roles that either directly replace TTPs or assist existing ones by recording and managing the issuers’ digital certificates \[69\]. Several proof-of-concept projects have been proposed to highlight their targets to reshape DID files, including the open-source platforms developed by Hyperfabric Aries \[86\], Ontology \[87\], uPort (now rebranded as Veramo \[88\]), etc. Beyond that, if user privacy is an essential requirement, more complex security-related primitives (e.g., zero-knowledge proof, homomorphic encryption, or commitments) have to be introduced in the scheme.

**Light Client in Blockchain.** The term *light* (equiv. *lightweight*) *client* shares a similar meaning of its usage for both Web2 and Web3: it merely receives the requests from users and forwards them to back-end servers (or blockchains) without participating in any logic processes. A slight difference is that a client in Web2 is often instantiated as a browser (covering both web browser, mobile browser, or an App), whereas in the context of Web3 or blockchain \[21\], it is typically represented as a *wallet* \[22\], which is supported by locally running light nodes that connect to full nodes for information synchronization. A wallet interacts with the online blockchain system by sending a transaction to the *Txpool* (transaction pool) and broadcasting them to peers via the gossip protocol \[14\]. Using such a client can pose more compatibility to resource-constrained environments such as different hardware devices, as well as reduce the costs of performing complex computations on-chain. The light client is an essential component in building Web3 applications, as it is the first entry to access the decentralized web environment. A shred of explicit evidence is that every Web3 page enforces users to *connect the wallet* (a button in the upper right position) when users want to conduct interactive actions on this website.

**VM-engined Blockchain.** The most significant difference between Web3 and previous web versions lies in the usage of blockchain. From the architecture perspective, blockchain replaces the traditional centralized back-end servers with distributed ledger systems like Ethereum \[89\]. A blockchain-based system takes over the tasks of processing business logic and responding to users (under Web2 semantics). This depends on well-functioned on-chain *virtual machine* (VM) that enables state transitions. VM, in the context of blockchain, can be equivalently regarded as smart contracts that are automatically operated following the coded rules. The rules contain the logic requested from clients. Smart contracts, in this sense, play an essential role in enabling Web3 and DApps. Meanwhile, to ensure consistency across distributed nodes, a consensus protocol is required in each specific blockchain system. The consensus mechanisms solve the conflicts
and maintain the chain stability by initiating a set of predefined principles (the longest-chain rule in PoW [14], the weightiest-chain rule in GHOST [90], and more [18]). Further, all these nodes mutually communicate in a P2P network. These components make up a typical blockchain architecture, which acts just like a fully functional back-end server from an external view.

**Distributed Storage towards Blockchain.** File storage systems in distributed networks are fundamental for sharing and storing sensitive content across different nodes. Two major ways of distributed storage are either increasing data availability (replication) or reducing data loss (erasure code). Adopting a distributed file system can obtain benefits including fault tolerance, scalability, availability, and performance [91]. In traditional ways, a lot of servers (on a scale of hundreds/thousands) have to cooperate to execute tasks requested from clients and applications, including service providers like Hadoop File System (HDFS), CernVM File System (CVFMS), and Andrew File System (AFS). Even though these providers deploy many machines in different areas, services are still controlled by providers, resulting in partial centralization. Differing from them, blockchain-based storage systems remove trusted central parties, which are theoretically more secure than centralized storage [92].

Blockchain storage mainly relies on redundant replications for data security in case of loss. Storj [35] operates on Ethereum and replicates the metadata in multiple locations. Sia [36], as a distributed storage system, uploads a list of publicly verifiable root hashes of submitted files to get verification on-chain. InterPlanetary File System (IPFS) [37], a peer-to-peer file system, leverage the proof-of-spacetime and proof-of-replication to guarantee that (i) the data is being
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Fig. 3: Workflow of A Web3 System

Blockchain storage mainly relies on redundant replications for data security in case of loss. Storj [35] operates on Ethereum and replicates the metadata in multiple locations. Sia [36], as a distributed storage system, uploads a list of publicly verifiable root hashes of submitted files to get verification on-chain. InterPlanetary File System (IPFS) [37], a peer-to-peer file system, leverage the proof-of-spacetime and proof-of-replication to guarantee that (i) the data is being
stored during a specific duration of time and (ii) the data has been distributed in multiple hardware, rather than a single physical storage location. Based on such investigations, we abstract the distributed storage components, which can take most of the workloads when on-chain capacity is not enough.

A3. Web3 Workflow

In a Web3 system (cf. Fig.3), user’s data is processed and stored in a decentralized and community-driven network, using open protocols instead of centralized TTP. An important feature of Web3 lies in its instant rewards, enabling users to obtain a fair share of revenues when they contribute to the network.

Appendix B. Token Standards

Tokens in Web3 play an essential role in incentivizing users and developers. The token standard, as the subsidiary of the smart contract standard, defines the methods to create, deploy and issue new tokens. We have investigated existing token standards from different blockchain platforms and summarised them in Tab.2. Most token standards are issued through Ethereum, which has the biggest and most mature on-chain virtual machine and smart contract. The standards in the table are not separate, and many of them have close relations. As a result, these standards set the baseline of the entire ecosystem, even for the token standards in other competitive blockchain systems. For instance, Binance smart chain and Avalanche follow very similar principles. We give a brief guide in Fig.4.

Table 2: Summary of Token Standards

| Standard | Date  | Platform | Feature                                         | Application           | Notes                        |
|----------|-------|----------|------------------------------------------------|-----------------------|------------------------------|
| ERC20    | 2015  | Ethereum | Token API / Fungible Token                      | Vote/ICO              |                              |
| ERC721   | 2018  | Ethereum | Non-Fungible Token                             | Artwork/IP            |                              |
| ERC777   | 2018  | Ethereum | Token Approval                                  | Improving ERC20       |                              |
| ERC1155  | 2018  | Ethereum | Semi-Fungible Token                            | Game Bundling of ERC20|                              |
| ERC223   | 2017  | Ethereum | Token Recovery                                  |                       |                              |
| ERC998   | 2018  | Ethereum | Composable Non-Fungible Token                  | Game/Ownership        |                              |
| ERC1238  | 2018  | Ethereum | Non-Transferable Non-Fungible Token            | Badge                 |                              |
| ERC1594  | 2018  | Ethereum | Core Security Token Standard                    | Securities (Financial) |                              |
| ERC1400  | 2018  | Ethereum | Security Token Standard                         | Securities            |                              |
| ERC1404  | 2018  | Ethereum | Simple Restricted Token Standard                | Securities            |                              |
| ERC1410  | 2018  | Ethereum | Partially Fungible Token Standard              | Securities            |                              |
| ERC1462  | 2018  | Ethereum | Base Security Token                             | Securities            |                              |
| BEP20    | 2020  | Binance  | Fungible Token                                  | Vote/Wrap Token       |                              |
| BEP721   | 2020  | Binance  | Non-Fungible Token                             | IP Products           |                              |
| ARC721   | 2021  | Avalanche| Fungible Token                                  | Wrap Other Tokens     |                              |

The most important token standard in the crypto-world is ERC20. It introduces the concept of fungible tokens and defines the software interface and token APIs. An ERC20 token is different from a chain-based ETH token because ERC20
tokens run based on smart contracts. By deploying a token-issue contract, everyone can create their tokens without initiating a separate blockchain. Such a design can be used as a variant type of Initial Public Offering (IPO), where any team can launch a fundraising activity, denoted as the Initial Coin Offering (ICO). This reduces the complexity of implementation and increases the liquidity across different tokens in the Ethereum ecosystem. ERC20 interfaces contain six major methods, namely, totalSupply, balanceOf, transfer, transferFrom, approve and allowance and two events: transfer and approval. These methods lay the foundation of all following standards. Another essential token standard is ERC721, a standard for the non-fungible token (NFT). Tokens in this type are distinguished where the pair of contract address and tokenId (in the form of a uint256 variable) must be globally unique. The exact value of an NFT, reflected in the financial market, may vary in a huge range due to its rarity, age, or attention. Based on such attributes, ERC721 tokens are suitable to offer IP-related products [12] that cover collectible items (images, songs, or books), tickets (for events, lotteries, or concerts), access keys, etc.

Fig. 4: Relationship between Different Token Standards

Beyond the wide adoption of ERC20 and ERC721 standards, other standards also contribute to communities by extending the functionalities and availability. ERC223 improves ERC20 (means remaining backward compatible with ERC20) by adding the tokenFallBack. In case of the monetary loss of sending tokens to a contract address, ERC223 can recover the missing tokens through the new function. ERC777 extends ERC20 by introducing a method to interact with the token contract. Users can build a mixer contract for additional functionalities like setting an emergency recovery function in case of the loss of private keys. ERC1155 is a semi-non fungible token that combines the features from both ERC20 and ERC721. The contact can manage multiple token types (e.g., NFT) where each type may contain a set of fungible tokens. In this way, it can process transaction bundles with high efficiency. ERC998, as an extension of ERC721,
is a composable non-fungible token standard. It enables the integration of different ERC721 and ERC20 tokens, in which one can hold another non-fungible token at the same time. These combined NFTs are connected by ownership and organized like a tree. Also, there are several types of standards used for specific scenarios. ERC1238, non-transferrable non-fungible token (NTT), is designed with attributes of non-transferability. This can be used in recording users’ reputation and experience (quantitative) or granting badges and titles (qualitative). ERC1410 adds an extra layer of granular transparency that can be used for the investigation of contract behaviors in different partitions. Another series of ERC20-extended standards, including ERC1400, ERC1404, ERC1461, and ERC1594, are designed for the security tokens in financial markets and official governments. Besides, we have noticed that BEP20 and BEP721 on Binance smart chain, and ARC20 on Avalanche, inherit attributes and functions in ERC standards, decreasing the cost of absorbing new bits of knowledge for newcomers.

Appendix C. Languages in VM-empowered Blockchains

Deploying the smart contract on-chain that contains the business logic is an essential procedure for Web3 services. As plenty of literature has introduced the operating mechanisms of blockchain virtual machines (see the skeleton in the left figure in Fig.5) and security considerations of smart contracts, we skip these parts and put focus on filling the blank of programming languages in VM-supported blockchain platforms (the right table in Fig.5), which is rarely discussed but of great importance in the Web3 ecosystem. Smart contract programming languages enable writing programs and logic according to the requirements of users. These languages are typically targeted toward primary developers, requiring them to be sufficiently friendly. A contract written in such languages, then, is compiled to a bottom language such as binary codes to allow machines to execute. Corresponding actions are operated on-chain under the guide of specifications. We review existing smart contract programming languages to provide a guideline for developers with the aim to build Web3 applications and services.

**Solidity** is an undoubtedly first-ranked language used in current blockchain systems. Benefits from the influence of Ethereum, Solidity has been widely adopted by most EVM-compatible blockchains such as Binance smart chain (BSC), Avalanche (c-chain), and Oasis Network (ParaTimes). The language is an object-oriented and statically-typed language that brings many similar designs from matured programming languages such as C++ and Python. For instance, Solidity supports inheritance, libraries, and complex user-defined types. Meanwhile, the language is Turing-complete which enables multi-functional developments. Users can customize their methods to realize different functionalities. **Vyper** is a contract-oriented language that aims to improve the security of Solidity. It has many features that are designed for smart contracts, such as event notifiers for listeners, custom global variables, and global constants. The language cannot support complex features of inheritance, function overloading, infinite-length loops, and recursive calling to make it simple enough. It can be
used in EVM-compatible systems without any barriers. Similarly, Yul is designed to be an intermediate programming language that can be compiled to the format of bytecode used for the adjustment of different backends. The Solidity compiler has an experimental implementation that uses Yul as an intermediate language. Yul is used in stand-alone mode and for inline assembly inside Solidity. The language supports both EVM and ewasm (Ethereum flavored WebAssembly).

Rust is a low-level statically-typed language, with features of being fast and memory-efficient. Also, no garbage collector exists in the language, meaning that the incidents caused by the language will happen with a negligible possibility. Due to its high efficiency, many blockchain systems have started to utilize Rust as their smart contract languages, including Solana, Polkadot, and Near Blockchain. JavaScript is a general-purpose programming language, as well as an entry-level language that is adopted by most blockchains to create a JavaScript wrapper or library. Hyperledger Fabric and FastFabric enable users to create a smart contract with several languages, including JavaScript (Node.js). Besides these mainstream languages, many platforms propose customized languages. TEAL is an assembly language syntax used in Algorand to specify programs. The language will be converted to the bytecode that can be recognized by its interpreter. Pact is an immutable, Turing-incomplete language used in Kadena. It uses a declarative approach over complex control flow, which makes bugs easier to be detected. With the same scope, Dune Network, Sui and Stellar propose their customized languages called Liquidity, Move and SSC, respectively.

Fig. 5: VM-empowered Blockchains Operations and Programming Languages

| Languages | Blockchain |
|-----------|------------|
| Solidity 105 | Ethereum, BSC, Avalanche |
| Rust 106 | Solana, Polkadot, Near |
| JavaScript 107 | Hyperledger, FastFabric |
| Yul 108 | EVM-compatible |
| Vyper 109 | EVM-compatible |
| TEAL 109 | Algorand |
| SSC 104 | Stellar 110 |
| Pact 103 | Kadena 101 |
| Liquidity | Dune Network 102 |
| Move 111 | Sui 103, Diem 112 |

Appendix D. Web3 Projects
### Table 3: A Collection of Web3 Projects

| Functionality | Project | Feature |
|---------------|---------|---------|
| DAO           | MakerDAO [58] | OceanDAO [118] |
|               | Syndicate [114] | Utopia [115] |

**Application**

| Feature | Project |
|---------|---------|
| Voting-based Rights | DAO
| Parametric Insurance | DApps
| Streaming Media (Video) | DApps
| Content Management | DApps
| Code Repository | Access
| User Acquisition | Identity
| NFT Platform | Wallet
| Social Network | Client
| SocialFi | Authentication
| Employment Platform | Browser
| Messaging | Access

**DAO**

| Project | Feature |
|---------|---------|
| Arbol [116] | Etherisc [117] |
| Theta [119] | Livepeer [69] |
| Royal [115] | Audius [33] |
| Mirror [116] | Creation [120] |
| Radicle [55] | Gitcoin [132] |
| Linkdrop [121] | Cointraffic [124] |
| Manifold [123] | CloudAct [126] |
| Steem [125] | Akasha [129] |
| Mirror [119] | Converse [111] |
| Axie Infinity [11] | Rally [132] |
| MyNFTeam [133] | Employment Platform |
| Status [114] | Messaging |

**DApps**

| Project | Feature |
|---------|---------|
| IDX [39] | Veydr [135] |
| DID [136] | Ceramic [39] |
| Spruce ID [147] | Ethereum |
| Wallet | Access
| MetaMask [78] | Crypto.com [138] |
| Zapper [139] | Rainbow [141] |
| Anchor [144] | Solana |
| Web3.js, Ethers.js, Haskell | Enrollment Platform |
| Layer-1 Blockchain | Blockchain
| Ethereum, BSC, Avalanche, Celo | EVM-compatible Chains |
| Cosmos, Polkadot, Solana | Competitive Chains |
| Near, Celo, Aurora, Fantom, Tezos | Sidechain

**Layer-2 Blockchain**

| Project | Feature |
|---------|---------|
| Plagion [123] | ZKSync [124] |
| ZKSync [124] | Starknet [126] |
| Optimism [124] | Arbitrum [126] |
| Optimistic Rollups [124] | Optimistic Rollups [126] |

**Layer-2 Storage**

| Project | Feature |
|---------|---------|
| Truffle [131] | Hardhat [137] |
| Foundry [135] | Rust |
| Brownie [129] | Alchemy [137] |
| Antelope [134] | Settlement [160] |
| Ocean [113] | Infura [124] |
| IPFS [119] | BitTorrent [156] |
| threadDB [115] | GunDB [156] |
| File Storage | Storage
| Ceramic Network | Distributed File Storage |
| ThreadDB | GunDB |

**Developer Tools**

| Project | Feature |
|---------|---------|
| Snapshott [104] | Tally [106] |
| Nansen [164] | Token Terminal [105] |
| Messari [160] | The Block [104] |
| Deepdao | DAO
| Data Dashboard |
| Supporting Tech | Technology
| Helm [123] | Wireless Network |
| NEON [104] | EVM in Solana |
| ENS [109] | Name Service |
| APYs [174] | Pocket Network [122] |
| Quicknode | Analytics |

**Infrastructure**

| Project | Feature |
|---------|---------|
| Deeper Network | Gateway |
| Geth [174] | Node Service |
| Quicknode | SDK |
| FigmaLearn | Education platform |