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**ABSTRACT**

The native macOS application PicArrange integrates state-of-the-art image sorting and similarity search to enable users to get a better overview of their images. Many file and image management features have been added to make it a tool that addresses a full image management workflow. A modification of the Self Sorting Map algorithm enables a list-like image arrangement without losing the visual sorting. Efficient calculation and storage of visual features as well as the use of many macOS APIs result in an application that is fluid to use.
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1 **Introduction**

In many situations, people need to view and navigate through large amounts of images. This includes searching for appropriate images on the Internet or finding images from stock agencies. Visual similarity search helps to identify images that meet the search requirements. In most cases such systems are used to access images from a database using a web browser. However, with high-quality cameras built into smartphones the number of personal images keeps increasing, even if people are not professional photographers. Typically images are arranged as thumbnails sorted by file name or creation date. Surprisingly, visual image search is not integrated into common computer operating systems. Moreover, image lists only show images contained in a single folder of the file system. Fig. 1 compares the display of images using the macOS’ Finder and the proposed PicArrange application.

This paper introduces PicArrange, a native application highly integrated into the macOS to seamlessly work with images on the computer’s file system. Here "file system" includes attached files storage as well as network shares or cloud drives. However, the focus is put to deal with private images without transferring any image data to a server for analysis purpose. PicArrange can display visually sorted images from several folders at the same time, making it easy to find duplicate images or finding the best looking image from a certain category. All analysis is done locally by calculating and storing the visual feature vectors for the displayed images to keep data privacy. By compressing the feature vectors,
the amount of stored analysis data is reduced to a minimum, enabling PicArrange to handle hundreds of thousands of images simultaneously.

2 Related Work

Many web-based image management systems offer the possibility to find "similar images", such as Google Images, Pixabay, Pexels, Adobe Stock, and others. In many cases, similarity search is based on tagged keywords, some systems use visual comparison or a combination of both. In most cases, the algorithms used are not published. A few systems use a visually sorted arrangement of the presented images. Wikiview uses Self-Sorting Maps (SSM) for visual sorting to allow browsing of Wikimedia Commons images. Picsbuffet can be used to explore images from Pixabay, Fotolia, and IKEA.

Operating systems like macOS, iOS, or Windows nowadays do some analysis on local images using machine learning approaches for image classification and identification. On macOS and iOS, the images need to be part of Apple’s Photo Library to be analysed. Most visibly, faces found in the images are related to certain persons in a semi-automatic approach. Depending on the amount of images, the analysis takes hours or days. It does not work for images from the file system that have not been imported into the Photo Library. Kiano uses Apple’s Photo Library API to display images visually arranged similar to Picsbuffet. ImageX is a multi-platform, Java-based application that allows to visually explore and search images from the file system of Linux, Windows, and Mac operating systems.

3 PicArrange

The presented demo application PicArrange differs from the applications mentioned in Section in several aspects. It is neither web-based nor does it rely on a web service for image analysis. Compared to ImageX, it is not platform independent, which might be a disadvantage at first sight. However, PicArrange is designed to integrate into macOS as much as possible, offering features more than just image sorting (see Section 3.4), thus addressing users that need a complete workflow in image management and want to retain to the look and feel of a native application, using interaction methods to which they are already accustomed. Performance, i.e. fast processing times, is also a requirement that led to the decision to use native APIs as much as possible.

The most visible difference compared to ImageX, Kiano, or Picsbuffet is the arrangement of sorted images. Whereas these applications display an endless map of visually sorted images that topologically represents a torus, PicArrange...
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A linear column-based layout (Fig. 2). This adopts the presentation style of the Finder application. A map that is almost square in size and repeats endlessly at the edges is a good approach to get an overview of a huge amount of images. Visual sorting benefits from many places in both dimensions to arrange similar images nearby. But in most cases, exploring private images on the local file system the users do not display thousands of images at once. A list of images with a small number of columns ensures that the user knows when he or she has seen all images in that folder because the list simply has an end. Nevertheless, visually sorting images in this layout leads to an improved visualization (see Section 3.2 and Fig. 1).

Unlike the Finder, PicArrange can display images from multiple folders at once (Fig. 2 (a)). It is also possible to include images from the subfolders of a folder, so that all images of the subtree of this folder are displayed. This allows the user to get an overview of the images, even when they are arranged in a complex folder structure.

A short introduction to PicArrange with many screenshots can be found at https://visual-computing.com/project/picarrange/help. The application is available in the App Store.

3.1 Feature Calculation

For a good compromise between processing time, sorting quality, and storage size of feature vectors, PicArrange computes features using the MobileNetV3 CNN [Howard et al., 2019]. The pretrained network is modified in such a way that activations before the fully connected layer are passed to a compression network integrated to the model. This network reduces the data to 64 dimensions and can be seen as an alternative to Principal Component Analysis. Converted to Apple’s CoreML API, image features can be calculated in a single step using the GPU processing power of the Mac computer.

When displaying only small thumbnails, details of the image content cannot be perceived. The subjective quality of a visually sorted image arrangement is increasingly influenced by the colors of the images compared to their content (compare Fig. 2 (a) with (b)). For this reason, we calculate a second feature vector not using a neural network. It calculates its values from color histograms, edge histograms, and a frequency analysis. Finally, a weighted combination of CNN and non-CNN features is used, with CNN features given a higher weight in PicArrange’s similarity search (content is more important than color) compared to the visually sorted image arrangement. The optimal weighting for the visual search was determined using mean average precision calculations, and for visual sorting the weighting was adjusted to provide a good subjective viewing experience of the sorted images.

3.2 Image Arrangement

Self-Organizing Maps (SOM) or Self-Sorting Maps (SSM) arrange images on a grid of $N \times M$ positions. Within these algorithms, border processing at the grid’s boundaries is needed. When creating a seamless map of endless repeated

---

[Download PicArrange from](https://apps.apple.com/app/picarrange/id1530678223)
images on a torus, calculations in the vicinity of the borders need to wrap around grid positions. The last images of a row is followed by the first image of that row. For PicArrange’s list with a few columns this would require that the last images of a row need to be similar to the first one. Such a restriction is not necessary and would make it more difficult for the algorithm to find good places for the images in such a narrow grid. Thus, a border processing of constant continuation is used within PicArrange’s image sorting process.

Most applications using SOM or SSM show holes or duplicate images at certain map positions if the number of images is not a multiple of the number of columns $N$. Holes can be easily created by padding the unsorted array with duplicate images carrying a flag “do not show in final result”. However, the holes will be at “random” positions of the sorted array. An application used to explore images in the file system should not show duplicates unless there are duplicate files. So both options do not meet the user’s expectation of a list without duplicates and without holes, expect at the last positions of the last row. To achieve this goal, PicArrange uses a modified constant continuation border processing where the border is not simply a rectangle, but the shape around images filling up $N \times M$ positions in scanline order (Fig. 3).

3.3 Similarity Search

Similarity search is implemented by selecting a query image and sorting all images of the list by their feature vector’s L2-distance to the feature vector of the query image. To improve the usability of the application, other things can also be done. Searching for similar images can be an iterative process where the user identifies images from the first result that fit the expectation even better than the query image. Often there is the need to use more than just one image for the query. [https://visual-computing.com/project/picarrange/help/?p=12](https://visual-computing.com/project/picarrange/help/?p=12) shows screenshots for an iterative search looking for windmills and towers. When multiple images are used as query, the result images are sorted by the smallest distance to one of the query images.

PicArrange allows to select query images from a certain folder and to display search results taken from any extended folder selection, e.g. a super-folder of the query folder. This is a typical situation when the user knows where the query image is located in the file system, but wants to find similar images throughout the entire collection. PicArrange always tries to keep the user selection of images, even when changing folders.

3.4 Integration Into macOS

The main features apart from image sorting and similarity search are listed below. They have been implemented by using many of Apple’s APIs.

- Use drag & drop into the Finder to copy images to any other folder.
- Delete selected image files.
- Show image files in Finder or open them with macOS’ Preview application.
- Open images with any macOS application registered to view or edit images.
- Sort images by creation date, modification date, file name, or file size.
- View images from multiple folders at once.
- Display images of all macOS-supported image file formats, including camera manufacturers’ RAW formats.
- Display videos and first pages of PDF documents as well.
- Display image file information.
• Support for attached storage devices, network shares, and iCloud folders.
• Filter displayed images by criteria like file name, creation date, modification date, or size.
• PicArrange also has a build-in single image viewer with zoom, full screen and slideshow.

Processing time depends on the time used for traversing the file system, acquiring thumbnails from the OS, feature calculation, and image sorting. For a set of 5300 typical digital camera images (JPEG) on the local SSD, the total processing time is about 340 seconds (64 ms per image) including feature calculation (Intel i7-6820HQ, Radeon Pro 455 2 GB). For a second run on the same set, PicArrange uses its stored feature vectors. The processing time reduces to 1.7 seconds (0.32 ms per image).

4 Conclusion

This demo presents a highly integrated viewer for images and videos on a macOS file system that allows users to explore and process all their images. Using CNN-based image features and optimized image sorting, users benefit from improved visualization and image search without sacrificing familiar functionality.
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