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Abstract

In this paper, a novel feature selection method is presented, which is based on Class-Separability (CS) strategy and Data Envelopment Analysis (DEA). To better capture the relationship between features and the class, class labels are separated into individual variables and relevance and redundancy are explicitly handled on each class label. Super-efficiency DEA is employed to evaluate and rank features via their conditional dependence scores on all class labels, and the feature with maximum super-efficiency score is then added in the conditioning set for conditional dependence estimation in the next iteration, in such a way as to iteratively select features and get the final selected features. Eventually, experiments are conducted to evaluate the effectiveness of proposed method comparing with four state-of-the-art methods from the viewpoint of classification accuracy. Empirical results verify the feasibility and the superiority of proposed feature selection method.
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1. Introduction

The explosion of large datasets in many fields poses unprecedented challenges to pattern recognition and data mining. Not only is the scale of samples getting larger, but also new types of data become prevalent. For example, tremendous new computer and Internet applications generate large amounts of types of data at an exponential rate in the world. It is thus realized that feature selection is an indispensable component \cite{1}. Feature selection is a process of selecting a subset of original features according to certain criteria. It is an important and frequently used technique for dimension reduction. It reduces dimensionality by removing irrelevant, redundant, or noisy features, thus bringing about significant effects for applications: reducing the cost of data acquisition and collection, speeding up a learning algorithm, improving learning accuracy, and resulting in better model comprehensibility \cite{2}.

Roughly speaking, there are two types of feature selection methods: Filter and wrapper \cite{3,4}. \textsuperscript{1} Wrapper selects features relying on performance estimated by a specific learning method, thus its computational complexity as well as the quality of the selected features is highly related to the learning methods. In addition, wrapper suffers from poor generalization to other learning methods. Filter selects features in terms of the classifier-agnostic criteria (e.g. Fisher score \cite{5}, $\chi^2$-test \cite{3,6}, Mutual Information (MI) \cite{7,8,9}, symmetrical
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\textsuperscript{1}In literature, feature selection could also be categorized into three types: Embedded, wrapper, and filter methods. Here we take embedded method as a wrapper.
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uncertainty [10], Hilbert-Schmidt operator [11]), where MI is an effective and efficient information theoretic metric and thus one of the most widely used feature selection criterion, although it is shown that mutual information can not always guarantee to decrease the misclassification probability [12]. Thus, it may be more generalized and efficient than wrapper [10, 7, 13, 14]. In this paper, we only focus on filter methods.

Regarding the search process, feature selection can also be categorized into two types. One searches the subset by taking it as a combinatorial problem rather than only investigating the variety of the discriminative abilities from individual perspective, while the other constructs the feature subset by ranking features in terms of their discriminative abilities. An typical example of the former is Correlation-based Feature Selection method (CFS) [15], which only cares the quality of the feature subsets and will not discriminate features from an individual perspective. Since finding an optimal feature subset in feature selection has been shown to be NP-hard [16, 17], it is usually intractable to conduct exhaustive search even with medium-scale datasets. On the other hand, optimal feature subsets according to specific criteria of filters may not be so effective in promoting learning accuracy since the criteria is classifier-irrelevant, thus impairing the enthusiasm for finding effective branch and bound methods or approximation methods that can guarantee optimal solutions or near-optimal ones in theory. On the contrary, the latter makes a trade-off between the quality of features and the computational time by inducing the individual perspective [18, 19, 20, 10]. Many very fast feature selection methods that belong to this kind greedily select features in a sequential manner, and perform most efficiently with very simple heuristics, such as intra- and inter-class distances [21, 22], Maximum Mutual Information [23], etc. However, such heuristics sort features only in terms of the magnitude of the relevance to the class (i.e. class-relevance), and performs inferiorly especially on datasets with high dimensionality [24]. This turns out to be that they never consider feature redundancy and thus leading to “the $m$ best features are not the best $m$ features” [25]. Since the existence and effect of feature redundancy were pointed out [26, 27, 7, 8], how to select more relevant and less redundant features has been a hot issue in literature [15, 28, 25, 10, 20, 19, 8, 29].

A series of heuristics are proposed to make an explicit trade-off between high class-relevance and low redundancy by applying different measures and parameters [18, 19, 28, 30, 31, 25, 10, 32]. A typical example is feature selection methods with minimal Redundancy and Maximal Relevance (mRMR) criterion [18, 28, 7, 19] which explicitly applies the relevance measure $D = I(F, C)$ and the redundancy measure $R = \beta \sum_{F, F'} \cup \cup S I(F, F')$ (where $I$ denotes MI), and uses $J = \max(D - R)$ or $J = \max(D/R)$ to evaluate and select features from the individual perspective in a greedy manner. Beside this, there are several representative feature selection methods making an implicit trade-off [20, 33, 34, 35, 24]. An effective way to achieve such trade-off is to evaluate feature dominance using Conditional Mutual Information (CMI) or Joint Mutual Information (JMI) [36], which are effective tools to simultaneously measure the class-relevance and the redundancy with one comprehensive value. Algorithms with Conditional Mutual Information Maximization (CMIM) criterion [20, 33] harness $\max_{F \in \mathcal{F}} I(F; C|\mathcal{F})$ with $\mathcal{F}$ s.t. $\arg \min_{F \in \mathcal{S}} I(F; C|\mathcal{F})$ (where $I$ denotes CMI) to greedily select dominant features, where $\mathcal{S}$ is the currently-selected subset and $\mathcal{F}$ is the original feature set. A typical example of feature selection using JMI is the Double Input Symmetrical Relevance method (DISR) [37], which adopts the so called double input symmetrical relevance criterion to select features still in a greedy manner. DISR is in fact a modification of JMI and is shown to be one of the most effective MI-based feature selection criteria as indicated in [38].

For the above MI-based feature selection criteria, it is noted that they all belongs to pairwise-approximation criteria, for they measure redundancy only relying on the magnitude of the dependency between any pairs of features rather than that among three or more features [38]. This heuristic significantly promotes executive efficiency and avoids the difficulty of sample inefficiency for joint distribution estimation [34, 35]. Whereas on the other hand, it inevitably leads to high-order information loss and thus may finally impair the quality of the selected features. The pros and cons of this heuristic are now still hot topics in MI-based feature selection research [32, 35]. Recently, Brown et al. [38] indicate that these pairwise-approximation criteria, such as MIM, MIFS, MIFS-U [19], JMI, mRMR, and DISR, etc., can all be derived from a unified MI-based pairwise-approximation framework, with the criterion function

$$J(F) = \alpha \cdot I(F; C) - \beta \cdot \sum_{F, F' \in \mathcal{S}} I(F; F') + \gamma \cdot \sum_{F, F' \in \mathcal{S}} I(F; F'|C)$$

(1)
where $\alpha$, $\beta$ and $\gamma$ are parameters of which any changes may correspond to an entirely new MI-based feature selection method. For example, MIM corresponds to $\alpha = 1$, $\beta = 0$ and $\gamma = 0$, mRMR corresponds to $\alpha = 1$, $\beta = \frac{1}{|S|}$ and $\gamma = 0$, and DISR corresponds to $\alpha = \frac{1}{H(F,F_s,C)}$, $\beta = \frac{1}{|S|}H(F,F_s,C)$, and $\gamma = -\frac{1}{|S|}H(F,F_s,C)$, where $H(F,F_s,C)$ denotes the joint information entropy of $F$, $F_s$, and $C$ (one may refer to [38] for detail). Due to more than one criterion as well as parameter to be considered and utilized (e.g. each item in the right side of Eq.(1)), feature selection can thus be categorized as a multi-index evaluation process.

Data Envelopment Analysis (DEA) is an effective nonparametric method for efficiency evaluation and has been widely applied in many industries [39]. It employs linear programming to evaluate and rank the Decision Making Units (DMUs) when the production process presents a structure of multiple inputs and outputs. Combining pattern recognition and data mining techniques with DEA has attracted increasing attention in recent decades, where DEA is often applied to evaluate the effectiveness of learning algorithms [40, 41, 42, 43, 32]. Zheng and Padmanabhan [40] use DEA to construct an ensemble of classifiers in order to get better classification performance, which is a typical application of DEA to model combination problems. In addition, DEA itself is also applied to construct classifiers and clustering methods in prior work [41, 43, 32]. Recently, Zhang et al. [24] focus on the integration of DEA and feature selection, and indicate that DEA can be applied as a feature selection framework due to its nature of multi-index evaluation. It has the ability to give a reasonable overall score among more than one metric or criterion rather than only doing simple arithmetic operations among them, e.g. to get an overall score of a feature by only summing up the relevance score and the redundant one of this feature like what mRMR and DISR do. However, it has two fatal drawbacks: (1) it violates the rule-of-thumb in DEA since it conducts redundancy analysis by considering the candidate feature’s conditional dependence to every other features in the feature space, and (2) such a redundancy analysis strategy considers both useful features as well as useless ones which may obstacle the evaluation of conditional dependence and thus impair the quality of selected features.

In this paper, we still take feature selection as a multi-index evaluation process, and propose an effective feature selection method based on Class-Separability (CS) strategy and DEA, which can also effectively takele the problems of DEAFS. The unique contributions that distinguish our work from extant research are twofold:

- Class labels are taken as individual variables and CS strategy is then applied to explicitly handle relevance and redundancy on them, and
- super-efficiency DEA is employed to evaluate and rank features via their conditional dependence scores on all class labels.

The remainder of the paper is organized as follows. Section 2 introduces related information-theoretic metrics, DEA, and the CS strategy. Section 3 proposes a novel method that integrates CS strategy and super-efficiency DEA into feature selection process. Then Section 4 gives an implementation of the measure applied in proposed method and analyzes the iteration and the computational complexity. In Section 5, experimental results are given to evaluate the effectiveness of proposed method comparing with the representative feature selection methods on twelve well known UCI datasets, and some discussions are presented. Section 6 finally summarizes the concluding remarks and points out the future work.

2. Foundations and basic concepts

2.1. Information theoretic metrics

In information theory, Mutual Information (MI) is an essential metric of information and has been widely used for quantifying the mutual dependence of random variables. MI between two discrete random variables $X$ and $Y$, denoted as $I(X;Y)$, is formed as

$$I(X;Y) = \sum_{x \in X} \sum_{y \in Y} p(xy) \log \frac{p(xy)}{p(x)p(y)},$$
where \( p(x) \) and \( p(y) \) are the probabilities of the possible value assignments of \( X \) and \( Y \) respectively, and 
\[ p(xy) \] is the probability of the possible joint value assignments of \( X \) and \( Y \). Logarithms to the base 2 are used.\(^2\) MI measures dependence between \( X \) and \( Y \) in the following sense: 
\[ I(X;Y) = 0 \] if and only if \( X \) and \( Y \) are independent random variables.

Conditional Mutual Information (CMI) measures the conditional dependence between two random variables given the third. Given a discrete variable \( Z \), CMI between \( X \) and \( Y \) is defined as
\[
I(X;Y|Z) = \sum_{z \in Z} p(z) \sum_{x \in X} \sum_{y \in Y} p(xy|z) \log \frac{p(xy|z)}{p(x|z)p(y|z)}
\]

\( I(X;Y|Z) \) can be interpreted as the quantity of information that \( X \) provides about \( Y \) when \( Z \) is known, i.e. \( X \) and \( Y \) are conditional independent given \( Z \). Note that both MI and CMI are nonnegative \((\forall X,Y,Z,I(X;Y) \geq 0 \) and \( I(X;Y|Z) \geq 0)\) and symmetric \((\forall X,Y,Z,I(X;Y) = I(Y;X), I(X;Y|Z) = I(Y;X|Z))\).

2.2. The super-efficiency Data Envelopment Analysis (DEA) model

In this section, we will briefly introduce the super-efficiency DEA model that will be used in our method. Before this, we first introduce some basic concepts of the basic DEA model originated by Charnes, Cooper and Rhodes (CCR model) \([44]\). Consider \( n \) Decision Making Units (DMUs) that use \( m \) inputs to produce \( s \) outputs. Let \( x_{ij} \) \((i = 1, 2, ..., m)\) represents the \( i \)th input and \( y_{rj} \) \((r = 1, 2, ..., s)\) the \( r \)th output of DMU\( j \) \((j = 1, 2, ..., n)\). Denote DMU\( p \) as the DMU that is under the evaluation, the relative efficiency of DMU\( p \) from CCR model can be achieved by solving the following linear programming

\[
\min_{\lambda_j, \theta_p^c} \theta_p^c
\]

s.t. \[
\begin{align*}
\sum_{j=1}^{n} \lambda_j x_{ij} &\leq \theta_p^c x_{ip}, \quad i = 1, 2, ..., m \\
\sum_{j=1}^{n} \lambda_j y_{rj} &\geq y_{rp}, \quad r = 1, 2, ..., s \\
\lambda_j &\geq 0, \quad j = 1, 2, ..., n
\end{align*}
\]

where \( \lambda_j \) is the coefficient corresponding to DMU\( j \). Denote the optimal value \( \theta_p^{c*} \) from model \( 2 \) as the relative efficiency of DMU\( p \), then DMU\( p \) is considered to be efficient if and only if \( \theta_p^{c*} = 1 \) (hereafter \( \theta_p^* \) denotes optimal value for DMU\( p \)); otherwise, it is referred to as non-efficient. However, CCR model can only separate DMUs into efficient ones (with the optimal value equal to 1) and inefficient ones (with the optimal value less than 1), for the objective value constraints to \( 0 \leq \theta_p^{c*} \leq 1 \).

Super-efficiency DEA model \([39]\), which is shown as

\[
\min_{\lambda_j, \theta_p^c} \theta_p^c
\]

s.t. \[
\begin{align*}
\sum_{j=1,j\neq p}^{n} \lambda_j x_{ij} &\leq \theta_p^c x_{ip}, \quad i = 1, 2, ..., m \\
\sum_{j=1,j\neq p}^{n} \lambda_j y_{rj} &\geq y_{rp}, \quad r = 1, 2, ..., s \\
\lambda_j &\geq 0, \quad j = 1, 2, ..., n
\end{align*}
\]

\(^2\)The notation \( \log \) is used instead of \( \log_2 \) throughout this paper.
is one of the typical models that can fully rank DMUs. It is easy to find that $\theta_p^{\ast} \geq \theta_p^{\ast}$ since the optimal solutions from model (3) are always feasible to model (2). The only difference between basic DEA and super-efficiency DEA is that the column in the data envelopment which corresponds to the DMU-under-evaluation (i.e. $\text{DMU}_p$) is excluded from the matrix of the latter, i.e. the DMU-under-evaluation is excluded from the data envelopment and thus will not be used to construct the efficient frontier in super-efficiency DEA. For those DEA-inefficient DMUs, since they are under the efficient frontier, the frontier never changes no matter they are included in the data envelopment. Thus they will keep their efficiency score unchanged no matter using basic DEA or super-efficiency DEA, i.e. $\theta_p^{\ast} = \theta_p^{\ast}$ always holds for them. For those DEA-efficient DMUs, the efficient frontier may be changed because they locate on the original frontier. The different distances between the new frontier and the DEA-efficient DMUs result in the diversity of their efficiency scores. Thus, super-efficiency model is able to rank all the DMUs according to their efficiency scores.

2.3. Class-Separability (CS) strategy

As indicated in [29], most of the MI-based feature selection methods handle relevance and redundancy from a statistical perspective on class. That is, most of existing feature selection strategies assess feature(s) only on the ‘average’ level of all class labels, but never directly capture the relationship between feature(s) and each class label. Since the classification accuracy will be finally reflected by both including the positive samples and excluding the negative ones for each class label, samples expressed by elaborately selected features will (hopefully) have strong links to their class labels. From this point of view, it is natural for feature selection methods to handle evaluation criteria (i.e. relevance and redundancy criteria) from the perspective of each class label. We call this Class-Separability (CS) strategy in feature selection, and we use the following example to illustrate it. Given a feature $F$ and the class $C$, since $C$ always categorically ranges in the context of classification, $I(F; C)$ can thus be expressed as the following form

$$
I(F; C) = \sum_{f \in F} \sum_{c \in C} p(fc) \log \frac{p(fc)}{p(f)p(c)}
$$

$$
= \sum_{c \in C} p(c) \sum_{f \in F} p(fc) \log \frac{p(fc)}{p(f)}
$$

$$
= \sum_{c \in C} p(c) \text{Div}(F; c)
$$

(4)

where $\text{Div}(F; c)$ is the Kullback-Leibler (KL) divergence of distribution $p(F)$ from conditional distribution $p(F|C = c)$ according to the information theory. Also, we may get

$$
I(F; C|F_s) = \sum_{f \in F} \sum_{s \in S} \sum_{c \in C} p(\mathbf{fs}|c) \log \frac{p(\mathbf{fc}|\mathbf{fs})}{p(\mathbf{fs})p(c|\mathbf{fs})}
$$

$$
= \sum_{c \in C} p(c) \sum_{s \in S} p(\mathbf{s}) \sum_{f \in F} p(f|\mathbf{fs}) \log \frac{p(f|\mathbf{fs})}{p(f|\mathbf{s})}
$$

$$
= \sum_{c \in C} p(c) \text{Div}(F; c|S)
$$

(5)

where $\mathbf{fs}$ is the joint value assignment of the subset $S$. CS-strategy can thus be interpreted as a multi-objective programming of $\text{Div}(F; c)$ and $\text{Div}(F; c|S)$ on all $c \in C$ rather than as a one-objective programming such as maximizing $I(F; C)$ and $I(F; C|S)$ applied by traditional methods. In fact, all MI-based feature selection methods for classification can estimate (calculate) $I(F; C)$ and $I(F; C|S)$ using Eqs.(4) – (5). In other words, these methods explicitly separate the class into class labels and measure the relation from the perspective of each label during the estimation (calculation) process, but they neglect such separability and only take the weighted sum of them as an overall score and apply the score to handle relevance and redundancy. Decomposition of the estimation (calculation) process of MI and CMI can be shown as Fig.1.
Fig. 1 indicates that, it is possible to explicitly use $Div(F; c_i|S)$ rather than the average (conditional) mutual information $I(F; C|S)$ to handle relevance and redundancy from the perspective of each class label, without changing the estimation (calculation) process of MI and CMI. We will use such CS strategy with MI and CMI to construct our method.

3. Evaluating and selecting features with CS Strategy and super-efficiency DEA

In what follows, we introduce a novel feature evaluation and selection method which integrates CS strategy and super-efficiency DEA into its searching process. To identify salient features that have strong discriminative power and the power would not be impaired given other features, conditional dependence between the feature-under-evaluation and the class given the currently-selected subset is often harnessed to select features with a greedy search strategy \[45, 46, 35\]. That is, features are incrementally selected in the currently-selected subset via the following process

\[ S_{k+1} = S_k \cup \left\{ F_{k+1} \mid F_{k+1} = \arg \max_{F \in F - S_k} CD(F; C|S_k) \right\} \]  

where $S_k$ is the currently-selected subset obtained at the end of the $k$th step, $F_{k+1}, S_{k+1}$ are the newly-selected feature and the currently-selected subset obtained at the end of the $k + 1$th step, respectively. CD denotes the conditional dependence metric and it is often implemented with CMI \[46, 35\]. The metric measures conditional dependence between two variables with respect to the class concept: A very small value of $CD(F; C|S)$ implies that $F$ carries little additional information about $C$ given the subset $S$, namely (a) $F$ is redundant to $S$, or (b) $F$ is irrelevant to $C$. The advantage of spontaneously paying attention to both relevance and redundancy makes conditional dependence metric frequently used in the related work \[20, 33, 35\].

However, as we mentioned in subsection 2.3, the conditional dependence metric such as CMI takes both the feature and the class as individual random variables and measures the magnitude of the relation between them from a statistical perspective. Whereas in a classification task, the feature and the class are obviously not in the same position (e.g. we use value assignments of features to predict class labels), and the classification accuracy is finally reflected by both including the positive samples and excluding the negative ones for each class label. In addition, features with high class-relevance (low redundancy), i.e. with large conditional dependence scores, may not be always strongly relevant to (significantly non-redundant on) all class labels. For example, according to Eqs.\((4)\) and \((5)\), the feature with maximum mutual information $I(F; C)$ or conditional mutual information $I(F; C|S)$ among all candidates can not guarantee maximum $Div(F; c)$ or $Div(F; c|S)$ for all $c \in C$, respectively. This implies that features usually do not have the same discriminative power for different class labels. Therefore, it may turn out to be that ignorance of the conditional dependence distribution on the class finally impairs the discriminative power of the selected feature subset. To this end, CS strategy is thus applied in our method to explicitly handle relevance and redundancy.
redundancy on each class label. To evaluate features with respect to the conditional dependence distribution (i.e. the histogram with more than one value since there are more than one class label), feature selection is thus taken as a multi-index evaluation process and DEA technique is harnessed to evaluate features with respect to the conditional dependence distribution, rather than only summing up \( p(c) \cdot \text{Div}(F; c) \) and \( p(c) \cdot \text{Div}(F; c|S) \) like what traditional MI-based methods do (Fig. 1). We show this process in Fig. 2.

![Feature relevance (redundancy) evaluation process with class-separability strategy and DEA.](image)

To better capture the relationship between the feature and each class label, we take each class label as an individual variable. In other words, we measure MI (CMI) between \( F \) and \( c_i \) by both considering \( \text{Div}(F; c_i) \) (\( \text{Div}(F; c_i|S) \)) and \( \text{Div}(F; \bar{c}_i) \) (\( \text{Div}(F; c_i|\bar{S}) \)), where \( \bar{c}_i \) is an artificial class label on behalf of all other class labels in \( C \) except \( c_i \). We thus define the conditional independence score of feature \( F \) given the feature subset \( S \) as

\[
R(F; c_i|S) = p(c_i) \cdot \text{Div}(F; c_i|S) + p(\bar{c}_i) \cdot \text{Div}(F; \bar{c}_i|S).
\]  

To illustrate Eq.(7), we set \( C = \{C_1, ..., C_k\} \) where \( C_i = \{c_i, \bar{c}_i\} \) \( (i = 1, ..., k) \). Thus, \( C_i \) is the new class that can take place of \( C \) when only caring the class label \( c_i \) on the whole samples. According to Eq.(5), CMI between \( F \) and \( C_i \) is expressed as

\[
I(F; C_i|S) = \sum_{c \in C_i} p(c) \cdot \text{Div}(F; c|S) = p(c_i) \cdot \text{Div}(F; c_i|S) + p(\bar{c}_i) \cdot \text{Div}(F; \bar{c}_i|S)
\]

Hence we get the form of Eq.(7). The underlying intention of Eq.(7) is (a) to measure MI (CMI) between two variables rather than that between a variable and the value of a class label which cannot capture the information about the absence of that class label, (b) to partially mitigate the negative effects of sample inefficiency problem since the magnitude of the relation between a feature and a class label is measured on the whole samples rather than only on the samples with that class label, and (c) to keep the score always nonnegative whereas \( \text{Div}(F; c) \) (\( \text{Div}(F; c|S) \)) cannot, which satisfies the nonnegative constraint in DEA (e.g. the last constraint shown in models (2) and (3)).

We now obtain a feature evaluation system with \( |C| \) outputs related to conditional dependence for all candidate features. Since the magnitudes of the outputs (i.e. the values of \( R(F; c_i|S) \) for all \( c_i \)) have strong influence on the quality of the selected features, we set the input to a constant for all candidate features to control the problem scale. Thus, the feature evaluation system involves \( |C| \) outputs and a constant input, and each candidate feature is taken as a DMU waiting for evaluation (Fig. 3). In order to fully rank all candidate features, a super-efficiency DEA model is applied to execute the evaluation task of the system, which is shown as model (9). We apply the following greedy search strategy to select features

\[
S_{k+1} = S_k \cup \left\{ F_{k+1} \mid F_{k+1} = \arg \max_{F \in F-S_k} \theta_F^* \right\}
\]

where \( \theta_F^* \) is achieved by solving Model (9).
\[
\begin{align*}
\min_{\lambda_j, \theta_j^{F_p}} & \quad \theta_j^{F_p} \\
\text{s.t.} & \quad \sum_{j=1, j \neq p}^{\Omega} \lambda_j \cdot R(F_j, c_r|S) \geq R(F_p, c_r|S), \quad r = 1, 2, \ldots, |C| \\
& \quad \sum_{j=1, j \neq p}^{\Omega} \lambda_j \leq \theta_j^{F_p} \\
& \quad \lambda_j \geq 0, \quad j = 1, 2, \ldots, |\Omega|, \quad j \neq p.
\end{align*}
\]

Note that the second constraint in model (9), i.e. \( \sum_{j=1, j \neq p}^{\Omega} \lambda_j \leq \theta_j^{F_p} \), is the simplification of the following inequality
\[
\sum_{j=1, j \neq p}^{\Omega} \lambda_j \cdot M \leq \theta_j^{F_p} \cdot M
\]
which is the standard form of the constraint for the input of DMUs. Model (9) does not care the inputs but only focuses on the magnitude as well as the diversity of the outputs and hence can avoid the weakness that DEA excessively focuses on the ‘gaps’ between the inputs and the outputs rather than the magnitudes of the outputs. This weakness makes DEA not so effective sometimes in feature selection since the magnitude of the outputs (e.g. class-relevance of the feature) often influences the quality of selected features [24].

The pseudo code of DEA-CS shown in Algorithm 1 contains a ‘repeat’ loop and two ‘for’ loops. The ‘repeat’ loop (steps 2-21) circulates \( \delta \) times, but it will stop once \( \Sigma = 0 \) (step 15). In fact, sample inefficiency often makes the estimation of conditional mutual information be 0 (which results in \( \Sigma = 0 \)) even with a medium-scale conditioning set \( S \), so the ‘repeat’ loop circulates with the worst-case time complexity of \( O(\delta) \). As for the two ‘for’ loops, the outer one (steps 4-14) totally circulates with the worst-case time complexity of \( O(|F|) \), while the inner one (steps 6-11) circulates with the time complexity of \( O(|C|) \). Consequently, the worst-case iteration complexity of DEA-CS is \( O(\delta \cdot |F| \cdot |C|) \). Line 18 in Algorithm 1 solves super-efficiency DEA (model (9)) and gets a maximum efficiency score among all candidate features. The process of SupDEAsolver(·) in line 18 is given as Algorithm 2.

4. Algorithm implementation and complexity analysis

4.1. Estimation of \( R(F; c|S) \)

In order to achieve the computational complexity of DEA-CS, we first analyze the estimation process of \( R(F; c|S) \). Before this, we first introduce the definition of Local Mutual Information (LMI) as follows. Note that the estimation process in proposed algorithm is based on that in CCM [35] which only considers the value assignments existing in the samples.

**Definition 4.1 (Local Mutual Information [35]).** Suppose that \( D \) is the sample set which contains \( N \) samples, \( \tilde{D} \) is the sample subset s.t. \( \tilde{D} \subset D \), then the estimated local mutual information between two
Algorithm 1: DEA-CS: Feature selection algorithm with super-efficiency DEA and Class-Separability strategy

**Input:** D /*dataset*/; F /*feature set*/; C /*class*/; δ /*expected # features to be selected*/

**Output:** S /*selected feature subset*/

1. Initialize S ← ∅, k ← 1
2. repeat
3. Γ ← ∅, Σ ← 0
4. foreach F ∈ F − S do
5. σ ← 0
6. for i = 1 to |C| do
7. Γ ← Γ ∪ {R(F; c_i|S)}, σ ← σ + R(F; c_i|S)
8. end
9. if σ = 0 then
10. continue
11. end
12. Γ ← Γ ∪ {Γ}, Γ ← ∅
13. Σ ← Σ + σ
14. end
15. if Σ = 0 then
16. break
17. end
18. θ_{max} ← SupDEAsolver(Γ)
19. S ← S ∪ {F_p} s.t. F_p = argθ_{max}
20. k ← k + 1
21. until k > δ;
22. return S

Algorithm 2: SupDEAsolver: To solve the super-efficiency DEA problem with Eq.(9).

**Input:** Γ /*set of the outputs for solving Eq.(9)*/

**Output:** θ_{max} /*maximum efficiency score*/

1. Initialize θ_{max} ← 0
2. foreach p = 1 to |Γ| do
3. Take the elements in Γ_p as the outputs of DMU_p and the elements in Γ_j ∈ Γ as the outputs of DMU_j (j = 1,...,|Γ|, j ≠ p)
4. Solve model (9) to get the efficiency score θ_{p}^*
5. if θ_{max} ≤ θ_{p}^* then
6. θ_{max} ← θ_{p}^*
7. end
8. end
9. return θ_{max}

discrete features X and Y on ̃D is defined as

\[ \hat{I}_D(X;Y) = \sum_{x \in X} \sum_{y \in Y} \hat{p}_D(xy) \log \frac{\hat{p}_D(xy)}{\hat{p}_D(x)\hat{p}_D(y)}, \]  

(11)

where \( \hat{p}_D(\cdot) \) denote probability or joint probability estimated on ̃D.

With the definition of LMI, we have the following proposition.
Proposition 4.1 ([35]). Suppose there are in total \( m \) different joint value assignments of \( S \) in \( D \), then the estimated CMI between \( X \) and \( Y \) given \( S \) can be expressed as

\[
\hat{I}(X; Y|S) = \sum_{i=1}^{m} \frac{|D_i|}{|D|} \hat{I}_{D_i}(X; Y),
\]

where \( D_j \) is the sample subset in which samples contain the \( i \)th joint value assignment of \( S \), and \( \bigcup_{j=1}^{m} D_j \subset D \).

With Proposition 4.1, it is straightforward that \( R(F; c_i|S) \) can be estimated similarly with \( I(F; C|S) \). In terms of [35], the estimation of \( R(F; c_i|S) \) involves two steps: sample sorting and LMI estimation. That is, samples should be first ranked with respect to the joint value assignments of \( S \) in order to make \( D_j (j = 1, ..., m) \) satisfy

\[
\bigcup_{j=1}^{m} D_j = D
\]

and

\[
\bigcap_{j=1}^{m} D_j = \emptyset.
\]

To realize this, sorting methods such as merge-sort method (with the computational complexity of \( O(|S| \cdot |D| \cdot \log |D|) \)) and radix-sort method (with the computational complexity of \( O(|S| \cdot (|D| + \hat{r})) \) where \( \hat{r} = \max_{F \in \mathcal{F}} |F| \)) are applied. Then, LMI estimation with linear computational complexity can be conducted on each \( D_j \subset D \) by traversing \( D \) only once. Since the joint distribution \( p(fc) \) for all pairs of \( f \) and \( c \) have already achieved during the traversing process, all \( R(F; c_i|S) \) \((c_i \in C)\) can be estimated within the complexity of \( O(|S| \cdot |D| \cdot \log |D|) \) (if merge-sort method is applied) or \( O(|S| \cdot (|D| + \hat{r})) \) (if radix-sort method is applied)

More specifically, with the characteristic of DEA-CS that the scale of the selected feature subset \( S \) grows incrementally, we have the following corollary.

Corollary 4.1. Given the current feature subset \( S_t \) and the newly-selected feature \( F_{\text{added}} \), the worst-case computational complexity of the estimation of all \( R(F; c_i|S_{t+1}) \) \((i = 1, ..., |C|)\) in DEA-CS is \( O(|D| \cdot \log |D|) \) or \( O(|D| + \hat{r}) \) where \( \hat{r} = |F_{\text{added}}| \).

Proof of Corollary 4.1 is straightforward, since there is only one feature \( F_{\text{added}} \) which will be selected and added in \( S_{t+1} \), at the \( t \)th iteration of the first ‘for’ loop of DEA-CS shown in Algorithm 1. Thus, we only need to re-sort samples with respect to the value assignments of \( F_{\text{added}} \) to get \( S_{t+1} \) with well-ordered samples satisfying Eq.(13) and Eq.(14), with the computational complexity of \( O(|D| \cdot \log |D|) \), or \( O(|D| + \hat{r}) \) where \( \hat{r} = |F_{\text{added}}| \). Under this circumstance, the estimation of all \( R(F; c_i|S_{t+1}) \) \((i = 1, ..., |C|)\) (i.e. LMI estimation) can be conducted with the computational complexity of \( O(|D|) \). Therefore, the worst-case computational complexity of the estimation of all \( R(F; c_i|S_{t+1}) \) \((i = 1, ..., |C|)\) in DEA-CS is \( O(|D| \cdot \log |D|) \) or \( O(|D| + \hat{r}) \) where \( \hat{r} = \max_{F \in \mathcal{F}} |F| \).

4.2. Computational complexity of DEA-CS

The computational complexity of DEA-CS refers to the estimation of \( R(F; c|S) \) \((c \in C)\) and linear programming (LP) solving, while that of the former has been given in Corollary 4.1. For LP solving, interior methods can be applied in DEA-CS to guarantee polynomial time complexity, e.g. Karmarkar’s famous algorithm [47] with the computational complexity of \( O(|D|^{3.5} \cdot L) \), where \( L \) is the bi-length of data. With the results of the iteration complexity of DEA-CS, the computational complexity of the estimation of \( R(F; c|S) \) for all \( c \in C \), and the computational complexity of a LP solver, we can thus get the computational complexity of DEA-CS as \( O(\delta \cdot |F| \cdot |D| \cdot \log |D|) \) or \( O(\delta \cdot |F| \cdot (|D| + \hat{r})) \). Note that in practice, interior methods may not be necessarily used for DEA solving in DEA-CS since simplex method may be more efficient if the problem scale is not large.

\(^3|F|\) denotes \# value assignments of \( F \) in \( D \)
5. Empirical results

In this section we empirically evaluate proposed method against four representative feature selection methods. Ten well-known UCI datasets\(^4\) are chosen in our experiments for performance validation. In what follows, we first briefly describe the benchmark datasets and the experiment settings. The experimental results are then presented and discussed.

5.1. Datasets and experimental settings

Table 1 summarizes general information about the selected UCI datasets. These are chosen from different domains and to have a wide range of multi-class problems. The features within each dataset have a variety of characteristics — some discrete and some continuous. Continuous features are discretized using Minimum Descriptive Length (MDL) method [48], which is a supervised discretization method, prior to feature selection and classification. Features already with a discrete range are left untouched.

| Id | Name            | # samples | # features     | Type               | # classes |
|----|-----------------|-----------|----------------|--------------------|-----------|
| 1  | flags           | 194       | 29             | discrete+continuous| 8         |
| 2  | kr-vs-kp        | 3196      | 36             | discrete           | 2         |
| 3  | mfeat-zernike   | 2000      | 48             | continuous         | 10        |
| 4  | synthetic-control | 600      | 60             | continuous         | 6         |
| 5  | splice          | 3190      | 60             | discrete           | 3         |
| 6  | musk2           | 6598      | 166            | continuous         | 2         |
| 7  | DNA             | 3186      | 180            | discrete           | 3         |
| 8  | arrhythmia      | 452       | 279            | discrete+continuous| 13        |
| 9  | isolet5         | 1559      | 617            | continuous         | 26        |
| 10 | gisette         | 6000      | 5000           | discrete+continuous| 2         |

Since the classification performance is the ultimate evaluation for feature selection validation [38], we report in our experiments the classification results on selected UCI data sets. Four typical classifiers, namely Support Vector Machine (SVM) [49], C4.5 decision tree [50], \(k\)-Nearest Neighbor (\(k\)NN) [51], and Naive Bayesian Classifier (NBC) [52], are selected to perform classification task. They are the most influential algorithms that have been widely used in the pattern recognition and data mining communities. The experimental workbench for classification is Weka (Waikato environment for knowledge analysis) [52], which is a collection of typical data mining algorithms. The parameters of classifiers for each experiment are set to default values preset in Weka. We use in our experiments classification accuracy as the performance index.

We empirically evaluate the performance of proposed method by comparing it with three MI-based feature selection methods namely mRMR [7], DISR [37], and MIM [23], a famous distance-based method ReliefF [53], and another DEA-based feature ranking algorithm DEAFS [24]. All of them are the most representative and well-performed feature selection methods. A brief description of them is as follows:

- **mRMR algorithm [7]**: The minimal-Redundancy-Maximal-Relevance (mRMR) method is a very famous feature selection algorithm that uses mutual information \(I(F_i; C)\) to measure class-relevance, i.e.
  \[
  I(F_i; C)
  \]
  where \(F_i\) is the candidate feature, and \(I(F_i; F_s)\) to measure paired dependency, i.e.
  \[
  \frac{1}{|S|} \sum_{F_s \in S} I(F_i; F_s)
  \]

\(^4\)http://archive.ics.uci.edu/ml/
where \( S \) is the already-selected feature subset. It selects feature satisfying
\[
\max_{F_i} \left\{ I(F_i; C) - \frac{1}{|S|} \sum_{F_s \in S} I(F_i; F_s) \right\}
\]
in a greedy manner. It is a kind of feature selection methods that only consider pairwise redundancy [38].

• DISR algorithm [37]: The Double Input Symmetrical Relevance method uses following criterion to selected features:
\[
J_{disr}(F_i) = \sum_{F_s \in S} \frac{I(F_i; F_s; C)}{H(F_i; F_s; C)}
\]
where \( H(\cdot) \) denotes information entropy. Features with maximum \( J_{disr} \) will be selected by DISR. This criterion is a modification of the Joint Mutual Information criterion [36] which is shown to be one of the most effective MI-based feature selection criteria as indicated in [38]. Also, It is a kind of feature selection methods that only consider pairwise redundancy [38].

• MIM algorithm [23]: The Mutual Information Maximization algorithm harnesses a simple criterion that only measure the class-relevance of the candidate features and select feature satisfying
\[
\max_{F_i} I(F_i; C)
\]
in a greedy manner. This heuristic, which considers a score for each feature independently of others, has been used many times in the literature. Note that it is also called Information Gain criterion sometimes because they share the same formulation in feature selection.

• ReliefF algorithm [53]: The ReliefF algorithm is an extension of Relief algorithm [21]. It is a well-known distance-based feature selection method that searches nearest neighbors of samples for each class label and then weights features in terms of how well they differentiate samples for different class labels. For ReliefF, we use 5 neighbors and 30 instances as suggested by [53] throughout the experiments.

• DEAFS [24]: DEAFS is the first feature selection algorithm based on Data Envelopment Analysis. Like most of the typical filters, it evaluates according to more than one criterion (i.e. relevance, redundancy, conditional dependence, etc.), but does not do simple arithmetic operations like what mRMR and DISR do as introduced above. Instead, it applies DEA-based evaluation approach to get the overall score of a feature by considering its relevance to class and conditional dependence to every other feature in the feature space. Moreover, it is a one-time ranking algorithm (like MIM) rather than iterating so many times (like mRMR and DISR) to get final feature ranking results.

We conduct experiments for proposed as well as selected feature selection methods by comparing the classification results on the datasets constructed with the top 1, ..., \( m \) features. The upper bound of \( m \) in our experiment is \( \min\{|F|, 30\} \). Since joint conditional mutual information estimation may result in a premature end of the selecting process, we set the upper bound of \( m \) to be \( \min\{|S|, 30\} \), where \( S \) is the set of actually-selected features of DEA-CS. To achieve impartial results, we conduct 10-fold cross-validation and report the average results of four classifiers. Since DEA-CS and DEAFS are implemented in Java and MATLAB (for LP solving), while mRMR, DISR, and MIM are called in FEAST implemented in C++ [38] and ReliefF is called in Weka implemented in Java, runtime comparison for these feature selection methods makes no sense and thus it will not be conducted and reported in our experiments. In fact, from the time complexity analysis we can find that proposed DEA-CS is with similar time complexity level like typical incremental feature ranking algorithms such as mRMR and DISR. However, since MATLAB code runs much slower than C++, DEA-CS is more time-consuming than MIM, ReliefF, and even mRMR and DISR. We have to admit that this is a drawback of our work and we try to use much more efficient LP solver such as gurobi and CPLEX to significantly promote the execution efficiency in our future work. All experiments are conducted on a personal computer with Windows 7, 3.40 GHz quad-core CPU, and 8GB memory.
5.2. Classification results and discussion

Figs. 4–13 represent the average classification accuracies of four classifiers on ten datasets to illustrate the effect of changes of the performance with respect to an incremental scale of selected features, where the X axis depicts the consecutive numbers of selected features, and Y axis depicts the average classification accuracy. The best performance of each algorithm on the selected datasets is also reported in Tab. 2.

Table 2: Average accuracy of NBC, SVM, kNN, and C4.5 on the selected features: Columns % and # record the best average accuracy rate and the number of the selected features corresponding to the best accuracy for the current feature selection algorithm, respectively. Recall that the upper bound of selected features in our experiment is min(|F|, 30).

| Dat. No. | DEA-CS | # | %  | DEAFS | # | %  | mRMR | # | %  | DISR | # | %  | ReliefF | # | %  | MIM | # | %  |
|---------|--------|---|-----|-------|---|-----|------|---|-----|------|---|-----|---------|---|-----|-----|---|-----|
| 1       | 2      | 66.03 | 2   | 65.38 | 6 | 59.97 | 19  | 57.04 | 2   | 66.03 | 2   | 66.03 |
| 2       | 8      | 96.70 | 17  | 94.11 | 27 | 94.85 | 28  | 94.78 | 28  | 94.54 | 15  | 94.21 |
| 3       | 14     | 69.94 | 30  | 72.30 | 30 | 72.45 | 30  | 72.94 | 30  | 73.58 | 30  | 71.28 |
| 4       | 9      | 94.00 | 30  | 87.17 | 29 | 93.84 | 30  | 90.83 | 29  | 87.42 | 30  | 89.17 |
| 5       | 7      | 92.89 | 7   | 92.89 | 7  | 92.89 | 7   | 92.89 | 19  | 91.16 | 7   | 92.89 |
| 6       | 11     | 94.89 | 17  | 94.75 | 29 | 94.42 | 30  | 94.85 | 24  | 93.13 | 30  | 94.85 |
| 7       | 12     | 95.41 | 28  | 93.49 | 18 | 93.48 | 18  | 93.48 | 25  | 89.11 | 18  | 93.48 |
| 8       | 21     | 74.87 | 27  | 73.29 | 24 | 74.72 | 15  | 73.51 | 29  | 72.46 | 28  | 73.23 |
| 9       | 16     | 66.10 | 30  | 59.79 | 29 | 68.30 | 30  | 64.60 | 30  | 58.41 | 30  | 56.35 |
| 10      | 18     | 92.12 | 22  | 90.76 | 30 | 92.32 | 30  | 91.65 | 29  | 89.00 | 30  | 90.09 |
| Avg.    | 11.8   | 84.19 | 21.0 | 82.39 | 22.9 | 83.72 | 23.7 | 82.65 | 24.5 | 81.48 | 22.0 | 82.16 |

Results shown in Figs. 4–13 and Tab. 2 have verified the superiority of DEA-CS according to
Figure 5: Accuracy comparison with different number of selected features on kr-vs-kp dataset.

Figure 6: Accuracy comparison with different number of selected features on mfeat-zernike dataset.
Figure 7: Accuracy comparison with different number of selected features on synthetic-control dataset.

Figure 8: Accuracy comparison with different number of selected features on splice dataset.
Figure 9: Accuracy comparison with different number of selected features on musk2 dataset.

Figure 10: Accuracy comparison with different number of selected features on DNA dataset.
Figure 11: Accuracy comparison with different number of selected features on arrhythmia dataset.

Figure 12: Accuracy comparison with different number of selected features on isolet5 dataset.
the classification results. DEA-CS performs better in most of the cases, particularly on five datasets namely flags (Fig. 4), kr-vs-kp (Fig. 5), synthetic-control (Fig. 7), musk2 (Fig. 9), and DNA (Fig. 10), and is comparable to other feature selection algorithms on rest of the datasets. According to the results shown in Tab. 2, DEA-CS holds the best average accuracy among six feature selection methods 7 times, and also wins the best average accuracy 84.89% on all selected datasets. Furthermore, the number of its average best selected features is only 11.8, whereas the second minimum number of the average best selected features (held by DEAFS) is 21.0. This illustrates that DEA-CS performs extraordinarily better than other methods when the size of selected features is small, and also verifies the superiority of the estimation of $Div(F; c_i|S)$ conditioned on the whole subset $S$ comparing to the pairwise approximation applied by mRMR and DISR. More specifically, DEA-CS usually performs mediocrely at the very beginning of the top-selected features, but superiorly after the coming of the following ones (which can be found clearly on synthetic-control (Fig. 7) and DNA (Fig. 10)). This is probably because taking all of the selected features as the conditioning set when measuring conditional independence of features, rather than only measuring pairwise redundancy like mRMR, DISR, and DEAFS, can effectively avoid local optima. We also find that ReliefF as well as MIM performs worst among the four selectors in most cases. This is partially due to their ignorance of redundancy among features. For ReliefF which performs worst, it may also lie in no superior parameters preselected to cater various kinds of datasets. DISR, mRMR, and DEAFS perform better than ReliefF and MIM since they consider feature redundancy. However, for DISR and mRMR in some cases, e.g. on flags and kr-vs-kp, they seem to be not so effective. The possible reason is that they only consider pairwise rather than $k$-wise ($k \geq 3$) redundancy among features. For mRMR, it may also lie in the shortages of unsupervised redundancy analysis as indicated in [24]. For DEAFS, it performs well on flags, splice, DNA, and musk2, which indicate the effectiveness of DEA-based feature evaluation strategy. However, it performs not so well on mfeat-zernike and synthetic-control, and is even inferior to most of the other methods on isole5. This possibly lies in that there are too many outputs (i.e. conditional dependence to every other feature) for the DEA-based evaluation process, which breaks rule-of-thumb in DEA [54] suggesting that the number of DMUs
should be at least three times the total number of inputs plus outputs used in the models. In addition, due
to considering relationship to every other feature in the feature space, the conditional dependence between
a current candidate feature and other actually-useless features may obstacle the evaluation process of this
feature and thus finally impairs the quality of selected features. As for proposed method DEA-CS, the
number of outputs (determined by the number of class labels) is usually far smaller than the sample size
and thus making DEA-CS never break the rule-of-thumb in DEA in most cases. In addition, DEA-CS
measures conditional dependence of the candidate feature to only the current selected features rather than
to all other features in the feature space consisting of both actually-useful and actually-useless ones, thus
making the evaluation process of DEA-CS more effective than that of DEAFS.

We may also find that performance of DEA-CS is not outstanding and sometimes inferior to mRMR and
DISR. In addition, DEA-CS selects less features than other methods (e.g. it can only select at most eight
and nine features on flags and synthetic-control, respectively). This implies that DEA-CS ends its selecting
iteration because of $R(F; c_i | S) = 0$ for all $F$ and $c_i$ (see the 16th step in Algorithm 1). This is due to the
sample inefficiency when estimating joint probability on $S$ consisting more than medium amount of features
(e.g. more than 10 features), which finally results in inaccurate estimate values that will obstacle the selection
process. That is, highly redundant features may be selected and they significantly impair the classification
accuracy. It can also illustrate why DEA-CS often performs inferior when the scale of selected feature
grows at the late stage. In addition, the super-efficiency DEA formula applied in DEA-CS evaluates features
in a Debreu-Farrell manner, which is input-oriented and neglects slacks for both inputs and outputs. It is a
kind of radial measures and features may be inaccurately evaluated for it never considers trade-offs between
inputs or between outputs. To this end, alternative non-radial DEA that estimate technical inefficiency with
Pareto-Koopmans measures [55, 56, 57] could be considered for performance promotion.

To further illustrate the feature selection process of DEA-CS, we give an example of the selecting process
at the 13th iteration of DEA-CS on gisette dataset (Fig. 14) which only contains two class labels ($C =
\{c_1, c_2\}$) and thus fits for 2-D illustration.

We can see that, in Fig. 14, twelve features have already been selected in $S_{12}$ and DEA-CS is currently
searching for the 13th feature, where X and Y axes depict the value of $R(F; c_1 | S_{12})$ and $R(F; c_2 | S_{12})$
respectively. From Fig. 14 (a) we can see that $F_{337}, F_{802}$, and $F_{909}$ have been evaluated as efficient features
and thus locate on the efficient frontier (the red line), hence the selected features will be determined among
them in terms of their super-efficiency scores. Fig. 14 (b) – (d) show the new frontiers correspond to
$F_{909}$, $F_{337}$, and $F_{802}$, respectively, where each of them is constructed by the candidate features without
the corresponding feature (we use feature $p$ in Fig. 14 (b) – (d) to denote the currently-evaluated feature
(i.e. the corresponding feature)). It is obvious that $F_{802}$ is furthest from the super-efficient frontier, which
implies its score will be larger than other two features, and thus it will be selected by DEA-CS. However, if
simply adding $R(F; c_1 | S_{12})$ and $R(F; c_2 | S_{12})$ together, like what most MI-based feature selection methods
do (which is mentioned in section 2.3), $F_{909}$ would get the largest score and finally be selected $^5$. From
Fig. 13, we can see that DEA-CS outperforms other feature selection methods when all methods select 13
features.

6. Conclusions & future work

In this paper, we take feature selection as a multi-index evaluation process and propose a novel fea-
ture selection method based on CS strategy and super-efficiency DEA. Since salient features have strong
discriminative power and it would not be impaired given other features, conditional dependence between
the feature-under-evaluation and class given the currently-selected subset is applied to conduct relevance
and redundancy analysis. Different from the extant MI-based feature selection methods, each class label is
taken as an individual variable and CS strategy is then applied in our method to explicitly handle relevance
and redundancy for them. In order to compare the conditional dependence distributions of the candidate

$^5$Note that sum of $R(F; c_1 | S_{12})$ and $R(F; c_2 | S_{12})$ does not equal to $I(F; C | S_{12})$, and thus is not applied by any MI-based
feature selection methods.
features, each candidate is taken as a DMU with |C| outputs (i.e. |C| conditional dependence scores) and a constant input, and a super-efficiency DEA is employed to evaluate the candidate features. The feature with maximum efficiency score will be finally selected in the feature subset which will be used as the conditioning subset in the next iteration, in such a way as to make the scale of the currently-selected subset increased incrementally. To validate the effectiveness of DEA-CS, we compare it with four representative and widely-used feature selection methods namely mRMR, DISR, MIM, and ReliefF through several classification experiments on ten UCI datasets. Empirical results show that proposed method outperforms other feature selection methods in most cases.

However, DEA-CS encounters the difficulty of sample inefficiency for joint distribution estimation, since it always uses the currently-selected subset achieved at the last iteration as the conditioning variable when estimating conditional dependence of candidate features. This is a fatal drawback of the estimation approach. Although the CS strategy applied in DEA-CS estimates $R(F; c|\mathbf{S})$ on the whole samples and thus
can partially mitigate the negative effects caused by sample inefficiency, exponential growth of the sample requirement caused by a steady increase of the scale of the feature subset cannot be avoided in many real world datasets, particularly in bioinformatic datasets which contain very few samples with thousands of features. Therefore, improved pairwise-approximation criterion will be taken into consideration in future work to tackle this problem.

In addition, as we mentioned before, the super-efficiency DEA applied in DEA-CS is a radical DEA approach, which evaluates DMUs in a Debreu-Farrell input-oriented manner and thus neglects slacks for both inputs and outputs. Features may thus be inaccurately evaluated for it never considers trade-offs between inputs or between outputs. Alternative Pareto-Koopmans DEA measures, e.g. the Enhanced Russell Graph [55], RAM [56], and BAM [57], are possible to be considered in future to make trade-offs between inputs or between outputs.
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