An iterative technique to identify browser fingerprinting scripts
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Abstract—Browser fingerprinting is a stateless identification technique based on browser properties. Together, they form an identifier that can be collected without users’ notice and has been studied to be unique and stable. As this technique relies on browser properties that serve legitimate purposes, the detection of this technique is challenging. While several studies propose classification techniques, none of these are publicly available, making them difficult to reproduce. This paper proposes a new browser fingerprinting detection technique. Based on an incremental process, it relies on both automatic and manual decisions to be both reliable and fast. The automatic step matches API calls similarities between scripts while the manual step is required to classify a script with different calls. We publicly share our algorithm and implementation to improve the general knowledge on the subject.
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1 Introduction

As cookies and stateful identification techniques become more and more restricted in browsers [8, 18], new techniques have emerged to identify users across the web. Among them, browser fingerprinting is an identification technique based on the collection of browser properties. It is permissionless, unnoticeable for the users and has been studied to be unique [7, 13, 10] and stable [17]. While identifying cookie uses by scripts is easy, browser fingerprinting relies on dozens of JavaScript APIs that have legitimate usages when used separately. Therefore, the identification of this technique is difficult.

We propose here an incremental technique to identify browser fingerprinting by classifying an input dataset made of scripts. We defined 3 labels to be assigned to scripts: fingerprinter—or suspect—for scripts that we consider doing fingerprinting, non-fingerprinter—or clean—for scripts not collecting a fingerprint, and unknown for scripts we do not have enough information about to make a decision. We used the browser fingerprinting scripts identified by Disconnect to provide a ground truth and initiate our algorithm with a list of fingerprinters [6]. We then computed a similarity score between scripts from the input dataset and fingerprinters based on API calls that are known to be used for fingerprinting. Using the similarity score, we could automatically classify the script as fingerprinter or non-fingerprinter. If the automatic algorithm could not be able to label a script, we propose a manual phase to label the script. At the end of the execution, each script of the input dataset is labeled fingerprinter, non-fingerprinter or unknown.

The rest of this report is organized as follow. We present the state of the art in Section 2. We describe our technique in Section 3. We discuss our technique in Section 4 and conclude in Section 5.
2 Background & related work

2.1 Browser fingerprinting

Browser fingerprinting is a technique to identify a user based on its hardware characteristics and browser configurations. It combines properties to build an identifier [12] such as the HTTP headers [7], navigator and screen JavaScript properties [7, 13], canvas [14] and WebGL rendering [3]. Studied by Eckersley [7] and Laperdrix et al. [19], the technique can lead to a unique identifier. Moreover, Vastel et al. [16] showed it is possible to rely on some stable properties to obtain a stable fingerprint and track users across the web for a long period of time. The identification property of a fingerprint can lead either to a tracking technique for malicious purposes [9] or to enhance web security by improving authentication [2] or detecting bots [17].

2.2 Classification of fingerprinters

Since its inception in 2010, browser fingerprinting also triggered many research contributions to identify the characteristics of scripts implementing browser fingerprinting techniques. These contributions mostly lead to the publication of lists of URLs or common patterns. For example, several browsers or extensions use Disconnect[1] or Easy Privacy[2] to protect users against fingerprinters. Some studies focused on classifying browser fingerprinting scripts (or fingerprinters) [1, 9]. Unfortunately, these studies only focus on a reduced set of attributes and are not relevant when studying a real-world dataset adopting advanced browser fingerprinting techniques. Bird et al. [3] used API call similarities to detect fingerprinters and train a machine learning model. However, their ground truth consists of specific attributes or keyword lists that cannot be considered reliable when labeling a real-world dataset. More recently, Iqbal et al. [11] and Rizzo et al. [15] proposed interesting approaches to classify fingerprinting scripts. Both studies combined static and dynamic analysis to build a machine learning classifier. They both relied on a manual analysis to improve the classifier over time. Another more recent work aims at building signatures based on the script’s behaviour [5]. While we believe their approach is the most advanced one to distinguish malicious from benign scripts, it has not been used to classify browser fingerprinting scripts. moreover, the code of all of these approaches is not publicly available, making them difficult to reproduce and reuse.

3 Classification of Fingerprinters: an incremental method

The efficiency of browser fingerprinting relies on the design and implementation of a wide combination of stateless attributes, which can uniquely identify a user that visits a web page. However, this combination of fingerprinting attributes is not formally defined and constantly changes due to the evolution of JavaScript APIs. The list of attributes we collected covers all the attributes currently reported in the literature, but this list might evolve as some API might become deprecated or being removed by browsers vendors. Oppositely, new APIs introduced in browsers might be reported by the community as being usable in a fingerprinting context. This makes browser fingerprinting challenging to detect at large. As we mentioned in Section 2, some techniques exist [11, 15] to classify fingerprinting scripts, but their implementation is not publicly available, leading to a technique hardly reusable to label a real-world dataset using all the attributes a browser fingerprint contains. This section, therefore, applies a supervised classification technique that leverages a ground truth of known browser fingerprinting scripts to label a collection of unknown scripts as fingerprinter or non-fingerprinter, based on the combination of APIs and parameters they access. We use similar techniques and methodology reported in the literature [11, 15], provide our classification algorithm in Appendix A.
and the implementation online. Given the lack of a formal model to identify browser fingerprinting scripts, we propose to adopt an incremental classification process. In particular, we leverage a list of scripts classified as fingerprinter by DISCONNECT to explore similarities in the accessed APIs. Therefore, we compute the similarity score (Jaccard index) to automatically classify our scripts. If a script cannot be labeled automatically, we go through a manual analysis to classify it. We continuously update the similarity scores whenever a script is classified as fingerprinter or non-fingerprinter. This way, we reduce the number of iterations required to label all the scripts included in our dataset by exploiting script similarities. Figure 1 provides an overview of our incremental script classification approach.

3.1 Learning fingerprinting attributes from Disconnect

We bootstrap our approach with the DISCONNECT project that provides a list of fingerprinters whose behavior has been analyzed by experts. DISCONNECT has the advantage of being public, constantly updated, and recognized by the community to be reliable.

Our first step consists of extracting all the JavaScript attributes \( \text{attr}(f_i) \) accessed by each of the fingerprinters \( f_i \in F \) reported by DISCONNECT to identify the discriminating features of known fingerprinters. We bypass minification and obfuscation techniques by instrumenting and monitoring the runtime behavior of each script loaded in an empty web page. Each signature of a fingerprinting attribute is structured as a 3-tuple \( \langle \text{name}, \text{args}, N \rangle \), where \text{name} is the name of the accessed API, \text{args} is the list of parameters used to retrieve this attribute (empty if none) and \( N \) is the number of times that the pair \( \langle \text{name}, \text{args} \rangle \) has been observed along with the execution of script \( f_i \). This results in a matrix of attributes that characterize the fingerprinters listed by DISCONNECT, \( M_F \).

3.2 Computing the fingerprinter similarity for unknown scripts

We start an incremental classification process that takes as input the classification matrix of known fingerprinters \( M_F \) and the list of scripts \( S \) from our dataset of secure web pages. For each script \( s_i \in S \):

1. we extract the set of attributes for each script \( \text{attr}(s_i) \),
2. we compute the similarity score (Jaccard index) between \( \text{attr}(s_i) \) and the attributes \( \text{attr}(f_j) \) of each known fingerprinter \( f_j \in F \), and
3. we keep the tuple with the maximum similarity score and its corresponding intersection \( \langle s_i, \text{jaccard} (\text{attr}(s_i), \text{attr}(f_j)), \text{attr}(s_i) \cap \text{attr}(f_j) \rangle \).

We order the scripts from \( S \) by decreasing similarity score to iteratively find the closest known fingerprinters to this script.

3.3 Auto-labelling

If the maximum similarity score of \( s_i \) equals 1, \( s_i \) implements a browser fingerprinting feature and we automatically label it as such. However, if the score is less than 1, we need to compare to all of the non-fingerprinting scripts already labeled to take a decision. For each non-fingerprinter \( c_k \in C \), we calculate a new intersection (that reuses the previous one we saved), specifically \( \text{attr}(c_k) \cap (\text{attr}(s_i) \cap \text{attr}(f_j)) \), and we keep the result that maximizes the size of the new intersection. If the attributes we obtain from our intersection with fingerprinters are the same attributes we obtain from our intersection with non-fingerprinters, i.e., the intersections are equal, the script’s fingerprinting attributes are not discriminating enough to be considered a fingerprinter, so we label the script \( s_i \) as a non-fingerprinter script. However, if the intersections differ, the fingerprinting attributes \( \text{attr}(s_i) \) are new in the classification, and our algorithm cannot automatically label the script \( s_i \).
3.4 Manual labeling

As pointed out by previous studies [3, 11, 15], manual labeling is necessary when the automatic tools used to classify are unable to decide the label of a script. If our algorithm cannot automatically label the script, we manually analyze the code and label it as either fingerprinter, non-fingerprinter, or unknown. To do so, we use the following criteria:

- the script is blocked by EASYLIST or EASYPRIVACY
- the script contains obvious keywords that reveal its goal (e.g., fingerprinting, deviceFingerprint)
- the attribute values are forwarded to a remote server, as it can be used to compute similarities with previously saved fingerprints, or
- the privacy policy, when available, of the company owning the script mentions fingerprinting, stateless identification technique, device or browser identification.

As soon as the manual evaluation matches 2 of the above criteria, we label the script as fingerprinter. Whenever we label a fingerprinter, the fingerprinting attributes of $s_i$ are added to the detection matrix $M_F$. Each time we rerun the classification process in a new iteration and stop when all the scripts of our dataset have been labeled. The classification algorithm can be found in appendix A.

4 Threat to validity

Script classification only relies on what is observed on a client-side. The backend treatment applied to the collected data cannot be analyzed. Thus, it is impossible to understand with certitude the usage of the browser fingerprinting technique. While classification techniques tend to estimate a script goal, they suffer several threats:

Attributes. It is not possible to monitor accesses to HTTP headers as they are systematically sent with every request, whether or not the website uses them. They can be used by themselves or in aggregation with other fingerprinting techniques. Even if the HTTP headers alone cannot uniquely identify users [10], they can still be used to add entropy.

The ground truth. Our classification algo-
rithm leverages the distances computed between our dataset and the ground truth we chose. While Disconnect is considered as reliable by the literature [11, 3, 15], we cannot guarantee the results given by our algorithm would have been the same if we decided to use a different ground truth.

**Manual labelling.** Concerning manual labeling, other experts in the domain could have different opinions about some scripts, leading to different labels in ambiguous cases. For example, the collection of navigator and screen properties can help a website adapts itself to the device and browser of a user. Some users could consider this as fingerprinting while others could estimate this data collection legitimate for the website. Thus, we expect several users of our technique to obtain different results according to their conception of browser fingerprinting.

**Similar scripts.** Our algorithm labels scripts based on the similarity between the attributes collected by a script. Because we based our approach on fingerprinting attributes, we assumed 2 scripts collecting the same attributes should have the same label. This restriction might have only minor consequences for scripts that collect dozens of attributes and show little ambiguity, however, scripts with a limited number of attributes might use the same attributes for different purposes.

5 Conclusion

In this paper, we proposed a new methodology to classify browser fingerprinting script. Based on an iterative approach, the technique uses the advantage of both automatic and manual labelling to label a dataset of scripts. This technique can be used to classify a wild dataset from scripts obtained of real websites. We made our algorithm and implementation available.

References

[1] Gunes Acar, Christian Eubank, Steven Englehardt, Marc Juarez, Arvind Narayanan, and Claudia Diaz. The web never forgets: Persistent tracking mechanisms in the wild. In Gail-Joon Ahn, Moti Yung, and Ninghui Li, editors, *Proceedings of the 2014 ACM SIGSAC Conference on Computer and Communications Security, Scottsdale, AZ, USA, November 3-7, 2014*, pages 674–689. ACM, 2014.

[2] Furkan Alaca and Paul C. van Oorschot. Device fingerprinting for augmenting web authentication: classification and analysis of methods. In Stephen Schwab, William K. Robertson, and Davide Balzarotti, editors, *Proceedings of the 32nd Annual Conference on Computer Security Applications, ACSAC 2016, Los Angeles, CA, USA, December 5-9, 2016*, pages 289–301. ACM, 2016.

[3] Sarah Bird, Vikas Mishra, Steven Englehardt, Rob Willoughby, David Zeber, Walter Rudametkin, and Martin Lopatka. Actions speak louder than words: Semi-supervised learning for browser fingerprinting detection. *CoRR*, abs/2003.04463, 2020.

[4] Yinzhi Cao, Song Li, and Erik Wijmans. (cross-)browser fingerprinting via os and hardware level features. In *NDSS*, 2017.

[5] Quan Chen, Peter Snyder, Ben Livshits, and Alexandros Kapravelos. Improving web content blocking with event-loop-turn granularity javascript signatures. *CoRR*, abs/2005.11910, 2020.

[6] Disconnect. Disconnect tracking protection. [https://github.com/disconnectme/disconnect-tracking-protection](https://github.com/disconnectme/disconnect-tracking-protection) 2015-2020. [Online].

[7] Peter Eckersley. How unique is your web browser? In Mikhail J. Atallah and Nicholas J. Hopper, editors, *Privacy Enhancing Technologies, 10th International Symposium, PETS*,
Steven Englehardt. Firefox 63 lets users block tracking cookies. (2018). https://blog.mozilla.org/security/2018/10/23/firefox-63-lets-users-block-tracking-cookies/, 2018. [Online].

Steven Englehardt and Arvind Narayanan. Online tracking: A 1-million-site measurement and analysis. In Edgar R. Weippl, Stefan Katzenbeisser, Christopher Kruegel, Andrew C. Myers, and Shai Halevi, editors, Proceedings of the 2016 ACM SIGSAC Conference on Computer and Communications Security, Vienna, Austria, October 24-28, 2016, pages 1388–1401. ACM, 2016.

Alejandro Gómez-Boix, Pierre Laperdrix, and Benoit Baudry. Hiding in the crowd: an analysis of the effectiveness of browser fingerprinting at large scale. In Pierre-Antoine Champin, Fabien L. Gandon, Mounia Lalmas, and Panagiotis G. Ipeirotis, editors, Proceedings of the 2018 World Wide Web Conference on World Wide Web, WWW 2018, Lyon, France, April 23-27, 2018, pages 309–318. ACM, 2018.

Umar Iqbal, Steven Englehardt, and Zubair Shafiq. Fingerprinting the fingerprints: Learning to detect browser fingerprinting behaviors. CoRR, abs/2008.04480, 2020.

Pierre Laperdrix, Gildas Avoine, Benoit Baudry, and Nick Nikiforakis. Morellian analysis for browsers: Making web authentication stronger with canvas fingerprinting. In Roberto Perdisci, Clémentine Maurice, Giorgio Giacinto, and Magnus Almgren, editors, Detection of Intrusions and Malware, and Vulnerability Assessment - 16th International Conference, DIMVA 2019, Gothenburg, Sweden, June 19-20, 2019, Proceedings, volume 11543 of Lecture Notes in Computer Science, pages 43–66. Springer, 2019.

Pierre Laperdrix, Walter Rudometkin, and Benoit Baudry. Beauty and the beast: Diverting modern web browsers to build unique browser fingerprints. In IEEE Symposium on Security and Privacy, SP 2016, San Jose, CA, USA, May 22-26, 2016, pages 878–894. IEEE Computer Society, 2016.

Keaton Mowery and Hovav Shacham. Pixel perfect: Fingerprinting canvas in HTML5. In Matt Fredrikson, editor, Proceedings of W2SP 2012. IEEE Computer Society, May 2012.

Valentino Rizzo, Stefano Traverso, and Marco Mellia. Unveiling web fingerprinting in the wild via code mining and machine learning. Proc. Priv. Enhancing Technol., 2021(1):43–63, 2021.

Antoine Vastel, Pierre Laperdrix, Walter Rudometkin, and Romain Rouvoy. FP-STALKER: tracking browser fingerprint evolutions. In 2018 IEEE Symposium on Security and Privacy, SP 2018, Proceedings, 21-23 May 2018, San Francisco, California, USA, pages 728–741. IEEE Computer Society, 2018.

Antoine Vastel, Walter Rudometkin, Romain Rouvoy, and Xavier Blanc. FP-Crawlers: Studying the Resilience of Browser Fingerprinting to Block Crawlers. In Oleksii Starov, Alexandros Kapravelos, and Nick Nikiforakis, editors, MAD-Web’20 - NDSS Workshop on Measurements, Attacks, and Defenses for the Web, San Diego, United States, February 2020.

John Wilander. Full third-party cookie blocking and more. https://webkit.org/blog/10218/full-third-party-cookie-blocking-and-more/2020. [Online].
Algorithm 1 Script classification algorithm

1: function Classify(disconnect, dataset)
2:     fingerprinters ← BuildFrom(disconnect)
3:     suspectScripts ← ⟨⟩
4:     cleanScripts ← ⟨⟩
5:     unknownScripts ← ⟨⟩
6:     hasEnded ← False
7:     while !hasEnded do
8:         needToRecompute ← False
9:         scriptsScoreAndIntersection ← ComputeScoreAndIntersection(fingerprinters, dataset)
10:        SortByScoreDesc(scriptsScoreAndIntersection)
11:       i ← 0
12:       while !needToRecomputeAndi < Length(scriptsScoreAndIntersection) do
13:           script, score, fingerprintersIntersection ← scriptsScoreAndIntersection[i]
14:           if score = 1 then
15:               suspectScripts ← suspectScripts ∪ ⟨script⟩
16:           else
17:               cleanIntersection ← ComputeBiggestIntersection(cleanScripts, intersection)
18:               if Equals(fingerprintersIntersection, cleanIntersection) then
19:                   cleanScripts ← cleanScripts ∪ ⟨script⟩
20:               else
21:                   label ← ManuallyLabelScript(script)
22:                   if IsFP(label) then
23:                       fingerprinters ← fingerprinters ∪ ⟨script⟩
24:                       needToRecompute ← True
25:                   else if IsNonFP(label) then
26:                       cleanScripts ← cleanScripts ∪ ⟨script⟩
27:                       needToRecompute ← True
28:                   else if IsUnknown(label) then
29:                       unknownScripts ← unknownScripts ∪ ⟨script⟩
30:               end if
31:           end if
32:       end while
33:       if i == Length(scriptsScoreAndIntersection) then
34:           hasEnded ← True
35:       end if
36:     end while
37: return suspectScripts, cleanScripts, unknownScripts
38: end function