Hyperledger Fabric-based Lightweight Group Management (H-LGM) for IoT Devices

JUHYUN MAENG¹, YOONNYOUNG HEO¹, INWHEE JOE¹
Department of Computer Science, Hanyang University, Seongdong-gu, Seoul 04763 Korea
Corresponding author: Inwhee Joe (e-mail: iwjoe@hanyang.ac.kr).

This work was supported partly by the Institute for Information Communications Technology Promotion (IITP) grant funded by the Korea government (MSIP) (No. 2020-0-00107, Development of the technology to automate the recommendations for big data analytic models that define data characteristics and problems), and partly by the National Research Foundation of Korea (NRF) grant funded by the Korea government (MSIT) (No. NRF-2019R1A2C1009894).

ABSTRACT Internet of Things (IoT) is a network that can communicate between devices without human intervention. In this network, IoT devices collect sensor data and provide them for various applications. However, data collected from the device may include sensitive information. If this information is leaked, several serious problems will occur. Therefore, access control is presented to allow only authorized users to access important data. This paper proposes a model for organizing and managing groups with the group key (GK) so that only the authorized users can share data for access control. In particular, rekeying overhead is reduced. Because the IoT devices are resource-constrained, the network lifetime may be reduced as the rekeying overhead increases. There is a problem when group communication between multiple users is not used. If multiple users can easily access all data, the leakage of sensitive information will increase. To solve this problem, only users who need to share data join in a group based on the hyperledger fabric. Our approach groups users with the same GK and protects sensitive data by using secure communication links within the group. In addition, a trusted agent for rekeying sends a new GK to users in the group. Therefore, the security of data is guaranteed, and the network lifetime is extended. We analyze the storage cost, delay, and processing time for rekeying, and we also compare them according to the number of users and the depth of the key tree. The results of the performance analysis show that the proposed hyperledger fabric-based lightweight group management (H-LGM) outperforms the existing method in terms of storage cost, delay, and processing time.

INDEX TERMS Group Management, Group Key, Rekeying, Agent, Hyperledger Fabric, IoT Device.

I. INTRODUCTION

Internet of Things (IoT) is a network that can communicate between diverse devices without human intervention [1]. IoT can collect and exchange data and convert it into information [2]. In addition, IoT devices produce various data and share information by accessing the internet [3]. This IoT provides a wide variety of applications [4]–[7], it has changed our daily life considerably [1]. However, data collected from IoT devices may include sensitive information [4]. If information is leaked, several serious problems will occur [7], [8]. Therefore, access control is presented to protect important data from unauthorized users [9]. Access control of important data may be performed using a secure communication link between users in the group. Where a pre-agreed key is required for the communication link [10]. The pre-agreed key is held only by users in the group. This key is the group key (GK). Only users with GK can access important data. GK is generated by the trusted agent among the users and transmitted to users in the group. Therefore, securing the reliability of the agent that makes this GK is very important. This is because if the agent is malicious, the agent sends GK to an external user, so important data cannot be protected from unauthorized users. In this paper, in order to secure the reliability of GK and prevent its leakage, we secure the reliability of the agent by applying the open-source hyperledger fabric [11]. Authentication can
be effectively implemented using MSP\(^1\), an element of hyperledger fabric [12]. The proposed hyperledger fabric-based lightweight group management (H-LGM) generates a GK that manages the group through an agent previously authenticated by the MSP. Since the agent is certified by the MSP, the reliability of GK is secured and its leakage may be prevented. Whenever each user leaves or joins, the agent rekeying and sends the key to users in the group. Data is then shared between users in the group. As a result, important data may be protected from unauthorized users. Also, in order to extend the lifetime of a network composed of IoT devices, rekeying overhead must be reduced. This is because IoT devices are seriously resource-constrained [13] If the storage cost, delay, and processing time increase for rekeying in this device, the network lifetime may be reduced. The proposed lightweight rekeying reduces the key tree depth of the GK to reduce the update overhead of the GK. As a result, the lifetime of the network composed of the resource-constraint IoT device may be extended.

Under these considerations, we implement H-LGM to protect important data from unauthorized users. In addition, lightweight rekeying was studied to extend the lifetime of the network consisting of resource-constrained IoT devices. Our contributions can be summarized as follows:

- **We propose a lightweight rekeying to reduce the update overhead of GK and H-LGM to manage access control of important data.**

- **We use GK to organize and manage groups. Because if users use a secure communication link within a group while authenticating with the same GK between users, access control of important data can be performed.**

- **We use an agent for lightweight rekeying. Because if the agent re-generates the GK and sends it to all users in the group to reduce the rekeying overhead, storage cost, delay, and processing time can be reduced. Also, in order to secure the reliability of the agent, it is authenticated by the MSP, an element of hyperledger fabric, and registered in a private network.**

- **In performance evaluation, we demonstrate the effectiveness of H-LGM. Since storage cost, delay, and processing time according to rekeying are reduced compared to the existing method, the lifetime of the network composed of IoT devices may be extended.**

The rest of this paper is organized as follows. Section 2 presents the related work. Section 3 introduces the hyperledger fabric-based lightweight group management (H-LGM). Section 4 analyzes various cases of the H-LGM in terms of storage cost, delay, and processing time. Section 5 presents the limitations of the study. Finally, Section 6 concludes the paper.

### II. RELATED WORK

Recently, Internet of Things (IoT) devices have been used in various areas [14]. Since IoT devices in diverse fields may communicate with each other, important data may be leaked to any user. Therefore, it is necessary to protect important data by forming a group between IoT devices. Under these considerations, several studies have been conducted to enhance data security. In [15], the author proposed a blockchain-based authentication and dynamic group key agreement protocol to improve some shortcomings in the existing group key agreement protocol. Authentication of each member can be performed by authenticating the left neighboring member. The literature [16] considers group sensor communication protocols to address various vulnerabilities in wireless network communication. This protocol performs basic arithmetic and logical operations for sensor node authentication and data transmission. In [17], group key management (GKM) for the management of multiple devices was studied. The proposed GROUPIT is a two-tier GKM architecture. In GROUPIT, each device is included in a predetermined group, and key management is performed within or between each group. [18] studies group key management (GKM) protocols for dynamic IoT environments. In this protocol, device groups can join or leave the network, also user groups may be created and dismantled. In [19], the author proposed master-key-encryption-based multiple group key management (MKE-MGKM) for multiple multicast groups. MKE-MGKM uses a master key and multiple slave keys. As shown in Fig. 1, key trees can be used to manage groups. In this logical key hierarchy (LKH)\(^2\), the owner uses a key on the path from leaf node to root node when in a group [20], and if a new user joins the group or an existing user leaves, all keys on the path are updated [21]. In addition, all users in the group share the group key [22]. There are also one-way function tree (OFT) and LKH++, which manage groups through the key tree. In the OFT, each node \(v\) has a node secret \(x_v\) and a node key \(k_v\). If the key tree changes, the node secret \(x_v = f(x_{\text{left}}) \oplus f(x_{\text{right}})\) and node key \(k_v = f(x_v)\) from node \(v\) to root node are updated. The node secret of the updated root node is used as the group key. where I and r are left and right children of node \(v\). \(F\) is a one-way function and \(\oplus\) is bitwise exclusive-or [23]. In addition, in LKH++, the user has a key from leaf node to root node. If a member of the group changes, the key in the path to the root node is updated. The group is managed with the key of this root node [24], [25]

Since IoT devices are resource-constrained, it is necessary to reduce storage cost, delay, and processing time according to rekeying. Therefore, this paper proposes hyperledger fabric-based lightweight group management (H-LGM).

---

\(^1\)https://hyperledger-fabric.readthedocs.io/en/release-2.2/msp.html

\(^2\)http://cgi.di.uoa.gr/~halatsis/Crypto/Bibliografia/Crypto_Lectures/Stinson_lectures/lec20.pdf
III. PROPOSE METHOD

A. SYSTEM MODEL

In this paper, we assume that, as shown in Fig. 2, the proposed system consists of the fabric-CA root server, hyperledger fabric, and a number of users expressed by $U_i, \forall i \in \{0, 1, 2, \ldots, K\}$ Hyperledger fabric consists of membership service providers (MSP), agent and fabric-certificate authority (CA) intermediate server including enrollment (E)CA and transport layer security (TLS) CA. Under this configuration, the procedure for registering and verifying any user in the group as an agent of the system is as follows. The Fabric-CA intermediate server requests verification from fabric-CA root server. Fabric-CA root server verifies hyperledger fabric and then issues a certificate to the fabric-CA intermediate server. Next, the MSP requests verification from the fabric-CA intermediate server. Fabric-CA intermediate server verifies the MSP and then issues a certificate to the MSP. As a result, preparations for registration and verification of the agent are completed. When the agent requests registration from the fabric-CA intermediate server, the (E) CA of the Fabric-CA intermediate server verifies the agent and then issues the certificate to the MSP and the agent. Also, the (TLS) CA issues a certificate to the MSP and the agent to establish a communication link between the MSP and the agent. Finally, the MSP verifies the certificate owned by the agent, and each user in the group has a shared key expressed by $PK_i, \forall i \in \{0, 1, 2, \ldots, K\}$ Each user sends a PK to the agent when requesting to join the group. This PK is used when the agent is rekeying; therefore, multiple groups can be created and operated simultaneously. Agents in each group manage the group after completing registration and verification as described above. MSP and orderer already receive a certificate from fabric-CA intermediate server and are mutually authenticated. The agent requests a certificate from the fabric-CA intermediate server that can prove itself.

FIGURE 1. The key tree of the logical key hierarchy scheme [20].

FIGURE 2. General system model: Hyperledger fabric-based lightweight group management (H-LGM).

A reliable agent should be selected because the agent performs an important role in managing the group. Therefore, as shown in Fig. 4, the selected agent is verified by the fabric-CA intermediate server and MSP. In order to issue a certificate for the MSP, the MSP generates a shared key. Next, a certification request for MSP is generated, including information on organizations, organizational units, cities and regions, states, provinces, and countries within the MSP. After the created shared key and authentication request are sent to the CA, the CA issues the certificate and sends it to the MSP. This procedure is implemented in the same way for issuing certificates for other nodes. MSP and orderer already receive a certificate from fabric-CA intermediate server and are mutually authenticated. The agent requests a certificate from the fabric-CA intermediate server that can prove itself.

FIGURE 3. Core system model: Hyperledger fabric-based lightweight group management (H-LGM).

A reliable agent should be selected because the agent performs an important role in managing the group. Therefore, as shown in Fig. 4, the selected agent is verified by the fabric-CA intermediate server and MSP. In order to issue a certificate for the MSP, the MSP generates a shared key. Next, a certification request for MSP is generated, including information on organizations, organizational units, cities and regions, states, provinces, and countries within the MSP. After the created shared key and authentication request are sent to the CA, the CA issues the certificate and sends it to the MSP. This procedure is implemented in the same way for issuing certificates for other nodes. MSP and orderer already receive a certificate from fabric-CA intermediate server and are mutually authenticated. The agent requests a certificate from the fabric-CA intermediate server that can prove itself.
After verifying the agent, the fabric-CA intermediate server generates a certificate for the agent and sends it to the agent. The agent then requests registration from the MSP. The MSP requests a certificate from the agent, which receives the request and sends the certificate issued by the fabric-CA intermediate server to the MSP. Upon receipt of the certificate, the MSP confirms the previous registration and integrity of the certificate. If there is no problem with the registration of the certificate, MSP requests the certificate from the fabric-CA intermediate server that issued the certificate to the agent. The fabric-CA intermediate server sends the certificate requested by the MSP, and the MSP confirms the previous registration and integrity of the certificate as before. The MSP then confirms the verification of the agent through the received certificate and notifies the orderer of the result. Registered and validated agent manages the group. The MSP records the agent in the block through the orderer.

The following procedure is required for the user to receive the GK from the agent. The user sends a message to the agent that includes random numbers, session ID, and cipher suite information generated by the user. Upon receiving it, the agent transmits the random numbers and session ID information generated by the user. Then, the agent requests certificate of the user. The user sends information to the agent for the exchange of his certificate. The agent then sends information to the user for the exchange of his certificate and requests certificate of the user. The user sends information to the agent for the exchange of certificate and key, and the agent requests certificate of the user. Then, the user sends information to the agent for the exchange of certificate and key, and sends information about the verified certificate to the agent. The user and agent update the existing information by exchanging updated parameters in a series of processes, so that communication between the user and the agent becomes reliable.\(^4\)

### B. GROUP MANAGEMENT

In this section, we introduce the proposed hyperledger fabric-based lightweight group management (H-LGM). When a user leaves or joins a group through H-LGM, a procedure in which GK is re-generated and the group is re-established is described.

\(^4\)https://developer.mozilla.org/ko/docs/Web/JavaScript/Reference/Global_Objects/Math/random

1) USER LEAVE

As shown in Fig. 5, \(U_5\) leaves the existing group. First, \(U_5\) sends \(PK_5\) to the agent and requests to leave the group. The agent confirms the request from \(U_5\), discards the \(PK_5\) of \(U_5\), and then informs \(U_5\) of the result. Next, GK is re-generated with the \(PK_{0\sim4}\) of \(U_{0\sim4}\) in the existing group and the new random string. GK is transmitted to \(U_i, V_i \in \{0, 1, 2, 3, 4\}\) in the group.

![Flow chart: The user leaves the group.](Image)

\[
GK = SHA - 256(PK_0 + PK_1 + PK_2 + PK_3 + PK_4 + \text{randomstring}) \quad (1)
\]

The random string is 15 random numbers. It is randomly selected between English alphabets and numbers from 0 to 9. There are 62 in total and are listed in order. The random string is generated as follows. First, the randomly selected number between 0 and 1 is multiplied by 62. Then the characters in the order corresponding to the resulting value are selected, which is repeated 15 times. Since the rekeying includes a random string, it is possible to reduce the possibility that the leaked or lost GK and the re-generated GK are the same. Here, SHA-256 represents a hash function, as shown in Fig. 6, a new GK is obtained by the input values \(PK_{0\sim4}\) and a random string.

2) USER JOIN

As shown in Fig. 7, \(U_5\) joins the existing group. First, \(U_5\) sends the \(PK_5\) to the agent and then requests a group join. The agent confirms the request from \(U_5\) and requests \(PK_5\) from \(U_5\). \(U_5\) sends the \(PK_5\) to the agent and waits. The agent re-generate GK with the \(PK_{0\sim4}\) of \(U_{0\sim4}\) and \(PK_5\) of \(U_5\) in the existing group and a new random string. Then, the GK is provided to the \(U_i, V_i \in \{0, 1, 2, 3, 4, 5\}\) in group.

The agent re-generate the GK with the \(PK_5\) of the new \(U_5\), the \(PK_{0\sim4}\) of the existing \(U_{0\sim4}\), and the new random string, and it is expressed as follows.

\[
GK = SHA - 256(PK_0 + PK_1 + PK_2 + PK_3) \quad (2)
\]

As shown in Fig. 8, a new GK is obtained by inputting \(PK_{0\sim5}\) and random string.
IV. PERFORMANCE EVALUATION

In this section, we show the results of analyzing the proposed hyperledger fabric-based lightweight group management (H-LGM). The environment in which H-LGM is implemented is listed in Table 1.

| Table 1. HARDWARE AND SOFTWARE ENVIRONMENTS. |
|-----------------------------------------------|
| Hardware | Value | Description |
| CPU      | AMD Ryzen 7 1700 3.0GHz |  |
| Memory   | 32GB |  |
| Software (Vmware) | Ubuntu 16.04.7 LTS |  |
| Virtual machine | Workstation 16 |  |
| CPU      | 4 CORE |  |
| Memory   | 8GB |  |
| Hyperledger fabric | Version 2.3.2 |  |
| Node     | Version 14.16.1 |  |

The value used in the experiment is the same as TABLE 2, and each value is actually measured in the implemented environment. The results are calculated using generalization equations from TABLEs 3 to 6, and the mean values of 50 times are shown as graphs. The generalized equation uses $h \approx \log_d (n)$ of LKH [26].

WHERE, u is the number of all users in the group, and d represents the depth of the key tree for rekeying, and $k_l$ is the size of a key for rekeying, and $t_r$ is the time to make random strings. Also, $t_e$ is a time for generating GK by PKs of all users in the group and random string, $t_x$ is the time for XOR operation. $t_d$ is the time for decryption, $t_b$ represents the time at which all users in the group receive GK.

From TABLE 3 to TABLE 6, the client represents the user. The server for H-LGM is an agent, and the server for LKH is a key distribution center (KDC). Also, the server for OFT is a manager, and the server for LKH++ is a center. When a user leaves or joins a group, the storage cost of the client and the server by the model are calculated by using the generalized equation, as shown in TABLE 3 and 4. First, when a user leaves or joins a group, in H-LGM, the client stores GK and PK, and the server stores only GK. Next, when one user leaves or joins a group, in LKH, the client stores $2d$ KEKs and one GK. However, the storage cost according to the leave and join of the server is different. During leave, $2(d-1)$ KEKs and one GK are stored, and during a join, $2d-1$ KEKs and one GK are stored. In OFT, if a user leaves or joins a group, the client stores unblended key and blind node secrets of $d+1$ and unblended key and blind node secrets of $2d+1$ along the path to root, respectively. The server stores $2d-1$ KEKs and one GK.
and 2d+1 respectively. In LKH++, if a user leaves or joins a group, the client stores key, private key, and random number of d+2 along the path to the root. The server stores d+1.

**TABLE 3. STORAGE COST WHEN THE USER LEAVES THE GROUP.**

|            | H-LGM  | LKH    | OFT    | LKH++ |
|------------|--------|--------|--------|-------|
| Client     | $2k_1$ | $(\log_2 u+1)k_1$ | $(\log_2 u+1)k_1$ | $(\log_2 u+2)k_1$ |
| Server     | $k_1$  | $(2\log_2 u-1)k_1$ | $(2\log_2 u-1)k_1$ | $(\log_2 u+1)k_1$ |

**TABLE 4. STORAGE COST WHEN THE USER JOINS THE GROUP.**

|            | H-LGM  | LKH    | OFT    | LKH++ |
|------------|--------|--------|--------|-------|
| Client     | $2k_1$ | $(\log_2 u+1)k_1$ | $(\log_2 u+1)k_1$ | $(\log_2 u+2)k_1$ |
| Server     | $k_1$  | $(2\log_2 u)k_1$  | $(2\log_2 u+1)k_1$ | $(\log_2 u+1)k_1$ |

**A. STORAGE COST**

Fig. 9 is the result of comparing the storage cost of the client and server. Each (a), (b), and (c), (d) represent the result of the storage stored by each user for each rekeying according to the number of users when one user leaves and joins a group. H-LGM reduces storage than the existing method. This is because, when rekeying, each user only has an individual PK and a new GK, and an agent only has a re-generated GK. Since the storage stored by each user and agent is reduced compared to the existing method, the network lifetime consisting of resource-constraint IoT devices can be extended.

When a user leaves or joins a group, the delay of the client for each model is calculated by a generalized equation, as shown in TABLE 5. In H-LGM, when a user leaves or joins a group after the agent completes encryption, users receive GK. However, the delay according to the leave and join of the KDC is different. At the time of leave, after 2d-1 encryption is completed, users receive GK. During join, after completing 2d encryption, users receive GK. In OFT, if a user leaves,
VOLUME 4, 2016

the users receive GK after 3(d-1) encryption and d xor operations, if a user joins, 3d encryption and d xor operations, and obtains GK. In LKH++, if a user leaves or joins, the users receive a GK after d+1 encryption, one decryption, and d xor operations.

TABLE 5. DELAY OF CLIENT.

|         | H-LGM | LKH | OFT | LKH++ |
|---------|-------|-----|-----|-------|
| Leave   | $t_1+t_p$ + $t_b$ | $(2\log_2 w-1)t_s$ + $t_b$ | $3(\log_2 w-1)t_s$ + $t_b$ + $t_o$ + $t_p$ | $t_o+t_p+\log_2 w(t_o+t_p)$ + $2t_b$ |
| Join    | $t_1+t_p$ + $t_b$ | $(2\log_2 w) t_s$ + $t_b$ | $\log_2 w(3t_1+t_1)$ + $t_b$ | $t_1+t_p+\log_2 w(t_1+t_p)$ + $2t_b$ |

B. DELAY

Fig. 10 is the result of comparing the delay of clients. (A) and (b) show the results of the time each user receives a new

FIGURE 10. Comparison of delay when the user leaves and joins the group.

FIGURE 11. Comparison of processing time when the user leaves and joins the group.

The users receive GK after rekeying according to the number of users when a user leaves and joins a group. H-LGM reduces delay than existing method. This is because the agent reduced the update overhead of the GK by re-generating the GK and transmitting it to all users. Since each user has reduced the time to receive a new GK compared to the existing method, faster group communication will be possible.

When a user leaves or joins a group, the processing time of the server by the model is calculated by the generalized equation, as shown in TABLE 6. In H-LGM, when a user leaves or joins a group, the server performs one encryption. However, the processing time according to the leave and join of the KDC is different. When leaving, 2(d-1) encryption is performed, and when joining, 2d encryption is performed. In OFT, if one user leaves, 3(d-1) encryption and d-1 xor operations are performed, and if one user joins, 3d encryption and d xor operations are performed. In LKH++, if one user
leaves or joins, \(d+1\) encryption, one decryption, and \(d\) xor operations are performed.

C. PROCESSING TIME

Fig. 11 is the result of comparing the processing time of the server. (A) and (b) show the results of the overhead of the server for each rekeying according to depth when a user leaves and joins a group. H-LGM reduces the processing time compared to existing method. This is because the depth of the key tree and the update overhead of GK were reduced. As a result, the processing time for agents is reduced compared to the existing method, so lightweight group management can be implemented.

V. LIMITATIONS OF THE STUDY

Our research has several limitations. First, it is necessary to apply hyperledger fabric-based lightweight group management (H-LGM) to IoT devices and prove its effectiveness. This is because the IoT is a promising technology that can change the everyday life of people [27]. However, IoT devices are resource-constrained [28], in order to extend the network lifetime, resource consumption of the device must be reduced. Therefore, it contributes to the implementation of various applications by proving that the resource constraint of the IoT device is improved through the proposed H-LGM. To this end, H-LGM is implemented in IoT development kits and resource consumption is evaluated. Next, it is necessary to consider the possibility that the same GK will be generated again. To create a new GK, H-LGM generates GK using random string and each PK. Since random strings can generate \(2^{15}\) random numbers, it is difficult to re-generate the same GK. However, since GK performs a role in protecting important data, it is very important to manage GK. Therefore, the system stability is improved by further reducing the possibility of generating the same GK. To this end, an algorithm that generates more than \(2^{15}\) random numbers is developed and performance is evaluated.

VI. CONCLUSION

In this paper, we knew the problem of increasing the storage cost, delay, and processing time for the existing method that manages groups using GK. This problem is because as the number of users increases, the depth of the key tree is increased, and the rekeying overhead is increased. Therefore, we studied hyperledger fabric-based lightweight group management (H-LGM). H-LGM reduces the weight of the key tree and the rekeying overhead. In addition, it secures the reliability of the new GK. Organizing a group using H-LGM can protect important data from external users. As the number of users in existing method increases, the storage cost, delay, and processing time increase, so the network lifetime composed of IoT devices may be reduced. This is because IoT devices are resource-constrained. According to the number of users and the depth of the key tree, the storage cost, delay, and processing time of the proposed H-LGM are analyzed. Storage decreased because the key size of the user and agent was reduced for each rekeying. Also, delay and processing time was reduced because the rekeying overhead was reduced. Therefore, even if the number of users increases, hyperledger fabric-based lightweight group management (H-LGM) reduces storage cost, delay, and processing time, so it can be applied to resource-constraint IoT devices to ensure security of important data.
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