Abstract—Sailing has been for long times the only means of ship propulsion at sea. Although the performance of a sailing vessel is well below the present power driven ships, either in terms of navigation speed and predictability, wind energy is absolutely renewable, clean and free. Unmanned autonomous sailing boats may exhibit a virtually unlimited autonomy and be able to perform unassisted missions at sea for long periods of time. Promising applications include oceanographic and weather data collecting, surveillance and even military applications. The Microtransat competition, launched in Europe in 2006, has been a key initiative to promote the development of robotic unmanned sailing boats. Various regattas have taken place across Europe and the ultimate challenge will be a transatlantic race. This paper presents an autonomous sailing boat developed at the University of Porto, Portugal, with emphasis on the hardware and software computing infrastructure. This platform is capable of carrying a few kilograms of sensing equipment that can be hooked to the boat's main computer, also providing support for short and long range data communications.

I. INTRODUCTION

Contrary to power driven ships, in sailing boats the fastest way to reach a given destination point may be a complex path that depends on various parameters, mainly the current and future wind direction and speed, the period and height of the waves and the sailing performance of the boat. In addition, due to the limited predictability of the weather conditions, the best solution has to be determined or adjusted dynamically during a journey.

Autopilots have been used for decades for automatic steering of sailing boats and are now an essential equipment for long sailing journeys, specially for solitaire sailors. The first autopilots for sailing boats were fully mechanical, providing a closed loop control system to maintain a constant course angle relative to the apparent wind direction. A popular system, still in use today by some sailors, is the windvane servomechanism [1] that has the great advantage of not requiring electric power for its operation. However, stability may be compromised due to the varying apparent wind direction induced by the waves, specially in downwind legs with high waves when the absolute boat speed can oscillate significantly. Current electronic autopilots rely on various input data to steer a sailing boat, including the heading, course, wind and heeling angle. Computerized control systems allow the application of sophisticated methods like fuzzy-sets [2], [3], neural networks [4] or other artificial intelligence techniques [5] as a means to handle the steering control much like a human does.

In addition to steering a sailing boat to keep it in the desired course, the control of sails is a key issue for maximizing its speed. In practice, it may be impossible to constantly tune the sail to follow all the fluctuations of the apparent wind direction, mainly due to restrictions on the power available (either electric or human) to move the sails and also practical limitations of the speed of such adjustments. This is effective in small dinghies where the sailor is continuously controlling the sail sheet by hand but may not be possible in large yachts where a sail adjustment is a slow process and consumes a significant amount of energy due to the high forces involved.

Tuning a sailing boat for minimizing the time required to reach a desired target is thus a complex task that involves course planning, steering control and sail tuning. These components are highly interdependent and cannot be determined in advance during real navigation conditions.

Although presently fully autonomous unmanned sailing boats do not fit in any legal category of ship, the potential they exhibit to carry out unassisted missions at sea for long periods of time may help change this scenario.

This paper introduces the Microtransat competition and presents the hardware and software architecture of FAS(1) (FEUP Autonomous Sailboat), a small scale sailing boat developed at the University of Porto, Portugal. In addition to this introduction, the rest of the paper is organized as follows. Section II presents the Microtransat contest, as a stimuli for the development of autonomous sailing boats. The FAS(1) project is introduced in section III, including a brief presentation of the construction phases and physical data of the current configuration. The electronic system, including the main computer, sensors, actuators and communications, is detailed in section IV, and the organization of the software component is presented in section VIII. Finally, section IX concludes the paper and discusses the future developments planned for FAS(1).

II. THE MICROTRANSAT COMPETITION

To motivate the research and development on autonomous sailing boats, a group of university professors in the United
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Kingdom and France has launched, a few years ago, the Microtransat Challenge (www.microtransat.org). This is a competition of small fully autonomous sailing boats that will have as the ultimate challenge a crossing of the Atlantic ocean.

The Microtransat rules are simple: the only means of propulsion allowed is the wind, boats have to carry or generate all the electric energy they need and no external intervention is allowed during the navigation. In addition, rules establish a maximum boat length of 4 m and (originally) a maximum displacement of 40 kg. The objective of these bounds was to not harm any other type of boat, in the case of an eventual collision at sea.

Since 2006, three competitions have taken place across Europe in restricted waters, including the first World Robotic Sailing Championship in the lake Neusiedl, Austria, in May 2008, that joined four teams from Austria, United Kingdom, Canada and Portugal. These meetings represent excellent opportunities for testing the technologies developed, exchange ideas and share experiences.

A. Legal issues

In spite of the low risk of damage in a real ship resulting from a collision with one of the Microtransat sailboats, the current international maritime law forbids the autonomous navigation of such unmanned vessels. Because of this, a solution has still to be envisaged for accomplishing the transatlantic race planned in the Microtransat competition.

The international rules for avoiding collisions at sea (COLREGS) only address crafts under human control. Current technology has not yet proven to be capable of dealing with the ambiguity of some rules under real situations and, in some cases, the complexity of the procedures required to follow them. Some recent works [6], [7] address the problem of collision avoidance at sea, although a major challenge is still the difficulties associated with the visual perception of the local environment around a boat.

Present Microtransat participants still have no capability to watch their surroundings for identifying potential risks of collision with other ships. However, with the generalization of the AIS (Automatic Information System) and other electronic aids this may be surpassed in a near future by low cost and low power electronics, and open room for the inclusion of unmanned autonomous boats in the international sea regulations.

III. THE FAST PROJECT

The FAST project was launched at the Electric and Computer Department of the School of Engineering of the University of Porto, Portugal, in the beginning of 2007, with the immediate objective of entering the Microtransat series of competitions. The project aimed to design and build a small-scale autonomous sailing boat, robust enough to withstand tough sea and wind conditions. The design length was set to 2.5 m, after scaling down in length and displacement some real oceanic modern sailing boats, and keeping the displacement not far from the 40 kg mark, in order to facilitate the launch and transportation.

The hull shape was inspired in the modern racing oceanic yachts and was developed with the free version of the boat design software DelftShip (www.delftship.org, former FreeShip). The rig is a standard Marconi configuration with the head sail mounted on a boom, as used in small radio-controlled sailing boats. For the moment, there is no mechanism to reef the sails, although this will be necessary in the oceanic version to make it capable of controlled navigation in a wide range of wind speeds. To increase stability, the boat includes a deep keel with a lead ballast. Main dimensions are presented in table I.

| TABLE I |
|------------------|------------|
| Main dimensions of the FEUP autonomous sailboat - FAST |
| Total length (LOA) | 2.50 m |
| Length in the water line (LWL) | 2.18 m |
| Maximum width (beam) | 0.67 m |
| Draft | 1.25 m |
| Displacement | 50 kg |
| Wetted surface | 1.0 m² |
| Ballast | 20 kg |
| Sail area | 3.7 m² |
| Mast height | 3.4 m |

A. Hull construction

The boat was built by a team of students and professors of FEUP, with the help of a kayak builder (Elio Kayaks, www.elio-kayaks.com) that made some of the parts in composite materials. The construction started in the beginning of March 2007 with the assembly of a model. This was built starting from a structure of plywood frames that was covered with a layer of strip planking reinforced with fibreglass and polyester resin. After several iterations of filling and sanding to obtain a smooth surface, this full scale model was then used to build a negative mould.

The hull was fabricated with a sandwich of unidirectional carbon fibre in the outer layer, a low density 3 mm honey comb core in the middle and a inner layer of fibreglass. This sandwich was then pressed with vacuum during the cure of the epoxy resin, following the same industrial process that is used to build high-performance and light weight racing kayaks. Additional reinforcements in plywood, fibreglass and carbon fibre were added at the points of major mechanical stress: the attachment of the keel, the foot of mast and the main bulkheads where the shrouds connect to the hull. Figure 1 shows key stages of the construction process and the final boat.

The keel was built from a block of rigid polyurethane foam reinforced with a wood core, shaped manually to a NACA profile and then laminated in vacuum with several layers of carbon fibre. The keel ballast was fabricated from several layers of a 3 mm lead sheet cut to the various sections of the bulb shape and glued together with epoxy. The rudders were made from a wood core covered by fibreglass with a stainless steel shaft. Mast and boom are tubes of carbon fibre.
The construction of FAST: (top-left to bottom) assembly of the frames; strip planking; the mould; building the hull; the final boat.

used in competition paddles and some standard hardware of masts of small dinghies.

IV. ELECTRONIC SYSTEM

The electronic system used in FAST is assembled with various modules, some of them custom built for this application. These components are organized in 5 main subsystems: computing, communications, sensors, actuators and power management. Figure 2 presents a block diagram with the general organization of the various components and their approximate location in the hull.

The computing system is implemented in a small board computer based on a FPGA\(^2\) reconfigurable digital integrated circuit [8]. The digital system implemented on this device includes a 32-bit RISC microprocessor running with a maximum frequency of 50 MHz (Microblaze [9]), ROM memory holding the bootstrap code and various custom designed digital modules that interface the processor with the sensors and actuators. The organization, characteristics and modes of operation of this system are detailed in the next sections.

The communications section includes a conventional WiFi router (LinkSys WRT54GC), GSM modem (Siemens MC35), IRIDIUM SBD modem (model 9601) and a radio control receiver. All these components are integrated as OEM modules and can be switched on and off under control of the software running in the computing system. The WiFi router provides a convenient data link for short range communication with a personal computer, mainly for software development, debug and configuration purposes. The radio control receiver allows a totally manual control of the sailboat using a four-channel proportional radio-control transmitter. While in sea missions, small volume communications are done by short data messages through a GSM modem and an IRIDIUM SBD modem. While the GSM network is only available within a few miles from shore, the IRIDIUM satellite service guarantees worldwide coverage.

Sensors include the wind vane and anemometer, boom position, digital compass (Honeywell HMR3300), GPS (uBlox RCB-4H), inclinometer, voltage monitors, ambient light sensor, interior temperature and a set of water sensors distributed in various places inside the hull. The wind vane and boom position indicator were custom built with a magnetic field direction sensor from Austria Micro Systems (AS5040). This chip measures the orientation of the magnetic field created by a small magnet placed close to its case and provides 10-bit measures with 1 degree of accuracy. The chip was embedded in epoxy resin and is thus completely isolated from the water. The wind speed sensor is a conventional cup rotor actuating a hall-effect switch.

The sailboat includes only three actuators: two standard high-power RC servos provide independent control of the two rudders and a DC geared motor controls simultaneously the sheets of both sails. The interior layout has room for a second DC motor to allow independent control of the two sails or to provide some mechanism of reducing the sail area. These DC motors are standard window motors used in cars. Although this type of motor and the associated gearbox is known for its low efficiency, they are extremely robust and once positioned and unpowered the gearbox naturally locks the motor’s shaft. As the sail angle only needs to be adjusted to set a new course or when the wind direction changes significantly, this represents an important saving of electric energy when comparing to other combinations motor-gearbox that would need power to

\(^2\)Field-Programmable Gate Array
react to the force of the sail sheet.

Finally, the power management section includes a 45 Wp solar panel (Solara SM160M), and a complete battery power solution with two 95 Wh Li-ion batteries, battery charger and management module and a ultra-efficiency power supply.

V. THE COMPUTING PLATFORM

The computer board used in FASt is a commercial system from Suzaku (SZ130 [8]), built around a Xilinx FPGA, model Spartan3E S1200. The board includes 32 MB of SDRAM, 8 MB of SPI flash memory, serial interface and Ethernet port implemented by a dedicated chip external to the FPGA. A total of 86 digital I/O pins are available for the user application, directly connected to FPGA input/output pins and distributed in edge connectors around the board. The FPGA is only partially occupied by the base project (processor and essential peripherals), leaving roughly more than 1 million equivalent logic gates available for the user system. Figure 3 depicts the organization of the SZ130 board and the reference project implemented in the FPGA that is included with the development kit.

The system runs uCLinux (www.uclinux.org), a version of the popular Linux operating system that has been simplified and adapted for embedded applications running in processors with no memory management unit (MMU). The operating system provides an interactive command line console through a standard RS232 port, a structured file system, multitasking and basic TCP/IP services (FTP, HTTP and TELNET).

This board constitutes a convenient platform for building a digital integrated system that combines a hardware/software cooperative approach. In addition to a conventional microprocessor, a system may include virtually any custom designed digital circuit that may fit into the FPGA's free resources, combining sequential software execution with parallel custom processing carried out by dedicated hardware modules. By moving into custom hardware some of the processing and interfacing functions of a system, the computing load of the central microprocessor may be significantly alleviated. Besides simplifying the development of the software, this approach also allows to reduce the processor's clock frequency what impacts in the overall power consumption.

A. FPGAs

The computing system designed for FASt is based on a FPGA (Field-Programmable Gate Array), providing a flexible reconfigurable computing platform [10]. This solution allows the integration of almost all the required digital electronics into a single chip and simplifies significantly the design of the control software, removing from the central microprocessor the low-level interfacing and data processing tasks.

FPGAs are commercial integrated circuits that can be configured by the end user to implement any arbitrary digital system. The common configuration technology used in present FPGAs is based on SRAM and provides a virtually infinite number of re-configurations in very short times (tens to hundreds of milliseconds). The state of the art FPGA devices offer capacities equivalent to a few millions of logic gates, and include on-chip static RAM exceeding 10 Mbit, dedicated functional blocks optimized for signal-processing applications, gigabit transceivers and, in some families, embedded high-performance processors. Furthermore, the digital
systems implemented in such devices can run with clocks of a few hundreds of MHz and exceed one thousand input/output pins available for the user application. This is now a mature digital technology that offers flexible single chip platforms for targeting complex and high-performance digital systems without incurring in the high costs and long turnaround times of silicon fabrication.

Another interesting attractive of FPGA technology is the ability to quickly modify the digital system implemented in the chip. Different pre-compiled configuration files can reside in low cost off-chip flash memories (or even hard disk) and loaded on request into the FPGA to configure a completely different system. Some FPGA families even allow partial reconfigurations without disturbing the rest of the chip. This is particularly interesting in applications where the processing requirements may vary along the running time depending on external stimuli or operating conditions.

B. Software development

The software for this board is developed in ANSI C and compiled with a customized version of gcc. The development of programs to run on the uCLinux operating system can make use of the most common Linux standard libraries, including TCP/IP communication, file I/O and file system management. The compilation is done on a conventional Linux machine and transferred to the Suzaku board via FTP or through the RS232 serial interface.

The uCLinux file system is locally stored in the flash memory and loaded into a segment of the SDRAM (configured as a RAM disk) during the boot process. During application development, evaluation and debug, the support of the uCLinux operating system is a convenient solution because it eases the implementation of network communication processes, file management and multitasking of different program’s parts. However, for applications requiring low power consumption, running on the top of an operating system may represent a significant overhead in terms of energy consumption. This platform supports easily both implementations that still have to be evaluated.

C. Hardware development

The development of the digital system implemented in the FPGA is done with the EDK/ISE software tools from XILINX. The XILINX EDK (Embedded Development Kit) is a design tool that builds a combined hardware/software design, targeted to a XILINX FPGA-based board. The hardware part is assembled with pre-designed parametrizable modules (microprocessor, SDRAM interface, USART, etc.) and user designed components. The software part is built as a C program that will be later embedded with the FPGA configuration data. The ISE tool suite performs the complete digital design flow for XILINX FPGAs and translates the circuit models produced by EDK into the final data file (bitstream) used to configure the FPGA.

D. FPGA reconfiguration

When the system is powered up, the FPGA chip is configured with data stored in the flash memory. Once the configuration is completed (within less than 1 second) the system implemented in the FPGA starts working and the Microblaze microprocessor runs the code stored internally in the FPGA memories. If the startup of the uCLinux is enabled, then a boot loader is executed to install the file system image into a virtual RAM disk, starting then the operating system kernel. The complete boot process, from power-up to system idle state, takes only approximately 42 s, running the Microblaze at 50 MHz.

The reconfiguration of the FPGA can be done easily under control of software. Under uCLinux, the section of the flash memory that holds the FPGA configuration data can be re-written from a regular file stored in the file system, using one application included in the distribution. The running software application can thus choose a digital system from a batch of pre-built FPGA configurations, copy it to the flash memory and issue a reboot command to restart the system with a completely different digital system in the FPGA.

This unique feature of FPGA-based systems allows to change the digital circuit played by the FPGA, according to different processing needs that may be driven by several factors (e.g., the availability of energy, environmental conditions or function to execute). This is not yet being exploited in FAST, although it may be a good strategy for reducing the energy consumption.

VI. THE FAST COMPUTING SYSTEM

The FAST computing system is implemented in the FPGA of the Suzaku board. Besides the central Microblaze processor, the system includes various dedicated controllers for interfacing the sensors and actuators used in the sailboat, some of them associated with custom computing modules. Figure 4 presents the general organization of the system.

![Fig. 4. Simplified view of the organization of the FAST computing system implemented in the FPGA. All the sensors and actuators are accessed by the microprocessor via dedicated interfaces. The two shaded blocks are standard serial port controllers implemented as pre-built modules from the Xilinx EDK library.](image)
delivering to the software the data retrieved from the sensors in a format easy to be used by the software control system. Besides the implementation of the sensor’s specific interface protocols, this includes parsing messages from the sensors, data filtering, and conversion of units. Simple sliding window averaging filters have been implemented for the wind sensors and the inclinometer, although there is enough room to include higher quality filtering approaches coupled to the interfacing modules.

The access to the peripherals from the Microblaze is done through a port expander. This module uses only one pair of 32-bit memory-mapped bidirectional ports and makes available for the rest of the circuit a set of 16 output and inputs ports (32-bit each).

A. Interfaces with sensors

The wind direction interface reads the AS5040 sensor sampled at 50 Hz and averaged using a sliding window filter of 64 samples (the boom position sensor is interfaced by another instance of this module). The output to the software domain is an integer in the range [-180,+180] and the zero reference can be corrected with a value pre-loaded into the hardware interface. The wind speed sensor interface counts the number of 10 KHz clock periods during one revolution of the cup rotor, converts to knots and outputs an average value computed by a similar sliding window mean filter.

To measure the heel angle around the whole 360 degree range, a two-axis accelerometer is used as an inclinometer. This circuit outputs two PWM signals with a pulse width proportional to the acceleration along each axis. The duration of each pulse is measured by digital circuits based on counters and converted to the heel angle.

The magnetic compass provides 8 reads per second with the heading, roll and pitch angles in ASCII format, as variable sized messages. This interface is done by a small custom controller that implements a parser of the messages received from the compass and performs the conversion to binary. The GPS interface is built with independent finite state machines for extracting the relevant data (lat/lon, speed, time, course and status) from the different binary messages output from the GPS.

The interface with the radio-control receiver is done by 4 instances of the same controller, one for each channel of the radio. The standard control signal used in RC receivers and servos is a 50 Hz digital signal, where the high time defines the position of the servo (ranging from 0.8 ms to 2.2 ms). Each receiver module measures the high time of the corresponding channel and converts it to a two’s complement 10 bit integer: zero means the control stick at the middle, +511 is full right (full front) and -512 is full left (full rear). One additional module monitors continuously the signal received from radio channel 1, looking for 8 consecutive valid pulses (criteria for valid pulses is frequency between 45 Hz and 55 Hz and high time between 0.5 ms and 2.5 ms) to assert a radio present signal. This notifies the rest of the system that the RC transmitter is in range and transmitting correct data.

B. Actuators

The servo motors controllers receive a 10-bit two’s complement number and generate the 50 Hz standard servo control signal, according to the timing referred above. For the moment, only two servos are being used for the two rudders. A hardware multiplexer selects the source of data that is routed to these servos: this can be the output of the RC channel 1 (corresponding to the left-right joystick) or the data sent by the software application running on the processor.

The sail sheet of both sails is command by the same DC motor linked to a multi-turn potentiometer for position feedback. This motor is controlled by a PWM modulator that receives from the software a signed 8 bit value that represents the desired speed for the motor. This interface includes a low-pass filter applied to the input data, to avoid high accelerations that would result in high current draw.

VII. FPGA Implementation

Current design, as represented in figure 4, uses less than 50% of the XC3S1200E FPGA resources and, according to the implementation reports generated by the Xilinx tools, corresponds approximately to 1 million equivalent logic gates. All the modules run with the maximum clock frequency of 50 MHz allowed for the Microblaze processor, although most of them may operate with much lower clock frequencies. Table II summarizes the occupation of the FPGA resources (LUT stands for Look-up table and is the elementary configurable block in Spartan 3E FPGA: a 16 bit SRAM implementing any 4-input combinational logic function).

A. Power consumption issues

Electric power consumption is one of the great concerns in an autonomous sailboat. For a small boat, the only reasonable sources of electric energy for long term navigation are photovoltaic panels and wind turbines. Best solution would be a combination of both but, as far as we know, the commercially available wind generators are too large and heavy for our sailboat. In both cases, the availability of energy always depends on the weather conditions which have a high degree of uncertainty. The electronic system must consume the lowest possible energy and whenever possible adapt its behaviour to the power budget available at each stage.

According to our first estimates, the computing system will account for more than 50% of the total energy consumed by all the electric components, assuming a continuous operation with
the maximum power consumption measured for the present configuration. This represents approximately 560 mA for the 3.3 V supply (1.85 W), including the GPS, digital compass and the wind sensors.

VIII. THE CONTROL SOFTWARE

The control software runs on the top of the uCLinux operating system as a set of processes communicating by UDP sockets. The software architecture tries to mimic the command hierarchy that exists in real boats, associating to a process (software application) a key operational task that exists in a real boat. Each level receives commands (as UDP packets) from a higher hierarchical level and sends orders to the lower level applications.

Presently the software component is composed of 5 applications that implement the main 5 tasks: hardware interface, helm, sail, skipper and logger. The hardware interface implements all the communication with the boat’s sensors, actuators and configuration parameters. The helm is responsible for controlling the rudders, according to the programmed control algorithms and orders received from the higher hierarchy (the skipper). The commands supported by this module include keeping a given heading or course, maintaining the angle to the apparent wind and performing the basic maneuvers of tacking or gabling. The sail application controls the position of sails according to the wind speed and direction and a set of decision rules that define the best sail angle. Automated functions embedded in this module include easing the sheet when the heel angle is greater than a certain value and ease completely the sail sheet when the boat is capsized. The skipper is presently the higher level control process. It has access to all the information collected from the sensors through the hardware interface but the commands to the actuators are only sent through the helm and sail processes. This module is responsible for deciding the course to take to reach a given point, when to tack or gibe, or when switch between the manual and autonomous control mode. Finally, the logger is a listen only application that interrogates all the other applications to collect a set of relevant data in a log file. This is specially important during the development and debug phases.

IX. CONCLUSIONS

This paper presented an autonomous unmanned sailing boat that was developed in the Faculty of Engineering of the University of Porto, Portugal, to enter the Microtransat competition. This boat provides an efficient sailing platform with virtually unlimited autonomy, capable of performing unassisted missions on the ocean for long periods of time. The boat can carry a few kilograms of additional equipment and it includes a custom designed computer system that can be easily interfaced to a wide variety of additional sensors or actuators.

The computing system includes a RISC microprocessor running a simplified version of the Linux operating system, surrounded by several custom designed peripherals that interface the processor with the sensors and actuators used in the sailboat. The hardware reconfigurability feature of the FPGA device used in this development enables a short design iteration and allows fast reconfigurations of the running hardware. This may be exploited for minimizing the energy consumption by adapting the control and computing logic circuits to the specific requirements of navigation under given wind and sea conditions.

Although presently the international rules do not allow the autonomous navigation of unmanned sailboats, such platforms may be a valuable resource for several applications domains. The generalization of low cost electronic surveillance and identification systems, such as the AIS in use today in commercial ships, may open room in a near future to include robotic boats as legal vessels in the international navigation rules.
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