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Abstract: Formal methods use mathematical models to develop systems. Ontologies are formal specifications that provide reusable domain knowledge representations. Ontologies have been successfully used in several data-driven applications, including data analysis. However, the creation of formal models from informal requirements demands skill and effort. Ambiguity, inconsistency, imprecision, and incompleteness are major problems in informal requirements. To solve these problems, it is necessary to have methods and approaches for supporting the mapping of requirements to formal specifications. The purpose of this paper is to present an approach that addresses this challenge by using the Web Ontology Language (OWL) to construct Event-B formal models and support data analysis. Our approach reduces the burden of working with the formal notations of OWL ontologies and Event-B models and aims to analyze domain knowledge and construct Event-B models from OWL ontologies using visual diagrams. The idea is based on the transformation of OntoGraf diagrams of OWL ontologies to UML-B diagrams for the purpose of bridging the gap between OWL ontologies and Event-B models. Visual data exploration assists with both data analysis and the development of Event-B formal models. To manage complexity, Event-B supports stepwise refinement to allow each requirement to be introduced at the most appropriate stage in the development process. UML-B supports refinement, so we also introduce an approach that allows us to divide and layer OntoGraf diagrams.
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1 Introduction

Event-B is a refinement-based formal method with tool support for developing various kinds of systems. Despite the several benefits of using Event-B to build large and critical systems, it is difficult to build Event-B formal models and organize their refinement levels from informal requirements. Efficient mechanisms are needed to bridge the gap between informal requirements and formal models and to support data analysis. Our approach aims to address this challenge by constructing Event-B models incrementally from OWL ontologies using graphical diagrams.

This work is licensed under a Creative Commons Attribution 4.0 International License, which permits unrestricted use, distribution, and reproduction in any medium, provided the original work is properly cited.
Ontologies provide conceptual representations of the domain of interest in a formal language. There are a wide range of ontologies in different domains. OWL ontologies are rich in knowledge, and a large number of OWL ontologies are available in several repositories. Moreover, OWL ontologies are supported by different tools, such as Protégé [1], and such tools are used by a large number of people from different disciplines. Many published studies describe the roles of ontologies in requirements engineering and data analysis [2,3]. Dermeval et al. [4] conducted a literature survey that summarized approximately sixty-seven studies that used ontologies in several phases of requirements engineering, and they concluded that ontologies show great advantages in requirements engineering phases in academic and industrial settings. These studies clearly indicate that ontologies can benefit requirements engineering.

Our approach aims to utilize and transform OWL ontologies into Event-B formal models, and it supports refinement to reduce complexity and identify abstraction levels. We transform OntoGraf diagrams into UML-B diagrams. OntoGraf is a tool that allows for a visual, interactive navigation of the relationships in OWL ontologies. OntoGraf captures large elements of OWL structures. UML-B provides graphical modeling based on UML, thereby supporting the development of an Event-B formal model. We transform the diagrammatic notation of OntoGraf into the corresponding diagrammatic notation in UML-B. Nodes are transformed into classes. The object properties displayed in arches are transformed into axioms and invariants in UML-B diagrams. Data properties are transformed into axioms and invariants. Class expressions are transformed into invariants. This paper is structured as follows: Section 2 presents an overview and a literature review of OWL ontologies, Event-B, and UML-B. Section 3 introduces the methodology employed in this paper. Section 4 describes the application of the proposed approach to case studies. Section 5 outlines the lessons learned from the application of the proposed approach to case studies. Finally, Section 6 presents conclusions and future work.

2 Preliminaries and Related Work

2.1 OWL Ontologies

Most ontologies provide formal descriptions for representing domains to enable knowledge representation and sharing. Currently, OWL is a widely used ontology language. It [5] is a semantic web language based on description logic; it represents knowledge and shares it on the Worldwide Web. OWL is highly expressive and provides reasoning power to the semantic web. OWL defines a hierarchy of concepts, including classes (collections of individuals), properties (collections of the relationships between individuals or data), and individuals (objects belonging to classes). Several elements are used by OWL to represent ontology components, such as the following: owl:Class represents a concept or a group. Owl:ObjectProperty relates an individual to another individual. Owl:DatatypeProperty relates an individual to a data value. Rdf:Property represents the relationships between the domain and a range of instances or classes (e.g., “rdfs:domain” and “rdfs:range”). owl:Individual represents the domain of objects. In Fig. 1, Person and Organization are classes, and members are object properties that relate individuals from the domain Person to individuals from the range Organization.

OntoGraf (http://protegewiki.stanford.edu/wiki/OntoGraf) is a graph visualization plug-in in the Protégé editor. It allows us to view classes, individuals, domain/range object properties, and equivalences. Classes and individuals are represented as nodes of a graph, and the relationships between them are represented as edges. OntoGraf allows us to navigate the relationships between OWL ontologies. It provides several layouts to organize the structure of an ontology, and the user is also able to move every node. Moreover, OntoGraf allows us to focus the view on the desired
part of an OWL ontology. OntoGraf enables quick visualizations of all important details present in OWL ontologies. In this paper, we make use of OntoGraf for demonstrating the details of OWL ontologies to transform them to the corresponding notations of UML-B and then to Event-B formal models. In this way, the user does not need to interact directly with the formal notations of OWL ontologies and Event-B. Fig. 2 graphically describes the object property member that relates the domain Person and range Organization in OntoGraf.

![Figure 1: Representation of the object properties in an OWL ontology](image)

Figure 1: Representation of the object properties in an OWL ontology

![Figure 2: Representation of the object property member and the relation between the person domain and the range organization](image)

Figure 2: Representation of the object property member and the relation between the person domain and the range organization

### 2.2 Event-B Formal Method

Event-B \[6\] is a formal method that provides a rich modeling language based on set theory and predicate logic for specifying, modeling, and reasoning with regard to systems. Constructing an Event-B model starts from an abstract model, and we continue to add details and model the system at several levels using the refinement technique. Event-B provides a mechanism for verifying the consistency of the constructed model using a mathematical proof. An Event-B model consists of a context and a machine. The context contains the static part of the model (i.e., sets, constants, and axioms). The machine contains the dynamic functional behavior of the model (i.e., variables, invariants, and events). Axioms specify the assumptions about the constants. Invariants specify the properties of model variables that should always remain true. An event consists of two parts. The first part contains guards, which define the necessary conditions for the event to occur. Each guard is a predicate over the state variables and constants. The second part contains the actions, which describe how the state variables are modified as a result of the event being executed.

A concrete machine refines the abstract machine. The refinement must preserve the abstract invariants. The states of the abstract machine are connected to the states of the concrete machine by gluing invariants. Each event of the abstract machine is refined by one or more concrete events. A refinement may also introduce new concrete events, variables, and invariants.

### 2.3 UML-B

UML-B \[7\] is a formal graphical modeling notation based on UML. It provides a UML-like graphical notation that allows for the development of an Event-B formal model. UML-B provides four types of diagrams: package diagrams, context diagrams, class diagrams, and state machine diagrams. The package diagrams represent Event-B contexts and machines and the relationships between them. The sets and constants of an Event-B model are represented by context diagrams that describe the abstract view of the system architecture.
The class diagrams represent the entities of the system whose properties are specified as class attributes. The state machine diagrams define the behavior of classes. The class diagrams in UML-B may contain attributes, associations, events, and state machines (transitions between states) that correspond to variables, invariants, and events in Event-B models. The notion of refinement is realized in UML-B [7]. A class in a concrete machine refines a class of abstract machines. The refined class holds the attribute of its abstract machine. The refined class may contain other new attributes and events. It is also possible that a refined class deletes some of the attributes of the abstract class. Fig. 3 represents members that link the Person and Organization classes.

Figure 3: UML-B for two classes, person and organization, and the member relation

2.4 Related Work

Several works have aimed to bridge the gap between informal requirements and Event-B formal models. A work by [8] presented an approach based on that of UML-B and atomicity decomposition (AD) to construct Event-B models. It classifies informal requirements into five types: data-oriented, constraint-oriented, event-oriented, flow-oriented, and others. It uses the AD approach, which provides a graphical notation to structure refinement levels and manage flows in an Event-B model. Although our approach uses UML-B, we use it in the proposed approach to generate Event-B models from OWL ontologies, whereas in [8], UML-B was used to map data-oriented requirements to an Event-B model. Another work by [9,10] aimed to build Event-B models from OWL ontologies. It used an OWL-verbalizer to generate controlled English requirements called Attempto Controlled English (ACE) from OWL ontologies, and these could then be used to construct Event-B models. Our approach uses OntoGraf and UML-B diagrams to generate Event-B models from OWL ontologies, thereby reducing the burden of constructing Event-B models manually.

Another work proposed by the authors of [11,12] transformed ontologies to Event-B contexts. It was supported by tool called OntoEvent-B. The approach consists of three stages: (1) it takes ontologies as input, (2) it translates the inputs into generic concepts using the Pivot model, and (3) it translates generic concepts into Event-B contexts. Input ontologies can be described in the OWL and OntoML/Plip languages.

Properties are not identified in this approach. Moreover, the authors of [13] extracted requirements of concurrent systems from documentation to verify the designs of the systems and ensure their correctness. They adopted ontologies to extract requirements and used ontology instances to represent system modules for supporting formal verification. In comparison with the above-mentioned approaches, the approach proposed in this paper uses a diagrammatic view of an ontology using OntoGraf and transforms it into UML-B notation without the need for directly handling the mathematical notation. Moreover, our approach supports the organization of the refinement structure.
3 Methodology

Ontologies have been successfully used in various phases of requirements engineering. Ontologies can be used to capture knowledge about a domain. This paper focuses on capturing the knowledge represented in OWL ontologies and transforming it into Event-B models. In this way, we identify the precise knowledge contained in an OWL ontology and use it for formal modeling. This enables precise requirements for Event-B formal modeling. There are various OWL ontologies that exist in several repositories, such as the Aber OWL repository [14] and OntoKhoj Portal [15]. These ontologies could contribute to introducing precise definitions of the system being modeled in Event-B. We introduce an approach that allows users to focus on the transformation of OntoGraf and UML-B graphical notations to reduce the burden of transforming formal notations from OWL ontologies into Event-B formal models. The transformation of ontologies into Event-B models is performed by the translation of OntoGraf diagrams that visualize OWL ontologies into UML-B diagrams that visualize Event-B models. UML-B diagrams can be automatically translated into Event-B models. The following steps show how to transform OntoGraf diagrams that capture ontologies into UML-B diagrams. We show the corresponding Event-B model (variables and invariants only) generated from UML-B. The initialization event sets the default values for the defined variables.

- A node or a class in OntoGraf is represented as a class in UML-B. Fig. 4 represents a node in OntoGraf and the corresponding class in UML-B.

![Figure 4: Representations of a class in UML-B (A) and OntoGraf (B)](image)

The set Class_SET is defined in the context c.

- Arrows in OntoGraf are represented as associations in the UML-B class diagram. Object properties in the arch of OntoGraf represent invariants (properties of the model variables) or axioms (predicates that specify assumptions about the constants) in the UML-B class diagram. Fig. 5 represents a class that has a subclass in OntoGraf, which is transformed into two classes with a supertype connection between them in the UML-B class diagram.

![Figure 5: Representations of properties in UML-B (A) and OntoGraf (B)](image)

The Event-B model corresponding to UML-B in Fig. 5, which extends the previous Event-B model, is shown in Fig. 6.

OWL distinguishes between the two main categories of properties that an ontology contains: object properties that link individuals to individuals and datatype properties that link individuals
to data values. OWL properties are converted as invariants or axioms in the UML-B class diagram. There are various types of object properties in OWL ontologies. Although OntoGraf does not distinguish the particular type of an object property, it identifies the name of the property, the domain, and the range. The Protégé platform [1] can provide more details about the exact types of properties. Therefore, we make use of the properties tab in Protégé to determine the exact types of object properties in the UML-B class diagram for overcoming this weakness in OntoGraf. Here, we describe several types of object properties and offer some examples to show how to transform them into invariants or axioms in Event-B.

![Image](Figure 6: Event-B model corresponding to UML-B)

3.1 Transitive Property

If a property links class A to class B and class B to class C, then it can be inferred that it links class A to class C. Fig. 7 shows an example of a transitive property. The subRegionOf property between two regions is transitive. In the UML-B class diagram, Region is converted into the Region class, and the object property subRegionOf is converted as an invariant to indicate that subRegionOf is a transitive property (i.e., subRegionOf; subRegionOf ⊆ subRegionOf).

![Image](Figure 7: Representations of a transitive property in UML-B (A) and OntoGraf (B))

The Event-B model corresponding to the UML-B class diagram in Fig. 7 is shown in Fig. 8.

![Image](Figure 8: Event-B model corresponding to UML-B)

The set Region_SET is defined in context c.
3.2 Symmetric Property

If a property links A to B, then it can be inferred that it links B to A. A popular example of a symmetric property is the `friendOf` relation. Fig. 9 describes the symmetric property `friendOf`. We add the invariant $\text{friendOf} = \text{friendOf}^{-1}$ in the UML-B class diagram to describe the symmetric property.

![Diagram A](image1)

![Diagram B](image2)

**Figure 9:** Representations of a symmetric property in UML-B (A) and OntoGraf (B)

The Event-B model corresponding to the UML-B class diagram in Fig. 9 is shown in Fig. 10.

![Event-B Model](image3)

**Figure 10:** Event-B model corresponding to UML-B

A property can be asymmetric. For example, if x is a parent of y, then y is not a parent of x. Fig. 11 describes the translation of the parent of property.

![Diagram A](image4)

![Diagram B](image5)

**Figure 11:** Representations of an asymmetric property in UML-B (A) and OntoGraf (B)

The Event-B model corresponding to the UML-B class diagram in Fig. 11 is shown in Fig. 12.

3.3 Functional Property

In a functional property, a given individual takes only one value. Fig. 13 describes a functional property.
A property can be of the inverse type. This means that if property p has an inverse property q and p links A to B, then it can be inferred that q links B to A. The inverse can be functional or not. An inverse property is represented as an invariant or an axiom in the UML-B class diagram.

The Event-B model corresponding to the UML-B class diagram in Fig. 13 is shown in Fig. 14.

### 3.4 Reflexive Property

A reflexive property relates an individual to itself. For instance, every human knows him/herself. This is formalized in OntoGraf as a node \textit{Human}, and the reflexive property \textit{Knows} has a domain \textit{Human} and a range \textit{Human}. In the UML-B class diagram, the node \textit{Human} is converted into a class and an association, and \textit{Knows} is added to link the domain \textit{Human} to the range \textit{Human}, as shown in Fig. 15. Moreover, we add the invariant \( \text{id}(\text{Human}) \subseteq \text{knows} \) to indicate that the property \textit{Knows} is of the reflexive type.

Unlike a reflexive property, the irreflexive property represented in Fig. 16 (yellow relationship) explicitly states that an individual is not related to itself. Example, nobody can be married to him/herself. The invariant that must be added to specify this type of property in the UML-B class diagram is the following: \( \text{id}(\text{Human}) \cap \text{married} = \emptyset \).

The Event-B model that shows examples of reflexive/irreflexive properties is shown in Fig. 17.

- Class axioms are represented in OntoGraf as tooltips, which are converted into invariants or axioms in Event-B.
There are three main types of axioms that allow relationships to be established between class expressions, and they are as follows:

1) Hierarchies Classes can be subclasses or superclasses, as illustrated in Fig. 5.
2) Equivalent classes.

Equivalent classes mean that class expressions are semantically equivalent to each other. Example: The class *Spiciness* is equivalent to the union of the classes *Hot*, *Medium*, and *Mild*. This can be converted to an invariant in the UML-B class diagram: \[\text{Spiciness} = \text{Hot} \cup \text{Medium} \cup \text{Mild}\]. Fig. 18 displays *Spiciness* as an equivalent class. We omit the classes *Hot*, *Medium*, and *Mild* in Fig. 18 to save space. These classes are represented in a similar way to a class in Fig. 5.

The Event-B model corresponding to the UML-B class diagram in Fig. 18 is shown in Fig. 19.

1) Disjoint classes mean that the class expressions are pairwise disjoint; that is, no individual can be instances of multiple classes at the same time. Example: *Hot* cannot be *Medium* or *Mild*, as shown in Fig. 20.
Figure 18: Representations of equivalent classes in UML-B (A) and OntoGraf (B)

Figure 19: Event-B model corresponding to UML-B

Figure 20: Representations of disjoint classes

The Event-B model corresponding to Fig. 20 is shown in Fig. 21.

Figure 21: Event-B model corresponding to UML-B

Axiomatic definitions that appear in the tooltips of OntoGraf can be translated into Event-B models manually or by using the approach mentioned in [9].

3.5 Refinement

Both refinement and abstraction are used to structure the formal models and manage complexity [16,17]. Refinement means that models represent several abstraction levels of a system. Formal verification is used to ensure consistency between abstraction levels. UML-B already supports refinement. Therefore, we must find a way to introduce the notion of refinement while converting OntoGraf into UML-B diagrams. In fact, OntoGraf has numerous good features that could support refinement. It can provide several views of an OWL ontology and enables the OWL ontology to be captured fully or partially. It is easy to move nodes in OntoGraf and layer them. Therefore, we find it possible to layer the OntoGraf diagrams and then convert them into UML-B diagrams. After that, we translate OntoGraf to UML-B and then to Event-B models.
4 Application of the Proposed Approach to Case Studies

4.1 Case Study 1: Lehigh University Benchmark (LUBM) Ontology

In this section, we describe the application of the proposed approach to a case study that describes university concepts. The LUBM ontology [18] contains various relations between various concepts used in a university environment (people, organizations, and other classes). To apply the proposed approach, we capture the ontology using OntoGraf and organize the refinement levels, as shown in Fig. 22. We decide to organize the refinement steps of the OWL ontology into three levels: m0–m2. OntoGraf provides the modeler with a good view of how to organize the refinement levels.

![Figure 22: The overall representation of the LUBM OWL ontology in OntoGraf](image)

The second step is to represent the UML-B class diagrams that correspond to abstract models m0–m2, as shown in Figs. 23–25, respectively, using the steps mentioned in Section 3.

The Event-B models that are generated automatically from the UML-B class diagrams in Figs. 23–25 are shown in Figs. 26–28, respectively. For m0, seven variables and seven invariants are generated from the class diagram shown in Fig. 23. The variables member and alumnus are represented as relations, whereas affiliatedOf, head, and affiliatedOrganization are represented as partial functions.

In the first refinement (m1) nine variables and nine invariants are generated, as shown in Fig. 27. Three relations correspond to Fig. 24: mastersDegreeFrom, undergraduateDegreeFrom, and doctoralDegreeFrom.

In the second refinement (m2) five variables and invariants are generated. Five sets are generated from the class diagram of Fig. 25. A total of 24 POs are generated from the m0–m2
Event-B models and automatically discharged. The proof statistics of the LUBM models are presented in Tab. 1.

**Figure 23**: The UML-B class diagrams of m0

**Figure 24**: The UML-B class diagrams of m1
Figure 25: The UML-B class diagrams of m2

Figure 26: The event-B models generated from the class diagrams of m0

Figure 27: The event-B models generated from the class diagrams of m1
Table 1: Proof statistics of the LUBM Event-B models

| University models | Machines | Total POs | Automatic | Interactive |
|-------------------|----------|-----------|-----------|-------------|
| M0                | 5        | 5         | 0         |
| M1                | 12       | 12        | 0         |
| M2                | 7        | 7         | 0         |
| Overall           | 24       | 24        | 0         |

4.2 Case Study 2: Smart Home Weather Ontology

The Smart Home Weather ontology [19] handles data regarding weather phenomena that occur at a certain location on Earth between the present time and 24 h in the future. It enables a smart home system that uses SmartHomeWeather to make decisions based on current and future weather conditions for efficient energy use in buildings. The Smart Home Weather ontology covers a wide range of weather and climate data, such as atmospheric pressure, humidity, temperature, precipitation, and wind. The Smart Home Weather ontology covers a set of concepts, such as weather phenomena (i.e., temperature, humidity, speed, and so on) and weather conditions (fog, rain, snow, thunder, and so on). Weather is a state that summarizes all weather phenomena over a certain time frame. We decide to organize the refinement steps of the OWL ontology into four levels: m0–m3, as shown in Fig. 29. OntoGraf provides the modeler with a good view of how to organize the refinement levels.

We transfer the diagram to UML-B diagrams using the steps mentioned in Section 3, and Event-B models with a total of 119 POs are generated from the m0–m3 Event-B models and automatically discharged. The proof statistics of the Smart Home Weather ontology models are given in Tab. 2.
**Figure 29:** The overall representation of the smart home weather OWL ontology in OntoGraf

**Table 2:** Proof statistics of the Smart Home Weather Event-B models

| Smart home weather ontology models | Machines | Total POs | Automatic | Interactive |
|-----------------------------------|----------|-----------|-----------|-------------|
| M0                                | 15       | 15        | 0         |             |
| M1                                | 44       | 36        | 8         |             |
| M2                                | 27       | 27        | 0         |             |
| M3                                | 33       | 33        | 0         |             |
| Overall                           | 119      | 111       | 8         |             |
5 Retrospective

In this section, we outline the lessons learned from the application of the proposed approach to case studies and discuss the improvements that could address the limitations of the proposed methodology. Regarding the strengths of the proposed approach, we outline three main benefits as follows:

1) The proposed approach allows us to capture knowledge in OWL ontologies and convert it to Event-B models. Moreover, large sets of OWL ontologies for different domains exist in several repositories. Thus, the Event-B modeler can use OWL ontologies to gather precise, complete, and consistent requirements for the system to be modeled.

2) OntoGraf is found to be useful in organizing refinement levels. It allows the modeler to focus on a specific level of the ontology and decide the levels of refinements. The organization of refinement levels is often considered a source of difficulty, especially for requirements written in English.

3) We find that most POs are run automatically, which reduces the burden on the modeler to work on POs. The axioms of OWL ontologies must be translated manually; therefore, the axioms may be written in an incorrect way, resulting in mistakes in POs. Model correctness is established by discharging POs.

These are the three important benefits of the proposed approach. However, it has two limitations, which are as follows:

a) Tooltips introduce details about particular classes, such as disjoint classes, superclasses, equivalent classes, and axiomatic definitions. Sometimes, the modeler cannot introduce all details of the tooltip in the current level to be modeled. For instance, the definitions of equivalent classes of AirPollution for model m1 must be postponed until the modeler defines all classes that are equivalent to AirPollution, and these are HighAirPollution, LowAirPollution, and MediumAirPollution, as illustrated in Fig. 30.

![Figure 30: Equivalent classes of AirPollution](image)

b) OntoGraf does not demonstrate object properties and data properties; therefore, we use the object properties and data properties tabs in Protégé to model these properties. We must ensure that the domain and range of the properties exist on that level to investigate the suitable refinement level for these properties. Otherwise, we must postpone the definition of these properties until we introduce the class of the domain and the range. For instance, in Fig. 24, the property UndergraduateDegreeFrom is defined in model m1, where we introduce the range University.

The proposed approach does not show how to create events. However, we can use the approach mentioned in [8] to address this issue. Reference [8] classifies requirements into several classes. One such class that defines events is the class of event-oriented requirements, which are
defined as requirements that describe a function or activity of the system or its components, and they are normally identified by verbs. This definition leads us to think of modeling events based on the object properties and data properties of OWL ontologies. For instance, we can introduce the event \texttt{getMastersDegreeFrom} from the object property \texttt{mastersDegreeFrom} in Fig. 24 and define it in Fig. 31.

![Figure 31: Event-B model corresponding to UML-B](image)

Similarly, since we have constants, sets, variables, and invariants, we can identify several events, such as \texttt{getUndergraduateDegreeFrom} and \texttt{getDoctoralDegreeFrom}.

6 Conclusion

In this paper, we proposed an approach that uses OWL ontologies to construct Event-B formal models. The approach transforms OntoGraf diagrammatic notations into UML-B diagrammatic notations and supports data analysis. The proposed approach has many advantages. It (1) is a new approach for capturing requirements and transforming OWL ontologies into Event-B formal models, (2) bridges the gap between ontologies and Event-B formal models, and (3) reduces the effort required for verification because the transformation is performed from the formal representations (ontologies) to Event-B formal models. Furthermore, (4) the transformation is performed using graphical structures, including OntoGraf and UML-B, and (5) the refinements are supported by the proposed approach by layering OntoGraf diagrams first and then transforming them into UML-B diagrams. In the future, we will develop a tool to automatically transform OntoGraf into UML-B. Another direction of future work will be to evaluate the approach mentioned in Section 3 for developing events from OWL ontologies.
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