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Abstract
DevOps pipelines have brought notable advantages, such as fast and frequent software delivery to software production paradigms, but dynamically dealing with quality attributes desired by the customer employing a DevOps pipeline remains a challenge. This work aims to define the design of a systems thinking inspired model, called Software Product System Model (SPSM), applying a customer-value oriented, holistic approach for implementing quality requirements, and its application and evaluation in a large software house. The main features include dynamic control of quality gates, the parameters of which are driven by customer requirements and feedback from surveys. All of the inputs are collected in a product backlog and fed forward to the quality gates over the DevOps pipeline. SPSM was successfully deployed in a large software house extending a DevOps pipeline with an accompanying improvement of customer-value oriented key performance indicators for projects. In a 2-year-long case study, security and code quality were the main quality attributes, with the metrics on security vulnerabilities and unit test coverage. At the end of the 2020, the DevOps pipeline within SPSM provided a 69.50% decrease of security vulnerabilities of all software products, and a 29.43% increase in unit test coverage for the whole code base for increasing code quality. At the end of 2020, the project completion ratio was measured to be 99.50% and the Schedule Performance Index (SPI) was measured to be 99.78% as the average of 762 projects delivered. The flexibility of SPSM allowed the software house to adapt to changing customer expectations. A checklist is provided for the replicability of the model application.
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Introduction
DevOps has become a popular paradigm and introduced a major paradigm change in the software development world over the last decade [1, 2]. Software product development may include DevOps pipelines within a product management perspective. Within the product management boundaries, customer-value oriented software quality attributes such as reliability, security, robustness, etc. should also be adequately integrated into software product systems. Software development business models have been evolving from tailor-made, customer-specific projects to software products [3]. Like any other product, software products also have life-cycles with their own stages of development, introduction, growth, maturity, and decline [4]. Software product management covers the pre-development phase, where the product is defined with its vision, strategy and roadmap. Software development
is well known for its agile and waterfall methodologies. Deploying a software into a production environment is not the end, rather it is the birth of the product. After that point, post-development life starts. That means the new born product needs care to survive and grow like an infant. For healthy growth, it needs to be monitored carefully and to be fed with new features, such as new product versions. Moreover, collecting and using product performance and customer satisfaction data become even more important for durable products across all of life-cycle stages. The holistic product view of the software is the first of the driving forces of the DevOps model and its application to be presented in this paper.

Due to complex engineering problems within DevOps, the mainstream research is concentrated on tool chains, architecture and organizational issues between developers and operation experts. Many applications and tools have been introduced into the industry for implementing and orchestrating software development pipelines [5, 6]. Although DevOps has been supported by a variety of tool chains for continuous integration and delivery, most of them focus on maximizing the efficiency and speed of software delivery. This approach assumes the faster the production pipeline is, the better it is for the whole system in terms of time-to-market. However, production speed cannot be the main focus alone for every industry and every product. As stated above, other attributes of software as a product can become dominant, such as usability, robustness, correctness, and security. Moreover, the importance of the attributes can change with time. Therefore, a static DevOps pipeline designed for faster production may not provide flexibility for other attributes required by the software products. The second driving force for the model emergence is the need for adaptability based on customer-driven product values.

In this study, a cross-disciplinary interaction between systems thinking and software engineering disciplines is put into use to define and design what is called the Software Product System Model (SPSM). The model suggests extending the boundary of the system to cover all life-cycle stages of software products including pre-development, development and post-development phases. The model proposes to optimize the whole system based on the product attribute that is determined by the durability and success of the product. Customer-value is the key here to determine the leading attribute. The model is applied over an extended period in a large software development company. We will first review related problems and approaches in the literature, then introduce the conceptual design of the features of the model and finally, present its application and evaluation in a large software company, ending with a discussion of the validity and implications of the approach.

Problem Identification and Related Work

The motivation behind the adaptation of systems thinking principles into developing a DevOps based product development model is to produce a product line that dynamically manages and monitors the requirements for software products through automation and the visibility provided by the pre-development, development and post-development tool chain while enjoying the more obvious gains brought along with continuous integration and shorter development cycles by DevOps. Before introducing the design of the suggested model, current approaches to DevOps from a perspective of quality will be briefly evaluated. Then the application of systems approach in software product development will be briefly reviewed.

Current Perspectives Relating DevOps to Software Quality

Although the DevOps mindset and its evolution seems to have emphasized quality, reliability and correctness of software in its core definitions [1], empirical studies focusing on the challenges of DevOps practices with respect to systemic views of software, that involves the entire ecosystem of the software as a product in a holistic manner, has been relatively rare [7]. This observation is also affected by the fact that DevOps Maturity Models of process improvement emphasizing continuous quality improvement and behavior monitoring with feedback and optimization mechanisms have been proposed but not yet fully implemented [8]. An ISO/IEC standard for Agile and DevOps Principles and Practices under Software and Systems Engineering is still under development (ISO/IEC AWI TR 24586). However, there is an increase in the number of recent works of research that strive to empirically understand, measure and improve the full impact of DevOps on software product quality.

A recent systematic literature review, aligned with the model of ISO/IEC 25010 Systems and Software Quality Requirements and Evaluation standard, covering 31 articles in a span of 10 years on DevOps product quality emphasizes the challenges to several aspects of product quality [9]. Additional benefits to reliability and maintainability brought along by mechanisms such as deployment or test automation are marked by challenges to security, all considered as part of quality attributes in the empirical studies evaluated. Although technical guides and proposals for improving specific quality aspects of DevOps such as dependability and security are available [10–12], research in software industry involving empirical design and evaluation of overall quality processes within DevOps
are still needed. A recent multi-case study of five companies using agile and DevOps practices emphasizes the perceived difficulties by practitioners, of striking the right balance between speed of deploying new functionality versus quality concerns and possible conflicts raised in monitoring with suitable metrics [7]. In a case study, Handl et al. [10] propose and evaluate an extension to the QUAMOCO quality meta-model for integration of dynamic nonfunctional requirements at individual feature levels as required by DevOps practices. A recent survey on DevOps practitioners reveal that lessening complexity and smooth integration with existing tools in the DevOps pipeline is an enabler for performance engineering for quality [13]. The motivation of the present study is to contribute to this body of knowledge by describing a conceptual framework of a systems-based approach to quality in DevOps and its implementation as an industrial case study.

**Holistic System Approach in Software Development**

Systems approach to software development have been inspired by seminal works, such as Weinberg [14] (originally published in 1975) and Senge [15] (originally published in 1990). Research exploring the system view in current paradigms of software development exist, such as agile methods within Weinberg’s system view [16] or changes brought about by lean approaches to system elements [17]. The current study is inspired by a wish to extend the systematic explorations of Senge’s work to enhancing Software Product System Model with DevOps. Senge’s emphasis on learning as an organization with the joint responsibility of all parties involved as well as system thinking approach that integrates the interdependent parts comply well with the DevOps philosophy.

Another holistic implementation perspective of DevOps practices is introduced by Google as Site Reliability Engineering (SRE) [18]. SRE includes principles and practices for developing and operating large scale distributed software systems. It is an extension of the current DevOps best practices and SRE is realized with Site Reliability Engineers. It includes governance practices, such as training, meetings and metrics for managerial purposes. Although SRE has been utilized in large scale Google products, the product management perspective is not the primary focus. Moreover, reliability may not be the main concern for every customer. Our model is differentiated by the flexible optimization focus based on customer expectations that may change by time.

The present study reports the design, implementation and evaluation of a DevOps pipeline model in a large software house for creating customer-value for complex and dynamic quality issues with a system thinking perspective. The applicability of system thinking principles have been stated in DevOps literature before. We will cite a few ranging from DevOps principles, to DevOps metrics and to DevOps leadership. Kim et al. [19] introduce “The Three Ways” of DevOps: the systems thinking in the flow rising from seeing the whole complex system as creating business value; shortening and amplifying the feedback loops particularly between development and operations and a continuous learning and experimentation cycle, where risk taking and faults are dealt with positively within the culture of learning. Forsgren and Kersten [20] detail and justify how using systems based metrics jointly with survey based metrics can help attain a holistic systems view. Maroukian and Gulliver [21] cite “holistic systems thinking” as one of the prominent leadership skills for DevOps in an analysis of thirty interviews with an international sample of DevOps practitioners. To overcome the quality problems stated in the previous section, a system thinking approach [22] is also adopted in this study for designing the DevOps pipeline used in a large software house with an eye for product management.

**Software Product Management**

Software product management is a multidisciplinary area lying at the intersection of business, engineering and user experience [23]. Product management is not restricted to development, rather it covers the entirety of product life-cycle management. Product life-cycle management is valid for software products as well, and projects planned for the product have to consider the life-cycle stage of the product [4].

Companies focusing on software products target product-based growth by managing software assets from a business point of view. This is why software product management has become one of the most challenging and rewarding domain in software industry [24]. Since software products need planning new versions and frequent releases of them during products life cycle, DevOps is an important backbone of such software systems [25]. An attempt to integrate a product life cycle view with DevOps has, for example, been done in a business process architecture framework in [26]; our work is to present such a product-oriented conceptual framework and its application in an enterprise setting from a systems point of view.

**Software Product System Model as a Conceptual Framework**

In this section, the conceptual and architectural elements of a systems thinking inspired, DevOps based model is outlined. The model focuses on software product management from a customer-value perspective. There are three main factors that differentiate the model from other models of software production. The first is the software product management
focus. Since products have strategies and roadmaps covering middle and long-term goals as well as short-term deliveries, product-focused software production is more concentrated on what should be implemented. The follow-up question of how should it be implemented and delivered is addressed in development phase and in the DevOps pipeline. The second factor is the systems thinking perspective that helps us to combine product management and software development into a single system. This leads to an extended re-definition of the system boundaries. The third is its adaptability to the changing focus of customers. Customers use software for their own business requirements that change frequently. These changes should be met by the software products they use. Static products that do not have the necessary flexibility to meet the needs of customers cannot survive for a long period of time. Thus, adaptability is the most important factor of our framework.

In the way we envision the system, the system boundary is extended to cover all the steps of software product development, including product management, requirements engineering, design, development, integration, testing, and deployment. We named this systems-thinking based approach Software Product System Model or SPSM for short. SPSM covers the end-to-end software development life-cycle from a product perspective, as shown in Fig. 1. In this model, optimization problems are considered in the context of the whole system rather than dealing with them on a local scale. Hence as part of SPSM, DevOps is designed in a dynamic mode for the solution of optimization problems.

SPSM is designed for customer-value orientation in the core. Its roots are coming from the large-scale agile approach, product-based transformation and DevOps transformation. The proposed model uses the continuous improvement concept of System Kaizen which requires system-level addressing of continuous improvement of problems over a long period [27]. Metrics are specified for the improvement of model.

Customer-value oriented, DevOps based SPSM is shown with its details in Fig. 2. The main roles are categorized as product manager, product development & operations team, product support team, and customers & users. The product manager can be a single person or group of people who are responsible for larger products. This role is mainly responsible for the success of the product. Setting the product vision and strategy, defining and updating the product roadmap and prioritizing the product backlog are the pre-development activities led by the product manager. Monitoring and approving the product version after the development phase are their two main responsibilities during development. The product manager is active during the post-development period as well, focusing on customer satisfaction and the performance of the product with data collected based on the metrics. The data is fed back, as it is in systems thinking, to revise the product strategy and roadmap when required. The product life-cycle stage is another important parameter that should be taken into account when managing the product.

The product development & operations team is the multidisciplinary team composed of different roles depending on the size and industry of the software product. For each product there may be a single dedicated team or a group of teams, such as a tribe or a scrum of scrums depending on the methodology. For convenience we will call this role simply a “team” from this point on, independent of the structure and size of the development team. This team should be capable of analyzing the requirements of the software in detail, designing the software architecture, implementing the software, and testing the software. The team must be competent in DevOps practices to manage continuous integration and continuous deployment. Technical skills based on building the DevOps pipeline, such as Infrastructure as Code, Cloud Competency, Kubernetes knowledge and similar, depends on the DevOps pipeline implementation and they are not within the scope of our framework. This team is responsible for monitoring the development and post-development of the software product. The performance metrics are defined based on the product optimization attributes and are collected throughout the products life-time.

The product support team, whose members are separate from the product development & operations team except for the product manager and the developers working on the production issues, is responsible for the incidents occurring during the post-development phase. These incidents can be handled based on the Information Technology Infrastructure Library (ITIL) framework [28]. ITIL defines incidents as the unplanned interruption or reduction in the quality of a software service that is in a production environment. The data gathered during the post-development phase are based on customer satisfaction and product performance based metrics.
Customers and users are the last group of people, the group that needs and uses the software product. Their interaction with the software product provides valuable information to the product manager for how to update the product roadmap and backlog. They can also discover new requirements during their use of the product.

SPSM is composed of three main phases: pre-development, development and post-development. The holistic approach taken from system thinking to define the system boundaries, the from-customer-to-customer system, is introduced into the SPSM. The from-customer-to-customer system is crucial for definition and solving the system optimization problems. The attributes should be defined for the whole system and the system optimization problems should be defined based on the customer’s expectations and solved within the system boundaries as a software product. If SPSM is divided into sub-systems, such as backlog management, pipeline management, and maintenance; then, each sub-system will be optimized for local parameters, such as optimum backlog management, optimum DevOps pipeline management or optimum maintenance management. The collection of local optimums will be different from the whole system optimum; therefore, in SPSM, we focus on the whole system optimum [14].

In SPSM, the customer defines the business requirements with their business impact. These requirements are collected by the product manager and used in the product roadmap and product backlog. Items from the product backlog are pulled by the product development & operations team based on the priorities and used for the phase/iteration planning. The team can use either a waterfall or an agile methodology based on their choice for the software development principles. SPSM supports mainstream agile methodologies as Scrum, Kanban and Scrumban [29]. If the team adopts a waterfall approach, then the planning phase of the project is based on the items in the product backlog. If the team adopts an agile approach, e.g., Scrum, then release and iteration planning is done. In either case, the output of the planning session is the list of items chosen from the product backlog and the new version plan of the product.

When the team starts the next phase or iteration, the items chosen for the new version are moved to the Product Board. The Product Board should include at least the main software development life-cycle steps such as analysis, design,
development, functional system test, user acceptance test, and the final step named as done corresponding for the compliance with the definition of done. After the user acceptance test is completed, the next step is the deployment of the new version of the product into production. Depending on the granularity required for tracking, other steps can be added. The steps are connected to the DevOps pipeline. The new version of the product is planned in the DevOps pipeline. All software development activities are based on this version. Software components and their own versions are linked with the product version. This way, a holistic configuration management is executed for the product covering all of the artifacts and their related footprints in SPSM. Thus, any product version can be linked with the software component versions and product documentation versions as well as the Backlog items. Code repositories are managed based on this versioning approach.

The DevOps pipeline must provide at least the development, integration and user acceptance test environments. More environments such as staging and performance testing can also be included based on the nature of the product. There can be quality gates between these environments to satisfy the pre-requisite of the next environment. When the user acceptance test is finished, there should be a quality gate before deployment into the production. In this gate, the new version of the product is approved for release into the production. This gate should include control elements to check the version for its readiness for production. The control elements are related to the SPSM attributes, and should have threshold levels to open the gate. For example, unit test coverage ratio can be a control element, and if the threshold level is set to 70%, then each new version will be will only pass the gate once they satisfy this level. Control elements can be defined on the DevOps pipeline and values can be collected automatically with the pipeline tools. Throughout the DevOps pipeline, in the development phase, the metrics are defined and collected based on the system attributes and related control elements. In the post-development phase, the product performance metrics are collected in a manner similar to the development phase. All the collected data throughout these two phases are based on the product optimization attributes. Therefore, SPSM supports a dynamic DevOps pipeline based on the chosen attributes. The prerequisites between the pipeline environments and the quality gate at the end are defined dynamically. For example, if the customer is concerned about the quality of the product, test related metrics can be added into the control elements, such as unit test coverage. If the customer wants more reliability, the unit test coverage ratio can be increased to 90%. If cyber-attacks are getting frequent, then security becomes the leading attribute and vulnerability measurement via proxy metrics will be the new focus. Here the term vulnerability is used for deficits in the specifications, development, or configuration of a software that, if it occurs, violates the security policy of the software [30]. Moreover, vulnerability-related code metrics will be added into the control elements. If the customer has time-to-market concerns, then production speed becomes the leading attribute and cycle-time will be measured and optimized for the whole SPSM.

After releasing the new product version and deploying it into production, customer satisfaction level is collected with regular surveys. The surveys are organized as questionnaires with electronic survey tools available in the marketplace. Answers for the questions are collected numerically with the help of a Likert-type scale. The last part of the survey is used for the computation of the net promoter score [31]. The outcomes are then fed into the product backlog. The change in the customer satisfaction level after new versions should be analyzed for any correlation with any of the SPSM metrics. The product quality results coming from questionnaires are then compared with the DevOps pipeline metrics. If a survey indicates a decrease in the product quality from customer point of view, then pipeline metrics for quality should be analyzed according to the discovered correlation. If a metric shows a meaningful correlation with survey results, then that metric will have higher contribution to the pipeline quality gates.

Besides customer survey metrics, the product is also monitored in production and data is collected. Typically, in the production environment availability related metrics are monitored. However, in SPSM, the leading system attribute needs feedback from the production environment as well. If quality is the leading attribute, then a change in the severity and density of incidents after the release of the new versions will provide valuable feedback into SPSM. The correlation between incident data and SPSM quality metrics will help SPSM to adjust the control elements at the gate. Moreover, if any corrective or preventive action is required, the corrective or preventive action should be sent to the product backlog with measurements. The operations required for the product in the production environment are traced and send into the product backlog. This data driven feedback mechanism will let the product improve continuously.

The main components of SPSM in the DevOps pipeline is shown in Fig. 3. During software development, software quality is monitored via tools. There are a variety of tools in the market that can be integrated to the DevOps pipeline. Another component is software security which can be realized with the help of tools in the market and can also be integrated to the pipeline. Test monitoring is the third main component for tracking the system optimization, integration and other tests. The fourth component is user acceptance as part of getting formal validation from customers or their representatives. The last component is labeled as product documentation which may vary sector to sector. These five components form the minimum set. Other components can be inserted depending on the customer value orientation of SPSM.
Implementation and Deployment into the DevOps Cycle

The SPSM model was realized with pilot implementations during 2016–2017 and was put into widespread use in 2018 in a large-scale software company. The usage of SPSM was within a software company with 19 product groups and 56 product development and operations teams in the banking and finance industry and a work force of around 900 people working on the product development pipeline. The company was developing web-based enterprise applications as well as mobile applications in Android and iOS environments. The leading software language was Java, followed by C#.net. There were other languages and software development frameworks as well but their shares were small compared to the leading languages. Product development and operations teams were composed of a team lead, a product architect, back-end and front-end developers, business analysts, test experts, and a DevOps engineer. Each team was between 5 and 12 people. The average team size was 8 people with a mean age of 34.2 years. The teams were responsible for a single product or part of a large enterprise product. Teams were equipped with the technical skills that were required for the development and deployment of the software. In 2019, there was an enterprise level agile transformation, mainly scrum with its practices. The adoption of the agile methodologies finished in July 2019. Since that point, every team has been using scrum with product backlog and boards in Jira™. Each team also has a volunteer scrum master within the team focusing on scrum practices as well.

Each product had a product manager responsible for the product strategy, roadmap, backlog management as well as customer satisfaction. Product managers were also tasked with approving the product before deploying it into the production environment. Each product had a support expert or support team responsible for the solution of incident tickets occurring in the production. Security was considered a common knowledge base for all development & operations teams. Therefore, every team member was given basic software security training. Besides that, there was a separate security team which is located as a security center of excellence that answers security related questions from team members and advising and monitoring security related topics.

The model is implemented with two main parts: the product-based production process and the DevOps pipeline. Continuous deployment is exercised for all products of the company. The DevOps pipeline is established on premise with centrally decided tools. Tools are connected and made ready for the usage of development & operations team before SPSM model is utilized. All codebase is managed on the premise’s central repo in Nexus™. The process is built on Jira™, where customers could send and track their requests for the products. The process is connected to the DevOps pipeline which is built on the XebiaLabs™ product family.
for the coordination of releases and automated deployment, Team Foundation Server™ for configuration management and Jenkins™ for automated building in the security step. Due to the security requirements of the main customer which is one of the largest banks in Turkey, the whole of SPSM has been optimized to provide more secure software products. To manage the pipeline application security levels, the static code analysis tool Checkmarx™ has been integrated. Since the security checks of the software components took time, the tool is adjusted to trace the code base asynchronously on Jenkins. The security metrics are reported via pipeline dashboard automatically on a regular basis. The product teams can monitor their findings and fix them during their development period. Once a new code is developed, the continuous integration steps of DevOps pipeline added the code to the products code base. The code base is traced regularly and detected security vulnerabilities are prioritized by the tool as high, medium and low according to Open Web Application Security Project (OWASP) and reported in the pipeline dashboard [32]. Product teams are responsible to resolve them. In addition, a DevOps security control element is added into the gate which is located just before the new product version is approved for release into the production. If SPSM is focused on software security, then this control element can be activated. In this control element, high level vulnerabilities of each software product are compared with their previous versions, and if any increase is detected, then gate is closed. That means, the new version of the software product is automatically rejected to be deployed into the production until the high-level vulnerabilities are less or equivalent to the previous version. In other words, this control element in the gate forces product teams to focus on security as the main attribute in SPSM for this particular software production environment, whereas other attributes could become the main focus for another environment.

Other control elements are also defined according to Cobit standards which defines the regulations for information technology governance of the banks in Turkey [33]. These include the two control elements for verifying whether the tests are completed and user acceptance from the customer side is achieved. Besides that, extra control elements are defined for validating the product versioning and related documents. In these control elements, each product is checked for the main set of documents; analysis, architecture, and user manual being the minimum set of documents for each product.

The implementation phase within the company required the integration of tools for the control elements. For the internal quality of the software, Sonarqube™ is utilized with the measurements on unit test coverage and rule compliance index. This control element checks the level of these two metrics; however, it does not act as the show stopper for the pipeline. The product teams can monitor their unit test coverage automatically for each new deployment. If for another customer SPSM is focused on unit testing, then this control element can act as the main gate for the deployment for rejecting the product versions with lower unit test coverage than the customer defined value. This value may change depending on the customer and there is no industry standard [34].

The customer satisfaction level is measured by the surveys as introduced in the previous section. The surveys are composed of four parts and have a total of 12 questions with multiple choices reflecting the customer satisfaction level. Surveys are organized to measure in the form of system usability scale (SUS) [35]. The surveys have five choices with the help of a Likert-type scale. The questions cover the fulfillment of requirements, product quality, product support quality, and company reputation. Overall satisfaction level is measured by the survey responses to each question.

Evaluating the Use of SPSM

In this section, we evaluate the use SPSM within the company’s DevOps cycle for 2 years with relevant metrics as well as discussing the present case study from the perspective of empirical validity.

Monitoring and Improving the Use of SPSM

During 2019, this pipeline was utilized and operated for all the products of the bank with the goal of improving their security level. The outcome of this utilization is a 60.39% decrease of security vulnerabilities of all software products delivered to the bank at the end of 2019. This decrease covers all the vulnerabilities of the code base of products that have been developed over many years. The code base is around 25 million lines with different coding languages with two main groups in Java and C#. Around 20% of the code base is greenfield, meaning that it is a newly developed product with no legacy code, while others are mainly additional features for live products that are in one of the introduction, growth, maturity, or decline stages.

The security focus as a quality attribute has had almost no negative effect on the timely and complete delivery of contracted software products. At the end of 2019, project completion ratio was 98.11% with a Schedule Performance Index (SPI) of 99.23% as the average of 684 projects delivered. Major decrease in security vulnerabilities as well as successful delivery of the products can be explained by effectiveness of the security focus in SPSM implementation in the company. Since security is the main goal and the control element is adaptable as explained in the previous
section, all product teams should focus on vulnerabilities before pushing the code in the pipeline into the production.

In 2020, in addition to the security focus, the bank asked for an increase in the code quality. The reason behind this requirement was the motivation to decrease the number of incidents in the production environment. Unit test coverage was chosen as an indicator of the code quality. The challenge was to increase unit test coverage for the whole code repository. That means SPSM model needed to optimize the system for both security and the code quality while keeping the project completion ratio above 95%. As the first step a dashboard was added into SPSM to show the security and code quality metrics of each software package in real time. This way each product team could easily monitor their progress. In addition, a self-service scan capability was added to the dashboard that enabled product teams to start security or quality scans synchronously. This way teams can scan their own codes without waiting for the next deployment. At the end of the 2020, the DevOps pipeline provided a 69.50% decrease in security vulnerabilities of all software products, while a 29.43% increase in unit test coverage for the whole code base was realized. Baseline values taken at the beginning of the year were 91,348 vulnerabilities and a 20.35% unit test coverage. The number of new incidents per month was also monitored and at the end of 2020, a 17% decrement was realized when compared to the previous year based on the total annual 120,000 incidents taken as the baseline at the beginning of the year. By the end of 2020, project completion ratio was measured to be 99.50% and the Schedule Performance Index (SPI) as 99.78% as the average of 762 projects delivered. Projects that could not be finished within the same year were carried over to the next year and counted as failures. Even though the ratio was small, the main reason behind them was the inability to adapt to changing customer values and requirements.

At the end of 2019 product satisfaction surveys reached the value of 3.76, while at the end of 2020, the customer satisfaction level was 4.05. Additional unit test coverage has a positive correlation with the increment.

During the adoption period there were mainly three issues to cope with. The first one was the cultural change of the style of work. The formation of new teams around products and focusing on the same picture of customer value and product success was challenging for the development and operational teams that had worked separately until that point. This issue was resolved with the help of product managers who set the product goal based on customer value. The second issue was the migration of legacy code base to the new tool chain. Some parts of the old legacy code were not supported by the new tool chains, which required the legacy code to be converted to the new code base when necessary. The third issue was adaptability of teams to changing customer expectations while maintaining their pace. Even though SPSM and tool chains promote adaptability, mental agility takes some time to adapt to changing priorities.

### Threats to Validity

The current research can be loosely positioned within the Design Science Research paradigm [36], an industrial case study forming the main implementation and evaluation context for the suggested DevOps System Model, SPSM. In this section, we will address the main concerns regarding the validity and reliability of the study from an empirical perspective [37].

Construct validity is concerned with how much the theoretical model and the interpretation and operationalization of its application matches. What is assessed has to correctly correspond to the theoretical construct [37, 38]. The primary author of the present article was also the responsible director for process improvement in the company forming the current case study, thus SPSM’s implementation and evaluation was realized over 2 years with synchronous methodological validation and verification directly matching the conceptual model.

Internal validity is about the strength of the causal and logical relationship between the variables of the research and the conclusions drawn [37]. The present case study is about a complex software development environment with a large code base, and a large number of developers. Clearly distinguishing what is caused by the properties of the SPSM deployment in contrast to other processes such as specifics of agile processes in the company can be hard to do. We acknowledge that the metrics chosen for the evaluation were consistent with dynamic monitoring and the triangulation of the data for the evaluation of the effectiveness of SPSM in line with the policies of the company, but they were not intended as an exclusive subset that would be relevant only to the performance of SPSM. Moreover, some possibly confounding factors, such as the effect of coronavirus pandemic, and hence, the transfer of the company to remote work during the latter half of the application of SPSM also has to be evaluated separately as future work.

We will treat external validity, the extent of generalizability for a successful deployment of SPSM in other industrial cases, and reliability, the transparency showing the correctness of measurements for evaluation and mechanisms for the replicability of the study, together, as the factors concerning both are common. There are no case study protocols and databases for the replicability of the study regarding the nature of the company-internal information that such empirical replicability and reliability tools would involve. However, the company has well established procedures and internal quality systems in accordance with ISO9001:2015 for metric collection, evaluation, and continuous improvement. Moreover, we drew up a general checklist, shown in
Fig. 4 Checklist for SPSM application in DevOps Framework

1. Are there quality gates representing dynamic quality features implemented in DevOps pipeline with local metrics effecting the opening and closing of the gates?
2. Does the customer feedback find its way back into the system quantitatively to track and monitor local and global metrics of desired quality features?
3. Can the quality gate metrics dynamically change in priority in accordance with the customer feedback?
4. Can the whole system improvement be observable with the metrics continuously?
5. Does the product board cover all of the software development life cycle?
6. Is the versioning scheme applied for product backlog and documentation?
7. Is there a prioritized product backlog?

Fig. 4, for other organizations who want to implement and evaluate SPSM in a DevOps context to mitigate risks in replicability and external validity.

Concluding Remarks: Implications of SPSM for DevOps

We have proposed a systems-based, customer-value oriented, dynamic System Model, SPSM, over a DevOps pipeline with quality gates and with feedback from both customers and local metrics. Our purpose is to enhance DevOps pipelines’ interaction with software development processes without giving up DevOps’ advantages in integration and production speed. The implementation and evaluation of the model over 2 years in a large software house improved the quality needs of the particular customer focus, with further improvement of key project performance indicators. SPSM has allowed for a better adoption of agility concerning customer expectations and changes in customer focus by allowing dynamic fine tuning with respect to product attributes.

SPSM as a System Model overlaid on a DevOps pipeline has also allowed local optimums on desired attributes to work better, being integrated to the whole system optimization by bringing product log, DevOps, documentation and maintenance all under the same framework and making causal links explicit. The adoption of SPSM with extra quality gates has not been detrimental to delivery rates; one particular reason for that in this particular implementation has been the firmness of the process owners in the non-flexibility of the quality gate control levels, even though such requests and even complaints on possibly overriding the gates in the name of urgency of a certain feature implementation have been presented. Such rebounds are likely to happen but management support in such an implementation is of importance so that developer teams have a chance to adjust to expectations and will know that they cannot be bypassed.

Future work could involve more empirically controlled application and evaluation of SPSM in other software company settings. Since the adoption and acceptance of the model characteristics by the developer teams are crucial, one way to go could be in the direction of making the adoption of the model for the product teams easier; possibly supporting how the quality emphasis in the current model could be enhanced through alternate means, such as gamification.
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