Abstract: Printable electronic circuits have received a big adoption from a variety of users such as researchers, hobbyists, designers, and children. The designers want to use electronic circuits along with graphic design yet focus on the creativity and aesthetics of the design. However, current technology requires them to take care of the discouraging electrical behaviors of the circuits. Taking the task of lighting up a bunch of light-emitted diodes (LEDs) as an example, it sounds simple, but is posing significant challenges for inexperience users. Given the non-negligible resistance of conductive ink, it is not straightforward to generate a pattern that lights up the LEDs evenly. Furthermore, a large number of LEDs make it difficult and error-prone to wire them efficiently. It is possible to try existing auto-routers in computer aided design tools to automatically route these LEDs. However, being optimized to make circuits with highly conductive materials such as copper and gold, these auto-routers ignore the intrinsic resistance of the conductive ink. In this paper, we propose an LED auto-router which computationally generates a conductive pattern to balance brightness of multiple LEDs without the need of additional resistors. Our routing algorithm is based on the traveling salesman problem to find the shortest cross-less path through the LEDs, and thus minimize the ink consumption. It then adjusts resistances of the conductive patterns to regulate the current which flows through each LED.
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1. Introduction

Sintering-free conductive ink [1], thanks to its easy accessibility, is being used by many groups of researchers, designers and hobbyists to design and rapidly fabricate interactive applications. Conductive ink filled pens [2]–[4] are low-cost and convenient solutions for hand-drawing of working electronic circuits. For more complicated conductive patterns, the conductive ink can be put into an inkjet printer to quickly print the conductive patterns. Researchers take advantage of this to rapidly prototype human-computer interaction related applications such as Extension Sticker [5], Inkantatory paper [6], and touch interfaces [7],[8]. Besides, designers also use conductive inkjet ink to create interactive lighting applications with light-emitted diodes (LEDs) as in [9]. Problems arise here when the number of LEDs increases. Wiring multiple LEDs is complicated and tedious. Furthermore, intrinsic resistance of the conductive inkjet ink makes the resistance of the printed pattern non-negligible, thus, causes an uneven lighting up of the LEDs as shown in Fig. 1 (b).

An example of art-works with LEDs is “Pu Gong Ying Tu (Dandelion Painting)” [10] (Fig. 2). Here, a lot of LEDs were placed behind a painting to bring in interactivity with the subject of the picture. It was manually designed with copper tape and a large number of LEDs. As shown in Fig. 2 (b), the copper tape-based electronic circuit behind the picture is complicated and would take a lot of time to wire it manually. Using conductive ink to print the printable digital design of the circuit will obviously simplify the labor of making and replicating this work. Some conductive ink existed at the time of the project, but the author of this work would not have done it using conductive ink due to the complication of designing a cross-less wiring pattern. Moreover, using conductive ink instead of copper would require a thorough consideration to overcome the troubles caused by the resistance of the conductive ink.

In this paper, we propose the implementation of an auto-
wire, the dimension of these metal patterns are normally put aside as long as the circuit is routable. However, this is not applicable in case of using conductive inkjet ink because of the non-negligible intrinsic resistance in the conductive ink. Ignorance of this resistance leads to generation of conductive patterns that cannot light up multiple LEDs evenly as shown in Fig. 1 (b).

2.2 Tree Based Routing Algorithm

In addition to A* search based algorithms, routing problems can be addressed with tree-based algorithms. Zero-skew clock routing is a typical problem in designing high-performance synchronous VLSI systems. In these systems, it is crucial to assure that the arrival times of a clock signal from a clock source to synchronous elements are the same. This can be analogized to our problem of LEDs brightness balancing in terms of providing the same current to all the LEDs in the circuit. Among different approaches to the zero-skew clock distribution problem such as in [22]–[24], a clock-trees-based algorithm [25] is widely used. However, a tree-based approach will not be a good solution to our LEDs brightness problem. The reason is that a tree-based algorithm will require multiple layers for routing. Although there are ways to fabricate double-sided circuits with conductive ink such as in [26], [27], they complicate the fabrication process significantly and make it difficult to optimize the ink consumption. Routing and balancing brightness of the LEDs in a single-layer circuit are more desirable.

2.3 Design Assistant in Electronic Circuits Prototyping

Since the emergence of consumer grade conductive inks, there are many tools to assist designing with these new materials. Circuit Stickers [28], Ellustrate [29], PaperPulse [30], and Midas [31] each proposed a development tool based on A* search and Lee’s algorithm [14] to support/automate the wiring of electronic components with conductive inks/pastes. However, these tools neither are fully automated nor consider the resistance of the conductive ink, which, as we mentioned above, severely affects the performance of the printed electronic circuits.

To deal with troubles caused by the resistance of the conductive ink, ConductAR [32] used computer vision techniques to estimate the resistance of hand-drawn or printed conductive ink patterns. Thus, it suggests an optimized trace width to each path of the circuits. However, it is an ad-hoc tool that cannot generate 2D paths to connect multiple LEDs on demand.

3. Problem Formulation and Solution

In its normal working zone, the brightness of an LED is roughly proportional to the current that flows through it. Therefore, in order to achieve an even lighting up of multiple LEDs, the circuit needs to assure that all the LEDs get the same amount of current. This can be guaranteed by chaining all LEDs serially and regulating the current by a ballast resistor. However, this approach requires a high voltage of the power source as the number of LEDs increases. In this case, a more reasonable approach is to put all the LEDs in parallel to the power source and regulate the current through each LED with ballast resistors. In a parallel schematic, these ballast resistors play a very important role in regulating and protecting the LEDs. Without them, due to the LEDs’ vicious loop of heating - increasing...
forward current, all the LEDs will be sequentially over-current and burn-out. As mentioned above, the existing auto-routers assume that resistance of the metal pattern is negligible and additional ballast resistors will be added to regulate the LEDs. Given the non-negligible intrinsic resistance of conductive ink, the first assumption does not hold. The second assumption about additional ballast resistors is discouraging. Adding rigid ballast resistors leads to the needs of calculating value of each resistor as well as the labor of attaching all of them to the circuit. Hence, we lose the advantage of using conductive inkjet printing technology. Instead, by means of computational design, the conductive inkjet ink can be used to act as a printable ballast resistor for each LED. We can take advantage from the apparent disadvantage of the conductive inkjet ink (i.e., high intrinsic resistance) and turn it into our favor.

A naive solution to averaging brightness of the LEDs could be rectilinearly connecting the power source to each LED as shown in Fig. 3. Apparently, this approach does not minimize the amount of ink consumed as well as the routing space. Furthermore, it does not guarantee brightness balance when there are multiple LEDs on a same level branch.

### 3.1 Problem 1 - Routing

**Problem statement:** Given a group of $n$ LEDs $\{L_i | i = 1, 2, \ldots, n\}$, and the two poles of a power source $\{L_0, L_{n+1}\}$ respectively denoting anode and cathode as shown in Fig. 4(a), find a route that connects the LEDs in parallel to the power source and minimizes the ink consumption.

**Solution:** For the goal of minimizing the amount of conductive ink consumed, we will find the shortest path to connect all the LEDs in parallel to the power source. Although this can be achieved by using the $A^*$ search algorithms, they are optimized to search for the shortest path between two points on a grid. $A^*$ search algorithms do not search for the shortest path through multiple points (i.e. LEDs). Building the minimum Steiner tree of all LEDs and the power source is the best solution to minimize the total length of connections [33]. Nevertheless, it is not feasible to route the two separated anode net and cathode net on a single layer circuit. To deal with the routing problem, we propose to solve the Euclidean-metric traveling salesman problem corresponding to the set of LEDs and power source poles. Node $L_0$ and $L_{n+1}$ act as the fixed starting and ending points of the TSP path. The TSP path will go from $L_0$, through all LEDs $L_i$ to $L_{n+1}$. Because searching for the TSP path is a NP-complete problem [34], it is more practical to approximate the shortest path using heuristic algorithms such as Christofides’ algorithm [35], the simulated annealing algorithm [36], and the genetic algorithms (GAs) [37]. We implement the TSP solver using the genetic algorithm because it is flexible in the evaluation of the best route.

In a GA based TSP solver, an *individual* is a candidate for the shortest path through all the LEDs. It will be encoded as
the array shown in Fig. 5. In this encoding, the starting and ending points are always fixed at the head and tail of the array. Only the order of the elements in range of first to nth \((L_{0,1,2,...,n})\) are alterable. For every generation of the GA, we generate a population of \(p = 50\) individuals by evolving from the population of the previous generation. Evolution through generations involves running crossover, mutate, and selection operations on the current population. To evaluate each individual, we define a fitness function as the reciprocal of the total length of the corresponding tour [38]. At each generation, we extract the fittest individual (i.e., the one with the highest fitness) for seeding the next generation. We stop the TSP solver when there is not better individual for converge\(_{\text{threshold}} = 10n\) consecutive generations, or when the evolution reaches \(\text{MAX\_GENERATION} = 100n\) generations. Choosing of these thresholds is done through empirical experiments. Detail parameters of the GA TSP solver are listed in Table 1. After stopping the GA evolution, we use a 2-opt algorithm [41] to eliminate all the crossing edges, if any, in the path generated by the GA to make it the shortest path as shown in Fig. 4 (b). Finally, after rotating each LED to an appropriate angle as described in Section 4.2, our algorithm connects all the LEDs along the found TSP path as shown in Fig. 4 (c).

3.2 Problem 2 - Brightness Balancing
The goal of lighting up all the LEDs evenly is achievable when each LED receives the same amount of current. This is fulfilled by adjusting the resistance from the power source to each LED. Because we put all the LEDs in parallel to the power source, the topology as in Fig. 4 (c) has an equivalent circuit as shown in Fig. 6.

In case that the electronic circuit consists of the same color LEDs, all the LEDs have the same magnitude of forward current \(I_F\) and forward voltage \(V_F\). The brightness balancing problem can be stated as follows:

**Problem statement:** Given a set of \(n\) LEDs that are connected to a \(V_F\) power source as shown in Fig. 6, find all the resistances \(R_{0,1,2,...,2n-1}\) that regulate the current through each LED to the common forward current \(I_F\).

**Solution:** The equivalent circuit in Fig. 6 is just a bunch of LEDs that are put in parallel to the power source. The values of the resistors are retrieved by using the nodal analysis on the equivalent circuit. In order to balance the currents through the single color LEDs (i.e., \(I_i = I_F, i = 1, 2, \ldots, n\)), the resistances must satisfy the following two equations:

\[
\begin{align*}
(n-i)R_i &= iR_{n-i+1},  \\
R_0 + R_{2n-1} &= \frac{V_F - V_{F1} - I_F \sum_{i=1}^{n-1} (n-i)R_i}{nI_F}.  
\end{align*}
\]

Because there are many sets of resistances \(R_i\), we assume that \(R_i = R_{2n-1-i}\) where \(i = 0, 1, \ldots, n - 1\). Once the user chooses the input voltage \(V_0\), our algorithm will calculate the values of all the resistances \(R_{0,1,2,...,2n-1}\).

**Conductive patterns as printable resistors:** Once the values of all the resistors are derived from the procedure above, we can print these resistors with the conductive ink. For an \(l \times w\) conductive strip, the resistance between two ends is \(R = R_{1,1} \frac{l}{w}\), where \(R_{1,1}\) is the sheet resistance of the conductive inkjet ink. With \(R\) as derived above, \(R_i\) fixed to each type of the conductive inkjet ink, and \(l\) as the distance between two consecutive LEDs on the TSP path, we can easily calculate the width \(w\) of each conductive segments. Figure 1 (a) and Fig. 4 (d) show an output of our routing algorithm.

3.3 Improved Routing
Our routing algorithm consists of two steps as follows:

- **Step 1:** Find TSP path from the anode of the power source, through all LEDs, to the cathode of the power source. Then connect them so that the LEDs are put in parallel to the power source.
- **Step 2:** Solve the equivalent circuit to get the resistance of all the resistors. Then print these resistors using conductive inkjet ink.

However, taking advantage of GA, we can improve the routing algorithm by combining these two steps into one. Instead of searching for the TSP route, we search for the path that minimizes ink consumption. In order to implement this, we replace the distance based fitness function of our GA implementation with a printed area based fitness function. The printed area based fitness function is defined as reciprocal of the printed area. At each generation of GA, we do as Step 2 above and then calculate the printed area. Smaller printed area routes will be selected to the next generation.

3.4 Multiple Color LEDs
In Section 3.2, we solved the problem of brightness balancing for single color LEDs. That is, all the LEDs in a circuit are the same color which results in the same requirement of forward voltage and forward current. It is possible to solve the problem in a circuit which have different color LEDs. In that case, depending on its color, each LED has different requirements of forward voltage and forward current. The problem can be stated as follows:

**Problem:** Let forward voltage and forward current through LED \(L_i, i = 1, 2, \ldots, n\) be \(V_i\) and \(I_i\), voltage of the power source be \(V_0\). Knowing the order of LEDs which should be connected in parallel to the power source, generate conductive inkjet patterns so that the voltage drop on each LED \(L_i\) is \(V_i\).

The circuit of multiple color LEDs put in parallel to the power source has an equivalent circuit as in Fig. 7. With known \(V_0, V_i,\) and \(I_i\), the resistors are solvable using the nodal analysis. Let \(I_{ab} = \sum_{i=a}^{b} I_i\) all the LEDs \(L_i\) will get its required amount of current when the resistors satisfy the following equations:
\[ \begin{align*}
I_{i+1,R} &= I_{i,R_{n-1}} + V_i - V_{i+1}, \quad (3) \\
I_{i,R_0} + \sum_{i=1}^{n-1} I_{i+1,R} + I_{1,R_{2n-1}} &= V_0 - V_n. \quad (4)
\end{align*} \]

Among many sets of resistances that satisfy the equation system above, we can choose the one that minimizes the area of the conductive pattern. We assign larger resistances to conductive segments which have longer length, and thus overall reduce the width of the pattern.

4. Implementation

We implement the aforementioned algorithm as a plugin of Adobe Illustrator\(^2\).

4.1 Adobe Illustrator Extension

Integrating our auto-router into a commonly used design software as Adobe Illustrator keeps the user from the struggle of learning a completely new tool (Fig. 8). Electronic components like LEDs and the power source footprint are arranged into the toolbox of Adobe Illustrator. Our auto-routing script will route all the LEDs and the power source and then generate a ready-to-print conductive pattern to be printed with conductive inkjet ink. Finally, the user will attach real LEDs to the print and drive them with a real power source.

4.2 Prevent Polar Cross

During discussion of routing, to simplify the implementation of the TSP solver, we assume that the LEDs and power source poles are points on a 2D plane. However, we need to put the dimension of each component into consideration when we route them together. From Fig. 6, we see that the circuit comprises two branches which are the anode branch made up of \(R_{i=0,1,\ldots,n-1}\) and the cathode branch made up of \(R_{i=n,n+1,\ldots,2n-1}\). In order to prevent these two polar branches from crossing each other, we rotate each LED around its center to an appropriate angle. Considering the case of three LEDs as shown in Fig. 9 (a), the directional axis of an LED is defined as the vector from the center point of its anode to the center point of its cathode. We define TSP angle \(\theta\) of an LED as the angle formed by the two edges of the TSP route at the corresponding LED. For each LED, we align its directional axis to the bisector line of the TSP angle \(\theta\) as in Fig. 9 (b), and then, if necessary, we reverse the directional axis of the LED to eliminate the twist (if any) of the anode and cathode TSP edge (Fig. 9 (c)). This equals to switching position of anode and cathode terminal of the corresponding LED.

4.3 Eliminate the Excessively Narrow Conductive Trace

The width of a conductive segment in our TSP routing depends on the required resistance and the length of the conductive segment. Besides, it is also influenced by the characteristic of the conductive inkjet ink and the printing technology. The minimum tolerable width \(W_{\text{threshold}}\) is defined as the narrowest conductive trace that is printable. Any trace with the width \(w < W_{\text{threshold}}\) is either highly resistant or not conductive at all. This usually happens when the required resistance \(R\) is high whilst the distance \(l\) between two ends of the conductive segment is small. In order to solve this, we need to eliminate the excessively narrow conductive traces by converting them into electrically equivalent meander lines. The electrically equivalent meander line need to have the same end-to-end distance as

\[ W_{\text{threshold}} \]

\[ l \]
the original narrow trace, wider width than the original width of the narrow trace, and the same end-to-end resistance as the original narrow trace (Fig. 10). An example of this conversion is shown in Fig. 11.

5. Experiments

Settings for all the experiments in this section are listed in Table 2.

| Substrate          | NB-RC-3GR120 [42] |
|--------------------|-------------------|
| Red LED            | LTST-C150CKT [43] |
| Blue LED           | LTST-C150TBKT [44] |
| Conductive Ink     | NBSIJ-MU01 [45]   |
| Inkjet Printer     | Epson PX-S160T    |
| Sheet Resistance $R_s$ | 0.13 Ω/□ (ohm-per-square) |

Table 2 General setting for the experiments.

5.1 Brightness Balance Evaluation

To evaluate the performance of our algorithm in balancing brightness of multiple LEDs, we placed 22 red LEDs to form the text “AB”, and then connected them using printed conductive inkjet ink as shown in Fig. 1. We use our algorithm and the auto-router in Eagle respectively to generate the conductive pattern in Fig. 1 (a) and Fig. 1 (b). In the case of using Eagle, trace width and clearance are set to 1 mm. The circuits are driven by a 6 V regulated DC power supply (TEXIO PA36-3B [46]). We use a digital tester (Hozan DT-124 [47]) to measure the voltage drop on each LED.

As evidently shown in Fig. 1, our TSP router outperformed the auto-router in Eagle in terms of brightness balancing. A closer look at the voltage drops on each LED (Fig. 12 and Fig. 13) shows that our TSP router give a much better distribution of the voltage drop on each LED. All of them are stable and larger than the minimum required voltage (i.e., above the dashed line). Due to the instability in printing resistor using conductive ink, especially when printing narrow traces, which are located in the two ends of the circuit due to the constraint in Eq. (1), the voltage drop on the first and last LEDs are slightly higher than the others. This difference, along with the non-linearity of the I-V characteristic of the LED, makes the currents flow through these two LEDs higher than the other LEDs. However, this deviation in current is acceptable as the brightness difference it causes is ignorable for human eyes (as shown in Fig. 1 (a)). In contrast, the auto-router in Eagle showed difficulty in providing stable voltage drops to each LED. Most of the LEDs, in this case, have the voltage drop less than the minimum required voltage, which resulted in the uneven lighting of the LEDs.

The experiment with multiple color LEDs (8 red LEDs and 14 blue LEDs) as in Fig. 14 shows that our routing algorithm works well in case of circuits with different color LEDs. Voltage drop on the same color LEDs are stable and above minimum voltage requirement for each color. However, due to mixing the different color of LEDs, the input voltage needs to be higher compared to the case of single color LEDs.

5.2 TSP Routing Time Performance

Performance of our TSP router is also evaluated in terms of running time. With the experimental environment setup as in Table 3, we ran it with different number of LEDs and then measure the routing time in each case.

The experiment result in Fig. 15 shows that our TSP routing algorithm can route up to 60 LEDs in a convenient time frame using a commodity laptop. However, it starts to struggle when the number of LEDs increases more. This can be improved partially by introducing heuristic fine-tuning or dynamic pro-
In addition to running time evaluation, we also evaluate the approximation ratio of our GA TSP solver with difference numbers of LEDs. The approximation ratio here is defined as the ratio between the total length of the route found by our GA TSP router and the total length of the optimal route which is calculated by Concorde TSP Solver [48]. As shown in Fig. 15, we can achieve reasonable approximation of the TSP route with the highest ratio in the case of 100 LEDs is about 1.6. That means in this scenario, the route found by our GA TSP solver is only 1.6 times longer than the optimal one.

5.3 Ink Consumption

Assuming that conductive inkjet printing will always print the conductive ink with the same thickness, we evaluate the ink consumption by measuring the area of the conductive pattern. We do not acknowledge of any tool that helps to route and balance brightness of multiple LEDs. Therefore, we conducted the experiment by comparing printing area in case of different numbers of LEDs and different of input voltages. We distributed multiple LEDs uniformly on an A4-sized artboard. Input voltage is set to 20 V and 30 V for each case. As shown in Fig. 16, increasing number of the LEDs requirement more conductive ink to route all of the LEDs. However, it is possible to reduce the ink consumption by increasing the input voltage.

6. Applications

6.1 Electronic Artwork with Multiple LEDs

With our plugin, users can automatically route a large number of LEDs and print the circuit quickly with conductive inkjet printing (Fig. 17). It is also possible to mix multiple types of LEDs in a single artwork by stacking altogether transparent PET films with different types of LEDs routed on each layer.

6.2 Characters and Emojis with LEDs and Conductive Ink

Characters and emojis help to convey information efficiently. They are often used in designing interactive applications with LEDs. Using our plugin, instead of manually connecting each LED, users can easily generate conductive patterns of all characters in the alphabet table (Fig. 18 (a)) or emojis such as the smiling or frowning face (Fig. 18 (b) and 18 (c)).

6.3 Quickly Made Greeting Card

Although our algorithm is originally implemented in Adobe Illustrator, it is possible to port the algorithm to other platforms which are more familiar to beginners. Figure 19 shows a proposal of a smartphone app that lets users generate LED-based greeting cards by taking a photo, placing LED and route with our TSP router. The generated conductive pattern is ready to be printed and assembled.
7. Discussion and Future Work

Our TSP router helps to generate conductive patterns that wires and regulates the current through each LED to assure that they light up evenly. Besides, we can expand this routing algorithm to other 2-terminal components such as sensors, actuators, and paper speakers. We can also port it to other popular CAD platforms such as Fritzing and KiCAD.

However, our TSP router is still having several issues that should be investigated more in future:

- **Routing time:** Our auto-router can route up to 60 LEDs in a short time. However, in the case that an user would like to light up 1,000 LEDs or more to fill a whole wall or ceiling, a faster algorithm to solve the TSP is necessary.

- **GA parameters tuning:** A genetic algorithm is a heuristic algorithm so it is critical to choose the parameters properly. Although we find that the default parameters (resulted from empirical experiments) in Table 1 is working well in most of the experimental cases, tuning the GA parameters will help to improve the performance of the GA TSP solver. In the future, we want to develop our router so that it can dynamically change the parameters based on the number of LEDs and other user-defined constraints.

- **Power source placement:** Our current algorithm requires users to place the power pads before routing. This is simple in most of the cases. However, when the number of LEDs increases or the artwork is more complicated, it might be challenging for users to decide position of the power pads properly. In addition, the current algorithm allows only one power source for the whole circuit which leads to high voltage requirement when the number of LEDs increases. In the future, our auto-router will suggest the number of power sources and the position of each power pad so that the routed circuit meets user-defined constraints (such as time, ink consumption, required voltage of the power source, and aesthetic).

- **Scalability evaluation:** To assess the scalability of our auto-router, we want to investigate the performance of the router in terms of the number of LEDs, the voltage of the power source, the sheet resistance of the conductive ink, total space that all LEDs occupy, and LEDs distribution.

- **Overlapping:** In our current implementation, we eliminate the crossing edge before brightness balancing using a 2-opt algorithm while temporarily ignore the width of the conductive trace. This approach assure that the TSP route do not have any crossing edge. However, in extreme cases where the routing area is strictly limited by the wiring space or the density of the LEDs distribution, there is a possibility that an anode branch might overlap with a cathode branch causing circuit shorting. This can be prevented by increasing the voltage of the power source. In the future, it is possible to search for a non-overlapping pattern of the TSP routed circuit by either checking for overlapping during TSP search or adjusting the width of the overlapping segments while still assure that the Eqs. (1) and (2) are satisfied.

- **Power consumption optimization:** The conductive pattern area, resistances, and power source voltage have a tight relationship. Based on this relationship, we may find the adequate trade-off between resistance and power source voltage required to drive multiple LEDs.

8. Conclusion

In this paper, we addressed the hassle of wiring and balancing brightness of multiple LEDs (single and multiple colors). We proposed an auto-router based on traveling salesman problem and resistance adjustment of the conductive pattern as a designing tool for creating interactive applications with LEDs.
and conductive inkjet ink. We took advantage of the apparent disadvantage of the conductive ink (i.e., high resistance) to eliminate rigid ballast resistors which are inherently necessary to regulate the LEDs. Besides the deep integration into Adobe Illustrator, our extension provides:

- a tool for arranging and designing with LEDs
- an auto-router based on the traveling salesman problem to find the shortest cross-less path to connect multiple LEDs on a single-layer sheet of paper
- a mechanism of adjusting the width of the conductive patterns to control the resistance to each LED, hence allowing to control the brightness of each LED without the need of additional resistors.

In this research, we aim to support inexperienced users in working with electronic circuits, especially working with conductive inkjet ink and multiple LEDs. Our plugin allows users to focus on creative designing instead of struggling with complicated electronic circuits.
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