Using Alice Software with the Expository Method: A Pilot Study
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Abstract — This article presents a learning environment design that compares the effectiveness of using Alice software with conventional programming languages in the scope of initial programming learning. The model proposes a quasi-experimental design in three stages: i) a pre-test to assess the development of logical reasoning in experimental (n=11) and control (n=11) groups; ii) learning programming with the Alice software and pseudocode or exclusively with pseudocode, in the experimental and control group respectively, both using an expository teaching methodology; iii) applying a validated programming test to assess student knowledge, mediated by logical reasoning in both groups. The pilot study indicated no significant differences in the programming test between experimental and control groups (p > 0.05). These results indicate that the effectiveness of the Alice software in programming knowledge might not work with the expository method.
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I. INTRODUCTION

Teaching programming has been studied in the last decades in search for solutions that mitigate the difficulties in the student learning process. Research indicates that the main constraints to learning are the student lack of interest and mathematical knowledge, the syntactical complexity of first programming language that is taught, and the teaching methods, not always the most appropriate [1] [2]. In order to overcome these difficulties, one solution suggested by the research focuses on the use of microworlds [3]: programming environments that allow the user to move virtual objects using commands [4]. In this context, the Alice software stands out: a three-dimensional microworld created specifically to develop computational and logical reasoning and learn the fundamental principles of programming [5].

Although many studies use Alice software and present promising results, a meta-analytical study conducted by Costa and Miranda [6] concluded that the research designs and the instruments used vary widely among studies, which weakens the analysis of the results. The authors also question whether results might be related with the teaching methodologies used, as none of the studies focused on this variable.

Hattie’s [7] work states that teaching strategies have an impact with an effect size of 0.60, but audio-visual or visual teaching methods only have an effect size of 0.22. Additionally, Garlick and Cankaya [8] used Alice in their experimental work and obtained no significant changes in the experimental group. These authors also did not isolate teaching methodology, which leads to the question of whether there is a relation between the academic success, the teaching methodology and the chosen programming language to teach initial programming.

In this article, we propose the creation and validation of an initial programming learning environment designed to be implemented in a Portuguese high school, but which can be adapted to different means and countries with a similar curriculum in programming. The implementation of this learning environment can further our understanding of whether the use of the Alice software with pseudocode is more effective in initial programming learning than an approach that exclusively uses pseudocode, and whether the development of logical reasoning influences this relation. The use of pseudocode as an initial approach mirrors the programming student curriculum, on which the experimental work will focus [9]. This design should also allow us to understand whether positive development of logical reasoning is related with the best programming results, regardless of the programming language.

When operational, for a given teaching method and stage of logical reasoning, students using the Alice software with pseudocode to learn the structural concepts of programming will perform better in the programming knowledge test than students who only used pseudocode to learn the same concepts.

After the experimental work, one need understand the evidence about the effectiveness of the Alice software in initial programming learning while controlling the teaching methodology. This article follows Creswell’s proposal [10] for the presentation of a research design with a quantitative methodology.
II. METHODS

The next sections describe the methodology, discriminating the operationalization of variables, the sampling strategy and the adopted procedures.

A. Operational variables

This section presents the observable criteria and measurement of variables. The clearness of the objectives and the role assigned to each variable are important issues for the reader to understand what was done and to faithfully replicate this design [11].

Initially, the experimental and control groups were divided using Alice with pseudocode or exclusively pseudocode. This separation corresponds to levels of the study’s independent discrete variable: the Programming Language.

The effects of Programming Language were measured with a previously validated programming test [12], and using the logical reasoning test applied before the experimental treatment as a co-variable (ECDL in Table 1). Changes in programming learning were evaluated by estimating the interaction between Programming Language and Performance in Programming Test, mediated by the result of the logical reasoning test.

The equivalence between groups was controlled by testing, before the experimental treatment, whether groups belonged to the same professional course and age range, and whether they had similar prior programming interest, similar grades in Portuguese and Mathematics in the previous year, and similar number of grade retentions. The same teaching method was assured in both groups participating in the experiment, to ensure it would not be a bias factor.

Table 1 presents a summary of all variables that were controlled and manipulated, including the type and operational definition of each variable based on the observable criteria.

| Name                               | Type             | Operational Definition                                                                 |
|------------------------------------|------------------|----------------------------------------------------------------------------------------|
| Programming Language               | Independent      | Manipulation: one group learns the structural concepts using pseudocode and Alice approach (level 1), and another group learns the same concepts, but exclusively using pseudocode (level 2) |
| ECDL                               | Co-variable      | Dynamic property: test score before the experimental treatment                          |
| Performance                        | Dependent        | Dynamic property: test score of each student, applied after the experimental treatment |
| Professional Course                | Control          | Static property: Students belonging to the same grade and course                         |
| Age                                | Control          | Static property: Students belonging to the same age range                                |
| ProgrammingInterest                | Control          | Static property: Students with similar programming interest                              |
| PreviousProgrammingExperience      | Control          | Static property: Students with the same previous programming experience                 |
| Schooling                          | Control          | Static property: Students with similar previous schooling regarding the Mathematics and Portuguese grades and to the number of retention years |
| Teaching Method                    | Control          | Static property: Using the same teaching method in the experimental and control groups during the experimental treatment period |
| ProgrammingLearning                | Intervenient     | Inferred from the programming test performance mediated by the ECDL result              |
B. Instrumentation

The developmental stage of each student’s logical reasoning was evaluated before the experimental treatment using the Echelle Collective de Développement Logique (ECDL). This scale classifies the student thinking according to the five stages of Jean Piaget’s theory on cognitive thinking, namely: Preoperational, Concrete Operational, Intermediate, Formal A and Formal B (cf. [13]).

In order to evaluate acquired knowledge of programming, we used a test on pseudocode developed and validated by Costa and Miranda [12]. This test contains 13 items, 10 of which are multiple choice and three are development items. Each answer was classified with zero if incorrect, or one point if correct. In the development items, the correct answers were graded using a checklist of instructions needed for the correct solution. If an item on the checklist was completed, the student received that point.

Interest in programming was verified through a survey with clear statements, where students state level of agreement with the statement, on a Likert scale between one and five, where one means they completely disagreed and five means they completely agreed. The statements presented in the survey were: i) “I have an interest in the content of the programming subject”; and ii) “In the future I want to program in my profession”.

C. Subjects

The students participating in the pilot experiment all belonged to the same school and class. In the beginning of the school year, and before the experiment, the class was divided by the school into two groups. Both the control and experimental groups included 11 students, with an average age of 15.58 years (standard deviation of 1.31) and 15.67 years (standard deviation of 0.98), respectively. None of the subjects had previous experience in programming. Both the control and experimental groups had four students who had already been retained in previous years.

This class belonged to the 10th grade, the first year of an Informatics professional course. In Portugal, evaluations until the 9th grade in the different subjects are graded between one and five, with one and two indicating negative grades and three, four and five values indicating positive grades. In Mathematics, the control group had an average grade of 2.75 and the experimental group an average grade of 2.67. In Portuguese, the control group had an average grade of 3.1 and the experimental group an average grade of 3.

Interest in programming was verified in the last class before beginning the experimental treatment. The survey was applied to each student in both groups. The control group totalled on average 4.41 (standard deviation of 0.51) and the experimental group answered on average 4.5 (standard deviation of 0.52).

These data allowed confirmed the experimental and control groups were similar in professional course, schooling, age, and previous programming interest.

III. Procedures

We propose a quasi-experimental design, as the population is composed of students previously grouped by classes. Tuckman [11] refers that a certain randomness regarding the constitution of classes by the schools is expected. However, the author also states that research cannot consider this process and should assume it is not possible to divide students according to a predefined criteria.

Based on the characteristics of a quasi-experimental design, the following general procedures were defined: i) data collection about participant characteristics, and application of the ECDL; ii) experimental treatment during four weeks, with seven hours of programming per week, in both groups; and iii) after the experimental treatment, application of the knowledge test in both groups.
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Fig. 1. Visual model of the design

D. Classroom Procedures

Since this research occurred in Portugal, the most common teaching method in Portuguese schools was applied: expository teaching [17]. Classes began with an explanation by the teacher about the subject’s content, followed by the presentation on an example and respective resolution. Then, the teacher would present students with some exercises to solve, allowing some time for this activity, after which the teacher would solve those exercises on the board if they were in pseudocode or would project the computer screen, if they had been solved using the Alice software. The difficulty level of the exercises gradually increased throughout classes. Most of the exercises were solved by the teacher, but sometimes the class was invited to participate, without addressing a specific student. This method was used in both groups.
Table 2 represents the weekly activities during the experimental period. During the first week, both groups learned language syntax in pseudocode. In this week, a researcher was present in the classroom with both groups in order to faithfully replicate the teaching method in the experimental group and to guarantee students would not being able to identify whether they were in the experimental or control group.

| Week | Experimental Group Activity | Control Group Activity |
|------|-----------------------------|------------------------|
| One  | Pseudocode syntax, survey regarding the programming interest and application of the ECDL |  |
| Two  | Syntax and algorithmic notions, first Alice programs and conversion to pseudo-code | Syntax and algorithmic notions, first programs in pseudocode |
| Three| Programming classes with Alice and conversion of the programs to pseudocode | Programming classes exclusively in pseudocode |
| Four | Programming classes with Alice and conversion of the programs to pseudocode | Programming classes exclusively in pseudocode |
| Five | Programming classes with Alice and conversion of the programs to pseudocode | Programming classes exclusively in pseudocode |
| Six  | Application of the knowledge test |  |
| Seven| Programming language C syntax learning |  |

The curriculum was followed in the same way, addressing the same concepts in both groups that participated in the research. In the first week, students learned the pseudocode syntax and the initial data were collected. In the four following weeks, the classes of the control group were guided by the subject’s teacher, and the following structural programming concepts were discussed: algorithm development, variables, data types, operators and control structures. During these four weeks, some classes of the experimental group were guided by the researcher and others were guided by the subject’s teacher, who also guided the control group. The subject’s teacher was present in all classes. In this way, the teaching method was assured in both groups and it was possible to control the teacher and the teaching method variables.

In the fifth week, after completion of the experimental treatment, both groups were submitted to the programming knowledge test [12]. After that, all the students started learning the C language, as taught by the subject’s teacher.

E. Validity Procedures

In order to ensure the validation of the research and avoid any possible distortion caused by the selection, the ECDL was applied as a pre-test to evaluate the existence of initial equivalence regarding logical reasoning ability. A possible distortion of the selection was also overcome by including the following control variables in the analysis: age, course, previous programming experience and programming interest. Although the use of a pre-test constitutes a threat to validation in testing [11], it was the only possible way to analyse the results of the programming knowledge test, using the logical reasoning development as co-variable. The knowledge test had no pre-test and therefore its application did not constitute a threat to the validity of the re-search. During the research period, groups were submitted to the same experiments in order to control the effects of maturation, history and statistical regression [11].

According to Tuckman [11], the Hawthorne effect, that is, the set of effects caused by subject motivation for merely participating in an experiment, constitutes a threat to the external validation of research. To control this effect, we followed Tuckman’s [11] proposal: the control group of the experiment, which in traditional research would only contact a researcher during data collection before and after experimental treatment, was transformed into a Hawthorne Group. This way, the control group had constant interactions with a researcher, including their presence in classes during the experimental treatment. During this time, questions irrelevant to the experiment were asked in both groups. These questions had no effect related to the experimental treatment, but made it possible to keep the same motivation levels in both groups.

The validation of the instrumentation was previously verified using valid and reliable instruments.
IV. ETHICAL ISSUES

Every ethical issue regarding the research were ensured (cf. [15]). Participation in the research was authorized by the school and students themselves. The students who were 17 years old or younger were requested to provide an informed consent from their tutors, in order to participate in the research. All participants were also informed that their data would be protected by anonymization. All data collected was used exclusively for this research.

The information provided to participants, school and tutors stated that students would not suffer any mental or physical danger from the procedures used in the research and that any relevant change in procedures would be previously transmitted. Participants were free to not authorize the inclusion of their data in the study, even after their participation, and that they could leave the research in any phase. The informed consent included the right to voluntarily participate, the purpose of the study, procedures, the right to their privacy, to ask questions and the right to access the results.

The students who were part of the class, but who had previous experience in programming, were not considered for the results, but also participated in the research without knowing that their data would not be used, so that they would not feel excluded.

After a few weeks, some classes were taught with the Alice software in the control group to ensure the equality of opportunities in access to the knowledge about this microworld.

V. PRELIMINARY RESULTS

F. Assumptions

The effect of the programming language on the programming knowledge test was evaluated with ANCOVA using the ECDL results before the experimental treatment as a co-variable. The ANCOVA assumptions were validated through the Shapiro-Wilk test of normality of the dependent variable (p ≥ 0.142 to both groups). This test is preferable to the Kolmogorov-Smirnov test, because the number of subjects in the sample was smaller than 30 [16].

The homogeneity of variances was verified using the Levene test (p = 0.437). Homogeneity of slopes was validated through the procedure described in Marôco [16]: verification of the significance of the interaction between the co-variable and the factor, in the two-way ANOVA (p = 0,328).

Homogeneity of the means of the co-variable was also evaluated in the two-factor levels (p = 0.076) [16]. All statistical analysis was performed with SPSS Statistics (v. 24, IBM, SPSS, Chicago), with a significance level of 0.05.

G. Pilot Findings

The results of the programming knowledge test were not significantly influenced by the Alice software, after accounting the ECDL as a co-variable (F (1,19) = 0.984; p = 0.334).

![Knowledge test results: first application](image)

As shown in Figure 2, when the ECDL co-variable is maintained at its mean value (11.95), the group that used Alice scored lower in the programming test (6.073 ± 0.834) than the group that exclusively used pseudocode (7.290 ± 0.834). The analysis of planned contrasts between the experimental and control groups revealed non-significant differences between the approaches (|ψ| = 1.217; t (19) = 0.992; p > 0.05).
VI. CONCLUSIONS AND FUTURE WORK

Stefik and Hanenberg [17] question whether most studies have enough rigor and impartiality to analyse the impact of the newest emerging solutions, as part of these studies are done by the teams that created these solutions. Moreover, Rosenberg [18] points out that there is a clear trend towards the publication of statistically significant results, which can create a favourable bias regarding the real impact of these solutions. The results obtained in our pilot-group focus on these issues and on the need to maintain research over a longer period and include variables often lacking in other studies.

The choice of quantitative methods was adequate for the proposed research questions, as only quantitative data would allow the analysis of the programming test results. The sample was also appropriate for constituting a pilot group for this project, given the characteristics of the subjects. However, the design could improve by including a larger number of students and a comparison with a group using the Alice software, but with a different teaching methodology. This shall be implemented in the future to complete this research.

These results suggest that the use of the Alice software with an expository teaching method does not bring any benefit to programming knowledge when compared with traditional tools. However, this work needs further research: increasing the time of the experiment, using other teaching methods associated with the Alice software and other programming languages, and using the same instruments to get valid conclusions. Following this approach, it should be possible to verify whether the use of microworlds in programming learning is more effective in acquiring programming knowledge than the use of conventional programming languages, or whether this acquisition is more related with the teaching method used than with the teaching tools, or whether it will be the combination of both. It Possible, the absence of significant results in the present, unlike the intentions of the creators of the Alice software, might mean that most programming languages that currently exist have the same potential in initial programming learning.
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