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ABSTRACT
Mobile robot needs to navigate at unknown environments and constructing its maps at the same time. Therefore, we proposed to use an algorithm named simultaneous localization and mapping (SLAM). Then, we suggested the extended kalman filter algorithm (EKF) to solve the SLAM problem which is implemented at different unknown environments containing a different number of landmarks where the detectable landmarks will play an important role in controlling the overall navigation process and on EKF-SLAM technique’s performance. MATLAB simulation results show that the performance of EKF-SLAM path is enhanced as the number of landmarks increased, so the performance becomes better as compared with an odometry path depending on the value of mean square error. After that, we simulated mobile robot platform named TurtleBot2e in Gazebo simulator to achieve the SLAM algorithm for different environments based on G-mapping algorithm which was built on robot operating system (ROS). The main contribution that comes with this work is the simulation of SLAM technique is done by using two different software platforms separately (MATLAB and ROS). Finally, the execution time to build a map is computed for each environment in Gazebo simulator, and we concluded that it is increased when the landmarks are increased.

1. INTRODUCTION
The latest research trends in robotics have witnessed dramatic advancements in using robots to facilitate human difficult jobs such as the survey of mars or analyses of the sea bottom such applications need that the robot can navigate in unknown environments [1-7]. The navigation issue is considered one of the most important issues in current research trends in robotics [8-11]. A key condition for successful navigation is the capability of localization and building maps of unknown environments for a mobile robot, which is also well-known as simultaneous localization and mapping (SLAM) [12, 13]. Firstly, SLAM is presented in 1986 which is considered as one of the AI techniques that benefit from the mobile robot’s navigation in at unknown environment [14], to construct a new map for this environment so as other robots can navigate it smoothly in the future [15]. So, the SLAM problem can define as a case study of a chicken-or-egg problem [16-18].

The main problem with SLAM is that measurements that read from the sensors always containing noise and uncertainties in its positioning produced by the motion of the robot [19, 20]. So, there are different solutions to solve the SLAM problem. The best estimation approaches that used such extended kalman filter (EKF) [21], unscented kalman filter (UKF) [22] and rao blackwellised particle filter (RDPF) [23]. In our work, we will focus on the Extended Kalman Filter algorithm [24]. EKF-SLAM is dependent on the EKF
SLAM is an extended approach that is used originally for estimation of the linear systems while the EKF is used for estimation of the non-linear systems [12, 25-28].

Briefly, we can summarize our work into two phases at the first phase, our proposal modified EKF-SLAM is simulated and implemented using MATLAB simulator for different unknown environments that contain different numbers of landmarks to study the effect of the increasing number of landmarks on EKF-SLAM path and Odometry path and to enhance the performance of the mobile robot trajectory. At the second phase of this research work, we suggest a mobile robot named TurtleBot2e to achieve the SLAM algorithm in real simulation world called by Gazebo world using G-mapping algorithm which is the package in ROS provides the tools to create a 2D base map using laser and data of Odometry [29-31]. In this work, the Turtlebot2e robot is equipped with an IR emitter sensor provided by the Kinect camera to detect the environment which contains different numbers of landmarks and obstacles [32-34].

There are several research works are developed in the last years ago that deal with SLAM, EKF-SLAM and their applications in robotics environments as follows: In [24], described the implementation of Extended Kalman Filter utilizing Python over a mobile robot and investigation of its qualification in the actual existence of the physical environment In [25], 2D EKF-SLAM for mobile wheeled robots is applied to evaluate the state of a UGV operating in a real environment involving dynamic objects in a real environment. In [31], introduced a simulation environment for mobile robots based on ROS and Gazebo. In [32], presented the SLAM that is implemented in ROS by calculating the travel time taken by the robot model to reach the endpoint. In [33], presented the SLAM algorithm based on ROS for simulated mobile robot on Gazebo simulator with a scanning laser that is introduced with PR2 and AR-601M robots. In [34], presented the SLAM framework based on low-cost LiDAR and vision fusion is implemented by using Turtlebot2 where the navigation package provided by the ROS.

So, our main contribution of this work is the simulating and achieving of the SLAM algorithm separately in MATLAB and ROS software platforms for different unknown environments having a different number of landmarks which they will play an important role in determining the mobile robot’s location and constructing the corresponding maps of these environments for future usage in addition to improve the performance of SLAM technique. The ROS simulation result shows a few numbers of landmarks will make the mobile robot loses its path; therefore, increasing the number of landmarks was given a more accurate path. Finally, the mobile robot needs a long time to observe the unknown environment.

2. PROPOSED PROCEDURE

In our work, we suggested using EKF as a filter to solve the SLAM problem which is one of the greatest famous methods utilized in the localization procedure of mobile robots where the problem occurs due to the noise and uncertainties in its positioning produced by the motion of the robot. So, EKF-SLAM is simulated and implemented using MATLAB. Then, we suggested enhancing the performance of EKF-SLAM by increasing the number of landmarks. Then, we increased the number of landmarks to see the effect of increasing on the performance of EKF-SLAM trajectory and Odometry trajectory and we watched what happened to the path of the robot in the event of an increase or decrease in the number of landmarks. So, EKF uses first-order Taylor series extension to grasp the linearization of nonlinear. To describe the EKF-SLAM process, it consists of two stages as follows.

2.1. EKF-SLAM prediction stage

In this stage, we consider only the previous estimated positions of the Odometry motion model to predict the current position of the mobile robot. It can be expressed by mean and covariance which the predicted mean $\hat{\mu}_t$ is equal to nonlinear function $g$ depended on the previous mean $\mu_{t-1}$ and control $u_t$, as in (1) the covariance matrix $\Sigma_t$ in (1) is taken into account the Jacobian matrix of nonlinear function $g$.

It is depending on the previous covariance matrix, and $R_t$ which is defined as noise covariance that is added to process through the motion control as follows:

$$\hat{\mu}_t = g (\mu_{t-1}, u_t), \quad \Sigma_t = G_t \Sigma_{t-1} G_t^T + R_t$$

(1)

The dimension of EKF-SLAM is $(2n+3)$. So, to map the nonlinear function $g$ according to the dimension $(2n+3)$ space. The state of the mobile robot will change but the state of landmarks are not changed. Now, we will compute the Jacobian matrix by taking the partial derivative for nonlinear function $g$ according to the robot and landmarks positions. The error ellipse will be large, uncertainty will grow and the effect of left and right controller becomes smaller in the prediction stage. The solution is to go to use the correction stage of EKF.
2.2. EKF-SLAM correction stage
In this stage, we consider the correction gain is necessary to update the mean and covariance of the current state. Also, it is known as the Kalman gain. Now, we compute the Kalman gain $K_t$ by compute the the Jacobian function $H_t$ of observation function $h$. The computation of Kalman gain tells us how much the certainty the robot about its predicted belief and how much the certainty of the robot about sensing a property of observation, and then we have:

$$K_t = \sum H_t^T \left( H_t \sum H_t^T + Q_t \right)^{-1}$$

(2)

$Q_t$ is the uncertainty of the sensor observation (noise covariance). Finally, the mean and covariance of the correction stage of EKF-SLAM are produced as follows:

$$\mu_t = \mu_{t-1} + K_t (z_t - h(\mu_{t-1})),$$

$$\Sigma_t = (I - K_t H_t) \Sigma_{t-1}$$

(3)

3. RESEARCH METHODOLOGY
Using MATLAB simulator, we proposed three types of mobile robot trajectory such as actual trajectory, EKF-SLAM trajectory and Odometry trajectory that move in a circular path counter clockwise at the proposed environment; there will be an intersection among the taken measurements. Now, because of the circular features of the proposed environment, there will be an intersection among the taken measurements. So, it is difficult to see the locations of these three categories at each time instance and this causes an inability to notice the efficiency and performance of the proposed EKF-SLAM technique and odometry. To solve this issue, we go to determine the distance error between the actual robot trajectory to EKF-SLAM robot trajectory denoted by $(D_1)$ and distance error between the actual robot trajectory to odometry robot trajectory denoted by $(D_2)$ as follows:

$$D_1 = \sqrt{(x_{Actual} - x_{Actual})^2 + (y_{Actual} - y_{Actual})^2}$$

(4)

$$D_2 = \sqrt{(x_{Odo} - x_{Actual})^2 + (y_{Odo} - y_{Actual})^2}$$

(5)

$(x_{Actual}, y_{Actual}), (x_{Est}, y_{Est})$ and $(x_{Odo}, y_{Odo})$ are the coordinates of the actual, estimated and odometry robot positions respectively. To study the effectiveness of increasing the number of landmarks on the performance of both EKF-SLAM and Odometry trajectories, we have to determine the mean square error for both previous distance errors $D_1$ and $D_2$ by $MSE_1$ and $MSE_2$ respectively where $MSE_1$ is the mean square error of the distance error between the actual robot trajectory to EKF-SLAM robot trajectory and $MSE_2$ is the mean square error of the distance error between the actual robot trajectory to Odometry robot trajectory, the expressions of these two metrics are given by:

$$MSE_1 = \frac{1}{k} \sum_{i=1}^{k} D_1, \quad MSE_2 = \frac{1}{k} \sum_{i=1}^{k} D_2$$

(6)

where $k$ is the number of robot locations. Now, numbers of experiments are tested in MATLAB with a different number of landmarks. According to following expressing, we compute the performance of EKF-SLAM which it is denoted by $Perf.1$ and Odometry performance which it is denoted by $Perf.2$:

$$Perf.1 = (1-MSE_1) \times 100, \quad Perf.2 = (1-MSE_2) \times 100$$

(7)

3.1. Model design and implementation
In this part of our work, we proposed to use Gazebo simulator to simulate the mobile robots navigation at unknown environment using SLAM technology. For practical considerations, we adopted here to use a mobile robot platform named TurtleBot2e to do our tests in Gazebo simulator with Rviz library built on ROS in Linux. In our tests, we simulated the Gazebo world that contains different numbers of landmarks to execute the moving of mobile robots at an unknown environment. So, the environment is built in the Gazebo world that contains the same number of landmarks that are tested in the previous environments in MATLAB. In this work, the mobile robot starts to navigate different unknown indoor environments which contain different number of landmarks built-in Gazebo simulator to
test the effect of increasing the number of landmarks on the path of the mobile robot and how much of time that is required to estimate its position and construct a map of these unknown environments, where the SLAM algorithm is achieved using the g-mapping tool. In this work, the mobile robot start to navigate in different unknown indoor environment which contains different number of landmarks built-in Gazebo simulator to test the effect of increase the number of landmark on the path of the mobile robot and on the time which taken to localize itself by observe these landmark and construct a map of these unknown environment. So, SLAM algorithm is achieved.

3.1.1. Installing ROS

We start to install the robotic operating system (ROS) on an Ubuntu in Linux OS which is provided on the website of ROS.org with obvious steps evidence to complete the installation. In this work, the version of Ubuntu is 16.04 LTS is used. Regarding the ROS with the latest distribution, the Kinetic is the codename, which is compatible with Ubuntu 16.04. ROS is installed in Ubuntu using terminal software, in which various precautions were taken to start the installation.

```
sudo sh -c "echo "deb http://packages.ros.org/ros/ubuntu $\(\$\_release \- \_\_\) main" >> /etc/apt/sources.list.d/ros-released.list"
```

The following step is to type the next command in terminal to setting up the key.

```
wget https://raw.githubusercontent.com/ros/rosdistro/master/ros.key -O - | sudo apt-key add -
```

After the source list and configuration keys are defined, the procedure of installing as well as downloading ROS is completed. So, firstly we create sure that the newest Debian set is set up by update the ROS packages by writing the following command.

```
sudo apt-get update
```

The next step is the ROS installation package download process. To download this package, we have three diverse choices. In the first method is a full download of the installation ROS package.

```
sudo apt-get install ros-kinetic-desktop-full
```

This involved 2D/3D simulation programs, 2D/3D navigation and insight, the Rviz 3D visualization instrument, a graphical interface progress instrument named Rqt and generic robot archives. The installation of the basic desktop is the second choice which individual involved Rviz, Rqt and the robot-generic libraries.

```
sudo apt-get install ros-kinetic-desktop
```

The installation of ROS-bare bone is the third choice that involved only the packages of ROS, and the libraries of builds and communication.

```
sudo apt-get install ros-kinetic-ros-base
```

The complete office installation is selected for this job. After selecting and installing the installation package, rosdep had to be initialized to allow easy installation of system dependencies as well as operate some basic mechanisms in the Robot Operating System.

```
sudo rosdep init
rosdep update
```

A new shell is started at each time it is suggested to add ROS environment variables to the bash sitting each time. This is complete by issuing the command.
It is also suggested that set up the commonly used rosinstall command-line tool. With rosinstall, we can easily download many sources for the packages of ROS with a single command. Syntax is provided in the following command to download rosinstall.

```
echo "source /opt/ros/kinetic/setup.bash" >> ~/.bashrc
source ~/.bashrc
```

After following the installation instructions, ROS is ready for the Ubuntu operating system.

3.1.2. Installing TurtleBot2e packages

In ROS, the execution of automatic navigation with the personal robot TurtleBot2e is tested in a simulated world. The TurtleBot2e package can be installed with this command from the terminal.

```
$ sudo apt-get install python-rosinstall
```

3.1.3. Building environments in gazebo

Then, we build an unknown environment with a number of features by opening a gazebo simulator window and building it inside Gazebo and saving it on Linux with a specific name. Then we call the TurtleBot2e inside this environment through the following command:

```
$ rosrun turtlebot_gazebo turtlebot_world.launch world_file:=worlds/home/sarah.world name
```

We tested the simulation of the TurtleBot2e which starts to navigate in an unknown environment. The robot is of the opinion that he has no idea of his environment and therefore cannot yet navigate freely. Using any laser and odometer data from the mobile robot, a map can be calculated and created by using the g-mapping algorithm built using the ROS tool.

3.1.4. Controlling TurtleBot2e at unknown environment

We allow the TurtleBot2e to move everywhere in the environment physically, the remote keyboard control is required to control the TurtleBot2e. The terminal command line has been executed to move the mobile robot.

```
$ rosrun turtlebot_teleop keyboard_teleop.launch
```

The basic movements of TurtleBot2e are controlled by the keyboard of our PC. Finally, to increase the speed of the mobile robot is click on q-keyboard. In this work, the speed of the TurtleBot2e is reached to 0.7m/s.

3.1.5. Starting G-mapping tool

We make an internal environment map by starting the g-mapping instrument. The command line in the terminal has been specified. The g-mapping package supplies Simultaneous Localization and Mapping (SLAM), as ROS node named SLAM g-mapping.

```
$ rosrun turtlebot_gazebo gmapping_demo.launch
```

3.1.6. Visualizing using Rviz platform

The 2-D map progress visualization is visible from the Rviz platform. So, the Rviz platform is used to view the navigation of the mobile environment when build a map. The terminal command line is run to view the navigation of TurtleBot2e.
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3.1.7. Saving YAML-file
The map made from SLAM g-mapping process is kept via the command line in the terminal where the file of the map is saved as a YAML-file.

```bash
$ rosrun map_server map_saver -f <map name>
```

The extension "my_map" in the previous command can be any name we assign to the map that was built on Rviz. While my_map.yaml is a short file that contains information about the map image but also has the fixed name of the image file. So, if we alternate the map file name, be sure to edit the yaml file to make the corresponding name alternate, then also alternate the yaml file name itself.

3.1.8. Requesting saved map
In the previous last step, the map is saved for use at another time, then to allow the mobile robot to navigate in this map of the known environment. The gazebo world, which we built its map, is re-opened by returning the command line in the step 4 in the second window of a command-line is entered in the terminal below to open the final map.

```bash
roslaunch turtlebot_gazebo amcl_demo.launch map_file=/home/sarah/my_map.yaml
```

3.1.9. Viewing navigation process
Finally, a command-line is entered in the terminal below to view the navigation of the mobile robot in Known environment.

```bash
$ rosrun turtlebot_rviz_launchers view_navigation.launch
```

4. RESULTS AND DISCUSSION
Firstly, in phase.1 different environment containing one landmark and eight landmarks organized in a circular path with a different location (x, y) and then, test the impact of the increasing landmark from one to eight on the performance of the EKF-SLAM path and Odometry path. The varying of the distribution form of landmarks inside the environment is no impact on the EKF-SLAM performance these environments can be expressed as shown in Figures 1 and 2. So, these environments are simulated in MATLAB software using M-file to test the effectiveness of the EKF-SLAM trajectory and odometry trajectory according to the actual robot trajectory we see the EKF-SLAM trajectory (desired path) is closed to the actual path while the odometry trajectory diverges from the actual trajectory for one landmark case and become more closed to actual trajectory when the number of landmarks is increased to eight landmarks

![Figure 1. The environment contains one landmark](image1.png)
![Figure 2. The environment contains eight landmarks](image2.png)
The distance errors D1 and D2 are obtained for the trajectories of EKF-SLAM as shown in Figure 3 where MSE1 and MSE2 were computed for both D1 and D2. The value of MSE1 is lower than MSE2 therefore, the performance in the environment which contains one landmark is not perfect but the performance of the environment that have eight landmarks is very perfect and becomes higher as compared to the previous cases that have few landmarks so the distance errors of the environment that contain eight landmarks to test the performance of EKF-SLAM is shown in Figure 4.

Other experiments of EKF-SR SLAM have been tested in MATLAB with different numbers of landmarks to show the effect of increasing the number of landmarks on the effectiveness of the EKF-SLAM trajectory and compared it with Odometry robot trajectory which included in Table 1.

| Number of landmarks | M1  | M2  | MSE1 (m) | MSE2 (m) | Per.1 | Per.2 |
|---------------------|-----|-----|----------|----------|-------|-------|
| 1                   | 0.5559 | 7.1234 | 0.4023 | 4.2773 | 59.77 | -327.7 |
| 3                   | 0.3254 | 6.4562 | 0.3797 | 5.3838 | 62.03 | -438.4 |
| 4                   | 0.3334 | 5.5525 | 0.2956 | 2.2808 | 70.44 | -128.2 |
| 5                   | 0.2678 | 3.2918 | 0.2468 | 3.6542 | 75.32 | -364.4 |
| 6                   | 0.4509 | 7.0416 | 0.2034 | 4.0978 | 79.66 | -309.7 |
| 8                   | 0.1595 | 6.1234 | 0.1723 | 5.1876 | 82.77 | -517.7 |

Now, we start to describe the results of the previous environments. Table 1 shows the MSE1 values of EKF-SLAM is decreased from 0.4023 to 0.1723 when the number of landmarks is increased from one to eight landmarks and also, the performance is increased from 59.77 to 82.77. At whole six environments of EKF-SLAM when we compare the performance of EKF-SLAM with the Odometry performance we see the performance of EKF-SLAM (Perf.1) is higher than the performance of Odometry (Perf.2) especially when the number of landmarks is increased. The performance of the environment three that have four landmarks is more perfect than the performance in the environment two that includes three landmarks and the performance is become higher to be 82.77 as compared to the previous case when the number of landmarks is increased from one to three then to eight. In the second phase, we evaluated a real-time SLAM algorithm in the ROS platform for our proposed and we used TurtleBot2e as a robot to navigate the environment models that are created using Gazebo. We have placed cylindrical and blue landmarks in several different locations within the Gazebo simulator and the simulation is performed under the ROS control. We suggested increasing the number of landmarks to study the effect of increasing the number of landmarks on the movement and path of the robot. Figures 5 and 6 showing the interior environment that contains different landmarks starting from one landmark to eight landmarks where the TurtleBot2e is attached Kinect camera with IR emitter sensor to observe and scan landmarks in the unknown environment. The TurtleBot2e starting to observe all the landmarks in each environment and we suggest computing the time for the robot to complete its constructing map.
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The TurtleBot2e control procedure at known environment is used to move everywhere to the created map. Firstly, the navigation begins by selecting the (2D Pose Estimate) button and placing the green arrow at the position and orientation of the TurtleBot2e on the map. In a second or two we will see the cloud of points from AMCL move to the location followed by the TurtleBot2e model jumping to that location. We may do this any number of times before creating a navigation goal. Secondly, select the (2D Nav Goal) button and click on a target location and orientation to start the navigation. This process may be repeated as long as batteries hold. The TurtleBot's global path plan and local path plan will be visible on the map as the TurtleBot2e navigates. Finally, the planned route along with the TurtleBot2e location to the destination's endpoint is displayed then the robot will start moving towards the destination that is selected where the robot can navigate anywhere in the final map using these tools. Figures 7 and 8 showing the navigation in the final map (known environment) after the robot observed all landmarks at each environment using the Rviz tool and from the results, we see with the number of landmarks are increased to eight landmarks the mobile robot can estimate its location easily to become more accuracy than the environment which contains one landmark because the mobile robot can allocate itself with a number of landmarks, also we see when the number of landmarks is increased, we obtain an accurate path for mobile.

Then, we will take the time factor as an influencing factor when building an unknown environment in ROS. From the results of the implementation of the previous six environments, we see that when the number of landmarks is increased, the robot takes more time to build its environment in Table 2. We see the real-time that needed to build the unknown environment is increased from 6.42 minutes to 24.21 minutes when the number of landmarks is increased from one to eight as shown in Figure 9. Therefore, the mobile robot takes a lot longer time when the robot entered into a difficult environment that contains a lot of fixed landmarks for this reason, the robot after it completes the task of building the map of the environment that it entered. It stores the final map. So, we have to suggest that the cloud to be used to store the completed maps for later use by the robot itself or by another robot that wants to complete a task with the fastest time. Instead of losing time to build a map of the place that enters a mechanism therefore, robot uses stored map through connecting to the cloud.
Table 2. The real execution time vs. number of landmarks

| No. of landmarks | Real time/minute |
|------------------|------------------|
| 1                | 6.42             |
| 3                | 13.43            |
| 4                | 16.33            |
| 5                | 19.14            |
| 6                | 20.19            |
| 8                | 24.21            |

5. CONCLUSION

The first approach proposed in this work is to solve the SLAM problem by using extended kalman filter (EKF) through two stages (prediction and correction stages). Different environments that contain different landmarks are simulated using MATLAB. The MATLAB simulation results showed that the performance of the proposed EKF-SLAM is enhanced as the number of landmarks is increased. The performance of EKF-SLAM for the environment that contains one landmark is 59.77, while the performance of EKF-SLAM for the environment that contains eight landmarks is 82.77. Also, from the aggregated results, EKF-SLAM approaches gave an improvement to the path of mobile robot as compared to the Odometry path according to the actual path of mobile robot, where the performance of EKF-SLAM trajectory outperforms than the performance of Odometry trajectory. This work implemented and simulated SLAM algorithm in different indoor environments contain different number of landmarks using Gazebo simulator on ROS based on g-mapping algorithm. A few numbers of landmarks will make the mobile robot loses its path, and it will take a long time to observe all environment in Gazebo world when the mobile robot was entered in the unknown environment to obtain mapping, therefore, increasing the number of landmarks is more accuracy when compare it with environment which contains few numbers of landmarks. The time required to achieve SLAM on ROS is increasing when the number of landmarks is increasing also.
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