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Abstract:
Android malware is one of the most dangerous threats on the internet, and it's been on the rise for several years. Despite significant efforts in detecting and classifying android malware from innocuous android applications, there is still a long way to go. As a result, there is a need to provide a basic understanding of the behavior displayed by the most common Android malware categories and families. Each Android malware family and category has a distinct objective. As a result, it has impacted every corporate area, including healthcare, banking, transportation, government, and e-commerce. In this paper, we presented two machine-learning approaches for Dynamic Analysis of Android Malware: one for detecting and identifying Android Malware Categories and the other for detecting and identifying Android Malware Families, which was accomplished by analyzing a massive malware dataset with 14 prominent malware categories and 180 prominent malware families of CCCS-CIC-AndMal2020 dataset on Dynamic Layers. Our approach achieves in Android Malware Category detection more than 96 \% accurate and achieves in Android Malware Family detection more than 99\% accurate. Our approach provides a method for high-accuracy Dynamic Analysis of Android Malware while also shortening the time required to analyze smartphone malware.
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Introduction:
Android dominates the smartphone and operating system markets, with market shares at all levels. It grew from a minor player when it debuted in 2010, to powering 87 percent of smartphones globally in 2019, and it appears that Android’s dominance will continue in the coming years, with its smartphone share expected to increase to 87.4 percent in 2023 [1]. Furthermore, it controls more than 41.42 percent of the global operating system market [2]. At the same time, the Android malware industry is being increased, with nearly 12,000 new cases of Android malware being reported every day [3]. The current evolutionary process will soon result in malware that uses adaptive and success-based learning to improve attack effectiveness. Unquestionably, better malware detection tools are required.

Android malware is malicious software that designed to target smartphone devices that run the Android operating system. It behaves similarly to other malware samples that run on desktop or laptops. Android malware is also known as mobile malware, and it is any malicious software that designed to harm the mobile device by performing illegal activities. Adware [4], backdoor, file infector, potentially unwanted application (PUA), ransomware [5], riskware, scareware [6], and Trojan [7] are some of the malware categories. Each malware category has distinguishing features that set it apart from the others. Android malware, like humans, evolves. There are Malware families are associated with each malware category.

The unrivalled threat of Android malware is the root cause of a slew of internet security issues, posing a new challenge to researchers and cybersecurity experts. The only way to
eliminate this threat is to detect and mitigate malware samples as soon as they detected. The key to accomplishing this is fundamental knowledge of Android malware categories and families. The purpose of this paper is to shed light on prominent Android malware categories as well as related families within each malware category. Furthermore, it familiarizes the reader with the abnormal activities carried out by each malware category. Finally, the paper presents two machine-learning models for detecting and classifying Android malware categories and families. The following contributions made in this paper:

1. Propose an effective systematic and functional approach to detect and identify Android malware category, and family on Dynamic layers to avoid the limitations of Static Analysis, such as the inability to detect the Android Malware app that used obfuscation techniques.
2. Evaluate the effectiveness of our model using machine-learning classifiers.
3. Present Comparison between machine learning techniques: Decision tree (J48), Naive Bayesian (NB), Support Vector Machine (SVM), AdaBoost (AB), Logistic Regression (LR), K-Nearest Neighbor (KNN), Random Forest (RF), and Multilayer Perceptron (MLP).
4. Present Comparison between our work and that of others.

The remainder of the paper structured as follows. Section 2 provides a synopsis of the related work on Android malware detection. Section 3 contains a detailed discussion of the chosen dataset. Section 4 provides an overview of our proposed model for detecting and identifying Android malware categories and families. Section 5 contains the experimental setup and results. Section 6 contains a comparative analysis. Section 7 concludes with recommendations for future work.

Related Work

The emergence of sophisticated open source tools for disseminating persistent zero-day malware that evades security measures has paved the way for various types of malware analysis. Furthermore, security breaches in the Android framework mostly caused by the installation of third-party applications. More advanced methods for static and dynamic analyses have recently been proposed, attempting to incorporate the benefits of traditional methods while improving on their limitations. This section highlights some of the most recent work on android malware detection and classification.

The authors of [8] built three distinct types of datasets based on Machine Learning using a control flow graph and API information taken from Android Malware applications. To achieve 98.98 % detection precision, DNN, LSTM, and C4.5 algorithms used to run tests on 10,010 benign and 10,683 malicious applications. The authors of [9] employed static and code analysis approaches to identify the spare permissions sought by some apps to do suspicious actions, and they were able to detect Android Malicious apps with 91.95 % accuracy.

The accuracy of identifying ransomware with machine learning techniques was examined by the authors in [10] using the CICAndMal2017 dataset of 10 ransomware families. The CICAndMal2017 dataset [11] contains both benign and malicious applications. Adware, Ransomware, Scareware, and SMS Malware are the four types of malware found in CICAndMal2017. There are over 80 network traffic features in this dataset. The researchers used the CICAndMal2017 dataset in [12], and they chose one PCAP file for each malware family at random. Then, in two steps, they extracted features from PCAP files. The first step was to isolate network flows using a Java software that used a flow-level method. After that, 15 features retrieved and three supervised machine-learning classifiers utilized. Applications classified as malware, benign, adware, ransomware, or scareware using Random Forest, K-Nearest Neighbors, and Decision Tree.
The CICIDS2017 dataset was created using data collected between 3 and 7 July 2017 [13]. The authors proposed the CICID2017 dataset in [14] because it worked for web, Denial of Service (Dos), Distributed Denial of Service (DDoS), Infiltration, Brute Force Secure Shell (SSH), and File Transfer Protocol (FTP) assaults. CICFlowMeter examined the generated network traffic and collected 80 network flow features. The CICIDS2017 dataset retrieved the basic behavior of twenty-five users using FTP and Hypertext Transfer Protocol (HTTPS). Using the CICAndMal2017 dataset, the authors in [15] assessed the performance measures for several detectors.

TFDroid [17] utilized SVM to detect malware in android apps by looking at the source, sink, and description. Outliers identified by clustering applications into distinct domains depending on the description. Cross-validation performed on a small dataset, and only benign applications utilized to train the classifier, resulting in a 93.65% accuracy in recognizing the malicious program. To detect unfamiliar APKs, Suman et al. [18] used a combination of sensitive permissions and API attributes, as well as an ensemble-learning model based on decision tree and KNN classifiers. Zhang et al. [19] created behavioral semantics by calculating the confidence of association rules between abstracted API calls to define an application and then detecting them using different machine learning techniques (KNN, RF, SVM). The model outperformed MaMaDroid [20], which created with the same attributes and machine learning algorithms as the model.

Suleiman et al. [21] used static features (permissions, intents, API calls, and date of appearance) derived from date-labeled benign and malware datasets to evaluate the effectiveness of various machine learning classifiers (NB, J48, SVM, RF, SL). GefDroid [22] used unsupervised learning to do graph embedding based on android malware family analysis. The program semantics abstracted using a fine-grained behavioral model to create a set of subgraphs. Intentions and permissions employed by AndroDialysis [23] to detect malware. It compared the efficacy of using permissions with intent. The Bayesian Network algorithm created in order to attain a greater detection rate and faster detection time.

To characterize the app’s activities, Wang et al. [24] retrieved 11 types of static characteristics from each app, primarily from API calls, permissions, intents, and hardware information. To detect malware and categorize innocent apps, it used an ensemble of various classifiers including SVM, KNN, NB, CART, and RF. For static Android malware analysis, Atici et al. [25] suggested an approach based on control flow graphs and machine learning algorithms (CART, Probabilistic Neural Network (PNN), NB, and 1-NN).

After training with a set of benign and malicious apps, ICCDetector [26] uses a detection model to classify Android malware data into five established malware categories. It uses a trained malware detection model that tested using SVM on 5,264 malicious and 12,026 benign apps. A machine learning-based Android malware detection and family identification solution proposed by Garcia et al. [27]. Its features based on categorized Android API usage, reflection-based features, and features from native app binaries. Based on a bi-objective GAN, Li et al. [28] created a new adversarial example attack approach. Permissions, actions, and all API calls employed as features.

**Dataset and Preliminaries**

We used the recently released Android Malware Dataset, CCCS-CIC-AndMal-2020, [30], which comprises 400K android apps, to test and assess our suggested methodology (200K benign and 200K malware). Android Malware apps evaluated in a virtual environment. This dataset includes static elements such as Android malware families, permissions, and intents, as well as dynamic features like as API calls and all generated log files. Process logs, packages, log states, battery states, and other collected information are also included in the dataset. Table
2 provides a full description of the datasets adapted from [31] that are locally available and include published year data. Table 3 compares the properties of our dataset to those of other freely available datasets. Adware, backdoors, file infectors, no-category, Potentially Unwanted Apps (PUA), ransomware, riskware, scareware, Trojan, trojan-banker, trojan-dropper, trojan-sms, trojan-spy, and zero-day are the 14 Category of malware found in this dataset. We concentrated on the dataset's Dynamic Analysis section, which is broken into two parts: the first is Dynamic Analysis of Android Malware before rebooting an Android emulator, with 28,380 Android Malware apps as shown in Table 4. The second section is Dynamic Analysis of Android Malware after reboot Android emulator, including 25,059 Android Malware apps. Because the number of applications in first part bigger than the second portion, we used the first part (before reboot) in our test.

This section goes over the functions that each of these malware categories does, as well as some of the most important malware families that fall under each of these malware categories [32]. We have illustrated the main Android Malware groups using graphics in Figure 1 and Table 1.

![Figure 1: Main Android Malware Categories](image)

**Table 1: Main Android Malware Categories Activities**

| Malware Category | Malware Definition | Malware Activities |
|------------------|--------------------|--------------------|
| Adware           | It's a malicious program that displays intrusive adverts on the user's screen, particularly when using web services | Adware gathers personal information from the device in general, including phone numbers, email addresses, application accounts, the device's IMIE number, device ID, and status. Some adware families use the camera on the smartphone to capture images. Adware can attempt to encrypt data on devices and install other harmful programs, code, or files. |
| Backdoor         | Backdoors are unnoticed entrances into a smartphone. Backdoors, in other words, are a means to circumvent a smartphone's authentication and elevate privileges, enabling an attacker to access the device at any time | Backdoor malware captures personal information from the phone, sends/receives messages, makes calls and records call history, collects lists of installed and running programs, and frees up memory on the device. The backdoor is rooted to the Android device on which it was installed in some extreme situations. Adware and backdoors are sometimes related. Advertisement malware is frequently used by attackers to entice victims. A backdoor is placed on the user's device once they click the advertising. |
Scareware

Scareware is a fear inducer that encourages users to download or purchase harmful applications by instilling dread in their brains. For example, persuading people to install a phony software that claims to protect the device.

Scareware try to acquire information about the device, including its GPS position, and then install malicious malware on it.

PUA

PUAs are potentially unwanted applications that packaged with legitimate, free-to-download software. They're also known as possibly unwanted programs (PUPs). PUAs are not necessarily harmful. It all depends on how they're going to be used. Adware, spyware, and hijackers are examples of this type of malware.

PUAs exploit the device to gather personal information and user contacts. They can utilize the Global Positioning System (GPS) to track the device’s position and show pop-up advertising, notifications and warnings, undesirable URLs, and shortcuts on the user’s screen.

File Infector

File infector is a type of malware that infects APK files. Android Package Kit (APK) is a file that contains all of an application’s data. With the help of APK files, the file infector is set up. After that, when APK files are installed, the virus is run.

File infector tries to slow down the device and use a lot of battery power. Device ID, IMEI number, and phone status are all collected by these families. They have the ability to ban, remove, and utilize phone applications. They have access to files and device settings and may alter, gather, and access them. In the worst-case scenario, file infector can get root access to the device.

Riskware

Riskware is a genuine software that poses a threat to the device’s security vulnerabilities. Despite the fact that it is a legitimate software, it is used to collect data from the device and lead users to malicious websites.

Riskware families acquire personal and phone information, send and receive SMSs, steal network information, link to malicious websites, install harmful content on devices, display malicious advertising, and change system settings and files.

Ransomware

Ransomware is a type of malware that encrypts files and folders on the machine to prevent users from accessing them. It demands a hefty ransom in exchange for the decryption key that would allow the data to be unlocked.

Ransomware part of ransomware families.

 Trojan

Trojans are sneaky impersonators that masquerade as genuine programs. They can remain undetected in the background while stealing data from the device.

Trojans frequently delete, alter, block, and copy data in order to impair operating system services.

Table 2: Details regarding currently available android malware datasets [31].

| Dataset | Pub. Year | No. of Malware | Captured static features | Captured dynamic features | Installed On |
|---------|-----------|----------------|--------------------------|--------------------------|--------------|
| [33]    | 2012      | -              | S Y P I C Ce SC MD APN Net Sys.C IF Log M | 7 N N N N N N N Y N N | RP           |
| [34]    | 2014      | 123,453        | 5,560                    | N Y Y Y N N N N N N N N | -            |
| [35]    | 2015      | 1,776          | 906                      | N N N N N N N Y N N N N EM | -            |
| [36]    | 2016      | 1,776          | 906                      | N N N N N N N Y N N N N EM | -            |
| [37]    | 2016      | 8,840          | 643                      | N N N N N N N N Y N N EM | -            |
| [38]    | 2016      | -              | 7 N N N N N N N N Y N N | RP            |
| [40]    | 2017      | 1,500          | 400                      | N N N N N N N N Y N N N N | -            |
| [41]    | 2017      | -              | 405                      | N N N N N N N N N N N N | -            |
| [42]    | 2018      | 38,000         | 33,000                   | N N N N N Y N N N N N N | -            |
| [43]    | 2018      | 1,2M           | -                        | N N N N N Y N N N N N N | -            |
| [11]    | 2018      | 1,700          | 426                      | Y Y Y N N N Y N N N N N | RP           |
| [44]    | 2019      | 5,065          | 426                      | Y Y Y N N N N Y N N N | RP           |
| [30]    | 2020      | 200K           | 200K                     | Y Y Y Y Y N N Y N N N Y Y | EM |

Legend:
S-States, P-Permissions, I-Intents, C-Components, Ce-Certificate, SC-Source Code, MD-Metadata, APN-API Call, Net-Network, Sys.C-System Call, IF-Infowflow, M-Memory, EM-Emulator, RP-Real Phone, N-No, Y-Yes

Table 3: Comparison of publicly available android malware datasets [31].

| Dataset | Pub. Year | A1 | A2 | A3 | A4 | A5 | A6 | A7 | A8 | A9 | A10 | A11 | A12 | A13 | A14 | A15 |
|---------|-----------|----|----|----|----|----|----|----|----|----|----|----|----|----|----|----|
| [33]    | 2012      | S  | -  | -  | Y  | -  | -  | Y Y | Y Y | Y N | Y N | Y N | Y N | Y N | Y N | Y N |
| [34]    | 2014      | S  | -  | -  | Y  | -  | -  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [35]    | 2015      | S  | -  | -  | Y  | -  | -  | N Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [36]    | 2016      | B  | N  | Y  | Y  | N  | N  | Y Y | Y Y | Y Y | Y N | Y N | Y N | Y N | Y N | Y N |
| [37]    | 2016      | B  | N  | Y  | Y  | N  | N  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [38]    | 2016      | B  | N  | Y  | Y  | N  | N  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [39]    | 2016      | B  | Y  | N  | Y  | N  | Y  | N  | N  | Y  | Y  | Y  | Y  | Y  | Y  | Y  |
| [40]    | 2017      | D  | Y  | Y  | Y  | N  | N  | Y  | Y  | Y  | Y  | Y  | Y  | Y  | Y  | Y  |
| [41]    | 2017      | S  | -  | -  | Y  | -  | -  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [42]    | 2018      | S  | N  | N  | Y  | N  | N  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [43]    | 2018      | S  | N  | N  | Y  | N  | N  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [11]    | 2018      | B  | Y  | Y  | Y  | Y  | Y  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [44]    | 2019      | B  | Y  | Y  | Y  | Y  | Y  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
| [30]    | 2020      | B  | N  | Y  | Y  | Y  | Y  | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y | Y Y |
Legend:
A1: Type of data capturing, Static(S) or Dynamic(D) or both(B).
A2: Utilizing Real Phone devices instead of emulators.
A3: Having network architecture for the experiment set up.
A4: Examining real-world malware samples.
A5: Having malware activation scenario.
A6: Defining multiple states of data capturing.
A7: Having trust-able fully-labeled malware samples.
A8: Including diverse malware categories and families.
A9: Keeping balance between malicious and benign samples.
A10: Avoiding anonymity and preserving all captured data.
A11: Containing a heterogeneous set of resources.
A12: Providing a variety of feature sets for other researchers.
A13: For meta-data, includes a proper documentation.
A14: Including malware taxonomy.
A15: Being up-to-date.
N-No, Y-Yes

Table 4: Dynamic Analysis (before reboot) Dataset details

| Malware Category | No. of Malware Family | No. of Samples | Common Malware Family |
|------------------|-----------------------|----------------|-----------------------|
| Adware           | 43                    | 5838           | gexin, batmobi, ewind, shedun, pandaad, appad, dianjin, gmobi, hummingbird, mobisec, loki, kyhub, and adcolony |
| Backdoor         | 11                    | 591            | mobby, kapuser, hidad, dendroid, levida, fobus, moavt, androrat, kmin, pyis, and droidkungfu |
| File Infector    | 5                     | 129            | leech, tachi, commpat, gude, and appay |
| No_Category      | 1                     | 1048           | No_Category |
| PUA              | 9                     | 665            | aptrack, secap, wiyun, youmi, scamapp, utchi, cauly, and umpay |
| Ransomware       | 8                     | 1861           | congur, masnu, fusob, jisut, koler, lockscreen, slicker, and smsspy |
| Riskware         | 19                    | 7261           | badpac, mobilepay, wilfracr, triada, skymobi, deng, jiagu, smspay, smsreg, and tordow |
| Scareware        | 4                     | 462            | avpass, mobwin, and fakeapp |
| Trojan           | 38                    | 4412           | gluper, lotoor, rootnik, guerrilla, gugi, hqwar, obtes, and hypay |
| Trojan_Banker    | 11                    | 118            | minimob, marcher, faketoken, zitmo, bankbot |
| Trojan_Dropper   | 9                     | 837            | Ramnit, cnz, rooter, gorpo, xiny |
| Trojan_SMS       | 10                    | 1028           | Opfake, plankton, boxer, vietsms |
| Trojan_Spy       | 11                    | 1801           | Smsthief, qqsry, spyagent, smforw |
| Zero_Day         | 1                     | 2329           | Zero_Day |
| Sum              | 180                   | 28,380         | |

Android Malware Category, Family detection and identification

This section outlines our suggested method for detecting malicious applications. Our method entails feature extraction and selection, as well as classification of Android Malware apps by Malware Category and Malware Family. Our suggested solution, which consists of Dynamic malware categorization for Android Malware category and family, is summarized in Figure 2. Where Android Malware applications are categorized into 14 categories (adware, backdoor, file infector, no-category, Potentially Unwanted Apps (PUA), ransomware, riskware, scareware, trojan, trojan-banker, trojan-dropper, trojan-sms, trojan-spy, and Zero-day) and 180 families simultaneously.

Pre-Processing

Pre-processing is a procedure taken before a machine learning model is used to achieve the best results. NaN removal, duplicate instances removal, and normalization/scaling are all
common pre-processing procedures. We chose MinMax scaling for feature normalization since the given dataset has minimal variance and ambiguity. The rescaling of real-valued numeric characteristics to a defined range is referred to as normalization (e.g., 0 and 1). When using a model that relies on the magnitude of values, scaling the input characteristics is critical. MinMax scaling normalizes data using the formula mentioned in (1).

\[ X_{\text{norm}} = \frac{X_i - x_{\text{min}}}{x_{\text{max}} - x_{\text{min}}} \]  

where \( X_i \) is the original value of the feature that is subtracted from minimum value of that feature and divided by subtracted result of maximum and minimum of the feature.

**Feature Extraction and Selection**

After executing the malware in an emulated environment, six types of characteristics extracted to better understand the behavioral changes of these malware categories and families. The following are the major characteristics that were extracted:

- **Memory**: Memory features define activities performed by malware by utilizing memory.
- **API**: Application Programming Interface (API) features delineate the communication between two applications.
- **Network**: Network features describe the data transmitted and received between other devices in the network. It indicates foreground and background network usage.
- **Battery**: Battery features describe the access to battery wakelock and services by malware.
- **Logcat**: Logcat features write log messages corresponding to a function performed by malware.
- **Process**: Process features count the interaction of malware with total number of process.

The number of extracted features is 141 features (Large number). So, we used feature selection methods like Chi2 and Mutual Information (MI) to select important features, remove redundancy and Irreverent features to enter in classification process whether for category classification or for family classification.

**Machine Learning Models**

In this study, we use the following machine learning algorithms to evaluate and compare the effectiveness of our proposed approach: Decision tree (J48), Naive Bayesian (NB), Support Vector Machine (SVM), AdaBoost (AB), Logistic Regression (LR), K-Nearest Neighbor (KNN), Random Forest (RF), and Multilayer Perceptron (MLP).
Evaluation and Results

Evaluation measure and experimental setup play a vital role to analyze the performance of a machine learning model. For the experiment, we used cross validation (K=10). We computed accuracy, recall, False Positive Ratio, and False Negative Ratio to evaluate the performance of the proposed method. Details can be seen in the Equations given below. Table 5 presents the computing environment used for experiments.

$$\text{Accuracy} = \frac{TP + TN}{TP + TN + FP + FN} \quad (2)$$

$$\text{Recall} = \frac{TP}{TP + FN} \quad (3)$$

$$\text{FPR} = \frac{FP}{FP + TN} \quad (4)$$

$$\text{FNR} = \frac{FN}{TP + FN} \quad (5)$$

Here

- True Positives (TP): Predicted case to be in YES and is actually in it.
- False Positives (FP): Predicted case to be in YES but is not actually in it.
- True Negative (TN): Predicted case not to be in YES and is not actually in it.
- False Negative (FN): Predicted case not to be in YES, but is actually in it.

| Parameter          | Value                      |
|--------------------|----------------------------|
| Operating System   | MacOS High Sierra v 10.13.4|
| CPU                | 2.8 GHz Intel Core i7      |
| RAM                | 16 GB                      |
| Python Version     | 2.7                        |

Malware Category Detection

1. Comparison between Feature selection methods Chi2 and MI as shown in Figure 3, 4 and Table 6,7 to determine the best feature selection method and determine the best threshold.

![Figure 3: Chi2 Feature Selection for Malware Category](image)
Table 6: Comparison between accuracy and Threshold percentage for Chi2 Feature Selection for Malware Category

| Threshold | Accuracy |
|-----------|---------|
|          | RF      | KNN   | J48   | NB     |
| 20%       | 0.961   | 0.9509| 0.9537| 0.8962 |
| 40%       | 0.9658  | 0.9577| 0.9591| 0.8988 |
| 60%       | 0.9681  | 0.9583| 0.9606| 0.8995 |
| 80%       | 0.9688  | 0.9564| 0.9614| 0.9001 |
| 100%      | 0.9683  | 0.9562| 0.9608| 0.8997 |

Figure 4: MI Feature Selection for Malware Category

Table 7: Comparison between accuracy and Threshold percentage for MI Feature Selection for Malware Category

| Threshold | Accuracy |
|-----------|---------|
|          | RF      | KNN   | J48   | NB     |
| 20%       | 0.965   | 0.9521| 0.9565| 0.8913 |
| 40%       | 0.9677  | 0.9538| 0.9598| 0.8932 |
| 60%       | 0.9688  | 0.9551| 0.9616| 0.9013 |
| 80%       | 0.9685  | 0.9562| 0.9607| 0.9012 |
| 100%      | 0.9683  | 0.9562| 0.9607| 0.8997 |

2- After the first step: we can see that the best feature selection method is MI at threshold 60% (60% means we will use 60% of Features not all features which be 85 features not 141 features) as shown in Table 8.

Table 8: Selected Features of Android Malware Category Detection

| InfoGain | FeatureNumber | FeatureName |
|----------|---------------|-------------|
| 0.2779481731 | F76 | API_Crypto-Hash_java.security.MessageDigest_digest |
| 0.26939445 | F78 | API_DeviceInfo_android.telephony.TelephonyManager_getDeviceid |
| 0.24956604 | F97 | API_Network_java.net.URL_openConnection |
| 0.243933066 | F77 | API_Crypto-Hash_java.security.MessageDigest_update |
| 0.222883591 | F84 | API_DeviceInfo_android.net.wifi.WifiInfo_getMacAddress |
| 0.22063227 | F79 | API_DeviceInfo_android.telephony.TelephonyManager_getSubscriberId |
| 0.21562443 | F71 | API_BinderAndroid.app.ContextImpl_registerReceiver |
| 0.214375243 | F130 | Network_TotalReceivedPackets |
| 0.21390071 | F132 | Network_TotalTransmittedPackets |
| 0.21039932 | F70 | API_IPC_android.content.ContentWrapper_registerReceiver |
| 0.20694667 | F129 | Network_TotalReceivedBytes |
| 0.20153377 | F131 | Network_TotalTransmittedBytes |
| 0.19787337 | F103 | API_DexClassLoader_dalvik.system.BaseDexClassLoader_findLibrary |
| 0.194028256 | F72 | API_Binder_android.app.ActivityThread_handleReceiver |
| 0.18070419 | F27 | API_Command_java.lang.Runtime_exec |
| 0.180468905 | F28 | API_Command_java.lang.ProcessBuilder_start |
| 0.175749527 | F117 | API_DeviceData_android.content.ContentResolver_registerContentObserver |
| 0.172745799 | F109 | API_Base64_android.util.Base64_encodeToString |
| 0.170957536 | F108 | API_Base64_android.util.Base64_encode |
| 0.155062888 | F49 | API_Database_androandroid.sqlite.SQLiteDatabase_execSQL |
Finally, we note that the best Classifier is Random Forest (RF) in this case.

3. Machine Learning Classifiers Results as shown in Table 9 and in Figure 5, 6, 7, and 8. Note, we run each experiment 10 time and get the average. Finally, we are note that the best Classifier is Random Forest (RF) in this case.
Table 9: ML Results for Malware Category Classification

| Classifier | Accuracy | Recall | FPR  | FNR  | Time (seconds) |
|------------|----------|--------|------|------|----------------|
| RF         | 0.9689   | 0.6646 | 0.0185 | 0.3354 | 987.16         |
| KNN        | 0.9553   | 0.5563 | 0.0263 | 0.4437 | 1810.58        |
| J48        | 0.9616   | 0.6445 | 0.0222 | 0.3555 | 1389.67        |
| NB         | 0.9015   | 0.3195 | 0.0512 | 0.6805 | 189.94         |
| MLP        | 0.9632   | 0.5838 | 0.0217 | 0.4162 | 40874.48       |
| SVM        | 0.9073   | 0.1202 | 0.0615 | 0.8798 | 23526.07       |
| AB         | 0.9102   | 0.2897 | 0.0514 | 0.7103 | 3178.18        |
| LR         | 0.9296   | 0.2848 | 0.0441 | 0.7152 | 1599.46        |

Figure 5: Accuracy of Android Malware Category

Figure 6: Recall of Android Malware Category
Malware Family Detection

1- Comparison between Feature selection methods Chi2 and MI as shown in Figure 9, 10 and Table 10, 11 to determine the best feature selection method and determine the best threshold.
Table 10: Comparison between accuracy and Threshold percentage for Chi2 Feature Selection for Malware Family

| Threshold | RF  | KNN | J48 | NB  |
|-----------|-----|-----|-----|-----|
| 20%       | 0.9959 | 0.9949 | 0.9954 | 0.9904 |
| 40%       | 0.9962 | 0.9953 | 0.9955 | 0.991 |
| 60%       | 0.9964 | 0.9954 | 0.9956 | 0.9913 |
| 80%       | 0.9965 | 0.9954 | 0.9957 | 0.9914 |
| 100%      | 0.9965 | 0.9952 | 0.9957 | 0.9915 |

Figure 6: MI Feature Selection for Malware Family

Table 11: Comparison between accuracy and Threshold percentage for MI Feature Selection for Malware Family

| Threshold | RF  | KNN | J48 | NB  |
|-----------|-----|-----|-----|-----|
| 20%       | 0.9960 | 0.9948 | 0.9951 | 0.9912 |
| 40%       | 0.9964 | 0.9951 | 0.9954 | 0.9916 |
| 60%       | 0.9965 | 0.9952 | 0.9956 | 0.9915 |
| 80%       | 0.9965 | 0.9952 | 0.9956 | 0.9915 |
| 100%      | 0.9965 | 0.9952 | 0.9957 | 0.9915 |

2- After the first step: we can see that the best feature selection method is Chi2 at threshold 80% (80% means we will use 80% of Features not all features which be 113 features not 141 features) as shown in Table 12.

Table 12: Selected Features of Android Malware Family

| Chi2  | FeatureNumber | Feature Name                                                            |
|-------|---------------|------------------------------------------------------------------------|
| 57708.05015 | F69          | API_IPC_android.content.ContextWrapper_stopService                        |
| 50472.50633 | F119     | API_DeviceData_android.content.ContentResolver_delete                   |
| 49217.34761 | F105     | API_DexClassLoader_dalvik.system.DexFile_loadClass                      |
| 47297     | F30          | API_JavaNativeInterface_java.lang.Runtime_load                           |
| 40970.83697 | F106     | API_DexClassLoader_dalvik.system.DexClassLoader_$init                   |
| 40060.79831 | F127     | API_DeviceData_android.app.ApplicationPackageManager_getInstalledPackages |
| 39806.42233 | F92      | API_DEVicelInfo_android.os.Debug_isDebuggerConnected                    |
| 39337.05631 | F61      | API_Database_android.database.sqlite.SQLiteDatabase_update               |
| 39309.00524 | F62      | API_Database_android.database.sqlite.SQLiteDatabase_updateWithOnConflict |
| 38951.39112 | F104     | API_DexClassLoader_dalvik.system.DexFile_loadDex                        |
| 34166.25851 | F107     | API_Base64.android.util.Base64_decode                                    |
| 33419.43364 | F118     | API_DeviceData_android.content.ContentResolver_insert                   |
| 32117.96106 | F120     | API_DeviceData.android.accounts.AccountManager_getAccountsByType        |
| 31183.23723 | F91      | API_DEVicelInfo_android.telephony.TelephonyManager_getDeviceSoftwareVersion |
| 29700.26853 | F52      | API_Database_android.database.sqlite.SQLiteDatabase_insert              |
| 29554.35432 | F114     | API_SMS_android.telephony.SmsManager_sendTextMessage                    |
| 29051.22872 | F27      | API_Command_java.lang.Runtime_exec                                     |
| 28791.34577 | F66      | API_IPC_android.content.ContextWrapper_sendStickyBroadcast              |
| 28691.9367 | F28        | API_Command_java.lang.ProcessBuilder_start                              |
| 28507.92623 | F67      | API_IPC_android.content.ContextWrapper_startActivity                    |
3- Machine Learning Classifiers Results as shown in Table 13 and Figure 9,10,11, and 12. Note, we run each experiment 10 time and get the average. Finally, we are note also that the best Classifier is Random Forest (RF) in this case.

| Classifier | Accuracy | Recall | FPR  | FNR  | Time (seconds) |
|------------|----------|--------|------|------|----------------|
| RF         | 0.9965   | 0.3627 | 0.0018 | 0.6373 | 312.39 |
| KNN        | 0.9954   | 0.2697 | 0.0024 | 0.7303 | 922.07 |
| J48        | 0.9917   | 0.3421 | 0.0022 | 0.6579 | 470.99 |
| NB         | 0.9914   | 0.2887 | 0.0043 | 0.7113 | 113.49 |
| MLP        | 0.9960   | 0.3264 | 0.0021 | 0.6736 | 63165.61 |
| SVM        | 0.9911   | 0.0262 | 0.0052 | 0.9738 | 23917.79 |
| AB         | 0.9905   | 0.0187 | 0.0056 | 0.9813 | 6706.97 |
| LR         | 0.9933   | 0.0844 | 0.0037 | 0.9156 | 6251.64 |

Accuracy of Malware Family

Figure 10: Accuracy of Android Family
Figure 11: Recall of Android Malware Family

Figure 12: FPR of Android Malware Family

Figure 13: FNR of Android Malware Family
Comparative Analysis
We compare our experimental results with other works as in Table 14, and 15. We found that our proposed model is the best for many reason we use large dataset, latest version of dataset and we achieve high accuracy in case Malware category classification and Malware family classification.

Table 14: Result comparison of malware category classification

| Dataset | Accuracy  |
|---------|-----------|
| [31]    | 83.3% (RF)|
| [44]    | 49.5% (KNN)|
| [45]    | 80.2% (RF)|
| [46]    | 82.2% (Deep ANN)|
| Our Model| 96.89% (RF)|

Table 15: Result comparison of malware family classification

| Dataset | Accuracy |
|---------|----------|
| [31]    | 59.7% (RF)|
| [44]    | 27.24 % (KNN)|
| [46]    | 65% (NB)|
| Our Model| 99.65% (RF)|

Conclusion
Android malware is one of the most dangerous threats on the internet, and its prevalence has increased dramatically in recent years. Experts in cybersecurity face an open problem. There are a variety of machine learning-based approaches for detecting and classifying Android malware. This article offers a Machine Learning Model that uses feature selection and a Machine Learning Classifier to successfully perform malware classification and characterization techniques. Our model has shown encouraging results, with Malware Category Classification accuracy of over 96 % and Malware Family Classification accuracy of over 99 %. Furthermore, our algorithm accurately classifies the majority of the occurrences of all 180 malware families and 14 malware categories, demonstrating its efficacy. Because it can categorize a bigger dataset and malware families, our Machine Learning Model is scalable. It allows for multi-class characterization with high precision and a low rate of false negatives.

In the future, we plan to provide an online service that allows users to check if a program is malware or not before downloading it and determine its category and family. This measure would go a long way toward ensuring the security of an Android smartphone.
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