Meta model application for consistency management of models for avionic systems design
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Abstract—This paper presents the application of a meta model and single underlying model on an applied avionics system design use case. System models, safety assurance cases and safety requirements are maintained in a central repository. This enables to link these data which are originally developed in unrelated tools. By having such a central repository, traceability can be established, and consistency can be ensured, which leads to less errors and a shorter development time. A meta model was constructed which matches the central repository to enable bidirectional synchronization with an external authoring tool.
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I. INTRODUCTION

The design of new avionic systems has never been as complex as it is today. Moreover, the development must follow regulations, such as defined in the standards ARP4754 [1] and ARP4761 [2], to ensure safe operation. An avionic system often consists of numerous subsystems. These subsystems are physically distributed and include mechanical, electrical and software components. While in the past an aircraft could be considered as predominantly a mechanical system, it recently has transformed to a mechatronic system involving electronics, mechanics and software.

This increased complexity leads to more inconsistencies when subsystems are integrated. Each subsystem has its own complex characteristics and is therefore developed in specialized departments by domain specialists with domain-specific tools. During development, assumptions are often made concerning environmental conditions and operation of other parts of the system.

These inconsistencies can lead to integration issues which are only discovered late in the development process, as the integration phase often occurs when all subcomponents are finished.

Integration problems found late in the development process result in large correction costs. Subsystems are often only integrated when a prototype is being built. If a fundamental issue occurs at this stage, a large part of the system must be redesigned to solve the issue. This leads to a dramatic increase of development time and cost. Therefore, there is a desire to find problems concerning integration early in the design process.

To tackle this problem, a lot of research has already been done on the usage of meta models in the development stage for ensuring consistency between subsystems. It has been found that consistency of development data could be ensured by meta model integration of requirements, class diagrams and source code [3]. A model identity card has also been proposed [4] to define a formal vocabulary that allows the interchange of data between multiple domains and actors. The concept of a Single Underlying Model (SUM) for keeping multiple views consistent [5] is an appropriate method for consistency management. Other authors claim that it is possible to achieve an increase in development speed by a factor five for cyber-physical systems by making use of meta models [6].

However, it is not clear whether and how these models can be applied to use cases from the avionics industry, for which consistency of requirements, system modeling and safety assurance are especially important. In the aerospace domain, where safety is crucial, very stringent guidelines need to be followed. Most aspects of the development process need to be validated and verified according to the ARP standards to create the required certification documents. Furthermore, certification authorities require proof that the guidelines have been followed. This can only be achieved with a consistent data set where correspondence between safety assurance, system design and requirement modeling are clearly traceable.

This paper proposes a methodology for consistency management of artefacts created throughout the system development life-cycle of an avionics system. It seeks to integrate all the artefacts in a single underlying model (SUM) for which the data is stored in a central repository. The underlying model is defined as a meta model which represents the system model, safety requirements, as well as the artefacts from safety assurance methods such as Failure Mode and Effect Analysis (FMEA) [7], Goal Structuring Notation (GSN) [8] and Functional Hazard Analysis (FHA) [2]. Furthermore, the meta model captures the associations between the meta data nodes.

The methodology mentioned above proposes the use of a single underlying model to obtain consistency between subsystems. This paper applies this method on an application in the aerospace domain, where current practices are often still making use of unrelated tools.
By making use of the proposed methodology, an increase in consistency and reduction of development time can be clearly shown. Because the data is stored in one central repository, it is possible to integrate associations between the heterogeneous data artefacts that traditionally would remain in distributed silos, which leads to more consistency and traceability. Since less rework must be done during the integration phase, there will be a decrease in development time as well.

II. METHODS

During system development, a lot of interrelated artefacts are created. All these artefacts are dependent on each other and should be kept consistent with each other. This paper proposes a methodology to help to establish and maintain traceability and consistency of these data artefacts. More specifically, requirement management, safety assurance and system modeling artefacts are considered in this paper.

A. Development data

In the aerospace domain, safety is crucial and must be managed during the complete development lifecycle so that the system can pass certification. Safety assurance is a parallel process to system development and is closely related to other aspects of the system development lifecycle. Fig. 1 gives a simplified view on this interrelationship. For safety assurance, two types of analyses are considered: Functional Hazard Assessment (FHA) and Failure Mode and Effects Analysis (FMEA).

FHA is a bottom-up high-level approach where potential failures of high-level functions of the system are considered. Based on the expected impact of these failures, safety requirements are constructed for the system to avoid these potential failures.

FMEA is a bottom-up low-level approach where low-level functions or physical components are considered. For each of these functions/components possible failure modes and the corresponding effects are considered. If the effects are not within acceptable range, the design need to be modified together with the related (safety)requirement.

Both analyses make use of a system model which consists of physical components, logical components and functions (functions for FHA and functions/physical components for FMEA). From these safety analyses, new safety requirements are extracted. The certification documents state guidelines for the validation and verification of system development artefacts. To be able to ensure a validated data set, these certification standards require that traces are maintained between the system model components and the related safety processes. Also, the derived safety requirements need to be linked with these processes.

Both the FHA and FMEA are typically done in an isolated tool such as Excel, which proves difficulties for establishing traceability. By bringing the data together in one model, traces can be easily created, and a validated data set can be shown to the authorities.

Therefore, our method proposes to store the data from requirement specification, safety assurance and system modeling in an Application Lifecycle Management (ALM) repository such as Polarion [9]. Polarion is an extensible browser-based ALM tool for the management of requirements and other development artefacts. The repository on which it is built is version controlled (SVN) so that modifications can be easily traced back. It also has support for access permissions to allow multiple people with different access rights to work on the same project.
In our work, the Polarion repository has been customized to contain next to requirements also physical components for the system model and failure modes and failure effects for the safety cases. The relationships between these components are also embedded in the Polarion project.

B. Meta model

A meta model is constructed according to the data types (such as “function”, “safety requirement”, etc.) in Polarion to enable synchronization of an external visualization and editing tool with the repository. This meta model produces a formal semantics model so that the data in Polarion becomes readable for external tools. The meta model contains different data types (classes such as “requirements” and “functions”), attributes (properties such as “ID” or “description”) and relations (associations such as “leads to” or “fails as”) between the data types.

The meta model is constructed using Sirius [10], an eclipse-based tool for the creation of graphical modelling workbenches. Sirius makes use of Eclipse EMF [11] and its code generators to build graphical workbenches. Within the Sirius editor, links can be created between elements of the meta model (classes, attributes, relations, etc.) and
customized representations (block diagram, table, flow graph, etc.). Instantiated elements from the meta model will be represented in these diagrams as defined in the Sirius editor. Sirius allows to have multiple representations (e.g. table, block diagram) for the same data (e.g. requirement set).

In other words, the instantiated elements form a Single Underlying Model (SUM) from which different representations can be extracted. Modifications to these representations are pushed to the data in the SUM in Sirius, so that the changes are immediately visualized in the other representations. If, for example, a failure mode is added to a physical component in an FMEA diagram, this failure mode is also shown as a property of the physical component in a system model diagram. In parallel, changes in Sirius are also pushed to the Polarion repository so that other users working with the same repository can access the latest data.

Sirius gives the possibility to link elements from the meta model to custom diagrams. For this paper, custom editors have been made that refer to subsets of the meta model to represent diagrams such as a system model, FMEA or FHA.

When instances are created according to the meta model in Sirius, they inherently match both the Polarion repository and the diagrams created in Sirius. This allows to map Polarion data with its representations in Sirius.

A plugin for Sirius has been created which allows to extract and store the data in Polarion. Using this plugin, it is possible to import data from Polarion and represent in its custom Sirius diagrams. After modifications to the data in Sirius, changes are instantly sent back to the Polarion repository. This ensures that Polarion remains the central source of data which all users can interact with.

C. Benefits

Having a setup for development as described above can lead to an increased consistency. Because of the high certification effort in the avionics industry, consistency is key to be able to validate and verify the development artefacts as required and proposed by the standards and guidelines. The meta model imposes a structure that must be followed. It is not possible for the user to go outside of this structure, resulting in more consistent data. Data which is often contained in isolated tools such as MS Word or MS Excel is stored centrally in a shared repository. This allows inconsistencies to be found earlier in the design process.

By making use of a SUM, the development time can also be reduced. The SUM brings data artefacts from different tools together in a more efficient way with less overhead (e.g. explicitly referring to other data in other documents is not needed anymore). Because consistency is enforced, there will be less integration errors later in the design process. This will lead to less rework and thus also a reduction in development time.

In the next section, the feasibility of our approach is shown based on a case study where the requirement management, system modelling and safety assurance is performed making use of Polarion and Sirius.

III. APPLICATION TO CASE STUDY

A. Data repository

In our approach, Polarion is used as a central data source. In current practice, Polarion is solely used to manage requirements and test cases. For our case study, Polarion is extended to contain, next to requirements, also system models and safety assurance cases. This is illustrated on Fig. 2 which shows an FMEA sheet in Polarion which dynamically queries multiple workitems from its repository and represents it in a table. The first column shows the different objects (physical components) of the system. The subsequent columns represent failure modes, failure effect and detection methods for the corresponding objects. The detection methods are the result of the analysis and correspond to new safety requirements that are derived from it. These safety requirements need to be implemented so that the failure effect can be detected and corresponding actions are taken. In short, this FMEA sheet represents the interrelated nature of a problem where data that often is contained in different tools is brought together. It uses physical components from a system model, generates its own data, and the outcome is traced to safety requirements. Similar data are generated for the FHA, which is constructed based on the functions of a system model and also has safety requirements as an output.

To graphically document if the safety requirements are achieved, in the aerospace industry typically a Goal Structuring Notation (GSN) methodology is applied. It is
used as the glue between safety goals (which are often in the form of safety requirements) and evidence (here FMEA).

It consists of following main components:

- **Goal**: The objective that must be achieved, often a safety requirement.
- **Strategy**: Describes the inference that exists between a goal and its supporting goal(s).
- **Evidence**: Proof of how a goal is being achieved, for instance by a safety analysis (e.g. FMEA).

The goals link to safety requirements which need to be met. A strategy links a goal and explains inference to its sub-goal(s) (e.g.: “Argumentation over all identified hazardous events”). Finally, the evidence is linked to the actual safety analysis (e.g. an FMEA) as a proof that a goal is met. For these three components custom Polarion workitems are also created so that a GSN diagram can be extracted into Sirius.

**B. Meta model mapping**

The semantics of the data in Polarion is captured with a Sirius-based meta model. This meta model contains the relevant workitem types (“Part”, “Failure Mode”, “Failure Effect”, etc) for the system model, safety assurance and safety requirements. The main attributes and interrelationships between the workitems are also defined in the meta model. Fig. 3 shows a part of the metamodel where an FMEA, FHA and system model are represented. The “SystemModel” class contains multiple Elements. These elements can be a “Function/Part”, “FailureMode”, “FailureEffect” or “DetectionMethod”. “DetectionMethod” has an association to “SafetyRequirement”, which is an output of the safety assurance cases. A “Part” represents a physical component, which can have subparts, so the system can be composed of different subsystems. Similar to this figure, the rest of the meta model contains classes for the GSN and the safety requirements.

**C. Sirius interactive visualization**

Since a meta model was constructed that matches the Polarion data, it is possible to import and represent this data in specific customized diagrams. Because these diagrams are based on a SUM, multiple representations of the same data can be created. Changes to one of the representations is directly visualized in all other representations of the same data. Fig. 4 shows one of the representations where a system model of physical components and their physical connections are imported from Polarion. On the right side new parts and physical connections can be selected. Newly created components fit to the meta model and are automatically added to the Polarion repository.

The system model from Fig. 4 can be extended with safety specific information as was defined in the meta model and the Polarion project. Fig. 5 shows such an example where the physical components from the system model are extended with an FMEA. The yellow rows are the same physical components as in the system model. The red rows are the failure modes that can happen on the corresponding components. The orange rows are the failure effects of the failure mode and finally, the green rows represent the detection method that allows to mitigate the failure effect. It is possible to modify the components in this table and by doing so, changing the SUM.

Fig. 6 gives an example of a GSN that is stored in Polarion and imported in Sirius. This notation, which is typically used in the aerospace industry, can directly benefit from the SUM by tracing goals and evidence to related elements safety requirement and FMEA respectively. In the bottom of this figure there is a property, called “Fmea” that links to the corresponding safety case.

These three simplified diagrams illustrate how a single underlying model can help to integrate data which would have originally been created in isolated unrelated tools. Therefore, improved consistency and eventually shorter development time is obtained.
is no merge functionality to resolve possible parallel changes. Each component (requirement, physical component, failure mode, etc) is assumed to be atomic. That means that no two people should work on one component at the same time. A locking system which locks a node when it is being modified might help to avoid these problems. In any case, no data is lost when this problem occurs, the Polarion repository is based on Subversion, so all the individual changes can be retrieved if needed.

Secondly, the complete setup is based on a static meta model to allow for synchronization between Polarion and Sirius. If changes are made to this meta model after that the project has been set up, this can break the plugin that synchronizes everything, and rework needs to be done. Because of this, a lot of information on the setup of the system needs to be known beforehand so that the meta model can be constructed. This issue could be resolved by automatically extracting the meta model from the Polarion repository and generating the synchronization plugin from it. To do this, also custom editors/diagrams and the link with the generated meta model needs to be automatically constructed. This is material for future research and might be achieved by providing some extra information to the generated meta model for defining the editor type and other graphical information.

V. CONCLUSION

The proposed methodology shows the applicability of an underlying meta model to an avionic system case study. In aerospace, safety and certification are crucial aspects. This paper has shown the use of a meta model throughout safety engineering activities such as FMEA, FHA and GSN integrated within a system model and linked with Safety requirements.

By moving from a document-centric to an integrated model-based approach, different interrelated data artefacts can be integrated. This paper showed the interrelationships between a system model, safety assurance and safety requirements for the avionics industry. These relationships have been captured by a meta model to allow for bringing the artefacts together, leading to a more consistent dataset and reduced development time.

A plugin has been developed to interface data from a central Polarion repository and Sirius, a graphical workbench development tool. It allows to import data from a central repository and represent it in custom Sirius diagrams. If changes were made to these diagrams, the SUM was also modified, and changes were pushed back automatically to Polarion. This ensured that Polarion contains the most recent data, allowing for better collaboration.

VI. REFERENCES

[1] SAE International, "ARP4754, Aerospace Recommended Practice (ARP) ARP4754A (Guidelines For Development Of Civil Aircraft and Systems)," SAE International, 2010.

[2] SAE International, "ARP4761, Aerospace Recommended Practice (ARP) ARP4761 (Guidelines and Methods for Conducting the Safety Assessment Process on Civil Airborne Systems and Equipment)," SAE International, 1996.

[3] Andreas Winter and Johannes Meier, "Model Consistency ensured by Metamodel Integration," 6th International Workshop on The Globalization of Modeling Languages (GEMOC), co-located with ACM/IEEE 21st International Conference on Model Driven Engineering Languages and Systems (MODELS 2018), pp. 408-415, 2018.

[4] S. Göknur, P. Christian, B. Yannou, E. Coatanéa and E. Landel, "A Model Identity Card to Support Engineering Analysis Model (EAM) Development Process in a Collaborative Multidisciplinary Design Environment," IEEE Systems Journal, pp. 1151-1162, 2015.

[5] C. Atkinson, D. Stoll and P. Bostan, "Supporting View-Based Development through Orthographic Software Modeling," Proceedings of the 4th International Conference on Evaluation of Novel Approaches to Software Engineering, 2009.

[6] O. de Weck, "Feasibility of a 5X speedup in system development due to meta design," DETC2012-70791, ASME 2012 International Design Engineering Technical Conferences (IDETC) & Computers and Information in Engineering Conference (CIE), 12-15 August 2012.

[7] International Electrotechnical Commission (IEC), "Analysis techniques for system reliability - Procedure for failure mode and effects analysis (FMEA)," IEC, 2006.

[8] T. Kelly and R. Weaver, "The Goal Structuring Notation – A Safety Argument Notation," Proceedings of Dependable Systems and Networks 2004 Workshop on Assurance Cases, 2004.

[9] Siemens, "Polarion," [Online]. Available: https://polarion.plm.automation.siemens.com/. [Accessed 03 08 2019].

[10] Obeo, "sirius," Obeo, [Online]. Available: https://www.obeodesigner.com/en/product/sirius. [Accessed 03 08 2019].

[11] Eclipse Foundation, "Eclipse Modeling Framework (EMF)," [Online]. Available: https://www.eclipse.org/modeling/emf. [Accessed 03 08 2019].