Classical system approach to reverse engineering
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Abstract. The paper presents one of the possible solutions of the reverse engineering problem from the point of view of the classical system approach, as well as highlights the direction for the development of a complex software product. This approach will make it possible to change the modern practice of reverse engineering, which is applied everywhere. This practice requires expert evaluation by operator teams on non-acceptance basis. The approach proposed by the authors will significantly minimize human participation in this process.

1. Introduction
Modern practical reverse engineering mainly relies on the inverse conversion of the executable code into texts in assembler language and even high-level languages. This is followed by the expert evaluation of actions of commands and operators that this code performs. The tools thus used include debuggers, disassemblers and decompilators, which are designed for direct development and adjustment of a software product. Besides, there are techniques that make it difficult for program developers to analyze them. This can be solved by a classical system approach, which involves not only modeling the executing code, but also the state of a computer or a computer system as a whole.

2. Theory
One of the founders of the mathematical theory of systems is Professor Rudolf Kalman of Stanford University. He formulated the most general and strict mathematical definition of the system at the level of the set theory: “The system is presented in the form of a group of sets and mapping of a set by a set”.

The dependence of the system on time is given by mapping its parameters to an ordered set of time points, which is typical for describing systems from the point of view of system analysis and neurophenomenological approach [1].

The states of the system are described in the form of a plurality of permissible states of the system, from which a plurality of instantaneous states of the system are distinguished by means of a special display, referred to as a narrowing (section). Similarly, multiple inputs and outputs are specified. It also considers specific approaches to the system description of practical engineering problems. The most common linear model is the discrete time model. This model perfectly describes a clock-driven computer, which states change from one cycle to another. The mathematical model of a computer can be defined as a linear dynamic system with discrete time [2]:
\[
\bar{X}_{k+1} = \Phi(t_{k+1} | t_k) \bar{X}_k + B_k (\bar{V}_k + \bar{\xi}_k),
\]

where \(\bar{X}_k\) – state vector at the moment \(t_k\), \(\Phi(t_{k+1} | t_k)\) – transition matrix of a state vector from the moment \(t_{k+1}\). \(\bar{V}_k\) – vector of documented impacts, \(\bar{\xi}_k\) – vector of unaccounted (undocumented) impacts on a computer condition. \(B_k\) – matrix describing the change in the state of a computer due to control effects. The observer over a condition of the computer cannot have complete information on vector \(\bar{X}_c\). Only some parameters derived from this state vector are subject to observation. The observation equations will be as follows:

\[
\bar{Y}_k = C_k \bar{X}_k
\]

\(C_k\) – observation matrix. It describes the relations between the parameters that a user can extract from a computer and the state of the computer. Vector \(\bar{V}_k\) and matrix \(B_k\) may be set in a way that \(\bar{V}_k\) can be considered as a computer program, and \(\bar{\xi}_k\) – as a strange, undescribed code.

If all matrixes of the model are set and the vector of a system state \(\bar{X}_c\) is fully observed [3] in terms of a group of measurements \(\bar{Y}_k\), then a problem of identifying \(\bar{\xi}_k\) is reduced to modeling of the sequence of states at the absence of \(\bar{\xi}_k\) and to receiving real estimates \(\bar{X}_k\) according to measurements \(\bar{Y}_k\). From the differences in the parameters of the system states, a system of linear equations can be obtained:

\[
(X_k - \bar{X}_k) = B_k \bar{\xi}_k
\]

If the matrix \(B_k\) has no inverse form, then equations with different \(k\) can be combined, but at least part of the components of the sought vector \(\bar{\xi}_k\) will not change depending on number \(k\). However, this is not needed since those components \(\bar{\xi}_k\), which cannot be defined from this equation are not of interest and the lines of the matrix \(B_k\) for these components can be excluded.

Similarly, it is possible to consider the problem of detecting program execution errors as a result of errors of command interpretation and command actions, which are not provided in the technical documentation [6].

For example, in practice, such an algorithm may be performed in oil by-product recovery to automate the process [2, 5, 8]. It is also used to control underground mining machines in order to prevent the creation of emergency situations (failure of the machine, sharp change of mining and geological conditions) [4, 7, 9, 10].

3. Actual practice

However, in real practice, the dimensions of vectors and matrices are quite high, and the connections between them are very complex. A detailed description of modern computer systems alone represents a scientific problem called Systems Structural Analysis.

The system structural analysis is a set of methodologies that allow presenting a description of a system in a convenient hierarchical way. Text descriptions and diagrams are applied. The best known methodology for system structural analysis is a combination of data flow diagrams, entity-relationship diagrams, and state transition diagrams. The so-called unified UML methodology is used for the object-oriented approach.

The automation of such descriptions and diagrams is called CASE Technologies. These methodologies are designed for engineering and generation of a software code, i.e. for forward
engineering.

Equation (2) describes the monitoring of computer parameters, the loaded system, and user programs. There are many programs and utilities that allow capturing the status settings of a computer and networks. These programs are mainly designed for system administrators who perform tasks of software and hardware health control, detect conflicts between programs, contradictions between user actions, etc. Quite often these are similar, standard actions and even a unified approach is offered. Nikolai Likhachev, known under the pseudonym Chris Kasperski, describes the monitoring of the state of computers and networks in terms of information protection.

Currently, there is an empirical approach in the field of reverse engineering. The executable program, its disassembled, or even decompiled code, is interpreted empirically by an experienced expert. At the same time, both the assembler and the high-level language are designed to directly develop the program and it is not a fact that these languages are the most effective for reverse engineering. Reverse engineering is supported in parallel by the execution of the program code by a special debugger, which allows analyzing the current state of the processor and RAM.

In case of open source programs, the source code of the program is directly reversed. This is the most effective way to detect unauthorized inserts and undocumented features. Besides, after compiling the open code, the executable code is almost free of viruses, which, if implemented, only through a bot-infected computer.

In all the approaches used, the executable code is translated into an easy-to-interpret language, and then an attempt is made to highlight the characteristic elements of the code and determine its meaning. To some extent, operators and their sequences reflect the meaning of the executable sequence of actions – an algorithm.

The algorithm diagram can be rich enough to effectively describe the algorithm, and can be poor and implement the algorithm in small and obscure steps. An example of such a poor algorithm diagram is a Turing machine. It is able to describe any algorithm in almost five actions. Reverse engineering of the program written for the emulator of the Turing machine can be considered the most difficult for an expert, who is used to determine the meaning of an algorithm by numerous program language structures. On the other hand, the expert used to pass the algorithm step-by-step and analyze the result of actions will be in a better position. His actions will resemble those of an expert who passes the code through a debugger and analyzes the response of a computer.

We are almost between two extremes – an algorithm diagram poor in operations with complex logic and another extreme – abuse of semantics. The choice of too abstract queries and commands leads to complication of their implementation, congestion with flags, etc. Such schemes lead to incorrect interpretation of the executable code. This is the case in practice – modern viruses, Trojan horses and other harmful programs seek to deceive de-assemblers and decompilers. The multiple-version of modern machine languages makes it possible to represent the same action by different commands, to place part of the code in non-traditional areas of memory and hard disk, to store the program code in encrypted form and to decrypt it only at the moment of execution.

Another problem is to determine a harmful code and what computer states correspond to it.

In fact, we reach the computer model described by formulas (1) and (2). It allows strictly distinguishing harmful code elements on the basis of harmful changes in the state of a computer, but as we indicated, this model is very difficult to interpret. In the simplest case of state transition diagrams the use of CASE technologies will streamline the process of analyzing the state of a computer, simplify its analysis and identify the elements of a foreign code according to the impact not described in the technical documentation. However, the language of these descriptions itself is designed for forward engineering.

4. Conclusion
Effective reverse engineering should use not only the studied code, but also the model of behavior of a computer under its influence, for example, in the form of a dynamic system with discrete time. The complexity of analyzing a computer’s behavior pattern can be overcome by a specialized software
product based on CASE technologies.

The issue of creating specialized languages to effectively interpret a computer’s behavior pattern in order to detect a foreign code should be studied.

Since simple detection of the abnormal code is not sufficient for evidence-based computer expertise, there is a need to develop languages, descriptions, diagrams to capture and document the fact of its presence and therefore this may be the direction for creating new specialized software packages for reverse engineering.

Besides, it is necessary to study the system by means of the system analysis, mathematical modeling and programming, which will allow significantly minimizing human participation in the studied process [3, 11].
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