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Abstract—Automated vehicles need to be aware of the capabilities they currently possess. Skill graphs are directed acyclic graphs in which a vehicle's capabilities and the dependencies between these capabilities are modeled. The skills a vehicle requires depend on the behaviors the vehicle has to perform and the operational design domain (ODD) of the vehicle. Skill graphs were originally proposed for online monitoring of the current capabilities of an automated vehicle. They have also been shown to be useful during other parts of the development process, e.g. system design, system verification. Skill graph construction is an iterative, expert-based, manual process with little to no guidelines. This process is, thus, prone to errors and inconsistencies especially regarding the propagation of changes in the vehicle's intended ODD into the skill graphs. In order to circumnavigate this problem, we propose to formalize expert knowledge regarding skill graph construction into a knowledge base and automate the construction process. Thus, all changes in the vehicle's ODD are reflected in the skill graphs automatically leading to a reduction in inconsistencies and errors in the constructed skill graphs.

I. INTRODUCTION

In order for an automated vehicle to operate safely in its environment, it must have knowledge of its current capabilities and whether they suffice for safe operation [2]. Skill and ability graphs have been proposed as a framework for modeling and monitoring of the (current) capabilities of automated vehicles [3]. The construction of these graphs is done manually by experts who possess a thorough understanding of the system and the intended operational design domain (ODD) [4]. This construction process is an ad-hoc process following no clear directions or guidelines leaving the experts without a clear starting point or idea of when a graph is complete.

Skill graphs as proposed in [3] are constructed as a directed acyclic graph of the skills necessary to perform an abstract behavior, e.g. a driving maneuver, and the dependencies between these skills. As several behaviors can require the same skills, these graphs may partially overlap. Manual construction of the skill graphs for an automated vehicle, as any manual modeling process, is error prone. Practical experience has shown that the experts constructing the graphs may forget crucial skills or dependencies during the modeling process. Skill graphs are designed iteratively and adjusted during the development process, thus changes in the graph have to be tracked especially for overlapping parts of the graphs to prevent inconsistencies. Even when the initial graphs were consistent and were constructed correctly, integration and tracking of changes in the graphs proves to be a challenge for human modelers.

Experts are usually an expensive resource. Rather than having experts perform the entire modeling task including checking for inconsistencies between the graphs for the individual behaviors, it would be more efficient to automate as much of the skill graph construction process as possible. Thus, formalizing the experts knowledge as well as the construction process itself can reduce expert involvement in the modeling process. Experts can be more effectively utilized to produce reusable artifacts for the modeling process and to evaluate the result of the automated modeling process.

In previous works, the modeled capabilities and the intended ODD were either small [5–7] or the construction of skill graphs was only demonstrated for one or a few selected behaviors [3, 8, 9]. The construction of a full set of skill graphs for a fully automated vehicle capable of performing a range of behaviors in a complex ODD has not been presented so far. Thus, the challenges accompanying the construction of skill graphs for multiple behaviors in a complex ODD have not arisen before and a structured and formalized construction process was not necessary due to the reduced complexity of the task.

To handle the complexity of the construction process, we propose to design the construction process to require only minimal expert involvement. Thus, expert knowledge is composed into a knowledge base. Every vehicle behavior requires a foundation of skills for its execution. Modeling these foundation skills still involves experts with knowledge of the respective behaviors. Additional necessary skills depend on the scene elements present in the vehicle’s ODD. These additional skills are inferred from the ODD and automatically added to the base graph of foundation skills using the information stored in the knowledge base. Experts should be involved again in validating the generated graphs.

This process relieves experts from the tedious parts of skill graph construction while keeping them involved for the aspects where their expertise is indispensable. Generating the ODD-dependent part of the graphs automatically has the additional advantage that changes in the ODD are directly reflected in the skill graphs. At this point, only skill requirements derived from the ODD are reflected in this knowledge-based construction process. It is conceivable that such changes can then be propagated throughout the skill graph and generate new knowledge and a foundation graph for additional behaviors.
that skills may also depend on other aspects such as traffic rules or Object and Event Detection and Response (OEDR) strategies. However, additional dependencies can be easily added to the knowledge base. Another possible advantage of a knowledge-based automatic generation of skill graphs is that it is sufficient to verify the correctness of the knowledge base instead of the correctness of every graph. Correctness of the graphs is guaranteed due to the reasoning of the ontology as long as the information inside the knowledge base is correct and complete.

The remainder of this paper is structured as follows: Section II and Section III give a brief overview of the concept of skill graphs and the concept of ontologies for knowledge representation. In Section IV, we provide an overview of relevant related publications before we present our approach for automatic skill graph construction and illustrate it with an example in Section V. We discuss preliminary results and limitations of this approach in Section VI and conclude the paper in Section VII.

II. SKILL GRAPHS

Skill graphs were introduced by Reschka et al. [3] and are based on the concept of a skill network presented in [5–7, 10]. Skill graphs are directed acyclic graphs. The nodes of the graph represent skills and the directed edges between the nodes represent "depends on" relations between the skills. The level of abstraction within the skill graph is highest at the root of the graph and becomes less abstract towards the leaves. Each skill in the skill graph belongs to one of the following seven categories: system skills, behavioral skills, planning skills, perception skills, data acquisition skills, action skills, and actuation skills. In earlier publications [3, 8, 9, 11], data acquisition skills and actuation skills were titled data sources and data sinks respectively. However, data sinks and data sources are objectively not skills the same way that eyes or legs are not skills [12]. The underlying skills are the acquisition of sensory data (from sensor hardware or the optic nerve) and the control of the actuators (controlling actuator hardware or the capability to move the legs). We, therefore, adjust the terminology accordingly. The aforementioned skill categories form a hierarchy based on their level of abstraction, meaning a skill of one category can only have child nodes of specific other categories, c.f. [11]. Data acquisition skills and actuation skills form the leaves of the graph and have no child nodes. An example graph showing the general graph structure is depicted in Fig. 1.

III. ONTOLOGIES

According to Guarino et al., "an ontology is a formal, explicit specification of a shared conceptualization" [13, p. 2]. A conceptualization formally represents the entities that are of interest and the relationships that hold among these entities for a domain of interest. 'Formal' refers to the fact, that the representation must be machine-readable. Ontologies should also be human-readable as they facilitate the communication between human and machine. A human- and machine-readable formal representation is achieved by using a subset of first-order predicate logic reduced to unary and binary predicates as a language for representing knowledge. Concepts also called classes are described by unary predicates, roles also called relations or properties are described by binary predicates, and individuals are instances of a concept or class [13].

Ontologies are structured into terminological boxes (T-box) describing the concepts of a domain, i.e. hierarchical classes, axioms, and properties, and assertional boxes (A-box) representing individuals of classes and knowledge from data.

Reasoners can infer additional knowledge from terminological and assertional boxes, identify conflicts in concept and axiom definitions, and check for consistency [14].

IV. RELATED WORK

Skill graphs were proposed for online capability monitoring in [3] and further substantiated in [8, 9]. Skill graphs model the skills necessary for a vehicle to perform an abstract behavior as nodes in a directed acyclic graph and the dependencies between these skills as directed edges between nodes. Reschka [8] also proposes the use of skill graphs during the development process to aid in the construction of a functional system architecture. Nolte et al. [9] extend the use of skill graphs in early stages of the development process by demonstrating their usefulness for the derivation and refinement of functional requirements from safety-requirements along the skills in a skill graph. Bagschik et al. [15] propose to regard skill graphs as one
view in an architecture framework that is connected to other architecture views such as the software, hardware, or functional system architecture. Skill graphs provide a functional viewpoint independent from the implementation realized in software or hardware and independent from the representation of functional components and interfaces. Through interconnections with other architecture views, skills can be related to their implementation or functional system components. Knüppel et al. [11] utilize skill graphs for the verification of cyber-physical systems. The authors combine skill graphs as a formal system model with a formal theorem prover. They connect the individual skills of a skill graph with models for the realization of the skills and show a verification of a skill graph regarding safety requirements for the skills. Knüppel et al. also provide a formalization of skill graphs. While several possible applications for skill graphs have been proposed, none of the publications provide a structured process for the construction of skill graphs.

Colwell et al. [16] note that a change in capabilities of the vehicle results in a restriction of the ODD the vehicle is able to operate in safely. They define one or more so-called degraded operation modes caused by system impairments for each subsystem of the automated vehicle and relate these modes to restrictions of the ODD. While [16] do not make use of the skill graph concept to manage ODD restrictions, they note that skill graphs could provide a useful abstraction between degraded operation modes and ODD restrictions. This connection of ODD and required vehicle skills is also stated in [2]. Nolte et al. [2] provide a taxonomy of self-monitoring concept for automated vehicles and relate skill graphs as a capability representation to other aspects of self-representation and to the ODD. They state that the ODD determines the necessary capabilities of an automated vehicle as well as the functional requirements these capabilities have to fulfill.

Several recent publications have focused on a formal description of the ODD [17–21]. While they differ in the details, they all include a representation of scene elements. For a scene representation, Bagschik et al. [22] propose a five-layer model to structure scene elements such as traffic participants and their interactions, and environmental influences. They demonstrate the usefulness of this model in a knowledge-based scene generation for German highways. While not initially intended for ODD description, the five-layer model can be utilized to structure scene elements in an ODD description. Similar approaches for a representation of (parts of) the ODD in a knowledge base were presented in [23] and [14].

V. APPROACH

To enable automatic skill graph construction, several steps of manual information processing are required beforehand. An overview of the process is shown in Fig. 2. In a first step, base skill graphs must be constructed by experts for skills and behaviors. The base skill graphs, along with expert knowledge about skills, and regulatory information concerning scene elements are represented in a scene and skill ontology. This ontology and a user’s selection of scene elements form the input for a python-based implementation realizing the automatic skill graph construction according to stored rules.

![Fig. 2. Overview of the process for automatic skill graph construction. Gray boxes represent process steps, white boxes represent inputs/outputs.](image)

Requirements for the necessary skills of an automated vehicle stem from at least two sources: the behaviors the vehicle shall be able to perform and the ODD the vehicle shall perform these behaviors in. Every behavior requires a set of foundation skills to perform it regardless of the intended domain. Thus, a base skill graph can be constructed from these foundation skills for every behavior. The construction of these base graphs is a task for experts as it requires deeper knowledge about what each behavior entails. However, the construction of the base skill graphs only has to be done once. The base skill graphs for the behaviors are ODD-independent and can be reused for different domains as long as the required behaviors do not change. Once the base skill graphs have been constructed, requirements for additional skills can be derived from the ODD. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it. The ODD plays a central part in the development of an automated vehicle and several skills can be derived from it.
German highways. By extending the ontology in [22] with the base skill graphs for the behaviors, the skill(s) necessary for handling a scene element, and dependencies between skills, this extended scene and skill ontology can be used to automatically generate a skill graph for a certain behavior and a specific ODD. The structure of the scene and skill ontology is depicted in Fig. 3.

In order to use this scene and skill ontology for automated skill graph construction, it is necessary to access the information stored within the ontology and infer additional information from the stored properties. A python-based implementation with a QT-based graphical user interface was programmed to access the information stored in the ontology and utilize it for automated skill graph construction. The implementation utilizes the python library Owlready2 [25] to access the information in the ontology. Via the GUI, a behavior and a general domain, e.g. highway, can be selected. The domain can be further specified by manipulating the occurring scene elements. This input is used by the underlying implementation to access the ontology and infer the skill graph for the specified behavior and the selected ODD.

In the following, we describe the individual steps of the approach in detail, i.e. the construction of the base skill graphs, building the scene and skill ontology, and the automatic skill graph construction. Each step is illustrated using the behavior "lane keeping" as an example.

A. Construction of base skill graph

The base skill graph is constructed by experts with knowledge of the behavior the vehicle shall perform. Every vehicle behavior is connected to some basic infrastructure that needs to be present for the vehicle to be able to perform the behavior. Every behavior requires a driving surface and individual infrastructure elements.

This selection of minimum necessary scene elements can aid experts in the derivation of the foundation set of skills a vehicle requires to perform the behavior. These skills and the dependencies between these skills form the base skill graph for the behavior and are always required regardless of the ODD. This approach was inspired by the utilization of a base case in a maneuver description in [26].

1) Example: Lane keeping: We will illustrate the base skill graph construction at the example of the behavior "lane keeping". This behavior comprises the lateral aspects of following a lane but not the longitudinal aspects. The behavior lane keeping requires the existence of at least one lane on a drivable area with some form of lane boundaries. The lane boundaries are intentionally kept vague as it is only relevant that there is some way of discerning where the lane ends but not how. At this point the generalized unspecific concept of lane boundaries includes all possible variations in the field: lane markings, implicit boundaries of the drivable area, curbs, virtual boundaries stored in a digital map. A visual representation of the selection of minimum necessary scene elements is depicted in a graphical format in Fig. 4.

Fig. 3. Class diagram of the connections between skills and scene elements.

Fig. 4. Visual representation of the selection of scene elements which must be present for a vehicle to perform the behavior "lane keeping". The gray area depicts the road surface or surface of the drivable area. The areas with red crosshatch depict unspecified lane boundaries.

The resulting base skill graph is depicted in Fig. 5. To follow a lane, the vehicle needs to be able to plan its trajectory to stay within the lane boundaries. Thus, it needs to be able to perceive the course of the lane, estimate its position and orientation relative to the lane, and estimate its own vehicle motion. The perception of the lane course requires either the evaluation of acquired digital map data and a pose estimate,
B. Scene and skill ontology

The scene and skill ontology contains the connections between scene elements and required skills, the connections between individual skills, and connection between behaviors and the base skill graphs. An ontology provides a format to organize information, i.e. data and their semantic connections, in a human- and machine-readable manner, c.f. Section III. The scene and skill ontology is a simplification and an extension of the scene ontology in [22].

The scene elements in the scene and skill ontology are structured using the five-layer-model for the representation of driving scenes [22]. Scene elements for the domains (German) highways and urban areas were included in the ontology. The scene elements were derived from guideline documents for the construction of highways [27] and of urban roads [28], and from German traffic regulations [29]. Each scene element belongs to none or multiple domains but belongs to exactly one layer.

Skills are structured using the seven skill categories introduced in Section II. Each skill belongs to exactly one skill category. The skills were derived using expert knowledge as no skill catalog exists for all the skills an automated vehicle requires. Dependency relations between the individual skills were also derived from expert knowledge and added to the skills as properties. A skill can depend on none or multiple other skills. Only actuation and data acquisition skills depend on no other skills. Skills are connected via a dependency relation representing the edges between skills in the skill graph. For each behavioral skill, all skills forming the base skill graph were added using a separate necessity relation. The same necessity relation is used to model relationships between skills that exclusively occur together in a skill graph.

Finally, the scene element part and the skill part of the ontology were connected via relations between scene elements and skills. A scene element can determine the necessity for none or multiple skills. A skill can also be determined by multiple scene elements. This relation is modeled as a property of the individual scene elements but could just as well be modeled as a skill property.

For skill graph construction, it is only relevant whether a scene element exists within the ODD. The placement of elements is (mostly) irrelevant. Thus, connections between scene elements necessary for automatic scene creation as in [22] were not included in the ontology. For simplicity, temporary manipulations of road-level elements and traffic infrastructure (L3), such as road works, were omitted from the ontology as well. Layer 4, objects, includes the interactions between objects and the maneuvers dynamic objects perform. Maneuvers are a representation of behaviors for which the skill graphs are constructed, and, thus, are connected to behavioral skills as the root nodes of the individual skills graphs. The environmental conditions on layer 5 may influence the quality of a skill but do not evoke requirements for a skill’s existence and were, thus, not used for skill graph construction. In essence, only scene elements of layers 1, 2, and layer 4 were used for the skill graph generation.

The resulting ontology contains the experts knowledge about the scene elements that can be present in a domain, the skills determined due to the presence of these scene elements, and the dependencies between all skills.

C. Automated skill-graph construction

In order to use the scene and skill ontology for automated skill graph construction, we need to be able to access the information stored in it and infer additional information from the stored properties. The information stored in the ontology in the form of classes and properties represent the T-box. As stated above, a python-based implementation with a graphical user interface (GUI) was programmed to
access the information stored in the ontology and utilize it for automated skill graph construction. Via the GUI, a behavior and a general domain, e.g. highway domain or urban domain, can be selected. For the selected domain, the occurring scene elements can be further specified. The selection of behavior and scene elements generates instances of the respective classes stored in the T-box. These instances are added to the A-box and are used as input for the underlying implementation to access the information in the T-box and infer the skill graph for the selected behavior and the specified ODD.

During the inference process the A-box is populated with instances of skills inferred from the existence of scene elements and from necessity relations between skills. The behavioral skill determined by the behavior scene element is extracted from the ontology and an instance of the class is added to the A-box. At the start of the inference process, the base graph for the behavior is extracted from the ontology as the behavioral skill has direct necessity relations to these skills of the base skill graph. Instances of the skills of the base skill graph and the dependencies between these instances are added to the A-box. As the base skills have dependency relations between each other, the base skill graph can be constructed according to these relations. Then, the selected scene elements are used to infer additional skills using the association of scene elements to required skills. Instances of these skills and their dependencies to other skills are added to the A-box. Does an added skill necessitate a skill that is not part of the A-box yet an instance of the missing skill is added as well. This is a recursive process until all missing skills are added. Once all scene elements have been considered and all resulting instances of skills and their dependencies have been added to the A-box, the inference process is complete. The resulting skill graph is extracted from the A-box and transformed into a suitable output format. The implementation outputs the final graph and, additionally, a document detailing the insertion process for traceability of the modeling steps.

It may be worth noting at this point that it is not strictly necessary for an automated vehicle to possess all skills included in the generated skill graph. Some requirements from the existence of certain scene elements may have different redundant solutions requiring different underlying skills. All redundant solutions are modeled in this initial generation. This allows the approach presented here to be used from the start of the development process. Reschka [8] proposes skill graphs as a tool to aid in the creation of the functional system architecture. We would also suggest the use of skill graphs for modeling possible redundant solutions to a problem and to help guide system implementation. A highly detailed graph is likely not useful for capability monitoring considering the necessity of very detailed monitoring metrics that may be difficult to provide. Therefore, we suggest to generate a very detailed initial skill graph for each behavior and prune and condense it as needed later in the development process to make it suitable for other application. This pruning process may be automated as well.

1) Example: Lane keeping: We will illustrate the process of skill graph generation using the example of the "lane keeping" behavior discussed above. Fig. 6 shows part of the T-box for this example to illustrate the inference process. Properties of more abstract classes are inherited by their child classes. We select the behavior 'lane keeping', the domain, e.g. 'urban', and solid lane markings and dashed lane markings as explicit delineation between lanes on layer 1 as scene elements present in our ODD via the GUI. If the ODD also contains roads with multiple lanes not delineated by lane marking this must be modeled as well, as the absence of lane markings may require additional skills. This also applies to other infrastructure elements such as, e.g. stop lines at intersections. Instances of the scene elements (behavior and lane markings) are added to the A-box. The scene element 'lane keeping' is connected to the behavioral skill 'lane keeping' via a relation stored in the T-box, therefore an instance of the skill 'lane keeping' is added to the A-box. This behavioral skill necessitates the skills of the base skill graph for the behavior discussed above. Fig. 6 shows part of the T-box for this example to illustrate the inference process. Properties of more abstract classes are inherited by their child classes. We select the behavior 'lane keeping', the domain, e.g. 'urban', and solid lane markings and dashed lane markings as explicit delineation between lanes on layer 1 as scene elements present in our ODD via the GUI. If the ODD also contains roads with multiple lanes not delineated by lane marking this must be modeled as well, as the absence of lane markings may require additional skills. This also applies to other infrastructure elements such as, e.g. stop lines at intersections. Instances of the scene elements (behavior and lane markings) are added to the A-box. The scene element 'lane keeping' is connected to the behavioral skill 'lane keeping' via a relation stored in the T-box, therefore an instance of the skill 'lane keeping' is added to the A-box. This behavioral skill necessitates the skills of the base skill graph which are extracted from the ontology and instances of the skills and their dependency relations are added to the A-box. The existence of any type of (lane) marking within the ODD determines the skill to 'perceive lane markings'. This property is inherited by the scene elements 'solid lane marking' and 'dashed lane marking' from the super-class 'marking'. An instance of a determined skill is only added to the A-box once it is determined by multiple scene elements. The two different types of lane markings also determine the skills 'perceive solid lane markings' and 'perceive dashed lane markings'. Instances of these skills are
VI. PRELIMINARY RESULTS AND DISCUSSION

Skill graphs for several different vehicle behaviors and a variety of scene element combinations were automatically generated using the approach presented above. The base skill graphs for each of these behaviors were constructed manually by experts. The generated skill graphs were analyzed by experts and found to be sound in their general construction. No skills or dependencies were missing from the graph and all dependency connections were correctly drawn.

Automatically generated skill graphs still require expert assessment after generation to account for possible gaps in the knowledge base. However, the automatic generation of skill graphs reduced errors in the construction process compared to a manual construction. A number of automatically generated graphs were compared with manually constructed graphs. This comparison managed to highlight inconsistencies in between the manually constructed graphs, missing dependency relations, and in rare cases missing skills. Errors in the automatically generated graphs can be traced back to errors or gaps in the knowledge base using the automatically generated documentation of the skill graph construction steps. Once the knowledge base is corrected, the errors in all affected graphs are corrected. The construction process is, thus, mostly reduced to a review process.

This initial implementation serves mostly as a proof of concept and has several limitations. In this initial implementation, the automatically generated skill graphs have a very fine skill granularity. Meaning, for example, that every individual traffic sign type present in the ODD will require a skill to perceive this particular type of sign. In order to derive requirements for system implementation, skill graphs with such a fine granularity can be helpful. For purposes of capability monitoring during operation, such a fine granularity is most likely not useful. For capability monitoring it is more relevant that traffic signs in general can still be perceived rather than every individual sign type. Additionally, monitoring metrics for the perception quality of traffic sign detection in general can be more easily provided than the perception quality of each individual traffic sign type. Thus, different levels of abstraction in skill granularity are necessary for different application. One solution can be to define superordinate skills and group related skills under these super-skills. Depending on a selected level of granularity only the super-skills are included in the final graph or the super-skills with all their sub-skills. Adding granularity can increase the usefulness of the approach for different applications.

Bagschik et al. use the highway scene ontology presented in [22] to generate traffic scenes from the ontology. During this process, they automatically exclude impossible combinations and relations of scene elements in the generated scenes. While automated skill graph construction does not require the same semantic information as scene generation, semantic information could improve the selection of scene elements for the definition of the ODD. ODD specification could be improved by including semantic information, e.g., about scene elements that are interdependent, meaning one element will never occur without the other, and therefore cannot be separated. These connections can be unidirectional or bidirectional. To include these semantic relations in the scene ontology can limit the mistakes made during ODD specification.

Fig. 7. Skill graph for 'lane keeping' for an ODD with the scene elements 'solid lane marking' and 'dashed lane marking' on L1. Notation see Fig. 1 added to the A-box according to the dependency relations stored in the skills’ properties. If in this example the skill 'perceive lane markings' were not determined by the existence of a scene element it would have been added to the A-box based on its necessity relations. Both the skills 'perceive solid lane markings' and 'perceive dashed lane markings' necessitate the skill 'perceive lane markings'. Fig. 6 shows part of the A-box for this example. The resulting skill graph extracted from the A-box is depicted in Fig. 7. As stated above, it is not strictly necessary for an automated vehicle to perceive lane markings and infer the course of the lane from the perceived markings. Extracting the course of the lane from the evaluation of digital map data and using a map-relative pose estimate of the vehicle is also a possible way to determine the lane relative position and orientation of the vehicle. Both solutions are modeled in the graph and can be pruned later if desired.
VII. CONCLUSION & FUTURE WORK

In this paper, we proposed a knowledge-based approach for the automatic construction of skill graphs. Automating the construction of skill graphs relieves experts of a tedious and error-prone modeling task and allows to integrate changes in the graphs automatically. Automating this construction process also means, that non-experts can generate skill graphs to use in other parts of the development process. Experts will still be necessary to review the generated graphs.

We stated the influence of the ODD on the required capabilities of an automated vehicle in a previous contribution [2]. In this contribution, we detailed how this influence manifests itself in the relation between scene elements and required skills in the skill graphs. It would be interesting to evaluate the influence of other aspects of the ODD on the required vehicle skills. The organization of this relational knowledge into an ontology also provides the opportunity of adding additional information such as monitoring metrics or monitoring requirements to this ontology as indicated in [9].

The ontology used in the presented approach for the automatic generation of skill graphs was adapted from a scene ontology for automatic scene generation. Thus, at least two possible applications for an ontological representation of domain knowledge have been presented. Additional applications in environment perception or scene understanding are evident possibilities. As domain knowledge is required at several points during automated vehicle development, a single domain knowledge representation for all possible applications could be useful to limit inconsistencies during development.
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