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Abstract — Procedural content generation (PCG) methods are commonly employed in computer games, simulations, and other related industries. While these methods are used for levels, terrains, stories and missions, their usage for procedural city generation is relatively rare because cities are heterogeneous structures with different components such as roads, layouts and buildings that depend on and affect each other. Additionally, ancient cities grew organically to areas that are safe and to those that provide food and water. This resulted in cities that do not have apparent regular patterns, such as rectangular building blocks. We propose an approach that uses cellular automata (CA) that generates clusters of areas. The CA is repeated for each cluster to hierarchically create different levels of the city. This procedure creates an organic city layout with fractal properties. The layout specifies the building blocks, main roads, and foliage. We also present a set of methods that can transform the indoor or outdoor levels of a game level. Procedural city generation is relatively rare because cities are heterogeneous structures with different components such as roads, layouts and buildings that depend on and affect each other, often requiring different algorithms to generate them. These make procedural city generation a challenging and interesting task.

The structure of cities has been studied for a long time for their planning and modelling urban land use [3,4], and later for modelling urban dynamics and development [5,6]. Historically newer cities are usually planned in advance, but ancient cities grew organically to areas that are safe and to those that provide food and water [7]. To achieve this organic look in a procedurally generated city, the algorithm should refrain from regular patterns. Among several studies that propose methods on generation of cities, only a few of them focus on the organic city generation. To provide an organic look, there should be randomness and structure at the same time. Cellular automata (CA) are known for their simple rule-based setup that can generate city patterns [8]. By incorporating randomness in the rule set, the patterns turn into real-life clusters.

We contribute to the literature by proposing a method that relies on the random initialization of the matrix and the rule sets of cellular automata that are run recursively on each of these clusters to generate organic layouts for cities. The recursive application of the same CA also results in fractal properties that provide a more natural and organic outcome for a city that is randomly generated. The resulting organic looking cities can be used in video games, however we believe that they would be more useful in applications such as training simulations. Our method uses the resulting organic layout to generate other city components, such as road networks, buildings and foliage.

The rest of the paper is organized as follows. The following section lists related work on procedural city generation and the application of CA to the cities. Section 3 discusses our proposed method. We conclude by the discussion based on the results of our method in Section 4.

I. INTRODUCTION

Procedural Content Generation (PCG) methods are chiefly used in computer games for algorithmic creation of content that ranges from maps and terrains to stories and missions. The field has always been actively studied, but has gained more attraction thanks to the abundance of games on several platforms such as gaming consoles and mobile devices [1]. It is also a popular technique in the movie industry where content such as crowds, foliage, and scenery are generated for computer generated imagery [2].

PCG is commonly applied as an offline tool where the content is generated before or as the game level is being loaded. Most of the time, the algorithms are used to generate the indoor or outdoor levels of a game level. Procedural city generation is relatively rare because they are one of the most complex structures the humanity has ever built, being the result of human behaviour and interaction as well as environmental factors. As a result, no two cities are the same. They are made up of heterogeneous structures with different components such as roads, layouts and buildings that depend on and affect each other, often requiring different algorithms.
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II. RELATED WORK

When the existing works for procedural city generators are studied, agent-based approaches [9]-[11] and L-systems [12], [13] are frequently used, although there are a high number of custom-made algorithms as well [14]-[19]. Most of the city generators aim to create the final state of the city, however some studies focus on the development of city through time [20], [21], how it is affected by human behaviour [11] or how practical the generated layout is [22].
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Since the proposed method relies on CA, we would like to focus on other approaches that make use of them. CA are mathematical models for complex natural systems containing large numbers of simple identical components with local interactions [23]. CA has been used for city planning for a long time [3], [4]. White and Engelen suggested a more detailed model that featured transition rules for each type of land which created urban layouts with fractal patterns [24]. Batty gave a few simple CA models to produce fractal patterns and claimed that planned cities can be generated by them [8]. However, he also emphasised that real cities, which are based on organic growth, are not geometrically ordered, and probability can be introduced for more variety.

Only a handful of works that approach urban dynamics through CA are procedural city generators. Kato et al. combined CA and genetic algorithms to generate a virtual city [25]. The city was modelled as a grid of cells, where each cell represented one of the seven states that included building and road types. They presented a set of building-layout and road-generation rules that governed the CA. The chromosomes in the genetic algorithm represented the time-series pattern of the changes in the city.

The approach of Honda et al. generated dynamically changing virtual cities [26]. The system consisted of three modules: road module, time module and layout module. Road module was based on L-systems; it created and updated road network based on the current state of the city and extracted the blocks between the roads. The time module consisted of two CA; area CA and block CA. Area CA took the areas as the cell structure. It implemented the global influences over an area, namely the land use type and overall building attributes such as high-rise and low-rise. Block CA developed the blocks under the areas according to the area constraints and helped the blocks blend with each other by interacting a block with its neighbours. This way they achieved smooth transition between areas.

Our approach introduces the application of CA directly for the layout of the city. The building foundations, main roads, and greenery areas are determined by this process. Our method then uses this layout for further processing to create a three dimensional view of the city.

III. METHOD

We propose a method that applies cellular automata recursively to generate organic layouts that will be the basis for a random city. City blocks, the bases for buildings and other areas, and the main roads are all defined within this layout, generated simultaneously via CA. Although this layout is the main focus of our method, we also provide methods to convert it to a 3D city model using several techniques.

Our method can be detailed in two major steps. The initial step is the layout generation; this layout is then passed to a post-processing step before the second step generates the 3D representation of the random city.

A. Layout generation using CA

The cellular automata in our method run on a matrix of size $M \times N$, which is randomly generated with integer values 0 or 1 that denotes empty and full cells, respectively. The probability of a cell being empty or full is equal. This results in a chaotic, noise-like pattern of empty and full cells. They are grouped together by the Grouping Cellular Automaton (GCA) that uses the 8-cell Moore neighbourhood. GCA rule set is given below.

\[
\text{IF an empty cell has more than three neighbours THEN mark the cell as full}
\]

\[
\text{IF a full cell has less than five neighbours THEN mark the cell as empty}
\]

The result of GCA is roughly shaped clusters that are far away from each other. The Smoothing Cellular Automaton (SCA) is used to smooth the rough and fractured edges of these clusters. The rule set for SCA is given below.

\[
\text{IF an empty cell has more than four neighbours THEN mark the cell as full}
\]

\[
\text{IF a full cell has less than four neighbours THEN mark the cell as empty}
\]

After being smoothed, clusters should be expanded without colliding with each other. To do so, the clusters are marked with a different identification number using a flood fill algorithm. When the flood fill algorithm returns, cells in the same cluster share the same identification number. The clusters are then expanded until a constant distance $d$ is left between them. This distance is set to $d=2$ by default, which provides an adequate distance between clusters since these spaces will be set as main roads.

Just as the randomization, GCA, and SCA is run on the initial $M \times N$ matrix, we run them on each of the resulting clusters, creating sub-clusters with similar patterns. These steps are repeated one final time on the sub-clusters. The resulting clusters have fractal properties because of the repeating patterns on different levels, and have an organic look because of the randomisation and the cellular automata. The number of these recursive calls are controlled by the variable $s$, short for stage, and is set to $s=3$ in our trials (Fig. 1a, 1b, 1c).

![Fig. 1. Applying CA for three consecutive stages from left to right, and then finalizing by adding the streets.](image)

Due to their nature, cellular automata run continually unless they reach a homogeneous final state. Our method requires CA that has a stopping condition. A halting threshold $l$ variable is defined to stop both GCA and SCA. This variable was set to $l=2$.
depends on the size of the initial matrix, $M$ and $N$, and $s$, the number of stages variable. Its definition is given in Equation (1).

$$l = \frac{M \times N}{10^{\log_{10}[M \times N] - 1}} \times 10^{s-1} \tag{1}$$

GCA should stop when the full cell clusters are formed. Forming of these clusters depends on the initial size of the matrix. It is observed that as the GCA runs, clusters emerge from the initial noise-like pattern, the noise decreases over time and is pushed to the edges of clusters. When the clusters are stabilized, the amount of noise falls under the threshold value $l$ and GCA is stopped.

SCA should stop when there is no noise left on cluster edges. The number of changes made on the edge of the clusters is recorded for each step of SCA. When they are under the $l$ value, SCA is stopped.

At the end of $s=3$ runs of cellular automata, the spaces between clusters are set as the main roads. Some of these spaces are very large, and they are set as foliage, or recreational areas.

The streets within the clusters are handled by a post-processing step. They are one cell wide and mostly straight with some random skewness to add visual variety. This is necessary for creating realistic streets where buildings are usually aligned, making the streets usually straight.

A sample map is given in Figure 1d, where the green shows the main roads and foliage, darker shades represent the full cell clusters where buildings will be placed, and the whites show the streets.

Real cities are not based on perfect grids. The resulting matrix is a low-resolution pixelated version of the map, and if it is used directly in representation of a 3D map, it will not be realistic. Our CA algorithms have created a layout that contains clusters of building blocks, streets, main roads and foliage areas, and different methods can be used to transfer this to a 3D model that can be used in different scenarios. For example, for a 2D game, the resulting matrix would be enough, and may require some smoothing on the streets. For a 3D game, the matrix can be converted to a graph, as will be done in the following subsections.

### B. Conversion to 3D Model

The layout matrix consists of three types of cells; main roads, streets and buildings. Initially, graphs are generated for main roads and streets, and they are smoothed to remove the gridded look. During this process only road and street cells are taken into consideration to prevent any changes to building cells. Then, the building graph is created by dividing the building cell clusters with the most optimal way possible and assigning a node to each resulting building foundation. Finally, 3D models of roads and buildings are placed to generate a 3D view of the city.

The first step in road graph generation is to create the nodes and connect them with their neighbours. The conversion is one-to-one for street cells, since they are only one cell wide, but not for the main roads. This procedure follows the study by Sexton and Watson [27] but we had to include a series of adjustments, such as cycle elimination, removing isolated nodes, and connecting dead ends to other roads within some predefined range. The final procedure is the smoothing of the graphs. This is done by relocating each node to the average position of their neighbours. A sample is shown in Fig. 2.

![Fig. 2. The image on the left shows a jagged street, and the image on the right shows the street after the smoothing process.](image)

To place 3D buildings, their positions and sizes have to be specified. We already know the approximate locations of our buildings with the help of the layout matrix. Similar to road graph generation, the first step is to convert them to graphs. However, the buildings require road access. To eliminate the uniform grid structure and properly align the buildings next to roads, the building cells are grouped before their conversion to building nodes. These cell groups, which we call building foundations, are generated by dividing the cell clusters via binary space partitioning (BSP) algorithm until all foundations are equal or smaller than cluster threshold, without forming a BSP tree. Cluster threshold depends on cluster size; larger clusters put out larger foundations.

Resulting foundations may contain non-rectangle cell arrangements which are not suitable for model placement. These are processed further until the largest rectangle is found. Fig. 3 shows the process before and after the foundations are laid.

![Fig. 3. The image on the left shows the foundations formed by the binary space partition. The image on the right shows the foundations after they are finalized.](image)

The final step is to generate the 3D view of the city by placing road, building and foliage models. The road models are rectangles covered with textures and stretched between connected nodes. For the recreational areas tree models are placed on a grid layout. The building models are primitive cubes covered with textures. They are scaled slightly smaller than the foundation size to avoid intersection with adjacent buildings. The foundation size is used to determine the building height and type, differentiating between commercial and residential areas, which have different textures. Building textures and tree models are found in OpenGameArt site [28,29,30], while road textures are custom made. An example city model is shown in Fig. 4.
The main contribution of this study is to provide a new method that can generate a basis for a city layout that does not have an algorithmically generated feel, while creating roads, buildings and foliage simultaneously as opposed to common methods in the literature.

The methods were realized on Unity3D [31] with C# as the scripting language. The complete process completes under a minute and depends on the size of the input M and N values. It could be used in games, simulations, or other media that use procedural city generation to provide more content.

As future work, there are several paths that can be followed. The most apparent direction is to place the city on a terrain that is defined by a height map. In this case, water bodies can be placed instead of parks, and streams can be placed along the roads. The notion of desirability can also be introduced to the cellular automata, as well. Another direction is to have a more realistic looking city by populating the city with elements such as pavements and traffic lights, as well as more types of buildings and land use.
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