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The research presented in this paper is related to the development of complex mechanisms using virtual models obtained by integration various modern computer programs, specialized in certain fields of computer science. The industrial robots, as a typical representative of complex mechanisms with six degrees of freedom, carried out the definition, analysis and simulation for the considered mechanism. Virtual model with a control algorithm implemented in the MATLAB, as an open kinematic chain. This software solves the problem with difficult matrix algebra and by using the add-on Robotics Toolbox can be made behavioural simulation, and verification for the model which provides analysis of the behaviour for real robots. In this case we use industrial robot FANUC S-430iF, where we wrote up the whole process for solving kinematics and dynamics for complex mechanisms by using computers, from the formation of the transformation matrix through solving direct and inverse kinematics and dynamics, as well as movement simulation. To define the 3D model was used SolidWorks.
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1. INTRODUCTION

Computing development in recent years has enabled the creation of numerous software that can efficiently solve various engineering problems. However, the modern principle, integrated design approach [1] (Fig. 1), demands for a comprehensive analysis in order to obtain satisfactory results, often makes it necessary to carry out the integration of modern software specialized for certain areas of the design into a program unit. Thus, for example, in the complex mechanisms design [2-4], it is necessary to use some of the CAD software which can be used to make geometric 3D models, with software that can simulate movement, analyze kinematics and dynamics for the moving parts in the mechanisms [5], as well as design management through appropriate control algorithms.

Fig. 1: Integrated design approach

Matlab is widely applicable multidisciplinary engineering software which enables mathematical computations, developing control algorithms, simulation and process analysis, data processing, visualization, and all this through interactive and programming work. [6-8] Simulink, as an integral part of the Matlab is used to simulate the dynamic model (the graphical environment). It can analyze the linear, nonlinear, time-continuous and/or discrete time models with multiple inputs and outputs and with lumped parameters. Simulink is used for forming a control algorithm, simulation and analysis models [9]. It is a visual tool that enables the simulation of continuous and discrete systems using functional block diagrams and thus does not require the user detailed knowledge of the syntax of a programming language.

Robotics Toolbox [10] is a software add-on for Matlab specializes in analysis and simulation of industrial robots. It's free, but it is part of Matlab. This toolbox allows many functions that are useful in robotics, including estimate of trajectory, kinematics, dynamics and movement simulation. It is based on the theory of presenting manipulator as an open kinematic chain consisting of rigid segments interconnected joints (connections), with use of standard Denavit-Hartenberg notation. [11]

Geometry of robot was generated in SolidWorks [12-14]. 3D models of individual components were saved as .stl files (StereoLitography or Standard Tessellation Language - one of the standard formats used to describe the geometry of three-dimensional object) imported into the Matlab environment.

2. MODEL DEFINING

2.1. Input parameters

In order to be able to use the software, first of all necessary to define the input data, i.e. mass and geometric characteristics of the model. Some of the necessary data
are taken from the website of the manufacturer of robots used as example in this study. Those data are shown in Table 1:

Table 1: Mass and geometric characteristics

| Axis | Segment mass [kg] | Segments center of mass position relative to its coordinate system [m] |
|------|-------------------|---------------------------------------------------------------------|
| n    | m                 | rx    | ry    | rz    |
| 1    | 116.2585          | 0.02714 | 0.53479 | 0.08050 |
| 2    | 60.79505          | 0.26144 | 1.21097 | 0.34386 |
| 3    | 64.47270          | 0.01999 | 1.95873 | 0.50694 |
| 4    | 6.62643           | 0.03656 | 2.06500 | 1.48849 |
| 5    | 5.12291           | 0.01912 | 2.06500 | 1.67359 |
| 6    | 0.72895           | 0.00875 | 2.06500 | 1.79944 |

Also, it is necessary to determine Denavit-Hartenberg’s (D-H) parameters. D-H notation is assigning spatial coordinate system for different joints of manipulator. In Fig. 2, the segment i connecting the segment i-1 to the segment i+1. The method involves determining the four parameters needed to obtain complete homogenous transformation matrix. [15-18] These parameters are:

- Link length or segment a - the shortest distance between the axis of the joints Z_{i-1} and Z_i (the distance from the intersection axis Z_{i-1} with the axis X_i to coordinate the start of the i-th coordinate system, measured along the X axis);
- Rotation angle α - the angle between the axis of the joints Z_{i-1} and Z_i measured in the plane perpendicular to a_i (the angle of rotation around the X axis, you need to axis lead Z_{i-1} in a parallel position to the axis Z_i, by using the right hand rule);
- The distance between the segments (offset) d_i - distance from the beginning of the i-i-th coordinate system to the intersection axis Z_{i-1} with the X axis, measured along the axis axis Z_{i-1}.
- Joint angle θ - the angle of rotation around Z_{i-1} axis, you need to lead axis X_{i-1} in a parallel position to the axis X_i (using the right hand rule).

The parameters a_i and α_i are defined by geometry of manipulators and have a constant value (depending on whether the joint is revolute or prismatic) [15-18], while the parameters d_i and θ_i can be variable.

The following steps describe the systematic determination of the D-H parameters:

1. Mark each segment axis with number, starting at I (axis of base) to n (axis of end-effector). O_0 is the origin of the base coordinate system. Each joint must be assigned with axes.
2. Set the coordinate system for each joint, according to the rule of the right hand. Start with the base joint. For rotational joints, the axis of rotation i is always in the direction Z_{i-1}. If it is a translational joint, Z_{i-1} should be placed in the direction of translation.
3. Set the X_i axis. X_i axis direction is obtained from the expression \( \mathbf{x}_i = \pm \frac{\mathbf{z}_{i+1} \times \mathbf{z}_i}{\|z_{i+1} \times z_i\|} \), or along the common normal between the axis Z_{i-1} and Z when they are parallel.
4. Axis Y_i should be directed to give a rectangular coordinate system to the right hand rule.
5. For the next joint, if this is not the last joint, repeat steps 2-4.
6. To end-effector (gripper) axis Z_n have to be positioned in the direction in which the handle is approaching.
7. Angle joint θ_i the angle of rotation around Z_{i-1} axis, so that the axis X_{i-1} lead in parallel position to the axis X.
8. Rotation angle α_i is the angle of rotation around the X axis, you need to lead axis Z_{i-1} in a parallel position to the axis Z_i.
9. Link length a_i is perpendicular distance between the axis i and axis, i+1.
10. The distance between the segments (offset) d_i is the distance along the axis Z_{i-1}, as shown in Fig. 6. It is, therefore, the distance between points O_{i-1} and O_i along the Z_{i-1} axis (the axis i).

The following illustration shows the determination of the D-H parameters for the selected robot model FANUC S-430iF, on the basis of the procedures described above, and the results are shown in Table 2. [19]
Fig. 3: Marking axis and rotation of axis

Fig. 4: Defining coordinate systems for each axis

Fig. 5: Positioning angle for each axis

Fig. 6: Link length and distance between segments

Fig. 7: Creating a script

Table 2: D-H parameters

| Axis | The distance between segments \( d \) [m] | Link length \( a \) [m] | Rotation angle \( \alpha \) [º] |
|------|--------------------------------------|----------------|-----------------|
| 1    | 0.514                                 | 0.305          | -\( \pi/2 \)    |
| 2    | 0                                     | 1.075          | -\( \pi \)      |
| 3    | 0                                     | 0.250          | -\( \pi/2 \)    |
| 4    | 1.275                                 | 0              | \( \pi/2 \)     |
| 5    | 0                                     | 0              | \( \pi/2 \)     |
| 6    | 0.240                                 | 0              | 0               |

3. MODELING OF FANUC S-430IF MANIPULATOR

Modeling of manipulator using MATLAB contains two parts:
- Creating a script
- Creating Simulink model

3.1. Creating a script

Creating a script involves the importation of D-H parameters, as well as mass and geometric characteristics of the model. Since the script doesn’t exist, it is necessary to create a new script in the folder with active path (Fig. 7).

After creating and recording the script code is entered in the script. Shown below is the contents of the script (code) which provides for the creation of the object in MATLAB based on the entered model characteristics.
\% robot limits
THETA1_MAX=deg2rad(360);
THETA2_MAX=deg2rad(134);
THETA3_MAX=deg2rad(362);
THETA4_MAX=deg2rad(720);
THETA5_MAX=deg2rad(250);
THETA6_MAX=deg2rad(720);
\% definisanje D-H parametara
clear L
L(1)=Link('revolute','d',0.514
,'a',0.305,'alpha',-1.571);
L(2)=Link('revolute','d',0 
,'a',1.075,'alpha',-3.142);
L(3)=Link('revolute','d',0 
,'a',0.25,'alpha',-1.571);
L(4)=Link('revolute','d',-1.275
,'a',0,'alpha',1.571);
L(5)=Link('revolute','d',0 
,'a',0,'alpha',1.571);
L(6)=Link('revolute','d',0.24 
,'a',0,'alpha',0);
\% definisanje masse segenata [Kg]
L(1).m=116.25857;
L(2).m=60.79505;
L(3).m=64.47270;
L(4).m=6.62643;
L(5).m=5.12291;
L(6).m=0.72895;
\% polozaj centra masse u odnosu na njegov koordinatni sistem [x y z]
L(1).r=[0.02714 0.53479 0.08050];
L(2).r=[0.26144 1.21097 0.34386];
L(3).r=[0.01999 1.95873 0.50694];
L(4).r=[0.03656 2.06500 1.48849];
L(5).r=[0.01912 2.06500 1.67359];
L(6).r=[0.00875 2.06500 1.79944];
\% elementi tenzora inercije segenata oko centra masse
L(1).I=[9.12674 8.61229 8.49437 0.16098 - 0.57145 1.65126];
L(2).I=[8.19389 0.76659 8.02259 0.42771 0.00337 0.05880];
L(3).I=[6.62158 6.06231 2.08597 -0.10243 -0.02078 0.00000];
L(4).I=[0.08972 0.09288 0.02856 0.00000 0.01767 0.00000];
L(5).I=[0.03819 0.06668 0.04821 0.00000 -0.00191 0.00000];
L(6).I=[0.00130 0.00131 0.00243 0.00000 0.00000 0.00000];
fanuc=SerialLink(L);
fanuc.name='Fanuc S-430iF';
fanuc.manuf='Fanuc Robotics';
fanuc.plot3d(q);

Activating the Run command from a palette of tools, the code is executed as defined in scripts. This process creates a structure Fanuc robot manipulator, which is a condition that creates a robot model in Simulink.

3.2. Creating Simulink model

The next step in creating models is the insertion of the necessary blocks. That can be done by opening the library Robotics Toolbox. It is possible to insert the model in Simulink blocks necessary to define trajectories, calculation of direct and inverse kinematics and dynamics, as well as the simulation for the robot manipulator in a three-dimensional display system. In the library are blocks that allow you monitoring changes in position, velocity, acceleration and moments in time for the individual joints, as well as display trajectory actuating element in a space or in certain sections in Cartesian coordinate system.

The first block that should be included in the Simulink model is jtraj. With this block is used to input coordinates (angles of rotation or linear movement, depending on the type of joint, rotation or translation) for each joint. In this way, define the start and end position of the manipulator, and specifies the time for which is going to be executed move from one given position. This block calculates the generalized coordinates of the joints (in their coordinate system) for all positions between the two set positions: initial (q0) and end (qf), resolution for a given displacement, or calculated the trajectory for each joint individually (Fig. 8).

![Fig. 8: jtraj block parameters](image)

The other necessary blocks have to be added: fkine that calculates direct kinematics. This block name has to be changed with the name of object that is created in script, fanuc. In order to enable a graphical representation of a robot, it is necessary to import block plot from the library Robotics Toolbox. As with the previous block, this needs to change its name to fanuc.

![Fig. 9: Block diagram with first three blocks](image)

After setting the connection parameters of the initial three blocks it is possible to achieve a visual representation of the model, by running the command Run, after which the result is display robots as Fig 10.

Block fkine solve the direct kinematics problem. For each position of joint defined by block jtraj obtained position for manipulator. The direct and inverse kinematics calculation of the robot is obtained by calling the function of a T=fkine(fanuc,q1) and qi=ikine(fanuc,T) in the script. The result calculated from direct kinematics obtained transformation matrix that allows conversion the position end-effector (executive element) from its (moving) coordinate system to the stationary (base) coordinate system, at any moment of time, for a given resolution.
Display in a Cartesian coordinate system can be achieved by using block $T_{2xyz}$ located in the Robotics Toolbox library. Each position on the trajectory it is possible to be visually monitor in the block *plot*.

If you need a display trajectory end-effector in the projected plane with the three-dimensional system, it is necessary to insert from the *Sinks* library block *XY Graph*. By linking the blocks with the block $T_{2xyz}$ it is possible to create a movement diagram in one of the Cartesian plane.

If you need to track a numerical values for position, it is possible if you add the block *Display* in *Simulink-Sinks* library. Speed calculation can be done by differentiating the directions of movement, while the acceleration is calculated by differentiating the velocity joints. The block which performs differentiation *Derivative* is located in *Simulink-Continuous* library.

For a graphical representation of some variables during the simulation is necessary to use blocks from the *Simulink* type *Scope-Sinks* library. Linking them to particular output ports, you can monitor the desired quantities (position, speed, acceleration, torque) in real time.

Inverse dynamics calculation can be achieved with block *rne* from the library Robotics Toolbox. This calculation is obtained by calling the function: $\text{invD} = \text{rne}(\text{fanuc}, q, qd, qdd)$ in the script. Result dynamic calculation, the values torques that must be achieved at each joint in order to make movement along a given trajectory, for every moment in time defined by the given resolution. For this calculation it is necessary to have a defined trajectory, speed and acceleration for each joint as input parameters, while the output gain moments can be displayed graphically using *Scope* block. Final Simulink model of the robot manipulator is shown in Fig 11.

After creating a model in *Simulink* you can simulate movement for the robot manipulator S-430iF.
4. MOVEMENT SIMULATION

To create a better presentation and a more efficient simulation of movement, the new version of Robotics Toolbox (9-10) have improved ability to import 3D models of individual manipulator segments. If you want to make 3D simulation of your robotic manipulator, you have to run script which must have command `.plot3d. It is a new command in Robotics toolbox that allows the simulation of the robot perform with the imported 3D solid models. Adding a 3D solid model into the simulation gets a complete visual experience of robot. To be able to use this method, it is necessary that all models have names `linkn.stl`, where \( n \) is the number of axes (starting from 0 - basics robot to 6 - the last joint). Within this method it is necessary to define the exact path to the model segments and trajectory at which the robot will move. Optional parameters of this method are: colour, desktop size, the distance of the robot from the ground, pause between frames, frame rate, etc. In Fig. 12 shows the Simulink model formed by imported 3D models generated in SolidWork.

Launching files with Simulink model, manipulator S-430iF model is placed in the starting position, defined by block `jtraj [0 -pi / 2 0 0 0 0]`. Before starting the simulation it is necessary to adjust the duration in which simulates the manipulators operation. It is necessary that the time is the same as time specified in block `jtraj`. You can then run the Simulink model by activating the Run command. Running the simulation, the robot executes a movement from initial to final position \([0 \ pi \ pi / 2 \ pi \ pi / 4 \ 3 * \ pi]\) defined block `jtraj`.

Fig. 13: Robot simulation with diagrams that show changes in the angles of rotation, speed, acceleration and moments of individual joint, as well as display the end-effector trajectory in the XZ and YZ planes. \( t = 1.6s \)

Fig. 12: Fanuc S-430iF 3D model

Figures 13-15 shows the locations of manipulators in certain points in time, during the manipulator movement in defined trajectory. Figures contains the angles of rotation, speed, acceleration and moments of individual joint, as well as display the end-effector trajectory in the XZ and YZ planes in those moments.
Fig. 14: Robot simulation with diagrams that show changes in the angles of rotation, speed, acceleration and moments of individual joint, as well as display the end-effector trajectory in the XZ and YZ planes. $t = 5s$

Fig. 15: Robot simulation with diagrams that show changes in the angles of rotation, speed, acceleration and moments of individual joint, as well as display the end-effector trajectory in the XZ and YZ planes. $t = 10s$
5. CONCLUSION
The integration of two differently oriented software in the complex mechanisms design process, made it possible to analyze all the necessary elements in order to determine the optimal parameters of the system. The industrial robots, as a typical representative for complex mechanisms with six degrees of movement freedom, carried out the definition, analysis and simulation of the considered mechanism. Virtual model with a control algorithm implemented in the MATLAB, as an open kinematic chain. This software solved the matrix algebra problem and using the add-on Robotics Toolbox conducted a simulation of the behaviour or the model verification which provides analysis for the real robots behaviour. Industrial robot FANUC S-430iF, described in the whole process from solving complex mechanisms kinematics and dynamics problem with the help of computers, to defining the trajectory and transformation matrix, through solving direct and inverse kinematics and dynamics, as well as the movement simulation.

The basic approach in this study is the implementation of virtual models [20-22], which in this case will not only have the task of visually illustrate the segments construction of the mechanism, but also to describe and simulate the physical behaviour, that is great importance for proper dimensioning and defining individual segments system, and observing the functioning of the whole mechanism. Also, unlike physical models, virtual models can take advantage from modern computer technology, which allows the focus in the design process to move from physical to virtual environment. Virtual models can be used for simulation and verification of system before the realization a physical model, thus achieving considerable savings in time and resources required to create and modify physical models.
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