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Abstract

We investigate the folding problem that asks if a polygon \(P\) can be folded to a polyhedron \(Q\) for given \(P\) and \(Q\). Recently, an efficient algorithm for this problem has been developed when \(Q\) is a box. We extend this idea to regular polyhedra, also known as Platonic solids. The basic idea of our algorithms is common, which is called stamping. However, the computational complexities of them are different depending on their geometric properties. We developed four algorithms for the problem as follows. (1) An algorithm for a regular tetrahedron, which can be extended to a tetramonohedron. (2) An algorithm for a regular hexahedron (or a cube), which is much efficient than the previously known one. (3) An algorithm for a general deltahedron, which contains the cases that \(Q\) is a regular octahedron or a regular icosahedron. (4) An algorithm for a regular dodecahedron. Combining these algorithms, we can conclude that the folding problem can be solved pseudo-polynomial time when \(Q\) is a regular polyhedron and other related solid.
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1 Introduction

In 1525, the German painter Albrecht Dürer published his masterwork on geometry [5], whose title translates as “On Teaching Measurement with a Compass and Straightedge for lines, planes, and whole bodies.” In the book, he presented each polyhedron by drawing a net, which is an unfolding of the surface of the polyhedron to a planar layout without overlapping by cutting along its edges. To this day, it remains an important open problem whether every convex polyhedron has a net by cutting along its edges. On the other hand, when we allow to cut anywhere, any convex polyhedron can be unfolded to a planar layout without overlapping. There are two known algorithms; one is called source unfolding, and the other is called star unfolding (see [4]).

In order to understand unfolding, it is interesting to look at the inverse: what kind of polyhedra can be folded from a given polygonal sheet of paper? For example, the Latin cross, which is one of the eleven nets of a cube, can be folded to 23 different convex polyhedra by 85 distinct ways of folding [4] and an infinite number of doubly covered concave polygons (Figure 1). Comprehensive surveys of folding and unfolding can be found in [4]. In this simple example, we can find that the convexity of a polyhedron plays an important role in this context.

We investigate the folding problem when both a polygon \(P\) and a polyhedron \(Q\) are explicitly given. That is, for a given polygon \(P\) and a polyhedron \(Q\), the folding problem asks if \(P\) can fold to \(Q\) or not. This is a natural problem, however, there are a few results so far. When \(Q\) is a regular tetrahedron, we have a mathematical characterization of its net [4]; according to this result, \(P\) can fold to \(Q\) if and

\*A part of this research was presented at CCCG 2020. A part of this research is supported by JSPS KAKENHI Grant Number JP17H06287 and 18H04091.
Figure 1: A Latin cross made by six unit squares. For any real number $x$ with $0 < x < 1$, folding along dotted lines, we can obtain a doubly-covered fat cross.

only if $P$ is a kind of tiling. Recently, the folding problem was investigated for the case that $Q$ is a box. Some special cases were investigated in [6, 12], and the problem for a box $Q$ is solved in [9] in general. The running time of the algorithm in [9] is $O(D^{11}n^2(D^5 + \log n))$, where $D$ is the diameter of $P$. In the algorithm, $Q$ is given as just a “box” without size, and the algorithm tried all feasible sizes. If $Q$ is explicitly given as a “cube”, the running time of the algorithm in [9] is reduced to $O(D^7n^2(D^5 + \log n))$ time.

In this paper, we will show that the folding problem can be solved efficiently for a regular polyhedron, which is also known as a Platonic solid. While there are five Platonic solids, our main result consists of four algorithms. That is, we investigate four problems depending on the target solid and show pseudo-polynomial time algorithms for them.

The first algorithm solves the folding problem for a regular tetrahedron. We give a bit stronger algorithm that solves the folding problem for a tetramonohedron, which is a tetrahedron that consists of four congruent acute triangles. As we have already mentioned, a mathematical characterization of a net of a regular tetrahedron is given in [1], and its extension to a tetramonohedron is given by Akiyama and Matsunaga [2] however, they only gave mathematical characterizations for the solids, and as far as the authors know, any algorithmic result for checking these characterizations has never been given explicitly 2. We give a pseudo-polynomial time algorithm for the folding problem for a tetramonohedron.

The next algorithm solves the folding problem for a regular hexahedron, or a cube. We give a bit stronger algorithm that solves the folding problem for a box of size $a \times b \times c$, where $a$, $b$, and $c$ are integers. As mentioned above, a known algorithm for this problem in [9] runs in $O(D^7n^2(D^5 + \log n))$ time when $a, b, c$ are explicitly given. We improve this running time to $O(D^2n^3)$ time. (In our context, the running time can be represented as $O(L(L + n)n^2)$ time, where $L$ is the perimeter of $P$.)

The third algorithm solves the folding problem for a regular dodecahedron.

The last algorithm solves the folding problem for a set of special convex deltahedra. Usually, a deltahedron means a polyhedron whose faces are congruent equilateral triangles. (More precisely, it is a regular tetrahedron, a regular octahedron, a regular icosahedron, a triangular bipyramid, a pentagonal bipyramid, a snub disphenoid, a triangulated triangular prism, or a gyroelongated square bipyramid.) This algorithm cannot deal with a special case that all vertices have curvature 180°. Therefore, it cannot deal with a regular tetrahedron among the set of deltahedra. On the other hand, the algorithm can deal with a vertex of curvature 360°, where six equilateral triangles make a flat hexagonal face. That is, we allow each face to consist of coplanar regular triangles, or each face can be any convex polyiamond, which consists of convex polygon obtained by gluing a collection of equal-sized equilateral triangles arranged with coincident sides (see Figure 2 for example). Thus there are an infinite of non-strictly convex deltahedra that our algorithm can deal with. In summary, if $Q$ has a non-strictly convex deltahedra with at least two vertices of curvature not equal to 180°, our algorithm solves the folding problem in pseudo-polynomial time. This set includes a regular octahedron and a regular icosahedron. Therefore, using these algorithms, we can efficiently solve the folding problem for Platonic solids (and more).

The running times of our algorithms can be summarized in Table 1.

1In the literature, a tetramonohedron is called an isotetrahedron.  
2The authors thank an anonymous referee of [7], who mentioned this point.
Table 1: Running times of our algorithms for Platonic solids, where $n$ is the number of vertices of $P$ and $L$ is the perimeter of $P$.

| Platonic solids      | Running times       |
|----------------------|---------------------|
| Regular tetrahedron  | $O((L + n)n^2)$     |
| Regular hexahedron   | $O((L + n)n^2)$     |
| Regular octahedron   | $O((L + n)n^2)$     |
| Regular dodecahedron | $O((L + n)^3n^2)$   |
| Regular icosahedron  | $O((L + n)n^2)$     |

Figure 2: Examples of non-strictly convex deltahedra

2 Preliminaries

We first state our problem. For a given polygon $P$ and a polyhedron $Q$, the folding problem asks if $P$ can fold to $Q$ or not. Since we will design an algorithm for each specific $Q$, the input is a polygon $P = (p_0, p_1, \ldots, p_{n-1}, p_n = p_0)$. Let $x(p)$ and $y(p)$ be the $x$-coordinate and $y$-coordinate of a point $p$, respectively. For a line segment $\ell$, $|\ell|$ denotes its length (precisely, the length of a geodesic line). We assume the real RAM model for computation; each coordinate is an exact real number, and the running time is measured by the number of mathematical operations.

Since the length of the edges of $Q$ can be computed from the area of $P$, we assume that the length of an edge of $Q$ is 1 when $Q$ is a regular polyhedron and $P$ has an area that is consistent with $Q$ without loss of generality. Each algorithm has the information of $Q$ which is represented in the standard form in computational geometry (see [3]). Precisely, for each $i,j,k$, the polyhedron $Q$ consists of vertices $q_i = (x(q_i), y(q_i), z(q_i))$, edges $\{q_iq_j\}$, and faces $f_1, \ldots, f_k$, where each $f_i$ is represented by a cycle of vertices in counterclockwise-order in relation to the normal vector of the face.

We will construct a one-to-one correspondence between each point on $Q$ with a point on $P$ on the $xy$-plane where $P$ is placed. To deal with that, we define a local coordinate of a point $q_j$ on a face $f_i$ of $Q$ by $q_j = (f_i; x(q_j), y(q_j))$. To simplify, when $Q$ is a regular polyhedron, we suppose that each face $f_i$ of $Q$ has a vertex of $f_i$ with local coordinate $(f_i; 0,0)$ and another vertex with local coordinate $(f_i; 1,0)$. That is, each face $f_i$ has the edge $(f_i; 0,0), (f_i; 1,0))$ of unit length. We note that each point inside of $f_i$ has a unique local coordinate, a point on an edge of $f_i$ except its endpoints has two local coordinates $(f_i; x, y)$ and $(f_i; x', y')$, where $f_i$ is the face sharing the edge, and each vertex of the polygon $f_i$ has $d$ local coordinates, where $d$ is the number of the faces sharing the vertex on $Q$. (Namely, the value of $d$ is 3, 4, or 5 in this paper.)

In order to estimate time complexity, for a given polygon $P = (p_0, p_1, \ldots, p_{n-1}, p_n = p_0)$, we define its diameter $D_P$ and perimeter $L_P$ as follows:

$$D_P = \max_{p,p'\text{ on } \partial P} |pp'|$$

$$L_P = \sum_{0 \leq i < n} |p_ip_{i+1}|,$$

where $|pq|$ is the distance between two points $p$ and $q$, and $\partial P$ is the boundary of the polygon $P$. When the polygon $P$ is clear, the subscript $P$ is omitted. We also denote by $\ell_{\max}$ the length of the longest edge.
of $P$ defined by $\max_{0 \leq i < n} |p_i p_{i+1}|$. We observe that $\ell_{\text{max}} \leq D_P$ and $2D_P < L_P$ for any simple polygon $P$ of positive area. In some $P$, $\ell_{\text{max}}$ can be quite long compared to the face of $Q$ (see Figure 5). We give the upper bound of the number of faces that an edge of length $\ell_{\text{max}}$ can go through on $Q$.

**Lemma 1.** Let $Q$ a polyhedron that consists of convex polyiamonds, integral rectangles, or regular pentagons as its faces. Then an edge of length $\ell_{\text{max}}$ can go through $M$ faces on $Q$, where $M = O(D_P)$.

**Proof.** We first focus on $Q$ that consists of faces of convex polyiamonds. Then the minimum angle of a face is $60^\circ$. Therefore, an edge of length $\sqrt{3}$ can penetrate at most 4 faces on $P$ since the minimum distance between $p$ and $q$ in Figure 4(a) is $\sqrt{3}$. In other words, the number of faces that an edge of length $\ell_{\text{max}}$ has intersections is at most $\ell_{\text{max}} \times \frac{4\sqrt{3}}{3}$.

Next we turn to the integral rectangular faces. Let $a$ be the length of the shortest edge of the rectangles. Then $a$ is an integer by assumption. Thus, by a similar argument with Figure 4(b), we can show that the number of faces that an edge of length $\ell_{\text{max}}$ has intersections is at most $\ell_{\text{max}} \times \frac{2}{a}$. When a face is a regular pentagon, we can use similar arguments.

By $\ell_{\text{max}} \leq D_P$ and $2D_P < L_P$, we have $M = O(D_P)$ and $M = O(L_P)$ in both cases. $\Box$

We note that when the minimum angle in the faces and the minimum distance between two non-adjacent edges of $Q$ are bounded by some constants, we have the same claim with some geometric parameters given by the bounds.

Let $Q$ be a polyhedron and $q$ be a point on $Q$. The curvature $\text{Cur}(q)$ at $q$ is the angle defined by the value $360^\circ - A$ and co-curvature at $q$ is the angle $A$, where $A$ is the total angle of the angles on faces of $Q$ adjacent to $q$. That is, the curvature of $q$ on a convex polyhedron $Q$ is less than $360^\circ$ if and only if $q$ is a vertex of $Q$.

We will use the following Gauss-Bonnet Theorem:

**Theorem 2** (Gauss-Bonnet Theorem). The total sum of the curvature of all vertices of a convex polyhedron is $720^\circ$.

See [3] Sec. 21.3 for details.

Let $Q$ be a convex polyhedron. A development of a convex polyhedron $Q$ results when we cut $Q$ along a set of polygonal lines and unfold on a plane. If the development produces a connected simple non-overlapping polygon $P$, we call $P$ a net of $Q$. We note that the property of non-overlapping is counterintuitive; we may have it even for a simple development of a cube (Figure 5). We assume that any cut ends at a point with curvature less than $360^\circ$. Otherwise, since $Q$ is convex, it makes a redundant cut on $P$, which can be eliminated (the proof can be found in [8, Theorem 3]). Let $T$ be the set of cut
lines on $Q$ to obtain a net $P$. Then the following is well known as a basic property of unfolding (see [4 Sec. 22.1.3] for details):

**Theorem 3.** $T$ forms a spanning tree of the vertices of $Q$.

### 2.1 Properties of Unfolding

A tetramonohedron is a tetrahedron that consists of four congruent acute triangles. We here note that a vertex of curvature $180^\circ$ on a polyhedron can be on an edge on its unfolding. Therefore, we need some ideas to find vertices of curvature $180^\circ$ of $Q$ on a polygon $P$ which may be a net of $Q$. In this context, a tetramonohedron has a special property:

**Lemma 4.** Let $Q$ be a convex polyhedron. Then $Q$ is a tetramonohedron if and only if the curvature of every vertex is $180^\circ$.

**Proof.** If $Q$ is a tetramonohedron, by its symmetric property, each vertex $q$ consists of three distinct angles of a congruent triangle. (Otherwise, we cannot glue corresponding edges to form $Q$ from four acute congruent triangles.) Thus the curvature at $q$ is $180^\circ$.

In order to show the opposite, we assume that every vertex of a convex polyhedron $Q$ has curvature $180^\circ$. Then, by the Gauss-Bonnet Theorem, $Q$ has four vertices. Let $q_0, q_1, q_2, q_3$ be these four vertices. We cut along three shortest straight lines $q_0q_1$, $q_0q_2$, and $q_0q_3$ on $Q$, respectively. (We note that it is called star unfolding in literature [4 Sec. 24.3].) Since the curvature at any point on $Q$ except $q_0, q_1, q_2$, and $q_3$ is $360^\circ$, we can take three non-crossing straight lines from $q_0$ to $q_1$, $q_2$, and $q_3$ on $Q$. By developing $Q$ from $q_0$ along these three cut lines, we obtain a polygon $P = (q_0, q_1, q_2, q_3)$. Then, by assumption, curvatures at $q_1, q_2, q_3$ are all $180^\circ$. That is, $P$ is a triangle with three vertices $q_0, q_1, q_2$. Moreover, each edge of the triangle consists of two cut lines which form an edge on $Q$. Therefore, $q_1, q_2, q_3$ are all $180^\circ$, and $q_0$ of the triangle $P = (q_0, q_1, q_2, q_3)$, respectively. Thus all four triangles $q_0q_1q_2, q_0q_1q_3, q_0q_2q_3$, and $q_1q_2q_3$ are congruent. If they are not acute, $P$ cannot fold to any solid by these crease lines (see, e.g., [4]). Therefore, we can conclude that $Q$ is a tetramonohedron.

Combining Lemma 4 and Theorem 2 we have the following corollary.

**Corollary 5.** Let $Q$ be a convex polyhedron. When $Q$ is not a tetramonohedron, $Q$ has at least two vertices of curvature not equal to $180^\circ$.

**Proof.** Let $q_0, \ldots, q_k$ be the vertices of $Q$. Since $Q$ is a convex polyhedron, $k \geq 3$. When $k = 3$, the only possible solid is a doubly covered triangle. Then $Q$ satisfies the claim. If $k > 4$, by Theorems 2 at least two vertices have curvature not equal to $180^\circ$. Thus we focus on the case $k = 4$. By Lemma 4 since $Q$ is not a tetramonohedron, four vertices cannot have curvatures equal to $180^\circ$. By the Gauss-Bonnet Theorem, it is impossible that three vertices have curvature $180^\circ$ except one. Thus $Q$ has at least two vertices $q$ and $q'$ of curvature not equal to $180^\circ$.

The following simple lemma is basic but important:

**Lemma 6 ([4]).** Let $Q$ be a convex polyhedron, and $P$ be a net of $Q$. Then all vertices of $Q$ appear on $\partial P$. 

---

Figure 5: A simple development of a cube overlaps.
Proof. Since $Q$ is convex, each vertex of $Q$ has positive curvature. Hence it cannot correspond to an interior point of $P$. Thus we have the lemma.

The following lemma is useful for dealing with polyhedra except tetramonohedra.

**Lemma 7.** Let $Q$ be a convex polyhedron that is not a tetramonohedron, and $P$ be a net of $Q$. Then $P$ has at least two vertices of angle not equal to 180° that correspond to distinct vertices of $P$. Moreover, if $Q$ has no vertex of curvature 180°, $P$ has at least two vertices such that each of the vertices on $P$ is glued to the corresponding vertex of $Q$ without extra angle from $P$.

Proof. By Corollary 5, $Q$ has at least two vertices $q$ and $q'$ of curvature not equal to 180°. Then, by Lemma 6, $q$ and $q'$ correspond to distinct vertices of $P$. Now consider the set $S_q$ of vertices of $P$ that are glued together to form $q$. Then, since the curvature of $q$ is not equal to 180° and less than 360°, at least one of the elements in $S_q$ has an angle not equal to 180°. Thus $q$ produces at least one vertex on $\partial P$ of angle not equal to 180°. We have another vertex on $\partial P$ produced by $q'$ by the same argument.

Now we assume that $Q$ has no vertex of curvature 180°. By Theorem 3, the set of cut lines forms a spanning tree of the vertices of $Q$. Then each leaf of the tree corresponds to a vertex of $Q$, and this vertex forms a vertex of $P$ since the curvature is not 180°. Since any tree has at least two leaves, we have the lemma.

### 2.2 Outline of Algorithms

Lemma 7 plays an important role in this paper except Section 3. For each (regular) polyhedron except tetramonohedron, we can use at least two vertices $p_i$ and $p_i'$ of $P$ such that these vertices can fold to two vertices $q_j$ and $q_j'$ without any extra vertices of $P$, respectively. That is, intuitively, we can start gluing at the vertices $p_i$ and $p_i'$ of $P$ to fold $q_j$ and $q_j'$ of $Q$ and each gluing can be done by zipping from the vertex locally. In the context of stamping, the outline of the algorithms can be described as follows.

**Input:** A polygon $P = (p_0, p_1, \ldots, p_n, p_0)$ and a convex polyhedron $Q$

**Output:** All ways of folding $P$ to $Q$ (if one exists)

Let $\{q_0, \ldots, q_{m-1}\}$ be the set of vertices of $Q$;

foreach pair of two vertices $\{p_i, p_i'\}$ of $P$ do

foreach vertex $q_j$ of $Q$ do

Check if $Q$ is reachable from $p_i$ to $p_i'$ on $P$ by stamping $Q$ so that $p_i$ and $p_i'$ correspond to $q_j$ and $q_j'$, respectively, for some $q_j$ with $j \neq j'$ on $Q$;

Check if $P$ is a net of $Q$ by folding and gluing $P$ based on the partition of $P$ by stamping of $Q$;

end

end

**Algorithm 1:** Common outline of our folding algorithm (except tetramonohedron)

The stamping operation and the check of the gluing are key aspects in the algorithm. We describe the details of each of them.

### 2.3 Stamping

When we fold $P$ to $Q$, we have two viewpoints depending on which we focus on. One viewpoint is that we fix $Q$ in 3D space and “wrap” $Q$ by folding $P$ on it. The other is that we put $P$ on a plane and “roll” $Q$ on it. The second idea is called stamping and used to give a characterization of a net of a regular tetrahedron in [1]. In [1], Akiyama rolls a regular tetrahedron on a plane as a stamper and obtains a tiling by the stamping. The key property of the stamping in [1] is that a regular tetrahedron has the same direction and position when it returns to the original position, no matter what the route is. Therefore, the cut lines of any net on the surface of a regular tetrahedron tile plane, or the net tiles plane based on 180° rotation symmetry.

In [1], the authors extend the idea of stamping to the box folding problem. When the stamper is a box, the positions and directions are changed by the rolling, however, all faces on the plane are always orthogonal, or each edge of a face is always parallel to one of the $xy$-axes defined by the first face on the plane.
In this paper, we extend the idea to the general polyhedra. We first give the details of the stamping. It consists of two steps.

In the first step, we put \( Q \) on \( P \). Precisely, we put the vertex \( q_0 = (0,0,0) \) of \( Q \) on the vertex \( p_0 = (0,0) \) of \( P \) on the plane. We adjust their relative angle suitably, which will be discussed later for each case. (In fact, this “first position” is the first crucial point.) We assume that the face \( f_0 \) of \( Q \) is put on the plane. (The local coordinate of \( q_0 \) on \( f_0 \) is \((f_0;0,0)\).) We consider the intersection of \( f_0 \) and \( P \). In general, the intersection is not connected; it is a set of simple polygons. Among them, we define a simple polygon \( F_0 \) by a simple polygon that contains \( p_0 = q_0 \). When two or more simple polygons share the point \( p_0 \) in the intersection, we choose any one of them. This \( F_0 \) is said to be the initial region of \( P \).

From \( F_0 \), we obtain a sequence of regions \( F_i \) with \( i>0 \) by stamping.

Now we consider the intersection of two boundaries \( \partial F_0 \cap \partial P \). We classify each edge \( e = q_i, q_i' \) of \( f_0 \) to two groups. We first note that by Lemma 9 if \( q_i \) and \( q_i' \) should be outside of \( P \) or on \( \partial P \). Otherwise, we cannot fold \( Q \) by \( P \) from this first position. If \( e \cap (\partial F_0 \cap \partial P) \) contains no point in \( P \setminus \partial P \), we say that \( e \) is closed. Intuitively, the face \( f_0 \) contains no more points in \( P \) beyond the closed edge \( e \), and hence we do not need to roll \( Q \) on the edge \( e \) to extend the net. Otherwise, we say that \( e \) is open. For each open edge \( e \) on \( F_0 \), the net should be extended beyond \( e \), and hence we roll \( Q \) along \( e \) from \( F_0 \) to obtain the next face. We note that \( e \cap (\partial F_0 \cap \partial P) \) can consist of two or more line segments. Let \( e_1 \) and \( e_2 \) be two distinct line segments in \( e \cap (\partial F_0 \cap \partial P) \). Then we obtain two different faces \( F_1 \) and \( F_2 \) sharing \( e_1 \) and \( e_2 \) with \( F_0 \), respectively. After rolling \( Q \) along \( e_0 \), we have the following claim: \( F_1 \cap F_2 = \emptyset \). Otherwise, \( P \) should contain a hole surrounded by \( F_0, F_1, F_2 \), which contradicts the assumption that \( P \) is a simple polygon. Therefore, for each line segment in \( e \cap (\partial F_0 \cap \partial P) \) for each edge \( e \) of \( f_0 \), we obtain a new set of faces \( F_1, F_2, \ldots \) surrounding \( F_0 \).

For the notational simplicity, we number the faces in \( F_i \cap P \) in this manner. That is, from \( F_0 \), we give the index of each intersection \( f_i \cap P \) as \( F_1, F_2, \ldots \), in the breadth-first search (BFS) manner. We here define the distance \( \text{dist}(F_0, F_i) \) for each \( i>0 \) by the number of rollings made to reach \( F_i \) in the shortest way. That is, \( \text{dist}(F_0, F_i) = 0 \) and \( \text{dist}(F_0, F_i') = \min_{F_i'} \text{dist}(F_0, F_i') + 1 \), where \( F_i' \) is a region that sharing an edge \( e \) with \( F_i \). Intuitively, \( F_i \) is obtained by rolling \( Q \) from \( F_i' \) along the edge \( e \). By the property of the BFS, we have \( i' < i \) for \( i \) for all of them.

Aside the numbering, the implementation of the stamping is simpler when we apply the depth-first search (DFS) manner rather than the BFS manner. That is, starting from \( F_0 \), as the second step of the stamping, we repeat rolling \( Q \) as long as we can along open edges, and back to the last unvisited open edge when we get stuck. Therefore, hereafter, we will describe the algorithm in DFS style, while the indices of regions \( F \) are numbered in BFS manner, and these indices are supposed to be precomputed in the same time bound of the algorithm.

In the stamping, the following observation is important:

**Observation 8.** Let \( P \) be a net of \( Q \). When we perform the stamping of \( Q \) on \( P \) starting from the initial region \( F_0 \), and it is the right place and the right direction to fold \( Q \), no vertex of \( Q \) is placed inside of \( P \).

**Proof.** If a vertex \( q \) is put inside of \( P \), \( q \) cannot be folded from \( P \) since it has curvature less than 360°. It contradicts to the assumption that \( P \) is a net of a convex polyhedron \( Q \). \( \Box \)

Let \( \mathcal{F} = \{F_0, F_1, \ldots \} \) be the set of regions starting from the initial region \( F_0 \). Now we define a graph \( T(P, Q, F_0) = (\mathcal{F}, E) \) be a contact graph of \( \mathcal{F} \). That is, \( \{F_i, F_j\} \in E \) if and only if they share an open edge \( e \) such that \( F_j \) is stamped by rolling \( Q \) from \( F_i \) along the edge \( e \) or vice versa. Then the following lemma states that the graph \( T(P, Q, F_0) \) is a well-defined tree if \( P \) is a net of \( Q \) and \( F_0 \) is the right initial region.

**Lemma 9.** Let \( P \) be a net of \( Q \). We assume that we perform the stamping of \( Q \) on \( P \) starting from an initial region \( F_0 \), and it is the right place and the right direction to fold \( Q \). Then the contact graph \( T(P, Q, F_0) \) is a tree.

**Proof.** By Observation 8 each region \( F_i \) with \( i>0 \) is defined by some rolling. Thus the contact graph is trivially connected. To show that \( T(P, Q, F_0) \) is acyclic by contradictions, we consider two cases that may produce a cycle in the contact graph.

The first case is that a region \( F_i \) from \( F_{i'} \) by rolling and the other region \( F_j \) from \( F_{j'} \) have a collision; that is, \( F_i \cap F_j \neq \emptyset \) in \( P \). In this case, we have \( i' < i \) and \( j' < j \). We assume that this pair \( (i', j') \) is the minimum in the lexicographical ordering. (Note that \( i' = j' \) is possible.) Without loss of generality,
we assume that \( i < j \). The contact graph induced by \( \{ F_0, F_1, \ldots, F_{j-1} \} \) is a tree that contains \( F_t, F_{j'}, \) and \( F_j \), and the one induced by \( \{ F_0, F_1, \ldots, F_j \} \) has a cycle by adding \( F_j \), which overlaps with \( F_t \). In this case, if \( F_t, F_j \), and other regions surround a space, it contradicts that \( P \) is a simple polygon with no hole. On the other hand, when \( F_t \) and \( F_j \), and other regions share a point (for example, \( F_t = F_{j'}, F_t \) and \( F_j \) share a vertex of \( Q \)), it means that a vertex of \( Q \) is put inside of \( P \), which contradicts Lemma 6.

The second case is that a region \( F_k \) is obtained from \( F_{k'} \) and \( F_{k''} \) with \( k > k' > k'' \). That is, \( F_k \) and \( F_{k'} \) share an edge \( e' \), \( F_k' \) and \( F_{k''} \) share an edge \( e'' \), and \( e' \neq e'' \) with \( k' \neq k'' \). In this case, we can use a similar argument in the first case by considering as \( F_{k'} = F_{k''}, F_{k''} = F_j \), and \( F_k = F_i = F_j \). That is, we have a hole in \( P \) or a vertex of \( Q \) is inside of \( P \).

By arguments above, we can conclude that \( T(P, Q, F_0) \) forms a tree if \( P \) is a net of \( Q \) and \( F_0 \) is the right initial region.

Hereafter, we assume that \( T(P, Q, F_0) \) is a tree (otherwise, the algorithm rejects the input) rooted at \( F_0 \). Therefore, we can uniquely define the parent \( F_i \) for each region \( F_j \) in \( F \) (except \( F_0 \)), and it is easy to observe that \( F_j \) is obtained by rolling \( Q \) from \( F_i \) along an open edge \( e \) shared by \( F_i \) and \( F_j \). Thus we obtain the following theorem:

**Theorem 10.** Let \( P \) be a net of \( Q \). We assume that we perform the stamping of \( Q \) on \( P \) starting from an initial region \( F_0 \), and it is the right place and the right direction to fold \( Q \). Let \( F \) be the set of regions obtained by the stamping of \( Q \). Then the contact graph \( T(P, Q, F_0) = (F, E) \) is a tree, and it can be computed in \( O(|F|n) \) time in general. When \( Q \) is a regular polyhedron, the running time is reduced to \( O(|F| + n) \) time.

**Proof.** From \( F_0 \), we traverse and construct the tree \( T(P, Q, F_0) \) and obtain the sequence of regions \( F = (F_0, F_1, F_2, \ldots) \) incrementally (in the DFS or BFS manner). At a region \( F_i \), we roll \( Q \) along an open edge and put a face \( f \) of \( Q \) on \( P \), then we obtain the next region \( F_{i+1} \). In order to compute \( F_{i+1} \) that is the intersection of a face \( f \) of \( Q \) and \( P \), it takes \( O(n) \) time to traverse the vertices in \( P \). The construction part of the tree \( T(P, Q, F_0) \) requires time proportional to \( |F| \). Therefore, the running time of \( T(P, Q, F_0) \) is \( O(|F|n) \) time in general.

When \( Q \) is a regular polyhedron and each face \( f \) is a fixed regular polygon, by performing DFS incrementally on \( T(P, Q, F_0) \), we can construct it so that each vertex of \( P \) is touched constant time. Then the running time can be reduced to \( O(|F| + n) \) time.

The size \( |F| \) will be discussed in each case, which depends on the polyhedron \( Q \). During the stamping, each region \( F_i \) is stamped by a face of \( Q \). At that time, each vertex \( v \) of the polygonal region \( F_i \) can also obtain the corresponding local coordinate \((f_i; x(v), y(v))\) on \( Q \). Therefore, in the next phase, we can use the local coordinate of each vertex of a region \( F_i \) in a constant time.

By the stamping of \( Q \), the boundary \( \partial P \) of the polygon \( P = (p_0, p_1, \ldots, p_{n-1}, p_n = p_0) \) is also partitioned into line segments which are intersections of faces of \( Q \). Precisely, each point \( p \) on \( \partial P \) is (1) an original vertex \( p_i \) for some \( i \) or (2) an internal point of an edge \( p_{i+1}p_i \) from the viewpoint of \( \partial P \), and (a) a vertex \( q_j \) for some face of \( Q \), (b) an internal point of an edge of \( Q \), or (c) an internal point of a face of \( Q \). We consider \( \partial P \) as a new polygon \( P' = (p'_0, p'_1, \ldots, p'_{n'-1}, p'_{n'} = p'_0) \), where \( p'_i \) is a vertex in cases (1), (b), or (c). Intuitively, when \( P' \) is a net of \( Q \), each vertex of \( P' \) is either a crease point of \( P \) which should be folded to form \( Q \) or a corner of \( P \) of angle not equal to \( 180^\circ \). As shown in Lemma 7 if \( Q \) is not a tetramonohedron, we have at least two vertices on \( P' \) that directly (i.e., without extra angle) correspond to the vertices of \( Q \). During the stamping, we can obtain \( P' \) and the set of such vertices without extra computation time within a constant factor. Let \( S \) be the set of the vertices of \( P' \), and call them *gluing points* of \( P \).

### 2.4 Check of gluing

In this phase, we check if we can fold \( Q \) from \( P \) by folding along the crease lines given in the first stamping phase. It may seem to be the first phase is enough. However, we have not yet checked if some regions in \( F \) cause overlap on a face of \( Q \). In other words, we have to check each face of \( Q \) is made by a certain set of regions of \( P \) by gluing without overlap or hole.

This can be done by checking the new polygon \( P'' = (p''_0, p''_1, \ldots, p''_{n'-1}, p''_{n'} = p'_0) \), which is constructed by the stamping. By Theorem 5 when \( P \) is an unfolding of \( Q \), the set \( T \) of cut lines on \( Q \) forms a spanning tree. Therefore, each line segment \( t \) in \( T \) appears twice as \( t' \) and \( t'' \) on \( P'' \) (except its endpoints) and the pairs of \( t' \) and \( t'' \) form a nest structure on \( P'' \). This nest structure is discussed in [4] Sec. 25.2.1]
Theorem 11. Let $P' = (p'_0, p'_1, \ldots, p'_{n-1}, p'_n = p'_0)$ be the polygon given by the stamping. Then the gluing check of $P'$ that asks if $P'$ can fold to $Q$ can be done in $O(n')$ time.

Proof. We maintain $P'$ by a doubly linked list; each item corresponds to a vertex of $P'$. By a local coordinate $(f, x, y)$ (or it has a list of local coordinates if it corresponds to a vertex of $Q$ or a point on an edge of $Q$).

Therefore, our gluing starts from any gluing point. We pick up arbitrary gluing point $p_i$ in $S$. Then glue two line segments $p_{i-1}p_i$ and $p_ip_{i+1}$ from $p_i$. Now we have two cases. The first case is $|p_ip_{i-1}| \neq |p_ip_{i+1}|$. Without loss of generality, we assume that $|p_ip_{i-1}| < |p_ip_{i+1}|$. In this case, we glue up to $p_i - 1$ from $p_i$. That is, we remove $p'_i$ from $S$ and $P'$, replace $p'_i$ in $p'_{i-1}$ by $p'_{i-1}$ with length $|p'_{i-1}p_i|$, and replace $p'_i$ in $p'_{i+1}$ by $p'_{i+1}$ with length $|p'_{i+1}p_i|$. The angle $\theta'_{i-1}p_ip'_{i+1}$ in $p'_{i-1}$ is replaced by $\theta'_{i-2}p_ip'_{i+1} = \theta'_{i-2}p_{i-1}p_i + 180^\circ$. The second case is $|p_ip_{i-1}| = |p_ip_{i+1}|$. In this case, we glue $p_{i-1}'p_i$ and $p_ip_{i+1}'$ completely, remove $p'_{i}$ from $S$ and $P'$, and merge $p_{i-1}'$ and $p_{i+1}'$ to a new vertex $p_i'$ on $P'$ so that $|p_ip_{i-1}'| = |p_ip_{i-1}|$, $|p_ip_{i+1}'| = |p_ip_{i+1}|$, and the angle at $p_i'$ is given by $\angle p_i'-p_{i-1}'p_{i+1}' = \angle p_i'-p_{i-1}p_{i+1} + 180^\circ$. If the angle at $p_i'$ is equal to the co-curvature at the corresponding point on $Q$ (which can be done by checking the corresponding local coordinate in a constant time), $p_i'$ is put into $S$ as a new gluing point. Otherwise, $p_i'$ is just a new vertex on $P'$.

From the viewpoint of the spanning tree $T$, each gluing step from a point to fold $Q$ in $P'$ corresponds to the removal of one leaf from $T$. Therefore, it is not difficult to see that the algorithm works correctly. Each gluing process decreases at least one edge from $P'$ in a constant time. Therefore, the running time of the gluing check is $O(n')$ time. $\square$

3 Regular Tetrahedron and Tetramonohedron

In this section, we give a pseudo-polynomial time algorithm for solving the folding problem for a tetramonohedron $Q$. We can solve the folding problem for a regular tetrahedron as a special case of it. Precisely, the input of the folding problem in this section is $P$ and three lengths $a, b, c$ of an acute triangle of four congruent faces of $Q$. To simplify, we denote by $Q(a, b, c)$ the tetramonohedron defined by the edge lengths. By the Heron’s formula, the surface area of $Q$ is given by $4\sqrt{s(s-a)(s-b)(s-c)}$, where $s = (a + b + c)/2$. Thus, without loss of generality, we assume that the area of $P$ is equal to the surface area of $Q(a, b, c)$. The reason why this special case is difficult is that each vertex of $Q(a, b, c)$ has curvature $180^\circ$ (Lemma 4). When the cut line ends at a vertex and $Q(a, b, c)$ is unfolded, the vertex makes $180^\circ$ on $\partial P$. Thus we cannot find the vertex of $Q(a, b, c)$ on a straight line of $\partial P$ straightforwardly. The mathematical characterization of a net of a tetramonohedron is done by a tiling, which is called $p2$ tiling in which rotation symmetry plays an important role. However, finding rotation centers is not easy since the point has curvature $180^\circ$. In order to construct the pseudo-polynomial time algorithm, we use the notion of Conway condition [10].

Let $P$ be a polygon and $p, q$ be two points in $\partial P$. Then $[p, q]$ denotes the part of boundary $\partial P$ starting from $p$ to $q$ in counterclockwise. Then, a polygon $P$ is called Conway tile if it has six points $A, B, C, D, E,$ and $F$ in $\partial P$ in counterclockwise such that (1) $[A, B]$ can be moved to $[D, E]$ by translation $\tau$ with $\tau(A) = E$ and $\tau(B) = D$, (2) each of $[B, C]$, $[C, D]$, $[E, F]$, and $[F, A]$ is rotation symmetry with respect to the midpoint of it, and (3) at least three of these six points are distinct (Figure 6). In [2], they prove that $P$ is a net of a tetramonohedron if and only if $P$ is a Conway tile. Using this characterization, we show the following theorem:

Theorem 12. Let $P$ be a polygon of $n$ vertices, and $a, b, c$ be positive real numbers. We can decide whether $P$ can fold to a tetramonohedron $Q(a, b, c)$ or not in $O(L/L + n^2)$ time.
Figure 6: A Conway tiling.

Figure 7: The two angles $a_R(\ell)$ and $a_L(\ell)$ for a leaf $\ell$.

Without loss of generality, we assume that the area of $P$ is equal to the surface area of $Q(a,b,c)$. We prove the theorem by following the proof of the characterization in [2]. Let four vertices of a given tetramonohedron $Q$ be $v_1, v_2, v_3, v_4$. As shown in Theorem 3, the set of cut lines of $Q$ to unfold $P$ forms a tree $T(Q)$ spanning all four vertices $v_1, v_2, v_3, v_4$. Thus $T(Q)$ contains at least two leaves of degree 1. We first note that no point $p$ on the surface of $Q$ cannot make a leaf in $T(Q)$ with the following condition: $p$ is a vertex of degree 2 since the curvature at $p$ is 360° (such a point is made by a “redundant” cut and reduced on $P$ when it is unfolded). That is, every leaf of $T(Q)$ corresponds to one of the four vertices of $Q$. The vertices of degree greater than 2 are also defined in the same manner as the graph theory. We now define the vertex of degree 2 more carefully. Let $p$ be a point in $T(Q)$ such that two line segments $\ell$ and $\ell'$ are incident to $p$. Then, we have two angles around $p$ between $\ell$ and $\ell'$. The point $p$ is a vertex $v$ of $T(Q)$ of degree 2 if and only if one of these two angles is not equal to 180°. In other words, each point on $T(Q)$ is not considered as a vertex of degree 2 when the point is surrounded by two 180° angles. Intuitively, two consecutive line segments in a kinked line on the surface of $Q$ share a “vertex” of $T(Q)$ of degree 2 if they make non-180° angle at the point.

Observation 13. Each vertex $v_i$ of $Q$ is always a vertex of $T(Q)$.

Proof. If $v_i$ has degree 1 or greater than 2, it is a vertex of $T(Q)$. If it has degree 2, it should be a vertex of $T(Q)$ since the curvature of $v_i$ is 180°.

Now we focus on the spanning tree $T(Q)$ of $Q$: every vertex $v_i$ of $Q$ is also a vertex of $T(Q)$, and every leaf of $T(Q)$ is a vertex of $Q$. For this tree $T(Q)$, we introduce some notations. For each leaf $\ell$ of $T(Q)$, the associated edge $e(\ell)$ of $\ell$ is the unique edge incident to $\ell$. When $e(\ell) = \{u, \ell\}$, $u$ is the parent of $\ell$. On $T(Q)$, $a_R(\ell)$ and $a_L(\ell)$ are the angles made by $e(\ell)$ with its neighbor edges sharing the parent of $\ell$ in clockwise and counterclockwise, respectively (see Figure 7).

A leaf $\ell$ of $T(Q)$ corresponds to a vertex of a tetramonohedron $Q$. Therefore, the leaf is mapped to a unique point in $\partial P$. However, since $Q$ is a tetramonohedron, the curvature at $\ell$ is 180° by Lemma 4 hence it is an inner point on an edge (or a line segment) of $P$. Thus we need some tricks to find it for a given $P$. By the definition of vertices of $T(Q)$, if the leaf $\ell$ satisfies the following property (*), $\ell$ is the midpoint of an edge:

Property (*): Both of $a_R(\ell) \neq 180°$ and $a_L(\ell) \neq 180°$. 
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Figure 8: A polygon $P$ on a lattice by $(a, b, c)$.

If a leaf $\ell$ of $T(Q)$ has Property $(\ast)$, the neighbor points on $\partial P$ are vertices of $P$. That is, for the parent $u$ of $\ell$, we have an edge (or straight line) $u'u''$ on $\partial P$ such that $u'$ and $u''$ are vertices of $P$ and they are glued together to make the vertex $u$ on $Q$ and the midpoint of the line segment $u'u''$ in $\partial P$ corresponds to $\ell$ on $T(Q)$. In other words, when the curvatures at $u'$ and $u''$ are both not equal to $180^\circ$, it is easy to find the corresponding vertex $\ell$ of $T(Q)$, or a vertex $v_i$ on $Q$ of curvature $180^\circ$.

Since $T(Q)$ is a tree, it has at least two leaves. We first consider the case that two leaves have Property $(\ast)$ as Type 1. We have two exceptional cases, which will be handled as Type 2 and Type 3 later.

**Type 1:** In Type 1, the $T(Q)$ has at least two leaves that satisfy Property $(\ast)$. Let $\ell$ be a leaf satisfying Property $(\ast)$ and $v$ be the parent of $\ell$. Then it is easy to see that there is a line segment made from two copies of the edge $v\ell$ of $T(Q)$ on $\partial P$. In other words, $\partial P$ has two consecutive vertices $p_i$ and $p_{i+1}$ such that the midpoint of the line segment $p_ip_{i+1}$ will be folded to $\ell$, which is one of $v_1, v_2, v_3, v_4$, and $p_i$ and $p_{i+1}$ are glued together to make the vertex $v$ on $Q$. Since $T(Q)$ has two leaves, we can obtain two of $v_1, v_2, v_3, v_4$. Thus we obtain the following algorithm:

**Input:** A polygon $P = (p_0, p_1, \ldots, p_{n-1}, p_0)$ and three positive numbers $a, b, c$  
**Output:** All ways of folding $P$ to a tetramonohedron $Q(a, b, c)$ in Type 1 (if one exists)  
**Folding algorithm for Type 1**

1. For each pair of two edges $(e, e')$ of $P$ do:
   1. Take midpoints $m, m'$ of $e$ and $e'$.
   2. For each triangular lattice defined by $(a, b, c)$ having two grid points $m, m'$ do:
      1. Perform the stamping of $Q$ on $P$ along the lattice.
      2. Check if $P$ is a net of $Q$ by folding and gluing $P$ based on the once of $Q$ by stamping.

2. **Algorithm 2:** Folding algorithm for Type 1

Since the algorithm checks all combinations, the correctness of Algorithm 2 is trivial: It decides whether $P$ can fold to a tetramonohedron $Q$ when $T(Q)$ is in Type 1. In order to evaluate running time of Algorithm 2 we show a technical lemma:

**Lemma 14.** Let $P$ be a simple polygon $(p_0, p_1, \ldots, p_{n-1}, p_0)$, and $m, m'$ be two midpoints of two edges $e, e'$ of coordinates $(x, y)$ and $(x', y')$. Let $Q(a, b, c)$ be a tetramonohedron having the surface area equal to the area of $P$. Then the number of triangular lattice defined by $(a, b, c)$ having two grid points $m$ and $m'$ is $O(L)$.

**Proof.** An illustration of the desired lattice is depicted in Figure 8. That is, a feasible lattice for $m$ and $m'$ has grid points on $m$ and $m'$. Then, we introduce two vectors $\vec{v}_a$ and $\vec{v}_b$ that span two edges of the unit lattice triangle of length $a$ and $b$, respectively. Then, it is easy to see that $m$ and $m'$ are on grid points if and only if there are two integers $k_a$ and $k_b$ such that $\min = k_a\vec{v}_a + k_b\vec{v}_b$. Then we have $-L/a \leq k_a \leq L/a$. Thus the number of possible $k_a$ is $O(L + n)$. Once $k_a$ is fixed, we can compute if $k_b$ is a reasonable integer or not. Therefore, we can conclude that the number of triangular lattices defined by $(a, b, c)$ having two grids $m$ and $m'$ is $O(L)$.

Now we show the running time:

**Lemma 15.** Algorithm 2 runs in $O(L(L + n^2))$ time.
Proof. The number of pairs of two edges is \(O(n^2)\). The stamping of \(Q\) on \(P\) and gluing check of \(P\) takes \(O(L + n)\) time as shown in Theorem 10 and Theorem 11. By Lemma 14, the number of possible triangular lattices for a given pair of grid points is \(O(L)\). Thus Algorithm 2 runs in \(O(L(L + n)n^2)\). \(\square\)

We here give two other exceptional cases, and we show that any \(T(Q)\) is in one of Types 1, 2, and 3 later.

Type 2: In Type 2, the set of cut lines of \(Q\) contains two independent line segments, say, \(v_1v_2\) and \(v_3v_4\). When we first cut along these lines, we obtain a cylinder, which is called the “rolling belt” in [4]. After that, the cylinder is cut, unfolded, and \(P\) is obtained from it. If the last cut line(s) does not touch any of four vertices of \(Q\), we can observe that for each leaf \(\ell\), one of \(a_R(\ell)\) and \(a_L(\ell)\) is \(180^\circ\) (Figure 2). Therefore, there are two edges \(e\) and \(e'\) in \(\partial P\) corresponding to \(v_1v_2\) and \(v_3v_4\). Thus \(e\) is parallel to \(e'\) on \(P\) and the length of \(|e| = |e'| = 2|v_1v_2| = 2|v_3v_4|\). In this case, since a cylinder is obtained when \(P\) is glued except \(e\) and \(e'\) to a tetramonohedron \(Q\), we can obtain (another) tetramonohedron \(Q'\) when we fold along the crease line joining two midpoints of \(e\) and \(e'\). In other words, when \(P\) is given, we can fold infinitely many distinct tetramonohedra. Hence, without loss of generality, we assume that one endpoint of \(e\) and another endpoint of \(e'\) are vertices of curvature \(180^\circ\) of a tetramonohedron \(Q'\). Thus we can determine if \(P\) can fold to a tetramonohedron by checking if \(P\) can fold to a cylinder by gluing except \(e\) and \(e'\).

**Algorithm 3:** Folding algorithm for Type 2

\[
\begin{align*}
\text{Input} & \quad : \text{A polygon } P = (p_0, p_1, \ldots , p_{n-1}, p_0) \\
\text{Output} & \quad : \text{A way of folding } P \text{ to a tetramonohedron in Type 2 (if one exists)} \\
\text{foreach} & \quad \text{pair of two edges } \{e, e'\} \text{ of } P \text{ do} \\
& \quad \text{if } e = \{v_i, v_{i+1}\} \text{ and } e' = \{v_j, v_{j+1}\} \text{ are parallel and } |e| = |e'| \text{ then} \\
& \quad \quad \text{Check if the path } (v_{i+1}, \ldots , v_j) \text{ can be glued to } (v_{j+1}, \ldots , v_i); \\
& \quad \text{end} \\
\end{align*}
\]

The matching of the paths \((v_{i+1}, \ldots , v_j)\) and \((v_{j+1}, \ldots , v_i)\) can be done by checking the following conditions: \(\angle v_{i-1}v_iv_{i+1} = \angle v_{i+1}v_{i+2} = 180^\circ\), \(\angle v_{j+1}v_jv_{j+2} = \angle v_jv_{j+1}v_{j+2} = 180^\circ\), \(\angle v_{i+k}v_{i+k+1}v_{i+k+2} + \angle v_{j-k}v_{j-k+1}v_{j-k+2} = 360^\circ\) for each \(k = 0, 1, 2, \ldots \), \(|v_{i+k+1}v_{i+k+2}| = |v_{j-k+1}v_{j-k}|\) for each \(k = 0, 1, 2, \ldots \), and the number of vertices in \(v_{i+1}, \ldots , v_j\) and the number of vertices in \(v_{j+1}, \ldots , v_i\) are equal. The correctness of Algorithm 3 in this case is trivial.

**Lemma 16.** Algorithm 3 runs in \(O(n^3)\) time.

Proof. The number of pairs of two edges is \(O(n^2)\). The matching of two paths can be checked in linear time. Thus Algorithm 3 runs in \(O(n^3)\) time. \(\square\)
Type 3: In Type 3, the set of cut lines of \( Q \) contains two independent line segments, say, \( v_1v_2 \) and \( xv_4 \) with \( x \neq v_3 \). In this case, only \( v_3 \) satisfies Property \((\ast)\). On \( T(Q) \), we have the situation shown in Figure 10; \( v_1 \) and \( v_2 \) are joined by a straight line and there are three vertices \( x, y, w \) such that \( v_4 \) and \( x \) are joined by a straight line, \( y \) is on the line segment \( v_4y \), and \( v_3 \) is joined to \( y \) with some cut lines. (Note: \( v_3 \) can be \( w \).) Therefore, on \( \partial P \), \( v_3 \) is the midpoint of an edge of \( P \), we have the same sequence of length from \( v_3 \) to both sides, and when we find the first pair \( e \) and \( e' \) of \(|e| > |e'| \), then \( e' = (w,y') \) and \( e = (y'',v_3,y''',x) \), where \( y', y'', y''' \) are the three vertices forming \( y \) on \( Q \). Hence we can find the point \( v_4 \) on \( \partial P \) uniquely. Thus we can determine if \( P \) can fold to a tetramonohedron in Type 3.

**Input**: A polygon \( P = (p_0, p_1, \ldots, p_{n-1}, p_0) \)

**Output**: A way of folding \( P \) to a tetramonohedron in Type 3 (if one exists)

```plaintext
foreach an edge \( e \) of \( P \) do
    Take the midpoint of \( e \) as \( v_3 \);
    Find \( v_4 \) from \( v_3 \);
    Glue from \( v_3 \) and \( v_4 \) and obtain the points \( x, y, \) and \( w \);
    Continue gluing from \( y \) to the last edge;
    Check if \( P \) is a net of a tetramonohedron by comparing \(|v_3v_4|\) and the last unglued edge;
end
```

**Algorithm 4**: Folding algorithm for Type 3

In the last step, when the algorithm obtains an open end of a cylinder by cutting along the edge \( v_1v_2 \), it concludes that if \( P \) can fold to a tetramonohedron if \( 2|v_3v_4| \) is equal to the length of the open end (or cycle). The correctness of Algorithm 4 or if \( P \) is a polygon that can fold to a tetramonohedron \( Q \) when \( T(Q) \) is in Type 3, follows the arguments in [2]. Thus we give the running time:

**Lemma 17.** Algorithm 4 runs in \( O(n^2) \) time.

**Proof.** The number of edges of \( P \) is \( O(n) \). The vertex \( v_4 \) can be found in linear time by just following both sides from \( v_3 \). The gluing can be done in \( O(n) \) time from \( v_3 \) and \( v_4 \). Therefore, Algorithm 4 runs in \( O(n^2) \) time.

Before the proof of the main theorem, we give a technical lemma for Property \((\ast)\):

**Lemma 18.** (1) For any leaf \( \ell \), it satisfies Property \((\ast)\) if its parent \( v \) has degree 2. (2) If two leaves \( \ell \) and \( \ell' \) share their parent \( v \) of degree 3 and the angle between \( e(\ell) \) and \( e(\ell') \) is not 180\(^\circ\), then at least one of \( \ell \) and \( \ell' \) satisfies Property \((\ast)\). (3) When four leaves share their parent \( r \), at least two leaves satisfy Property \((\ast)\).

**Proof.** (1) If the parent \( v \) is a vertex of \( Q \), we have \( a_R(\ell) + a_L(\ell) = 180^\circ \) and \( 0 < a_R(\ell), a_L(\ell) < 180^\circ \). Thus Property \((\ast)\) holds.
Lemmas 15, 16, and 17, the running time is $O(n^2)$. Since $\ell$ and $\ell'$ share the angle, $a_R(\ell) = a_L(\ell')$ or $a_R(\ell') = a_L(\ell)$. Without loss of generality, we assume that $a_R(\ell) = a_L(\ell')$. Then, $a_R(\ell) \neq 180^\circ$ by assumption. Since $a_R(\ell) + a_R(\ell') + a_L(\ell) = 360^\circ$, $a_R(\ell') + a_L(\ell) \neq 180^\circ$. Therefore, at least one of $a_R(\ell')$ and $a_L(\ell)$ is not equal to $180^\circ$. Thus at least one of $\ell$ and $\ell'$ satisfies Property $(\ast)$. 

(3) Since $r$ has 4 children leaves, at most one angle can be equal to or greater than $180^\circ$, and the other three angles are consecutively less than $180^\circ$. However, then these two leaves satisfy Property $(\ast)$. 

We now turn to the proof of the main theorem in this section:

Proof. (of Theorem 12) For a given polygon $P$, we perform three Algorithms 2, 3, and 4 one by one. By Lemmas 15, 16, and 17, the running time is $O(L(L + n)n^2)$ time in total. Thus it is sufficient to show that any cut lines of $Q$ to obtain $P$ should be one of these types.

From now on, we consider the topological structure of $T(Q)$, and show that most cases are in Type 1 except two special cases, which imply Type 2 and Type 3. According to the case analysis in [2], $T(Q)$ has one of the following topological structures of X-shape, Y-shape, U-shape, F-shape, and H-shape (Figure 11):

**X-shape:** All of $v_1, v_2, v_3, v_4$ are leaves, and there is a vertex $r$ in $T(Q)$ with $\deg(r) = 4$. By Lemma 18(3), this case is in Type 1.

**Y-shape:** Three of $v_1, v_2, v_3, v_4$ are leaves, and the last one is a vertex of degree 3. Without loss of generality, we assume that $\deg(v_1) = 3$ and $\deg(v_2) = \deg(v_3) = \deg(v_4) = 1$. Then none of three angles $\angle v_2v_1v_3$, $\angle v_2v_1v_4$ and $\angle v_4v_1v_2$ is equal to $180^\circ$ since $v_1$ is a vertex of $Q$ of curvature is $\angle v_2v_1v_3 + \angle v_3v_1v_4 + \angle v_4v_1v_2 = 180^\circ$, and $0 < \angle v_2v_1v_3, \angle v_3v_1v_4, \angle v_4v_1v_2$. Hence this case is in Type 1.

**U-shape:** Two of $v_1, v_2, v_3, v_4$ are leaves, and the other two are vertices of degree 2. Without loss of generality, we assume that $\deg(v_1) = \deg(v_2) = 2$ and $\deg(v_3) = \deg(v_4) = 1$, and $v_1$ is closer to $v_4$ than $v_2$. If $T(Q)$ has a vertex $u$ of degree 2 between $v_1$ and $v_4$, $v_4$ has Property $(\ast)$ by Lemma 18(1). Thus we consider the case that $v_1$ is the parent of $v_4$. However, then $v_4$ has Property $(\ast)$ by Lemma 18(1) for the parent $v_1$. The leaf $v_3$ also satisfies Property $(\ast)$ by the same argument with $v_2$. Thus this case is in Type 1.

**F-shape:** Three of $v_1, v_2, v_3, v_4$ are leaves, and the last one is a vertex of degree 2, and $T(Q)$ has another vertex $r$ of $\deg(r) = 3$. Without loss of generality, $v_1$ is the vertex of degree 2, and $v_2$ is the leaf reachable to $v_3$ without through $r$. Then, by the same argument of U-shape, $v_2$ satisfies Property $(\ast)$. In the same way, if $v_3$ or $v_4$ has other vertices of degree 2 on the way to $r$, it satisfies Property $(\ast)$. Thus, we consider the other case that both $v_3$ and $v_4$ are children of $r$. If the angle $\angle v_3v_1v_4 \neq 180^\circ$, by Lemma 18(2), one of $v_3$ and $v_4$ satisfies Property $(\ast)$. On the other hand, when $\angle v_3v_1v_4 = 180^\circ$, we have
two independent line segments $v_1v_2$ and $v_3v_4$. This case is in Type 2. Intuitively, the cut lines $v_1v_2$ and $v_3v_4$ open $Q$ to a cylinder, and the cylinder is open by cutting line segment(s) joining $v_1$ and $r$.

H-shape: All of $v_1, v_2, v_3, v_4$ are leaves, and there are two vertices $r_1$ and $r_2$ in $T(Q)$ with $\deg(r_1) = \deg(r_2) = 3$. We assume that $r_1$ has children $v_1$ and $v_2$, and $r_2$ has children $v_3$ and $v_4$. (When the other vertices are between them, we can reduce to the other cases above.) If $\angle v_1r_1v_2 \neq 180^\circ$ and $\angle v_3r_2v_4 \neq 180^\circ$, by Lemma 18(2), two vertices $r_1$ and $r_2$ have at least one leaf satisfying Property (*). On the other hand, when $\angle v_1r_1v_2 = 180^\circ$ and $\angle v_3r_2v_4 = 180^\circ$, we have the case in Type 2. The last case is that, without loss of generality, $\angle v_1r_1v_2 = 180^\circ$ and $\angle v_3r_2v_4 = 180^\circ$. Let $r'$ be the third neighbor of $r_2$ other than $v_3$ and $v_4$ (it can be $r' = r_2$). If $\angle r'v_3r_2 \neq 180^\circ$ and $\angle r'v_3r_2 \neq 180^\circ$, both of $v_3$ and $v_4$ satisfy Property (*), which is in Type 1. Type 3 is the last remaining case that $\angle v_1r_1v_2 = 180^\circ$ and $\angle v_3r_2v_4 = 180^\circ$.

Since all cases are covered by the results in [2], we can conclude that three Algorithms 2, 3, and 4 can determine whether $P$ can fold to $Q$ or not.

**Corollary 19.** Let $P$ be a polygon of $n$ vertices. We can decide whether $P$ can fold to a regular tetrahedron or not in $O(L(L + n)n^2)$ time.

**Proof.** When $Q$ is a regular tetrahedron, by letting $a = b = c$, we obtain the same results as for the tetramonohedron. Thus the running time of Algorithms 2 is $O(L(L + n)n^2)$. Algorithms 3 and 4 run in this bound, which completes the proof.

4 Cube

In this section, the main goal in our context is the case of a cube $Q$, which consists of six squares and the co-curvature of each vertex is $270^\circ$. We however show a stronger result for general orthogonal boxes.

**Theorem 20.** Let $a, b, c$ be any positive natural numbers. Then the folding problem of a box $Q$ of size $a \times b \times c$ from a given simple polygon $P$ can be solved in $O(D^3n^3)$ time, where $n$ is the number of vertices in $P$, and $D$ is the diameter of $P$. In our context, the running time can be represented as $O(L(L + n)n^2)$ time, where $L$ is the perimeter of $P$.

In [9], the authors investigated the same folding problem for a box $Q$, and they gave a pseudo-polynomial time algorithm that runs in $O(D^{11}n^2(D^5 + \log n))$ time. It checks all combinations of $a, b,$ and $c$ in $O(D^4)$ time. Therefore, the algorithm in [9] gives us $O(D^7n^2(D^5 + \log n))$ time algorithm when $a, b,$ and $c$ are explicitly given. Our algorithm drastically improves its running time to $O(D^2n^3)$.

**Corollary 21.** The folding problem of a cube $Q$ from a given simple polygon $P$ can be solved in $O(D^2n^3)$ time, where $n$ is the number of vertices in $P$, and $D$ is the diameter of $P$. In our context, the running time can be represented as $O(L(L + n)n^2)$ time, where $L$ is the perimeter of $P$.

In our algorithm, the fact $a = b = c$ is not useful to improve the running time. Therefore, hereafter, we assume that $Q$ is a box of size $a \times b \times c$ (the size is explicitly given as a part of the input), $P$ is a simple polygon with diameter $D$ and perimeter $L$, and let $\ell_{\max}$ be the length of the longest edge of $P$.

4.1 Algorithm

The algorithm in [9] can be outlined as Algorithm 5. That is, the algorithm checks all possible points $p_i$ if it makes $270^\circ$. The key issue is to find the next position of $Q$ on $P$ by rotating at one point $p_i$ of curvature $270^\circ$. In [9], the upper bound of the number of possible rotations is the main factor of the running time.

By Lemma 7, if $Q$ can be folded from $P$, there are at least two vertices on $P$ that fold to the vertices of $Q$. Our main idea is to use the second vertex as shown in Algorithm 6.

We can use the same arguments in [9] to show the correctness of our algorithm. Essentially, we check all the possible cases, which is guaranteed by Lemma 7. That is, if $P$ can fold to $Q$, there are two vertices $p_i$ and $p_j$ of curvature $270^\circ$ on the boundary of $P$. Our algorithm checks all combinations of them in $O(n^2)$ time. When we fix the right pair of $p_i$ and $p_j$, the edge $p_ip_j$ should be the oblique side of some
Lemma 23. As discussed in Sections 2.3 and 2.4, we can check all possible ways of folding of each of these six initial positions, we start stamping by rolling the box $Q \leq (5)$ 0 orthant. There are six possible cases. That is, the first rectangle occupies $(x, y \leq (5)$ 0 $a$ and $0 \leq y \leq b$, (2) $0 \leq x \leq a$ and $0 \leq y \leq c$, (3) $0 \leq x \leq b$ and $0 \leq y \leq c$, (4) $0 \leq x \leq b$ and $0 \leq y \leq a$, (5) $0 \leq x \leq c$ and $0 \leq y \leq a$, or (6) $0 \leq x \leq c$ and $0 \leq y \leq b$. We check these 6 cases one by one. From each of these six initial positions, we start stamping by rolling the box $Q$ on $P$. As discussed in Sections 2.3 and 2.4, we can check all possible ways of folding of $Q$ from $P$ in this way. Now we give a crucial lemma for the estimation of time complexity:

Lemma 22. Assume that we fix the right pair of $p_i$ and $p_j$. Then the number of the corresponding pairs of $x$-axis and $y$-axis is $O(D)$. Since $2D \leq L$, the number is also $O(L)$. 

Proof. As discussed above, $X$ is a positive integer with $0 \leq X \leq |p_i p_j|$ for the given $p_i$ and $p_j$. Since $|p_i p_j| \leq D$, we have the lemma. 

Once we fix the $x$-axis and $y$-axis with letting $p_i = (0, 0)$ and $p_j = (X, Y)$, we now put $Q$ at $p_i$. Then, since the curvature at $p_i$ is $270^\circ$, at least one of four orthants is included in $P$. More precisely, for sufficiently small $\epsilon > 0$, all points $(x, y)$ with $x^2 + y^2 \leq \epsilon$ are in $P$ for at least one of the following four conditions: (1) $x \geq 0$ and $y \geq 0$, (2) $x \geq 0$ and $y \leq 0$, (3) $x \leq 0$ and $y \geq 0$, and (4) $x \leq 0$ and $y \leq 0$. Without loss of generality, we assume that we have case (1). Then we can put the box $Q$ at $p_i$ on this orthant. There are six possible cases. That is, the first rectangle occupies $(x, y)$ such that (1) $0 \leq x \leq a$ and $0 \leq y \leq b$, (2) $0 \leq x \leq a$ and $0 \leq y \leq c$, (3) $0 \leq x \leq b$ and $0 \leq y \leq c$, (4) $0 \leq x \leq b$ and $0 \leq y \leq a$, (5) $0 \leq x \leq c$ and $0 \leq y \leq a$, or (6) $0 \leq x \leq c$ and $0 \leq y \leq b$. We check these 6 cases one by one. From each of these six initial positions, we start stamping by rolling the box $Q$ on $P$. As discussed in Sections 2.3 and 2.4, we can check all possible ways of folding of $Q$ from $P$ in this way. Now we give a crucial lemma for the estimation of time complexity:

Lemma 23. The number of rollings of $Q$ on $P$ in each loop is $O(Dn)$. The number is also $O(L + n)$. 

---

**Input:** A polygon $P = (p_0, p_1, \ldots, p_{n-1}, p_0)$. 
**Output:** A set $S = \{Q_0, Q_1, \ldots, Q_k\}$ of boxes of size $a \times b \times c$ that can be folded from $P$. 

**Algorithm 5:** Outline of the algorithm in [9] (when $a, b, c$ are given).

**Algorithm 6:** Outline of our algorithm.

---

right triangle $\angle p_i q_j$ such that $x(q) = x(p_j)$ and $y(q) = y(p_i)$. Since we can assume an integral grid for the box $Q$, we have $|p_i q_j| = X$ and $|p_j q_j| = Y$ for some positive integers $X$ and $Y$, which give the $y$-axis and $x$-axis for box stamping. Then we have a lemma:

Lemma 22. Assume that we fix the right pair of $p_i$ and $p_j$. Then the number of the corresponding pairs of $x$-axis and $y$-axis is $O(D)$. Since $2D \leq L$, the number is also $O(L)$. 

Proof. As discussed above, $X$ is a positive integer with $0 \leq X \leq |p_i p_j|$ for the given $p_i$ and $p_j$. Since $|p_i p_j| \leq D$, we have the lemma. 

Once we fix the $x$-axis and $y$-axis with letting $p_i = (0, 0)$ and $p_j = (X, Y)$, we now put $Q$ at $p_i$. Then, since the curvature at $p_i$ is $270^\circ$, at least one of four orthants is included in $P$. More precisely, for sufficiently small $\epsilon > 0$, all points $(x, y)$ with $x^2 + y^2 \leq \epsilon$ are in $P$ for at least one of the following four conditions: (1) $x \geq 0$ and $y \geq 0$, (2) $x \geq 0$ and $y \leq 0$, (3) $x \leq 0$ and $y \geq 0$, and (4) $x \leq 0$ and $y \leq 0$. Without loss of generality, we assume that we have case (1). Then we can put the box $Q$ at $p_i$ on this orthant. There are six possible cases. That is, the first rectangle occupies $(x, y)$ such that (1) $0 \leq x \leq a$ and $0 \leq y \leq b$, (2) $0 \leq x \leq a$ and $0 \leq y \leq c$, (3) $0 \leq x \leq b$ and $0 \leq y \leq c$, (4) $0 \leq x \leq b$ and $0 \leq y \leq a$, (5) $0 \leq x \leq c$ and $0 \leq y \leq a$, or (6) $0 \leq x \leq c$ and $0 \leq y \leq b$. We check these 6 cases one by one. From each of these six initial positions, we start stamping by rolling the box $Q$ on $P$. As discussed in Sections 2.3 and 2.4, we can check all possible ways of folding of $Q$ from $P$ in this way. Now we give a crucial lemma for the estimation of time complexity:

Lemma 23. The number of rollings of $Q$ on $P$ in each loop is $O(Dn)$. The number is also $O(L + n)$. 

---
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5 Deltahedra and Regular Dodecahedron

The common outline of our algorithms for a regular dodecahedron and a non-concave deltahedron
is given in Algorithm 1. That is, the algorithm checks all possible combinations of pairs \(\{p_i, p_j\}\) and \(q_i\).

By Lemma 2, if \(Q\) can be folded from \(P\), there are at least two vertices \(p_i, p_j\) of \(P\) that correspond to \(q_i, q_j\) of \(Q\) for some \(q_j\), respectively, with \(i \neq j\) and \(j \neq j\). Hereafter, we assume that the vertex \(p_0\) of \(P\) corresponds to the vertex \(q_0\) of \(Q\), and \(p_i\) of \(P\) corresponds to the vertex \(q_j\) of \(Q\), respectively, without loss of generality.

The key point is how to decide the relative orientation of \(Q\) and \(P\), which has an influence of time complexity of the algorithm. Intuitively, for this issue, we also try all possible cases. The time complexity (or the number of trials) is different depending on the shape of \(Q\). For the remainder of Section 5, we assume that the orientation of \(Q\) relative to \(P\) is fixed.

5.1 Regular Dodecahedron

In this section, we assume that \(Q\) is a regular dodecahedron and the length of each edge is 1. Since the area of a pentagon of unit edge is \(\sqrt{25+10\sqrt{5}}\), we assume the area of \(P\) is \(12 \times \sqrt{25+10\sqrt{5}} = 3\sqrt{25+10\sqrt{5}}\) without loss of generality. Since we know \(Q\), the input of this problem is just a polygon \(P = (p_0, p_1, \ldots, p_{n-1}, p_0)\) of area \(3\sqrt{25+10\sqrt{5}}\), and we will decide if \(P\) can be folded to a unit-size regular dodecahedron \(Q\). By Lemma 7 we also know that two vertices \(p_0\) and \(p_i\) of \(P\) correspond to two distinct vertices, say \(q_0\) and \(q_i\), of \(Q\). Then the main theorem in this section is as below.

**Theorem 24.** Let \(P\) be a simple polygon with \(n\) vertices. We denote by \(L\) the perimeter of \(P\). Then the folding problem of a regular dodecahedron from \(P\) can be solved in \(O((L + n)^3/n^2)\) time.

5.1.1 Stamping

By assumption, \(Q\) can reach from \(p_0\) to \(p_i\) on \(P\) by stamping \(Q\) such that \(p_0\) and \(p_i\) are corresponding to two different vertices of \(Q\). By rotation of \(P\), we have a sequence of regular pentagonal faces \((f_0, f_1, \ldots, f_k)\) such that (1) \(f_0\) contains the edge joining points \(p_0 = (0, 0)\) and \((1, 0)\) as its base edge, (2) \(p_i = (x, y)\) is a vertex of \(f_j\), and (3) two consecutive pentagons \(f_j'\) and \(f_{j+1}'\) share an edge for each \(j'\) with \(0 \leq j' < k\). Intuitively, the sequence gives us the shortest way of stamping of \(Q\) joining \(p_0\) and \(p_i\) on \(P\). In other words, if we put \(Q\) on \(P\) with a proper relative angle, \(Q\) can be unfolded to \(P\), and we can reach from \(p_0\) to \(p_i\) by traversing the edges of these regular pentagons. We note that two
consecutive pentagons do not overlap (without their shared edge), but nonconsecutive pentagons can overlap by stamping (see Figure 12).

When we consider each edge of the pentagons as a unit vector, this traverse can be represented by a linear combination of the following four vectors (Figure 13): \( \vec{b}_0 = (0, 1), \vec{b}_1 = (\cos \frac{\pi}{5}, \sin \frac{\pi}{5}), \vec{b}_2 = (\cos \frac{2\pi}{5}, \sin \frac{2\pi}{5}), \) and \( \vec{b}_3 = (\cos \frac{3\pi}{5}, \sin \frac{3\pi}{5}). \) Note that \( (\cos \frac{4\pi}{5}, \sin \frac{4\pi}{5}) = -\vec{b}_0 + \vec{b}_1 - \vec{b}_2 + \vec{b}_3. \) Thus, \( Q \) can be folded from \( P \) only if we have four integers \( B_0, B_1, B_2, B_3 \) such that

\[
\vec{p}_i - \vec{p}_0 = B_0 \vec{b}_0 + B_1 \vec{b}_1 + B_2 \vec{b}_2 + B_3 \vec{b}_3,
\]

and hence

\[
|\vec{p}_i - \vec{p}_0| = \left| B_0 \vec{b}_0 + B_1 \vec{b}_1 + B_2 \vec{b}_2 + B_3 \vec{b}_3 \right|.
\]

We here note that \( |B_k| \) does not necessarily small even if \( |\vec{p}_i - \vec{p}_0| \) is small (Figure 14). When we consider a grid (as a triangular grid in Lemma 14 and a square grid in Lemma 22) which is spanned by two unit vectors, we can say that \( |B_k| \leq |\vec{p}_i - \vec{p}_0| \). In the case of a regular pentagon, we have no such a grid, and hence we bound the number \( |B_k| \) by the number of the stamping. That is, by Theorem
Figure 14: Two points $p_i$ and $p_j$ are close, however, they can be spanned by many vectors.

we have $|B_k| = O(L + n)$. Thus, it is enough to check $O((L + n)^4)$ combinations of four integers $B_0, B_1, B_2, B_3$. For each possible integers $B_0, B_1, B_2, B_3$, we can compute $p_i = (x_i, y_i)$ by rotation of $P$. After putting $P$ on the proper place so that $p_0 = (0, 0)$ and $p_i = (x_i, y_i)$, we perform the stamping of $Q$ on $P$ and obtain the partition of $P$. We here note that we use the commutative law of vectors. Thus the first relative position of $Q$ is one of four positions along $b_0, b_1, b_2, b_3$. For each position, we perform the second phase for checking gluing.

5.1.2 Gluing check

By stamping of $Q$ on $P$, $P$ is partitioned into regions $F = \{F_0, F_1, \ldots, F_{h-1}\}$. More precisely, $F_0$ is the intersection of $P$ and $Q$ on an initial position such that $p_0 = q_0 = (0, 0)$. Since it is a valid stamping, there are no vertices of $Q$ inside of $F_0$. As discussed in Lemma 9, the contact graph $T = (P, Q, F_0)$ is a tree. For notational convenience, we consider $F_0$ is the root of $T$, and the elements in $F$ are numbered from $F_0$ in the way of the BFS manner.

First, we glue $F_0$ on $Q$ so that the corresponding vertex $p_0$ on $P$ (or $F_0$) comes to a vertex $q_0$ of $Q$. Then the gluing process is done on $Q$ from $F_0$ in the BFS manner. As shown in Theorem 10, the stamping can be done in $O(|F|n)$ time. We have the following upper bound of $|F|$:

Theorem 25. $|F| = O(L + n)$.

Proof. The number of stampings of $Q$ on $P$ is given by the total number of visits of each region $F_i$. On the other hand, $|F|$ is the number of $F_i$s. Thus, precisely, $(|F| - 1)$ is the number of the first visiting each $F_i$ by $Q$ except $F_0$. The stamping of $Q$ is done along the BFS tree. Therefore, since each edge of the BFS tree is traversed twice, the number of stampings made by $Q$ is $2(|F| - 1)$. Thus $|F|$ is proportional to the number of stampings.

Figure 15: An edge $e$ can be covered by $O(|e|)$ pentagons since each angle of a pentagon is 108°.

Let $e$ be an edge of $P$. By stamping of $Q$ along the edge $e$, since each pentagonal face of $Q$ has the unit size, the number of pentagons $f_i$ to cover $e$ is $O(|e|)$ by Lemma 1 with Figure 15. Thus, the number
of pentagonal faces of \( Q \) as stamps to cover all the edges \( e \) of \( P \) is \( O(L + n) \) in total. Therefore, we obtain \(|F| = O(L + n)\). 

### 5.1.3 Time complexity

Now we consider the time complexity of our algorithm for a regular dodecahedron. For a given polygon \( P = (p_0, p_1, \ldots, p_{n-1}, p_0) \), the algorithm first generates all possible combinations of \((p_i, p_{i'})\), which produce \( O(n^2) \) cases. We here note that we essentially have one way of choosing \( q_0 \) by the symmetry of \( Q \). For this \( q_0 \), we have a constant number (precisely, it is 7) of cases of \( q_j \). Thus we do not need to consider this constant factor for a regular dodecahedron. For each pair \((p_i, p_{i'})\), we construct a vector \( \vec{p}_i - \vec{p}_i = B_0 \vec{b}_0 + B_1 \vec{b}_1 + B_2 \vec{b}_2 + B_3 \vec{b}_3 \) by checking all possible values of \( B_0, B_1, B_2, B_3 \) with \( B_k = O(L + n) \) for \( k = 0, 1, 2, 3 \). This step generates \( O((L + n)^4) \) combinations if we check all combinations in a straightforward way. However, when \( B_0, B_1, B_2 \) are fixed, since \( |\vec{p}_i - \vec{p}_0| = |B_0 \vec{b}_0 + B_1 \vec{b}_1 + B_2 \vec{b}_2 + B_3 \vec{b}_3| \) is given, we have two possible values depending on \( B_3 \geq 0 \) or \( B_3 < 0 \), and they can be computed in a constant time. Thus it is enough to check \( O((L + n)^3) \) combinations by computing two candidates of \( B_3 \) from \( B_0, B_1, B_2 \). For each case, the algorithm performs stamping of \( Q \). During the stamping, we check if each vertex of a face of \( Q \) is inside \( P \) or not. It is done along the traversal of the tree in BFS manner, and hence it can be done in \( O(n) \) time in total. Thus the running time of stamping is \( O(|F| + n) \), where \(|F| - 1\) is the number of stampings. By Theorem 25 we have \(|F| = O(L + n)\). After the (valid) stamping, we obtain a partition \( F = \{F_0, F_1, \ldots, F_{|F|}\} \) of \( P \). During the stamping, as discussed in Section 2.4, we have already constructed a refined polygon \( P' = (p'_0, p'_1, \ldots, p'_{n-1}, p'_0) \) with the set \( S \) of gluing points in \( P' \). By Theorem 11 checking the gluing of elements in \( F \) onto \( Q \) takes \( O(n^2) \) time. Since the tree \( T = (P, Q, F_0) \) has \(|F| \) vertices and \(|F| - 1 \) edges, we have \( \sum_{i=0}^{|F|-1} |F_i| = O(|F| + n) \), which is \( O(L + n) \) by Theorem 25. Therefore, in total, the algorithm runs in \( O((L + n)^4 n^2) \) time. It completes the proof of Theorem 24.

### 5.2 Non-concave Deltahedron

In this section, we assume that \( Q \) is a non-concave deltahedron such that it has at least two vertices of curvature not equal to 180°. We assume that each face of \( Q \) consists of some unit regular triangles; each unit triangle has three edges of unit length 1 and area \( \frac{\sqrt{3}}{4} \). Let \( t \) be the total number of unit triangles on the surface of \( Q \). That is, the surface area of \( Q \) is \( \frac{\sqrt{3}}{4} t \). Let \( \{q_0, q_1, \ldots, q_{m-1}\} \) be the set of vertices of \( Q \). We assume that (1) the set of faces \( \{f_0, f_1, \ldots, f_{l-1}\} \) of \( Q \) is given, where \( l \) is the number of faces of \( Q \), (2) each vertex \( q_j \) has its coordinate \((x_j, y_j, z_j)\), and (3) each face has its vertices in clockwise order. The basic idea of the algorithm is the same as in Section 5.1 we here consider the differences.

**Theorem 26.** Let \( P \) be a simple polygon with \( n \) vertices of perimeter \( L \). Let \( Q \) be a non-concave deltahedron\(^3\) with \( m \) vertices. Then the folding problem of \( Q \) from \( P \) can be solved in \( O(L(L + n)mn^2) \) time.

We still have the property that we can reach from \( p_0 \) to \( p_i \) on \( P \) by stamping \( Q \) on it. However, now we have \( O(mn^2) \) combinations for pairs of pair \((p_i, p_{i'})\) and \( q_j \). Hereafter, we assume that the vertex \( p_i \) of \( P \) forms a vertex \( q_j \) on \( Q \) and the vertex \( p_{i'} \) forms some vertex \( q_{j'} \) on \( Q \). In the same argument in the tetrahedron case, for two vectors \( \vec{b}_0 = (1, 0) \) and \( \vec{b}_1 = (\cos \frac{\pi}{4}, \sin \frac{\pi}{4}) = (\frac{1}{\sqrt{2}}, \frac{\sqrt{3}}{2}) \), \( Q \) can be folded from \( P \) only if we have two integers \( B'_0 \) and \( B'_1 \) such that

\[
|\vec{p}_i - \vec{p}_0| = |B'_0 \vec{b}_0 + B'_1 \vec{b}_1|.
\]

We have that \(|B'_0|\) and \(|B'_1|\) are at most \( L \) by Lemma 14 and hence we have \( O(L^2) \) combinations to be checked. However, once we fix \( B'_0 \), then \( B'_1 \) has two possible values. Thus this step requires \( O(L) \) combinations. Each partition of \( P \) by stamping of \( Q \) takes \( O(L + n) \) time by the same argument in the case of a dodecahedron.

For gluing, almost all arguments are the same as the pentagonal case since they do not use the fact that the shape of a face is a pentagon. The only difference is that we stamp all (possibly different) faces

\(^3\)For simplicity, we call “non-concave deltahedron” a polyhedron that is either a convex deltahedron or a non-strictly-convex deltahedron, and we assume that it is not a regular tetrahedron.
of \(Q\); this fact gives us an additional lower bound \(l\) of the number of stampings. Therefore, the time complexity of this algorithm for a non-concave deltahedron is \(O(L(L + l + n)mn^2)\). Here, by the Euler characteristic, we have \(l = 2 + e - m\), where \(e\) is the number of edges of \(Q\). When we consider \(Q\) as a graph, it is a planar graph, which implies that \(e = O(m)\), or \(l = O(m)\). By Theorem 2, \(Q\) has at most four vertices of curvature 180°. Thus we have \(m = O(n)\). Therefore, the time complexity of this algorithm is \(O(L(L + n)mn^2)\), which completes the proof of Theorem 2.

Since \(m\) is a constant for each of a regular octahedron and a regular icosahedron, we have the time complexities in Table 1.

6 Concluding Remarks

In this paper, we give a series of design scheme of pseudo-polynomial algorithms for solving the folding problem for given simple polygon \(P\) and convex polyhedron \(Q\). When \(Q\) is a regular polyhedra (also known as a Platonic solid) or some variants, our algorithm runs efficiently. We have some open problems for extension.

The extension to convex polyhedra that consist of finite regular polygons is not so difficult. Most results in this paper work except the estimation of the number of possible vectors. If we allow to use non-regular polygons, it is not easy to estimate the number of possible vectors joining two common vertices of \(P\) and \(Q\). Thus we may need a different approach.

The extension to concave polyhedra is more challenging. In our algorithms, we use the convexity of a polyhedron in several places. For example, the contact graph of the faces of a polyhedron is not necessarily acyclic for a concave polyhedron (a simple example is given in Fig. 22.6). In such a case, the set of cut lines is not connected, and the contact graph is not a tree. Moreover, a vertex of \(Q\) may have curvature 360°. Finding a nontrivial set of concave polyhedra that allows us to solve the folding problem efficiently is another interesting open problem.
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