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Abstract—The development of new assessment methods for the performance of automated vehicles is essential to enable the deployment of automated driving technologies, due to the complex operational domain of automated vehicles. One contributing method is scenario-based assessment in which test cases are derived from real-world road traffic scenarios obtained from driving data. Given the complexity of the reality that is being modeled in these scenarios, it is a challenge to define a structure for capturing these scenarios. An intensional definition that provides a set of characteristics that are deemed to be both necessary and sufficient to qualify as a scenario assures that the scenarios constructed are both complete and intercomparable.

In this article, we develop a comprehensive and operable definition of the notion of scenario while considering existing definitions in the literature. This is achieved by proposing an object-oriented framework in which scenarios and their building blocks are defined as classes of objects having attributes, methods, and relationships with other objects. The object-oriented approach promotes clarity, modularity, reusability, and encapsulation of the objects. We provide definitions and justifications of each of the terms. Furthermore, the framework is used to translate the terms in a coding language that is publicly available.

I. INTRODUCTION

An essential aspect in the development of Automated Vehicles (AVs) is the assessment of quality and performance aspects of the AVs, such as safety, comfort, and efficiency. For legal and public acceptance of AVs, a clear definition of system performance is important, as well as quantitative measures for system quality. According to ², traditional methods for evaluating driver assistance systems, such as ⁹ ¹⁰, cannot sufficiently assess quality and performance aspects of an AV, because they would require too many resources. A scenario-based approach could be a viable way to perform the AV assessment ⁶ ¹¹ ⁸. For a scenario-based assessment, proper specification of scenarios is crucial because scenarios provide the basis and justification for the tests used for the scenario-based assessment ⁴ ¹² ¹³ ¹⁴ ⁶ ¹⁵.

• it helps to arrive at an unambiguous description of scenarios that is crucial for providing standardized, repeatable, and reproducible tests ¹².

• standardized descriptions of scenarios can be more easily compared and classified automatically ¹⁶.

• properly specified scenarios are the basis for evaluating the coverage of the assessment ⁶, and

• properly specified scenarios enable us to translate the result of a test into an assessment of the AV performance with regards to a particular Operational Design Domain (ODD) ¹⁷ ¹⁸.

Although the notion of scenario is frequently used in the context of automated driving ⁵ ¹⁹ ²⁰ ²¹ ¹⁵ ⁶ ⁷ ²² ²³, only rarely is an explicit definition actually given. Furthermore, even those definitions are unclear because of ambiguities and the use of other undefined terms. From the implementation perspective, describing scenarios unambiguously becomes more important given the many simulators that are recently being introduced ²⁴ ²⁵ ²⁶ ²⁷ ²⁸. To this end, there are several file formats and methods for defining scenarios for the assessment of AVs, such as OpenSCENARIO ²⁹ and CommonRoad ³⁰. Because the focus of these implementations is on scenarios that can be simulated, these implementations describe scenarios at a quantitative level and, consequently, they do not provide concepts for a qualitative description of a scenario. Furthermore, these implementations and other object-oriented approaches used in the field of the assessment of AVs ³¹ ³² ³³ ³⁴ mostly lack the definitions and justifications of each of the terms.

In this work, as a starting point for developing a full ontology of scenarios, we propose a novel Object-Oriented Framework (OOF) that addresses the aforementioned shortcomings. To avoid ambiguities in the definitions, we provide intensional definitions for concepts corresponding to scenarios and all of their essential building blocks (such as activities, actors, and events). These intentional definitions give the meaning of the concepts by specifying necessary and sufficient conditions for when the concepts should be used. We base the definitions of each of the components on definitions that are commonly used in the field of the safety assessment of
AVs [14] [13] [35] [36] [37] [29]. While being broadly consistent with existing definitions [14] [13] [38], this framework aims to be sufficiently explicit to enable the formalization of a scenario description. More specifically, because we give the characteristics of the concepts corresponding to scenarios and specify how those concepts interrelate, we can define the scenario components as objects of classes having attributes, methods, and relationships with objects that are members of other classes. In addition to the definition of a scenario, we introduce the concept of a scenario category that is used to qualitatively describe scenarios, i.e., an abstraction of a scenario. Scenario categories enable the categorization of scenarios in terms of the categories of their typical components. The presented OOF provides explicit guidelines for the construction of scenario descriptions that are able to effectively assess the AV performance.

The proposed approach brings several benefits. First, we provide concepts for a qualitative description of a scenario, which is useful because it enables to classify scenarios and to interpret scenarios. Second, the OOF allows for reusing and maintaining (the building blocks of) a scenario as well as performing operations on and interacting with (the building blocks of) a scenario. Third, our framework is supported with the definitions and justifications of each of the concepts. Fourth, the framework enables the translation of the concepts and their relationships into object-oriented code. This, in turn, is used to describe scenarios in a coding language that can be understood by various software agents, such as simulation tools, and that can be ported to already available formats like OpenSCENARIO [29].

To illustrate how to use the presented OOF, we have implemented the framework in a coding language that is publicly available at https://github.com/ErwindeGelder/ScenarioDomainModel. This link contains real-life applications of the presented OOF, such as describing scenarios extracted from data [39]. The framework is also used as a schema for a database system for storing scenarios and scenario categories. Such a database can be used to perform scenario-based assessment of AVs [40]. To further illustrate the use of the OOF, this article provides an example with a real-world case in which a vehicle approaches a pedestrian crossing. The proposed OOF provides a first step towards an ontology [41] for scenarios for the assessment of AVs. In a subsequent study, the formalized concepts presented in this article will be used to design an ontology with logical constraints that enable a computer to perform reasoning on scenarios.

The outline of the article is as follows. In Section II, we explain why we want to present an OOF for describing scenarios and scenario categories. In Section III, the OOF that formalizes these definitions is presented in Section IV. In Section V, an application example is provided to illustrate the use of the framework with a real-world scenario. The article is concluded in Section VI.

II. BACKGROUND

In Section II-A we explain why we want to present an OOF for describing scenarios and scenario categories. Section II-B provides information on the context for which we want to define scenarios.

A. Why an object-oriented framework?

According to Johnson and Foote [42], an OOF is a “set of classes that embodies an abstract design for solutions to a family of related problems.” The object orientation is used for “a representation, modeling, and abstraction formalism” [43], which is why it is considered “not only useful but also fundamental” [43]. In addition, Patridge [44] notes that object-oriented modeling can provide a bridge from traditional entity-relationship-based data modeling to data modeling that is fully grounded in a formalized ontology. An OOF offers the following benefits:

- **Clarity:** It provides “a common vocabulary for designers to communicate, document, and explore design alternatives” [45].
- **Modularity:** By decomposing a scenario into components, the complexity of a scenario itself is reduced. Thus, “modularity makes it easier to understand the effect of changes” [42].
- **Reusability:** An OOF promotes reusability [46] [47] [42]. For example, if two classes share certain procedures and/or properties, these procedures and/or properties could be provided by a so-called superclass from which these two classes inherit the procedures and properties, such that these procedures and properties need to be defined only once.
- **Encapsulation:** Encapsulation assures “that compatible changes can be made safely, which facilitates program evolution and maintenance” [46].
- **Possibility to translate to object-oriented programming languages:** As the framework consists of a set of classes, it can be directly used in an object-oriented coding language. The framework then specifies the relationships between the different classes and provides information on the properties of a class and the possible values.

B. Context of a scenario

Because the notion of scenario is used in many different contexts outside of the domain of road traffic, a wide diversity in definitions of this notion exists (for an overview, see [48] [49]). Therefore, it is reasonable to assume that “there is no [generally] ‘correct’ scenario definition” [48]. As a result, to define the notion of scenario, it is important to consider the context in which it will be used.

In this article, the context of a scenario is the assessment of AVs, where AVs refer to vehicles equipped with a driving
III. Definitions

One of the main reasons to introduce an OOF is to enable sharing of knowledge between researchers, developers, and users. Therefore, it is important that the terms we use are clearly defined. When presenting our OOF in Section IV, we will formalize the terms such that they can be used by software agents. In this section, we define the terms scenario, event, activity, and scenario category, thereby providing insight into the terms used in the next section. We aim to provide intensional definitions that are in accordance with the common use of these terms in the literature and to provide clarity on what are the necessary and sufficient conditions for when the term should be used.

We first define the concept of a scenario in Section III-A. Next, we define two important components of a scenario: events and activities, in Sections III-B and III-C, respectively. Lastly, we present the definition of a scenario category in Section III-D. Each of the Sections III-A to III-D starts with background information. Next, we draw conclusions that lead to our proposed definition of the corresponding term. After proposing a definition, each section finishes with remarks and implications of the proposed definition. For the definitions provided in Sections III-A to III-D, use is made of the terms listed in Table I. The definitions in Table I are mostly based on literature; see Appendix A for more details.

A. Scenario

Go and Carroll [51] describe a scenario within the field of system design. They define a scenario as “a description that contains (1) actors, (2) background information on the actors and assumptions about their environment, (3) actors’ goals or objectives, and (4) sequences of actions and events. Some applications may omit one of the elements or they may simply or implicitly express it. Although, in general, the elements of scenarios are the same in any field, the use of scenarios is quite different.”

Geyer et al. [14] describe a scenario within the context of automated driving. They use the metaphor of a movie or a storybook for describing a scenario and state that “a scenario includes at least one situation within a scene including the scenery and dynamic elements. However, [a] scenario further includes the ongoing activity of one or both actors.” Geyer et al. [14] define a scene “by a scenery, dynamic elements, and optional driving instructions.” In [14], the meaning of activity is not detailed.

According to [59], a driving automation system is “the hardware and software that are collectively capable of performing part or all of the dynamic driving task on a sustained basis. This term is used generically to describe any system capable of level 1-5 driving automation.” Here, level 1 driving automation refers to “driver assistance” and level 5 refers to “full driving automation”. For more details, see [50].

Ulbrich et al. [13] define a scenario as “the temporal development between several scenes in a sequence of scenes. Every scenario starts with an initial scene. Actions & events as well as goals & values may be specified to characterize this temporal development in a scenario. Other than a scene, a scenario spans a certain amount of time.” The authors of [13] state that actions and events link the different scenes. A further description of actions and events is not given in [13].

Another definition of a scenario in the context of automated driving is given by Elrofaï et al. [38]. They define a scenario as “the combination of actions and maneuvers of the host vehicle in the passive [i.e., static] environment, and the ongoing activities and maneuvers of the immediate surrounding active [i.e., dynamic] environment for a certain period of time.”

Saigol et al. [36] define a scenario as “a description of a short interaction between an AV and other road users and/or road infrastructure”.

In a concept paper on OpenSCENARIO 2.0 [52], a scenario is defined as “a ‘description of the temporal development’ of road users (actor entities) defined by their actions, where temporal activation (defining when) ‘is regulated by’ conditional ‘triggers’. A scenario comprises both scenery and dynamic elements.”

As a basis for constructing a comprehensive definition for the concept of scenario, we list the major characteristics contained in the above definitions as follows:

1) A scenario corresponds to a time interval. The aforementioned definitions [51, 14, 13, 38] state that a scenario corresponds to a time interval. van Notten et al. [48] call such a scenario a chain scenario (“like movies”), as opposed to a snapshot scenario, i.e., a scenario that describes the state at a given time instant (“like photos”).

2) A scenario consists of two or more events [48, 51, 14, 73, 52]. It can be helpful to develop scenarios using

| Term                  | Definition                                                                 |
|-----------------------|---------------------------------------------------------------------------|
| Ego vehicle           | Vehicle from the world is perceived and/or vehicle that must perform a certain task during a test |
| Physical element      | Object that exists in the three-dimensional space                         |
| Actor                 | Physical element that experiences change                                  |
| Static environment    | Part of the environment that does not change                               |
| Dynamic environment   | Part of the environment that does change and that comprises all actors    |
| Act                   | Combination of an actor and an activity                                   |
| State variables       | Description of the present configuration of a system that can be used to determine the future response, given the excitation inputs and the equations describing the dynamics |
| Model                 | Differential and algebraic equations that describe the dynamics           |
| Mode                  | Period in which a system does not exhibit a sudden change in an input, a model parameter, or the model |
events [49]. Thus, a scenario could be defined as a particular sequence of events or, as Kahn [53, p. 143] writes, “a scenario results from an attempt to describe in more or less detail some hypothetical sequence of events”. Furthermore, Geyer et al. [14] and Ullrich et al. [13] use the notion of event for describing a scenario, although they do not provide a definition of the term event. Because a scenario contains at least a start event and an end event, the minimum number of events is two. In Section III-B we will elaborate on the notion of event.

3) **Real-world traffic scenarios are quantitative scenarios.**

Regarding the nature of the data, a scenario can be either qualitative or quantitative [48]. For a real-world traffic scenario to be suitable for simulation purposes, it must be described quantitatively. A scenario, however, can also be described qualitatively, such that it is readable and understandable for human experts. Providing a qualitative description of a quantitative scenario has become known as a story-and-simulation approach [54]. Note that a qualitative description of a scenario does not uniquely define a quantitative scenario. A qualitative description can be regarded as an abstraction of the quantitative scenario, see also Section III-D.

4) **The time interval of a scenario contains all relevant events.** According to Geyer et al. [14], “the end of a scenario is defined by the first irrelevant situation with respect to the scenario”. In a similar manner, we require that the time interval of a scenario should contain all relevant events. Note that ‘relevant’ is subjective and, therefore, an event is considered to be relevant with respect to the perspective of one or more of the participating actors, often called the “ego vehicle”.

5) A scenario includes the description of the environment.

A scenario should include the description of the static and dynamic environment. Although the description of the static environment is not a general prerequisite of a scenario, this is often included when speaking about traffic scenarios [14, 13, 38, 19, 30]. The static environment consists of all relevant physical elements that do not undergo relevant changes with respect to the ego vehicle(s) within the time interval between the start and the end of the scenario. The dynamic environment consists of all relevant actors that undergo changes that are relevant to the ego vehicle(s). For example, the road may be part of the static environment, but if the change in the road temperature is relevant to the ego vehicle(s), the road is part of the dynamic environment.

6) A scenario includes at least one ego vehicle [14, 38].

Because of the two previously mentioned characteristics, a scenario is required to include at least one ego vehicle. Note that an ego vehicle is often regarded as the device under test. In this article, however, this is not necessary because the ego vehicle is just the vehicle whose perspective is used to define what is relevant in the scenario.

7) **A scenario describes the goals or activities of the actors.**

Either the activities, the goals, or a combination of activities and goals are required to determine how each actor in a scenario responds to specific events. Note that this also holds for the ego vehicle since the ego vehicle is an actor. When describing a scenario using real-world data, goals do not need to be given; e.g., Elrofai et al. [38] mention the activities of the actors rather than the goals. When describing a scenario that an AV has to cope with, however, the ego vehicle’s goals (i.e., its driving mission [14]) could be specified rather than its activities [13]. Note that if the activities of an actor are described rather than its goals, an observer might not be able to determine whether the actor has successfully responded to the scenario.

Hence, we define a scenario as follows:

**Definition 1 (Scenario). A scenario is a quantitative description of the relevant characteristics and activities and/or goals of the ego vehicle(s), the static environment, the dynamic environment, and all events that are relevant to the ego vehicle(s) within the time interval between the first and the last relevant event.**

When applying Definition 1 in an OOF, it is possible to give the “description” of a component of a scenario simply by providing a reference to that component. A reference could be, e.g., the full name of a file, a pointer pointing to a specific part of the computer memory, or an identifier that addresses a specific entry in a database. The advantage of references is that these parts of the scenario can be exchanged across different scenarios, as these scenarios can use the same references. As an example, an OpenSCENARIO file allows to provide a reference to an OpenDRIVE file, which describes a road network [55]. As we will see in Section IV in our proposed framework, a scenario may contain references to physical elements, activities, actors, and events.

B. **Event**

As mentioned in Definition 1, a scenario consists of events. The term event is used in many different fields, e.g.:

- In computing [56], an event is an action or occurrence recognized by software. A common source of events are inputs by the software users. An event may trigger a state transition.
- In probability theory, an event is an outcome or a set of outcomes of an experiment [57]. For example, a thrown coin landing on its tail is an event.
- In the field of hybrid systems theory, “the continuous and discrete dynamics interact at ‘event’ or ‘trigger’ times when the continuous state [vector] hits certain prescribed sets in the continuous state space” [58]. Moreover, “a hybrid system can be in one of several modes, […] and
the system switches from one mode to another due to the occurrence of events” [59].

- In the ISO 15926-2 standard, an ontology for long-term data integration, access, and exchange is specified in which an event is defined as “a possible_individual with zero extent in time, which means that it occurs at an instant in time” [60].
- In event-based control, a control action is computed when an event is triggered, as opposed to the more traditional approach where a control action is periodically computed [61]. In event-based control, the event is triggered at the moment at which the system (is about to) reach a certain threshold.

Before providing the definition of an event, the following is concluded about an event, based on the aforementioned literature:

1) **An event corresponds to a time instant.** For the definition of event, we consider a hybrid-systems setting with a linear-time model [62]. Therefore, an event happens at some time instant.

2) **An event marks a mode transition or the moment a system reaches a threshold.** A mode transition may be induced by either an abrupt change of an input signal, a change of a parameter, a change in the model, or an external cause. It is also possible that the event marks the moment that a system reaches a threshold.

Hence, we define an event as follows:

**Definition 2** (Event). An event corresponds to a moment at which a mode transition occurs or a system reaches a specified threshold, where the former can be induced by both internal and external causes.

Definition 2 indicates that the moment of an event can be defined in two different ways: (1) by a mode transition or (2) by the system reaching a threshold. The first type could be a mode transition caused by a sudden driver input. An event might also be induced by an external cause, such as an environmental change. The second type of event, i.e., related to the system reaching a threshold, is especially useful when describing test scenarios. For example, consider the ego vehicle approaching a pedestrian that is about to cross the road [63]. Here, the event marks the moment that the distance between the vehicle and pedestrian is less than \( d_{v,p} \) meters. At the moment of this event, the pedestrian starts to cross the road such that the vehicle would impact with the pedestrian if it would not change its speed or direction [63]. By using a variable threshold \( d_{v,p} \), the value is flexible and can be set differently to define multiple scenarios.

For the practical implementation of events, a set of conditions may be specified. In that case, the event occurs at the moment that the conditions are met. In [29], an extensive list of possible conditions that can be used to define an event is given. E.g., a condition could be that the distance between the vehicle and the pedestrian is below a certain threshold.

\(^5\)“An entity that exists in space and time” [60].

Remark 1. Geyer et al. [14], Ulbrich et al. [13] use the term scene to define a scenario. Like an event, we consider a scene to correspond to a temporal snapshot of the entire scenario. A scene can be obtained by taking a temporal cross-section of the entire scenario as described in Definition 1.

C. Activity

To describe the dynamic environment of a scenario, activities are used. A scenario may also describe the activities of the ego vehicle.

Both the terms activity [14, 11, 64, 55, 37] and action [14, 13, 65] are used in the context of automated driving. Although, strictly speaking, the terms action and activity have a slightly different meaning, they are often used for the same purpose:

- According to Ulbrich et al. [13], actions may be specified for characterizing the temporal development in a scenario.
- Elrofai et al. [11] consider an activity as a building block of the dynamic part of the scenario: “An activity is a time evolution of state variables such as speed and heading to describe for instance a lane change, or a braking-to-standstill.”
- In a glossary for scenario catalog development [35], an activity is defined as “the state [vector] of an object over an interval of time. An activity starts with an event and ends with another event.”
- In the ISO 15926-2 standard, an activity is defined as “a possible_individual that brings about change by causing the event that marks the beginning, or the event that marks the ending of a possible_individual” [60].

Before providing the definition of an activity, the following is concluded about an activity based on the aforementioned literature:

1) **An activity corresponds to an inter-event time interval.** As opposed to an event, an activity spans a certain time interval. Furthermore, the start and the end of an activity are marked by an event.

2) **An activity quantitatively describes the time evolution of one or more state variables.** Because activities are building blocks of a scenario and a scenario corresponds to a quantitative description, the activities themselves need to be quantitative as well. Therefore, an activity describes the time evolution of one or more state variables, i.e., the trajectory of one or more state variables over an inter-event time interval that corresponds to the activity, where the term state variable is defined in Table I.

3) **An activity is performed by an actor.** An activity describes the time evolution of one or more state variables and a state variable corresponds to an actor, e.g., the acceleration of a vehicle.

Hence, we define an activity as follows:

**Definition 3** (Activity). An activity is a quantitative description of the time evolution of one or more state variables of an actor between two events.

As an example, an activity could describe the longitudinal acceleration (or, e.g., speed) during an acceleration or decel-
eration. Activities describing the lateral position of a vehicle with respect to the center of the corresponding lane might, e.g., be labeled with “driving straight” or “changing lane”.

D. Scenario category

According to Definition 1, a scenario in the context of the performance assessment of an AV needs to be quantitative. However, in literature, the term scenario is also used to refer to a collection of scenarios, where this collection of scenarios is described qualitatively. For example, in [66], a typology of pre-crash scenarios is proposed. Here, each of the pre-crash scenarios is an abstraction of many quantitative scenarios. Similar studies have been performed to describe scenarios that lead to highway accidents [67], car-cyclist accidents [68], and car-pedestrian accidents [69]. In [70], a taxonomy of scenarios is proposed to qualitatively describe challenging scenarios for automated driving. In [23], a distinction is made between so-called functional scenarios, abstract scenarios, logical scenarios, and concrete scenarios. These four types of scenario descriptions represent different levels of abstraction with functional scenarios referring to non-formal human-readable scenarios, abstract scenarios referring to formalized declarative descriptions, logical scenarios referring to parameterized scenarios with ranges and distributions of the parameters, and concrete scenarios referring to parameterized scenarios with fixed parameters values.

The aforementioned references [66, 67, 68, 69, 70, 23] show that the term scenario is also used to address qualitative descriptions. Since we define a scenario as a quantitative description, we need to introduce a different term to address the qualitative description. We propose to use the term scenario category to refer to the qualitative description of a scenario. A qualitative description can be regarded as an abstraction of a quantitative scenario, whereas a quantitative description can be regarded as a concretization of a qualitative description.

We thus define a scenario category as follows:

Definition 4 (Scenario category). A scenario category is a qualitative description of the relevant characteristics and activities and/or goals of the ego vehicle(s), the static environment, and the dynamic environment.

Introducing the concept of scenario categories brings the following benefits:

- For a human, it is often easier to interpret a qualitative description than a quantitative description.
- Scenarios that have something in common can be grouped together, which enables characterization of types of scenarios and facilitates discussion of scenarios.
- The completeness of a set of scenarios can be assessed by considering the completeness of scenario categories (see, e.g., [71]) and the completeness of scenarios in each category (see, e.g., [72]).

We describe the formal relation between a scenario and a scenario category with the verb “to comprise”, denoted by \( \ni \). If a specific scenario category \( C \) is an abstraction of a specific scenario \( S \), then we say that \( C \) comprises \( S \), or simply \( C \ni S \). A given scenario category can comprise multiple scenarios and multiple scenario categories can comprise a specific scenario. As a consequence, as opposed to the proposed categorization of scenarios in [68, 66, 69, 73], scenario categories do not need to be mutually exclusive.

The verb “to include” is used to describe the relation between two scenario categories. A scenario category \( C_2 \) is said to include a scenario category \( C_1 \) if \( C_2 \) comprises all scenarios that are comprised in \( C_1 \). In that case, we can write \( C_2 \ni C_1 \). Thus we have

\[
C_2 \ni C_1 \text{ if } C_2 \ni S \forall \{ S : C_1 \ni S \}. \quad (1)
\]

We propose to provide scenarios and scenario categories with additional information in the form of tags. A tag is a keyword or a keyphrase that provides extra information on a piece of data [74]. For example, items in a database can contain some tags that enable users to quickly retrieve several items that share a certain characteristic described by a tag [75]. The use of these tags brings several benefits:

- The tags of a scenario can be helpful in determining which scenario categories do and do not comprise the scenario.
- It is easy to select scenarios from a scenario database or a scenario library by using tags or a combination of tags.

There is a balance between having generic scenario categories — and thus a wide variety among the scenarios comprised by the scenario category — and having specific scenario categories without much variety among the scenarios comprised by the scenario category. For some systems, one may be interested in a very specific set of scenarios, while for another system one might be interested in a set of scenarios with a high variety. To accommodate this, tags can be structured in hierarchical trees [76]. The different layers of the trees can be regarded as different abstraction levels [77].

Figure 1 shows two examples of trees of tags taken from [16]. These tags describe possible activities of a vehicle, i.e., the lateral motion control (via steering) and longitudinal motion control (via acceleration and deceleration). The tags may refer to the objective of an actor in case no activities are defined. For example, a test case in which the ego vehicle’s objective is to make a left turn, the tags “Turning” and “Left” are applicable. Note that tags may be used not only to classify vehicle behavior, but also traffic and environment situations, e.g., “cut-in” or “heavy rain”.

IV. OBJECT-ORIENTED FRAMEWORK FOR SCENARIOS

We have already explained the use of an OOF in Section II-A. In this section, we present our OOF for scenarios for the assessment of AVs. The overview of the framework is formally represented through class diagrams that are briefly presented in Section IV-A. Next, Section IV-B explains how a scenario category is formally represented in our framework. Similarly, in Section IV-C we describe how a scenario is formally represented. The OOF can be implemented straightforwardly in object-oriented languages such as C++ and Python, since these languages support the definition of classes, the
Vehicle lateral activity

(a) Lateral activities of a vehicle.

Vehicle longitudinal activity

(b) Longitudinal activities of a vehicle.

Figure 1: Tags for lateral and longitudinal activities of a vehicle \[16\]. The lateral activity is relative to the lane in which the corresponding vehicle is driving.

instantiation of objects from those classes, and concepts such as inheritance and aggregation. An actual implementation of the OOF in a coding language is publicly available at https://github.com/ErwindeGelder/ScenarioDomainModel. This link also contains tutorials for the technical application of the OOF.

A. Class diagrams

In Figures 2 and 3 the gray blocks represent the classes\(^4\) that are used to describe a scenario category according to Definition 4 and the white solid blocks represent the classes that are used to describe a scenario according to Definition 1. The white dashed blocks represent so-called abstract classes. Abstract classes cannot be instantiated. Each class serves as a template for creating objects whereas an object of a particular class is referred to as the instance of that particular class.

Figure 2 shows the class-level relationships while Figure 3 shows the instance-level relationships. In Figure 2 the arrow from, e.g., Scenario to Time interval, denotes that Scenario is a subclass of Time interval. Therefore, all properties of the Time interval are inherited by Scenario. The arrow with the diamond in Figure 3 denotes an aggregation. This means that, e.g., an actor, which is an instance of the Actor class, has an actor category as an attribute. Here, the “1” at the start of the arrow from Actor category to Actor indicates that an actor has exactly one actor category. Similarly, “2” at the aggregation arrow from Event to Time interval indicates that a time interval contains two events, i.e., the events that define the start and the end of the time interval. A “0,1,...” at the start of an aggregation arrow indicates that an object has zero, one, or multiple objects of the corresponding class. The arrow with the text “comprises” and “includes” represent methods that are explained in Section III-D. Here, “comprises” can be denoted by \(\exists\) and “includes” can be denoted by \(\supseteq\), see (1).

B. Scenario category and its attributes

Because all other classes in Figure 2 are subclasses of Scenario element, these classes inherit the attributes and procedures of Scenario element. In our framework, a scenario element has a human-interpretable name, a unique ID, and possibly predefined tags that are also interpretable by a software agent. So, all other classes in Figure 2 also have these attributes. In addition to these attributes, the Qualitative element class has a human-interpretable description.

The static environment is qualitatively described by one or more physical element categories. Because physical element categories qualitatively describe the static environment, they contain a human-interpretable description of the physical things they describe.

The ego vehicle(s) and the dynamic environment are qualitatively described by activity categories and actor categories. In line with Definition 3 Activity category includes the state variable(s). The Model that is used to describe the time evolution of the state variable(s) is specified. Note that Model is an abstract class that serves as a template for different models, such as the three examples shown in Figure 2: Sinusoidal, Linear, and Constant. Let \(z(t)\) denote the state variable at time \(t\), then the Sinusoidal model is defined as follows:

\[
\dot{z}(t) = \frac{\pi A}{2T} \sin \left( \frac{\pi (t - t_0)}{T} \right), \quad t \in [t_0, t_0 + T], \tag{2}
\]

\[
z(t_0) = z_0. \tag{3}
\]

\(^4\)In the remainder of this paper, when referring to (an instance of) a class, italic font is used. Additionally, class names start with capital letters and instance names with lowercase letters.
Here, the amplitude ($A$), duration ($T$), initial time ($t_0$), and initial state ($z_0$) are parameters. The Linear and Constant models are described by the following equations, respectively:

$$\dot{z}(t) = s, \quad z(t_0) = z_0,$$

$$z(t) = z_0.$$  

The Linear model contains three parameters, i.e., the slope ($s$), initial time ($t_0$), and initial state ($z_0$). The Constant model only has the parameter $z_0$. Since an activity category is a qualitative description, the values of the parameters of its model are not part of the activity category. Note that this article only considers the models Sinusoidal, Linear, and Constant, but more complex models may be necessary to describe complex behavior. More complex models are out-of-scope of this article, but it is straightforward to extend the OOF with such models.

The Actor category is a subclass of Physical element category so Actor category inherits the properties of Physical element category. In addition, Actor category has an attribute that specifies the type of object. To indicate that an actor is an ego vehicle, the tag “Ego vehicle” is added to the list of tags of the actor category.

The Scenario category has physical element categories, activity categories, and actor categories as attributes. Another attribute of the Scenario category is the list of acts. These acts describe which actors perform which activities. Note that it is possible that one actor performs multiple activities and that one activity is performed by multiple actors.

The reader might wonder why we introduce the different classes for describing a scenario category, i.e., the gray blocks, instead of only one class for modeling a scenario category. The main advantage of the different classes is the reusability of the instances of the classes, because these instances can be
exchanged among different scenario categories. For example, if two scenario categories have the same actor categories, we only need to define the actor categories once, whereas if the actor categories would not be instances of a class but only properties of the scenario category, we would need to define the actor categories twice.

C. Scenario and its attributes

To distinguish objects that are directly used to compose a scenario, these objects are instantiated from subclasses of the Quantitative element class. The class Scenario is a subclass of Time interval and, therefore, it has events that define the start and the end of the scenario. The Scenario also has physical element, activities, actors, and events as attributes. The physical elements, activities, and actors are the quantitative counterparts of the physical element categories, activity categories, and actor categories, just as a scenario is the quantitative counterpart of a scenario category. As with the Scenario category, the Scenario contains a list of acts that describe which actors perform which activities.

A physical element has a physical element category and it may have multiple properties that quantitatively define the object, such as its size, weight, color, radar cross section, etc. Physical elements can be used to define, e.g., the road layout, static weather and lighting conditions, and infrastructural elements.

According to Definition 3, an activity quantitatively describes the evolution of one or more state variables in a time interval. The state variable(s) are defined by the activity category that the activity has as an attribute. Together with the Model that is contained by the activity category, the time evolution of the state variable is described by a set of parameters. The values of the parameters are part of the activity.

Following Definition 2, an event contains conditions that describe the threshold or mode transition at the time of the event.

Similar to a physical element and an activity, an actor has its qualitative counterpart — an actor category — as an attribute. Additionally, the Actor contains an initial state vector and a desired state vector that can be used to specify the intent, as attributes. Describing the intent is especially useful for defining a test scenario in terms of the objective of the ego vehicle rather than its activities.

An advantage of having the qualitative counterparts of the Physical element, Activity, and Actor is that the qualitative description can be reused and exchanged. For example, there can be many different braking activities, but there needs to be only one activity category for qualitatively defining the braking activity. Here, it is assumed that all braking activities are modeled with the same model and that similar tags apply. If this is not the case, multiple activity categories need to be defined, but the number of activity categories will still be substantially lower than the number of activities.

V. Example: pedestrian crossing

To illustrate the use of the OOF, we describe a scenario using objects of the classes presented in Section IV. The scenario is schematically shown in Figure 4. The ego vehicle is driving on the right lane of a two-lane road and a pedestrian is walking on a footway that intersects the road the ego vehicle is driving on. Both the ego vehicle and the pedestrian are initially approaching the pedestrian crossing. The ego vehicle brakes and comes to a full stop in front of the pedestrian crossing. While the ego vehicle is stationary, the pedestrian crosses the road using the pedestrian crossing. When the pedestrian has passed the ego vehicle, the ego vehicle accelerates. The code of this example is publicly available.

This particular scenario can be used to formulate a test scenario for the assessment of an AV. For example, when assessing a pedestrian automatic emergency braking system, we are interested in the behavior of the system in case the driver or automation system of the ego vehicle does not brake.

We first describe the scenario qualitatively using our proposed framework. Next, the scenario is described quantitatively in Section V-B. In Section V-C, we show which objects are reused and which objects are different if we consider an actual test scenario with a crossing pedestrian.

A. Qualitative description of the pedestrian crossing

To describe the scenario according to the presented domain model, objects are instantiated from the classes presented in Figures 2 and 3. Figure 5 shows the objects for describing the scenario qualitatively. There are two actor categories: one for the ego vehicle and one for the pedestrian. Four different activity categories are defined: braking, stationary, accelerating, and walking straight. The braking, stationary, and accelerating activity categories contain the state variable \( v_{ego} \), i.e., the speed of the ego vehicle, and use the Sinusoidal model of (2) and (3), the Constant model of (4), and the Linear model of (4), respectively. The activity category walking straight has the position of the pedestrian \( y_{ped} \) as its state variable and uses the Linear model of (4).

The two actor categories, the four activity categories, and the physical element category that represents the crosswalk, have the same model and that similar tags apply. If this is not the case, multiple activity categories need to be defined, but the number of activity categories will still be substantially lower than the number of activities.

Figure 4: Schematic overview of a scenario where both the ego vehicle and a pedestrian are approaching a non-signalized pedestrian crossing. The pedestrian has priority.
are used by the scenario category. The scenario category has four acts. The first three acts assign the first three activity categories to the ego vehicle. The last act assigns the activity category walking straight to the pedestrian.

B. Quantitative description of the pedestrian crossing

The objects to describe the scenario quantitatively are shown in Figure 6. The two actors refer to the quantitative counterparts of the actor categories in Figure 5. Initial state vectors are listed for each actor using the coordinate frame that is shown in Figure 2. Since we are describing a real-world scenario, there is no need to define goals or intents for the actors.

There are four events defined. These events mark the time instants that define the start and the end of the activities. For simplicity, it is assumed that the start of the scenario occurs at 0 s.

There are four activities defined and each of these activities refers to its qualitative counterpart. The activities contain the values of the parameters as well as events that mark the start and the end of the activities. As described by the first activity (ego braking), the ego vehicle starts with a speed of $8 \text{ m} \text{s}^{-1}$ and brakes in 4 s to come to a full stop. By integrating the sinusoidal function of $t$ twice, it can be shown that the ego vehicle stops at 4 m from the center of the pedestrian crossing. After waiting for 3 s as described by the second activity (ego stationary), the ego vehicle accelerates with $1.5 \text{ m} \text{s}^{-2}$ towards a speed of $7.5 \text{ m} \text{s}^{-1}$ as described by the third activity (ego accelerating). The fourth activity describes the position and speed of the pedestrian.

The pedestrian crossing describes the entire static environment, including the main road the ego vehicle is driving on and the footway the pedestrian is walking on. The example in Figure 6 shows some properties of the road layout to illustrate how the static environment can be described. Note that, in practice, the quantitative description of the static environment may contain many more facets than the ones mentioned in Figure 5. As mentioned in Section III-A, it is possible to refer to another source that contains a description of (part of) the static environment, see, e.g., [55].

The scenario has the previously defined physical element, actors, and activities as attributes. The acts are used to assign the first three activities to the ego vehicle and the last activity to the pedestrian. The scenario also has events marking the start and the end of the scenario. A different scenario can be defined by, e.g., changing the parameter values. This illustrates that the scenario category in Figure 5 comprises multiple scenarios, including the scenarios that only differ from the scenario in Figure 6 because of different parameter values.

C. Test scenario of the pedestrian crossing

In this example, we consider a test scenario based on the previously illustrated real-world scenario, see Figure 4. To describe the test scenario, we reuse the two actor categories from Figure 5 (ego qualitative and pedestrian qualitative) and the actor describing the pedestrian from Figure 6 (pedestrian crossing). Figure 7 shows the other objects that are used to describe this test scenario.

The scenario category only differs from the scenario category shown in Figure 5 in that it does not contain activity categories that describe the activity of the ego vehicle.

Two attributes of the quantitative description of the ego vehicle are different. First, the initial state vector also includes the speed, denoted by $v_{ego}$, at the start of the scenario and the initial position is further away from the pedestrian crossing, such that the ego vehicle’s driver or automation system has more time to perceive the pedestrian. Second, because there are no activities defined for the ego vehicle, the desired state vector is defined. The goal is to reach the point 80 m in front of the ego vehicle while driving with a speed of $v_{ego} = 8 \text{ m} \text{s}^{-1}$.

The event that marks the start of the walking activity of the pedestrian is triggered if the ego vehicle is 2.5 s away from the center of the footway, assuming that the speed of the ego vehicle is constant. In case the ego vehicle drives with a speed
of \( v_{\text{ego}} = 8 \text{ m s}^{-1} \), this is at a distance of 20 m, similar to the scenario described in Figure 6. As with the scenario category, the scenario does not contain activities of the ego vehicle. The end event of the scenario is defined differently: now the scenario ends if the ego vehicle either reaches its destination \((x_{\text{ego}} \geq 20 \text{ m})\), collides with the pedestrian, deviates too much from its path \((y_{\text{ego}} \leq -2 \text{ m or } y_{\text{ego}} \geq 1 \text{ m})\), or takes too long to reach the destination \((t > 100 \text{ s})\).

Note that this example considers a pedestrian that crosses the road at a fixed speed \((1 \text{ m s}^{-1})\) regardless of the proximity of the ego vehicle. To model, e.g., the case where the pedestrian notices the ego vehicle and accelerates if a collision is about to happen, an activity can be added that describes the increased speed \((e.g., 2 \text{ m s}^{-1})\) of the pedestrian. The start of this activity is at a predefined event with, e.g., the condition \(|x_{\text{ego}}/v_{\text{ego}}| \leq 1 \text{ s AND } y_{\text{ego}} < 0 \text{ m}|.

**D. Remarks on the example**

The example illustrates the benefits of the object-oriented approach for defining a scenario, which are:

- clarity regarding the content of the scenario,
- modularity, which makes it easy to understand the changes from the real-world scenario in Figure 6 to the test scenario in Figure 7 and
- reusability, as is illustrated by the objects that are used more than once.

Furthermore, each object listed in Figures 5 to 7 is directly translatable to an object in an object-oriented programming...
An ontology allows, among others, to add properties to scenarios and scenario categories that are relevant for an urban scenario with a pedestrian crossing. We have also demonstrated how this particular scenario can be used to translate scenarios into code, such that both domain experts and software programs, as well as simulation tools, are able to understand the content of the scenarios. To demonstrate this, we have made our implementation in the coding language Python publicly available. The OOF has been illustrated with an example of an urban scenario with a pedestrian crossing. We have also demonstrated how this particular scenario can be used to define a test scenario using the proposed framework. In the publicly available coding implementation of the presented OOF, we have shown how to use the proposed OOF from a real application’s perspective.

The presented framework is applicable for scenario mining and scenario-based assessment and, therefore, this framework provides a step towards scenario-based performance assessment of AVs. The next step is to define scenarios and scenario categories that are relevant for an AV in a specific deployment area. Future work also includes creating an ontology for scenarios for the assessment of AVs. The presented OOF could be a good starting point for this.

An ontology allows, among others, to add properties to relationships that enable automated reasoning. In this way, an ontology enables automated classification of scenarios, thereby helping to overcome problems of data ambiguity.

**APPENDIX A**

**NOMENCLATURE**

For the definition of scenario, several notions are adopted from the literature. In this section, the concepts of ego vehicle, physical element, actor, static environment, dynamic environment, act, state variable, state vector, model, and mode, which are adopted from literature, are detailed.

**A. Ego vehicle**

The ego vehicle is the main subject of a scenario. In particular, the ego vehicle refers to the vehicle that is perceiving the world through its sensors (see, e.g., [77]). When performing tests, the ego vehicle also refers to the vehicle that must perform a specific task (see, e.g., [30] [35]). In this case, the ego vehicle is often referred to as the system under test [4], the vehicle under test [5], or the host vehicle [5].

**B. Physical element**

A physical element refers to an object that exists in the three-dimensional space.

**C. Actor**

According to Frost [35], “actors are all dynamic components of a scenario, excluding the ego vehicle itself.” Note that, in contrast to [35], in the current paper, the ego vehicle’s driver, and/or automation system are considered as actors, similar to [14], because they have the same properties as another driver or automation system. While the aforementioned definition of Frost [35] provides a good idea of what an actor could be, we use another definition in order to avoid a circular definition: an actor is a dynamic physical element, i.e., a physical element that experiences change.

**Remark 2.** An actor is also a physical element whereas a physical element is not necessarily an actor. For example, a static road sign is considered a physical element, but because it does not change during the course of a scenario, it is not an actor.

**D. Static environment**

The static environment refers to the part of the environment that does not change during a scenario. This includes geospatially stationary elements [13], such as the road network.

**E. Dynamic environment**

As opposed to the static environment, the dynamic environment refers to the part of the environment that changes during the time frame of a scenario. In practice, the dynamic environment mainly consists of the moving actors (other than the ego vehicle) that are relevant to the ego vehicle. For example, the primary use case of OpenSCENARIO [29], a file...
format for the description of the dynamic content of driving simulations, is to describe “complex, synchronized maneuvers that involve multiple entities like vehicles, pedestrians, and other traffic participants” [29]; so for OpenSCENARIO, these maneuvers represent the dynamic environment. Roadside units that communicate with vehicles within the communication range [79] are also part of the dynamic environment. Furthermore, changing (weather) conditions are part of the dynamic environment.

Remark 3. Note that it might not always be obvious whether an element of the environment belongs to the static or dynamic environment. Most important, however, is that all parts of the environment that are relevant to the assessment of an AV are described in either the static or the dynamic environment.

F. Act

We define an act as a combination of an actor and the activity that is performed by the actor or the combination of actors and the activities they are subjected to. This is in accordance with the use of the term act in [29].

G. State variable

Dorf and Bishop [80, p. 163] write that “the state variables describe the present configuration of a system and can be used to determine the future response, given the excitation inputs and the equations describing the dynamics.” In our case, “the system” could refer to an actor, a component, or a simulation. For example, a state variable could be the acceleration of an actor.

H. State vector

A state vector refers to “the vector containing all n state variables” [80, p. 233].

I. Model

A dynamical system is often modeled using a differential equation of the form $\dot{z}(t) = f_\theta(z(t), u(t), t)$ [81], where $z(t)$ represents the state vector at time $t$, $u(t)$ represents an external input vector, and the function $f_\theta(\cdot)$ is parameterized by $\theta$. Note that, technically speaking, $z(\cdot), u(\cdot), t$, and $\theta$ are inputs of the function $f$, but $\theta$ is assumed to be constant for a certain time interval. For example, the following first-order model is parameterized by $\theta = (a, b)$:

$$\dot{z}(t) = az(t) + bu(t). \quad (6)$$

J. Mode

In some systems, the behavior of the system may suddenly change abruptly, e.g., due to a sudden change in an input, a model parameter, or the model. Such a transition is called a mode switch. In each mode, the behavior of the system is described by a model with a fixed function $f_\theta$ and smooth input $u(\cdot)$ [59].
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