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Abstract. Agile software development is practiced in most software development projects around the world. To explicitly consider and include security requirements as part of agile software development is referred to as ‘secure agile’. To include security will naturally require additional time and effort, with potentially reduced agility as a consequence. To maintain agility, it is important to have efficient methods to include security in the development process. In this study, we describe enhancements to Threat Poker, which is a game designed for the software development team to deal with security threats identified during the agile development project. Games can be valuable educational tools for actively engaging students and practitioners alike. An experiment with students indicates that playing Threat Poker increases security awareness and that it is a fun and simple way to discuss identified security threats and how to remove security vulnerabilities during the software development process.

1 Introduction

Agile software development, currently the most common approach to software development, was not originally conceived with security in mind. As such, many agile projects do not have built-in steps for dealing with security issues. However, with the introduction of new laws and regulations for security, such as GDPR in the EU, design principles for ‘security by design’ and ‘privacy by design’ must be followed in order for the developed systems to be legally compliant [1].

‘Security by design’ and ‘privacy by design’ are relatively general concepts for describing the integration of security and privacy considerations throughout the life-cycle of ICT systems. The term ‘by design’ simply means that threat, vulnerability and risk assessment related to information security and privacy must be included in the requirements specification, architecture design, coding, testing, deployment and management of all systems, products and services that involve ICT components. This paper focuses on using gamification to strengthen security and privacy by design during the steps of architecture design and coding.

Gamification [2] is defined as “The application of typical elements of game playing (e.g., point scoring, competition, rules of play) to other areas of activity, typically as an online marketing technique to encourage engagement with a product or service”. The principle of gamification is to use various aspects of games to engage the ‘players’ in the task at hand. Students of software engineering are generally positive to using games to stimulate learning [3]. A recent systematic
literature review concluded that gamification in software engineering education is still in its infancy [4]. The authors encourage researchers to explore this topic further since gamification is shown to motivate students and stimulate learning.

Several researchers have introduced games to increase awareness of security in software development projects. For example, Denning et al. proposed a tabletop card game called Control-Alt-Hack to generate awareness of security issues and increase the accuracy of people’s perceptions of computer security as a discipline [5]. They found that students enjoy playing the game and that it increases their security awareness. Another game called d0x3d! is an open-source content-license game (allowing free distribution and adaptation) that provides an artificial context for discussing real ideas in network security [6]. The Security Requirements Educational Game (SREG) is a card-based game that is intended to be used for security-requirements education and that has shown to increase the understanding of security issues and vulnerabilities [7].

Williams et al. introduced Protection Poker as a game for estimating security risk during software development projects [8, 9]. Protection Poker is inspired by Planning Poker (see Sec.3.3 below) and uses special cards to express levels of risk resulting from a specific threat. The effect and usability of Protection Poker were further studied in [10, 11] where it was found that challenges for its adoption are the overhead in terms of time spent on playing Protection Poker, as well as the difficulty of transforming results from playing Protection Poker into more secure code. This calls for the need to make the game light-weight and to focus on solutions that have a positive impact on making the code more secure.

Threat Poker introduced in 2018 by Rygge and Jøsang [12] is inspired by Protection Poker in the sense that it also focuses on estimating risks related to threats, similarly to Protection Poker. In addition, Threat Poker also focuses on estimating the effort of implementing security solutions during agile software development. An important goal of Threat Poker is to make the game easy to learn and play for students, and for that reason it only uses standard playing cards. Using a deck of familiar playing cards (instead of unfamiliar specialized cards) is a good way of giving an intuitive feeling of playing a game during learning, and during practice in a software development team.

This study proposes ways to improve Threat Poker and investigates how it fits into an agile development process. For this purpose we investigated the following research questions:

RQ1: How can threat modelling and risk assessment be included in agile software development?

RQ2: How can Threat Poker be adapted and utilized in agile projects?

The remainder of the paper is organized as follows: Risk management and threat modelling are briefly described in Section 2, then the principles of agile software development are described in Section 3. In Section 4, we describe our research method and results of adapting Threat Poker. In Section 5, we discuss our findings, conclusion and suggest future work.
2 Risk Management

2.1 Threat Modelling

Threat modelling is to identify how systems can be attacked, which is an essential step in identifying vulnerabilities and risks. “Threat modelling works to identify, communicate, and understand threats and mitigations within the context of protecting something of value.” [13].

The main purpose of doing threat modelling is to identify relevant threat scenarios with the aim of understanding how they can be mitigated or blocked.

Threat modelling is a component of risk management. The steps of risk management are typically to define the target scope of the risk management, identify the threat agents and possible threat/attack scenarios, understand existing countermeasures and their limitations, identify remaining exploitable vulnerabilities, estimate and prioritize identified risks, and last to propose and implement countermeasures to mitigate and remove vulnerabilities which in turn results in strengthened security, and hence in reduced risk.

2.2 Threat Actors and Threat Scenarios

It is important to distinguish between the concepts of ‘threat actor’ and ‘threat scenario’, where the former denotes active agents (e.g., persons or organisations), and the latter denotes what they do as a series of steps during an attack. When simply using the term ‘threat’ in this paper, it should be understood as a ‘threat scenario’.

Many threat actors have the motivation and capacity to attack digital systems and ICT infrastructures. It is crucial to understand and attempt to predict how threat actors will attack, which is done by threat modelling. Identifying threat scenarios is a prerequisite for knowing how to stop them. It is, of course, impossible to identify all relevant threat scenarios. However, the designers and developers of software products must use the security skills and experience they have to do the best they can. Additional training or the inclusion of more experienced persons can be required if the software development team members feel that they have insufficient security skills and experience.

The identification of threat scenarios requires the team members to think like an attacker, and try to come up with a method to attack the system. Whenever the team sees an opportunity to successfully attack the system they have identified a threat scenario. The difference between ‘threat scenario’ and ‘attack’ is that an attack can be seen as the instantiation of an abstract threat scenario. There can be an infinity of different threat scenarios, but only those that are practical and realistic should be considered. When a threat scenario has been identified which realistically could be executed, it means that there are vulnerabilities in the system or in the surrounding infrastructure that can be exploited by potential attackers to execute the threat scenario. Blocking or mitigating a threat scenario is equivalent to removing the corresponding security vulnerabilities, and this is precisely what has to be done by the design team during software development.
3 Agile Software Development

Agile software development is an umbrella term which covers different frameworks and practices which can be applied by software developers to deal with a continuous changing environment, based on specific principles that were outlined in the Agile Manifesto [14]. The main principles consist of early and continuous delivery, welcoming changes, frequent delivery of working software, business people and developers working together, building projects around motivated people, and giving them the resources to succeed [15].

Agile focuses on face-to-face meetings, seeing working software as the measurement of progress and also on promoting sustainable development. Agile also gives attention to technical excellence and good design, simplicity, and assumes that self-organizing teams help develop good architectures, requirements and design. It also has a focus on reflection and on adjusting the process accordingly.

3.1 Scrum

Scrum is the most widely used agile development methodology [16] and is set up by fixed rules and roles for the team members [17].

The Scrum process consists of several different components such as the product backlog, sprint planning, daily Scrum meetings, review meetings and retrospective meetings. Like most development methodologies, Scrum originally was not designed with a specific integrated way to deal with security and privacy concerns, and because of this it does not contain a guide on how to best implement security in the method. There have been developed several methods to try and solve this problem like ‘Secure Scrum’, and ‘Security Backlog’ in Scrum. Authors have also developed games that can be useful for dealing with the security shortcomings of Scrum. Examples of games are Protection Poker [9], Microsoft’s Elevation of Privilege [18], as well as Threat Poker described here.

3.2 Secure Scrum

The Secure Scrum Model [19] is an example of how to consider security in Scrum. Its four main components are: 1) the Identification component, 2) the Implementation component, 3) the Verification component, and 4) the Definition-of-Done component. These components have the effect of influencing the different stages in the Scrum process. Security concerns are identified and marked in the Product Backlog as a result of the Identification component. The Implementation component is used in Sprint Planning and the Daily Scrum meetings and is focused on the awareness of the security concerns. The possibility of testing with focus on security is done in the Verification component. Finally, the Definition-of-Done component defines what Definition-of-Done for security related issues are.

When dealing with the security backlog of Scrum in Secure Scrum, a new backlog can be added to deal with all the new security concerns that occur in the software or due to new features added to the software solution [19]. The purpose of the security backlog is to implement different design principles based
on security and privacy to limit the numbers of vulnerabilities and to reduce the risk to the software that is being developed. In addition to the new backlog, another role can be added, called the Security Master, whose role is to manage the security backlog and also decide which security or privacy features require the most attention, and then add it to the sprint backlog which is then completed by the developers.

3.3 Planning Poker

Planning Poker [20] is a card-based method for time estimation and planning, often used when following the Scrum process. Planning is started by reading a user story or description of the feature to be developed. Each of the team members will have a deck of special cards, Planning Poker cards, which are cards with increasing values, often the sequence: 0, 1, 2, 3, 5, 8, 13, 20, 40 and 100. The team members are then able to ask questions of the product owner and discuss the feature internally. When the team finishes the discussion, each member will use the cards for estimation, and if the team members are in agreement, the estimate becomes the estimate for the feature. If there are discrepancies in the estimation, a second round will commence, with new discussions and estimations, and this pattern will continue until a relative consensus is reached.

3.4 Kanban

Kanban was developed for Toyota’s Lean Production System as a specific approach to agile software development and is inspired by the requirements for just-in-time production systems. Kanban focuses on visualizing the ‘what’, the ‘when’ and the ‘how’ of the production process, or development process when talking about software development. There are four major principles that make up the Kanban framework. These consists of visualizing work to increase communication and collaboration, avoiding an unmanageable amount of non-prioritized open tasks, measure and optimize the flow, gather information, and predict future problems, and lastly, to aim for continuous improvement by analysis [21]. Teams that employ Kanban often use practices such as daily meetings and retrospective meetings, but rarely Planning Poker as they do not have to estimate the backlog items the same way as is needed in Scrum (when planning the next iteration).

4 Threat Poker

Threat Poker is an efficient method for discussing threats in agile software projects and how to remove or mitigate vulnerabilities in the developed software [12]. Two essential elements of security by design are that the designers identify relevant threat scenarios, and then take the necessary steps to block or mitigate the said threat scenarios, i.e., to solve the threats. In this paper we focus on Threat Poker as a form of ‘gamification’ of the process for dealing with threats and vulnerabilities during agile software development.
4.1 Equipment

In Threat Poker, the team members use regular decks of playing cards. Most people are familiar with traditional playing cards, and sitting around a table with playing cards in the hand typically triggers the positive feeling of playing a game. People's familiarity with playing cards also gives an intuitive interpretation of the cards' face values with regard to threats and their solutions. Low cards intuitively represent low threats or effort estimations, and picture cards intuitively represent high threats and effort estimations for solving the threat scenarios.

4.2 Adaptation to Agile Methods

Depending on the development method, there are several stages in the used methodology where Threat Poker can be implemented. When using Scrum, several specified meetings are used for different purposes. There are daily Scrum meetings, planning meetings, and also retrospective meetings. When using Scrum, Threat Poker is most useful in the planning stages of the process where the sprint iteration is planned out, what feature to work on, where security and privacy risks can be assessed and evaluated and where the solution can be discussed, found and solved, if needed, during each sprint.

Kanban, on the other hand, does not have specified meetings set up in the methodology, but a common practice is to use retrospective meetings to improve the team's way of working, and participants often discuss past challenges and how to overcome them to work better together in the future. We suggest that a retrospective in agile software development could be a good meeting to play Threat Poker in since it is meant to be a positive team meeting which would fit with playing a game.

We suggest that Threat Poker can be used as a means to identify and discuss threats to be worked on, and that the next step would be to make these threats visible to the whole project, for example by introducing a separate ‘Security board’ or ‘Threat board’ or as tasks added to the backlog or the ‘todo’-column. The idea is that when, during the development process, a security or privacy concern is discovered, it could be added directly to the security board and then, during either the planning meeting or the retrospective meeting, could be discussed and made into a features and added to the ‘To-Do’ column of the Kanban board.

Agile teams also rely on daily meetings to coordinate their work and make decisions [22], we therefore suggest that identification of threats could be part of the daily meetings. If a person has identified a threat, this can be discussed in the daily team meeting. It could be added to the board or backlog. Either as a security item to be investigated or the team could have a designated Security or threat board were they could collect possible threats and discuss these when playing Threat Poker. Discussing security threats would then be an iterative process, which fits well with agile methods.
4.3 User Stories and Use Cases vs. Attacker Stories and Threat Scenarios

A user story describes the user, what the user is supposed to do as well as what the user wants to achieve. A user story typically is in the format: “As a user, I want action so that effect”. This approach can also be applied to the attacker which can be expressed as an ‘attacker story’ e.g. expressed as “As an attacker, I want to execute the threat scenario so that I reach my attack goals”.

A use case is a more detailed description of a function or application than a user story. A use case includes actions or event steps typically defining the interactions between roles (actors) and system components to accomplish a goal. The negative version of a use case is a ‘threat scenario’ which includes actions or event steps typically executed by the threat actor (attacker) who misuses system and network components and interactions between them to accomplish the attack goal. A threat scenario can thus be seen as a ‘misuse case’.

The features to be discussed during Threat Poker can be presented either as an attacker story, as a threat scenario, or as a specific vulnerability without any specific attacker story or threat scenario associated with it.

4.4 Vulnerability Management

The Open Web Application Security Project (OWASP) describes the ‘Top 10 Security Risks’ [23]. These risks involve well-known security threats and corresponding vulnerabilities that (unfortunately) are typically found in web application software. Similarly, the Common Weakness Enumeration (CWE\(^1\)\) is a community-developed list of common software security weaknesses (vulnerabilities). CWE serves as a common language, a measuring stick for software security tools, and as a baseline for weakness identification, mitigation, and prevention efforts. CWE and OWASP Top 10 are a good starting point for discussions around threats and vulnerabilities during software development. Security vulnerabilities in software can also be identified and assessed without reference to specific threat scenarios. For example, CVSS (Common Vulnerability Scoring System) provides a method for estimating the severity of specific security vulnerabilities. The severity level can be translated into a qualitative representation (such as low, medium, high, and critical) for prioritization in vulnerability management.

4.5 Estimation of Risk and Effort

Threat Poker focuses on evaluating the risks from relevant threat scenarios or other vulnerabilities that the team is able to identify, and on estimating the efforts needed to solve those threats and vulnerabilities. The face values of the playing cards are thus used to represent these two things:

- the estimated risk level of a specific threat scenario or vulnerability,
- the estimated effort level to solve the specific threat scenario or vulnerability.

\(^1\) [https://cwe.mitre.org/]
**Risk-Level Estimation.** There is a distinction between security risk as seen from the point of view of the organisation, and the privacy risk as seen from the user (data subject in the terminology of GDPR). Threat Poker considers both types of risk together.

Two main factors or principles are considered for estimating security/privacy risk levels. The first principle states that risk increases as a function of the probability of attack, i.e. the ease with which the attacker can successfully execute the threat scenario. The second principle states that risk increases as a function of the negative security/privacy impact resulting from an attacker’s successful execution of the threat scenario.

Security risk is the negative impact affecting the owner of the information assets that are being attacked. Privacy risk is the negative impact affecting a person whose personal information has been misused with reference to relevant data protection principles such as those of GDPR. This can be expressed as:

\[
\begin{align*}
\text{Security risk} &= \text{(ease of executing threat)} \times \text{(potential security impact)} \\
\text{Privacy risk} &= \text{(ease of executing threat)} \times \text{(potential privacy impact)}
\end{align*}
\]  

(1)

Given the different victims of security risk and privacy risk respectively, there can be different threat scenarios causing these different risks. To consider these two types of risks separately might help the team analyze and prioritize the most important and pressing features to implement and how to best deal with the security and privacy concerns regarding the features. Note that the system owner can represent a privacy threat actor in case it collects and processes personal information in breach of data protection principles.

Identifying and estimating these risks can be difficult, especially when the team consists of developers who may not have much experience with software development that focuses on security. There are several standards that can aid the team in finding risks or give an indication of where the most common security and privacy risks occur and also how to deal with them.

In software and system development, the principle of ‘security by design’ means to adequately consider security during every step of the development process, and when working with this, it can be helpful to consider common design principles. Several principles are defined by OWASP (Open Web Application Security Project) in its ASVS (Application Security Verification Standard) [24], and these can give an indication of most common vulnerabilities, and also guidelines on how to prevent these risks.

**Effort-Level Estimation.** The estimation of the effort needed to solve the threat or vulnerability is similar to the estimation of effort levels in Planning Poker described in Section 3.3 above. The solution to the identified threat can be seen as a new item to be added to the backlog in Scrum, or to the board in Kanban. This item can be taken into the current development sprint, or be delayed to a subsequent sprint. In any case, the effort to implement the item should be estimated by the members playing Threat Poker.
4.6 Card Values

Figure 1 illustrates suits of cards used for playing Threat Poker. Each player (member of the Scrum or Kanban team) gets an entire suite from the deck, i.e. of Hearts, Spades, Diamonds or Clubs. With four suits one deck is sufficient for four players. For more than four players, two or more card decks are needed. The suit colour has no meaning other than separating the players from each other.

![Card Suits](image)

Each player sorts out the cards, odd-numbered cards and even-numbered cards. The security and/or privacy risk is represented by odd values: 3, 5, 7, 9, Jack (11), King (13) and A (Ace). The solution-effort level is represented by even values: 2, 4, 6, 8, 10 and Queen (12). As a mnemonic, players of Threat Poker can see risk as an ‘odddity’ (represented by an odd-value card) which must be ‘evened out’, i.e. fixed (represented by an even-value card).

Table 1 gives the interpretation of each card value in terms of security/privacy risk and effort level to solve the threat.

| Odd Values: Risk Levels | Even Values: Effort Levels |
|-------------------------|---------------------------|
| 3 Insignificant risk, can be ignored unless the effort is minimal. | 2 Minimal effort, can be solved quickly and easily. |
| 5 Very low security and/or privacy risk, only solve if the effort is (very) low. | 4 Very low effort, very easy and quick to solve. |
| 7 Low security and/or privacy risk, should be solved if the effort is low/moderate. | 6 Low effort, relatively easy to solve |
| 9 Moderately high risk, should be solved even if (moderately) high effort needed | 8 Moderately high effort, solve threat in this sprint if time, or else in other sprint |
| J High risk, should be solved even when high or very high effort needed | 10 High effort, the solution to this threat will be a major part of this/other sprint |
| K Very high risk, with potentially very severe consequences. Must be solved. | Q Very high effort, a separate sprint might be needed to focus on solving this threat |
| A (Ace) – Extreme risk. Must be solved, or else reconsider the viability of user story. |

Threat Poker described in [12] used a different interpretation of card values, and had two different types of rounds for playing a game. First there was a risk estimation round which was followed by a solution-effort estimation round. We found that the relative complexity of this scheme in itself was a barrier to learning and for successfully practicing secure agile.
We simplified the original Threat Poker from [12] so that participants are playing integrated risk and solution rounds instead of separate rounds for the risk level and the effort level respectively. In the integrated version, odd-numbered cards now indicate the (security and privacy) risk level associated with the threat, while the even-numbered cards indicate the estimated effort required to solve the threat, i.e. to remove or mitigate the corresponding vulnerability.

4.7 Playing Threat Poker

For each user story to be implemented the team must do threat modelling as described in Section 2.1. Threat modelling is a prerequisite for secure agile, and for applying Threat Poker.

A game of Threat Poker starts by discussing a specific threat scenario or vulnerability which has been identified. This discussion can continue during the repeated rounds of the same game.

For each threat or vulnerability that the team has identified and wants to consider, they play a game of Threat Poker as illustrated in Figure 2.

The game starts by discussing the security and privacy risks involved with the threat, as well as the best solution to solve the threat, i.e. to remove the vulnerability. When the preliminary discussion is completed, each player must make two subjective estimations; one for security/privacy risk and one for the effort/time needed to solve it. Then they play out cards for the first round.

Each player puts down two cards facing down; an odd-value card for the risk level and an even-value card for the solution effort level. Low cards express low risk/effort, and high cards express high risk/effort. Then the cards are turned to show their values. In the case of significant deviations between card values, a discussion follows where each player explains the reasoning behind the risk and/or effort assessment. During the discussions, the players typically influence each other’s estimations. Then a new round is played.
Repeated rounds are played, with discussions in between, until an approximate consensus is achieved, for both risk and effort levels. After a consensus is reached, the estimated risk and solution effort levels are used as parameters in the simple decision rule of Eq. (2) as an approximate guideline to decide whether the team should spend time and effort to solve the threat.

\[
\begin{align*}
\text{IF} & \quad \text{Risk level} - \text{Effort level} > 0 \\
\text{THEN} & \quad \text{Solve threat} \\
\text{ELSE} & \quad \text{Ignore threat}
\end{align*}
\]

Threat Poker is thus also an instrument to assist the team in making the decision whether a threat should be solved. The team must decide if the solution shall be implemented in the current iteration or be put into the backlog, or even if it is better to reconsider the viability of the whole user story.

We had students at the University of Oslo trying out Threat Poker. The course was a 20 ECTS course involving a major project in software engineering. During a project period of 13 weeks, students were assigned to develop an app and using agile methods and practices. We had student teams play Threat Poker and report how they experienced it. The teams participating were comprised of between 2-6 students.

The simplification of Threat Poker by integrating separate rounds of risk and effort estimation into one round also meant that the participants just played a single odd-valued card to represent a combined risk level for both security and privacy, and a single even-valued card to represent the effort for solving the risk. At this point in the game, the specific type of risk (security or privacy) is considered irrelevant. The important point is that threats and risks should be solved anyway, regardless of whether it is a security risk or a privacy risk. When revealing the card values, each developer explained whether the risk value represented by the odd-valued card was a security risk, a privacy risk, or both.

4.8 Traditional Playing Cards vs. Planning-Poker Cards

There are several different games used for development purposes, and many of them card games. Common among them is that they often require or encourage the use of specially developed cards to play the game. Planning poker use planning poker cards with values based on a Fibonacci sequence, Microsoft’s Elevation of Privilege also use specific cards to describe the risk to be played about, Threat Poker, on the other hand, when under development, it was decided to use regular playing cards.

There exists several different reasons why this was thought the best tool to use for estimation in this game, but reasons that could also be applied to other games intended for development teams.

By using playing cards, the team members are provided with cards they are already familiar with, and with face values that are intuitive to the players because they already know how the cards are used for playing. The use of regular playing cards with familiar face values give better intuitive meaning than just a
set of values in a number sequence. Based on the intrinsic value of the different
types of cards, the risk severity expressed by the value of a king which is a
high value card in a regular card deck, might be easier to understand than the
value 50 in a number sequence, because familiar playing cards provide more of
a context to the values than what unfamiliar cards would provide.

Using regular playing cards also helps creating an association between tradi-
tional card games and Threat Poker, and as such can help make the relatively
abstract tasks of risk evaluation and effort estimation into something fun and
tangible. Gamification around the discussion and estimation of threats and solu-
tions will also stimulate learning among the members of an agile software team.

Another reason for using regular playing cards is their availability. While
specially designed cards, such as the Planning Poker cards, and the cards used
in Microsoft’s Elevation of Privilege can be difficult and time consuming to get
hold of, normal playing cards are easy and cheap to buy anywhere. Getting
regular playing cards does not require special ordering or manufacturing, and
most offices will have at least one deck lying around, ready to be used.

4.9 Variations of Threat Poker

Another way of playing Threat Poker is as a board game. Some modifications are
required to the method on how to play, but not on the fundamental principles of
the game. The team will still use the same user stories and discussion techniques,
but will forgo the deck of cards in favor of a created 2x2 grid that can easily
be drawn up before the game is stared. The grid is drawn up and each sector
will represent a different level of risk and effort. One sector will be high risk
and difficult to solve/long time to solve, another will be high risk but easy to
solve/short time to solve, the third will be low risk and difficult to solve/long
time to solve and the last is low risk and easy to solve/short time to solve.
Each player will use some form of tokens, to place on the board, and after each
discussion or round, will move their tokens to represent their opinions on the
feature that is discussed. When all players are in agreement with tokens in the
same section of the grid, the team has reached consensus and can move on.

5 Discussion and Conclusion

Threat Poker is a card-based method to help development teams focus on secu-
rity and privacy by design which is becoming a standard requirement for software
development, as e.g. required by law in the EU due to GDPR. Threat Poker helps
guide developers into considering security and privacy threats and vulnerabilities
during the entire development process and also in producing documentations for
privacy and security audit.

Using Threat Poker helps estimating the severity of security risks and/or
privacy risks identified during software development, as well as estimating the
effort to solve those risks. This can be seen as an important element of privacy-
by-design and security-by-design which are now required for the development of
computer software.
We had student teams in a software engineering course at the University of Oslo play an adapted version of Threat Poker. Our results show that even though the students shared a lot of the same general knowledge, and none of them were security experts, Threat Poker helped articulate thoughts and opinions about possible threats to the system. During the session in which Threat Poker was played and practiced, all the participants took part in the discussion, asking questions, sharing knowledge, trying to think what could go wrong with the user story in case of an attack, how this could be exploited and how best to protect against the threat scenario.

The general feedback from all the student teams was that Threat Poker is a useful technique, and helpful to generate a discussion about security that should be a mandatory part of the development process. Using Threat Poker forced the teams to consider different threat scenarios and how to deal with them. We believe that the simplified version of Threat Poker described in this paper, a threat and its solution are discussed and evaluated in the same round, is better than the original version of Threat Poker where threats and solutions were discussed in separate rounds.

Future research should investigate how Threat Poker encourages and supports teams to solve security threats, compared to other games that exist such as the Security Requirements Education Game [7], [d0x3d!][6] and Control-Alt-Hack [5]. Furthermore, since we have only tested Threat Poker on students, future research should investigate how agile software development projects in companies would benefit from Threat Poker, and in what way the developed software becomes more secure as a result of playing the game.
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