Context-based navigation for ground mobile robot in semi-structured indoor environment
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Abstract—There is a growing demand for mobile robots to operate in more variable environments, where guaranteeing safe robot navigation is a priority, in addition to time performance. To achieve this, current solutions for local planning use a specific configuration tuned to the characteristics of the application environment. In this paper, we present an approach for developing quality models that can be used by a self-adaptation framework to adapt the local planner configuration at run-time based on the perceived environment. We contribute a definition of safety model that predicts the safety of a navigation configuration given the perceived environment. Experiments have been performed in a realistic navigation scenario for a retail application to validate the obtained models and demonstrate their integration in a self-adaptation framework.

Index Terms—Autonomous Robot Navigation, Software Architecture for Robotic Systems, Self-Adaptive Systems, Motion and Path Planning, Component-based engineering

I. INTRODUCTION

Mobile robots are used in many industrial applications to increment productivity (e.g. in warehouses, factories). However, there is a growing demand for mobile robots to operate in complex environments with increasing environment variability. Retail stores are environments which are semi-structured—obstacles such as boxes, crates and other obstacles can appear in new places that are unknown apriori to the robot. The area where the robot navigates is shared with people, which makes navigation extremely challenging since the movement of humans can be highly unpredictable. In this context, ensuring safety of the humans and the robot itself is a priority, in addition to the required performance of the robot navigation to improve general productivity.

In general, the quality with which a robot performs its mission is multi-dimensional and can be defined through different aspects or quality attributes of the robot system, including safety, performance, reliability and robustness [1]. Some of these quality attributes conflict with each other and a trade-off is necessary. (e.g. safety and performance).

In relation to safety, the key component of robot navigation architectures is the local path planner that is responsible for obstacle avoidance [2]. Different planning algorithms have been proposed to address dynamic and partially known environments, which typically require to be optimized for a specific scenario and environment type [3], and achieve different levels of performance and safety. There is no algorithm configuration optimal for every environment. Hence, navigation in environments whose characteristics vary during the robot operation is still an open research issue [2]. Different robot configurations might favor certain quality attributes, so choosing an "optimal" configuration for a specific situation requires that the trade-off between the quality aspects is explored [4]. The choice of which configuration of a local planner is deployed is done by an engineer at design-time. However, if the environment varies during operation then the deployed configuration needs to change. The demand for a higher autonomy in robotic systems requires that robots are able to make a decision and switch between available alternative configurations —acting as a self-adaptive system. Self-adaptive systems are systems that are able to change their configurations during mission execution depending on the context where they operate [4].

In this paper, we define navigation quality of a mobile robot operating in diverse environments in terms of safety and performance. We present an approach for building quality models that can: (i) identify when the robot should change configuration; (ii) decide which configuration is optimal for a specific environment. We apply our constructed models to a self-adaptation solution in a retail navigation scenario and compare it to a baseline system in terms of performance and safety.

We make the following contributions:
- Definition of metrics for safety and performance in robot navigation scenarios.
- Definition of narrowness and obstacle density metrics to characterize the robot environment.
- A method to build quality models that correlate safety with the environment metrics.
- Application of the quality model in a self-adaptation framework to adapt the local planner configuration based on the environment at runtime.

The rest of the paper is organized as follows. Related work is examined in Section II. Section III describes the main contribution of our approach. Section IV defines the metrics for safety and performance and the environmental metrics that influence them in robot navigation scenarios. Section V presents the constructed safety model which predicts the quality of a configuration based on environmental metrics. Section VI presents the experiments that analyze the usefulness of quality models for a robotics self-adaptation framework. Finally, Section VII concludes the paper.
II. RELATED WORK

At present, solutions for local planning use a specific parametrization of the algorithm tuned to the characteristics of the application environment. [5] compared three of the most used local planning algorithms: Smooth Nearest-Diagram (SND), Dynamic Window Approach (DWA), and Vector Field Histogram (plus) (VFH+). The results showed that SND is better than the DWA for narrow environments, while DWA and the VFH+ method outperform SND in wide environments. In another study, [6] showed that Timed Elastic Bands (TEB) performs better than DWA in an environment with narrow corridors.

Different metrics for robot navigation quality have been evaluated in the literature in relation to safety and performance, such as mean distance between robot and obstacles, distance covered by the robot, time to completion, and smoothness of the trajectory [7]. Many of these metrics are available only after mission completion. Here, we define safety and performance metrics that can be computed at run-time.

In terms of self-adaptation in robotics, most works [8], [9], focus on frameworks that define rules for adaptation of generic robotic solutions. In this work, we develop machine learning models using preexisting local planner configurations. Our research enriches the knowledge of adaptation frameworks to make more informed decisions.

III. CONTEXT-BASED NAVIGATION

We present an approach based on a self-adaptation framework that adapts the local planner configuration at run-time based on the specificity of the perceived environment. To implement the self-adaptation capability, we use the MROS model-based framework [10] that adapts robot control architectures to satisfy set of quality requirements. We choose MROS because it is a model-based solution that integrates easily in a typical ROS development workflow and promotes reusability. To decide for an adaptation, MROS uses the (functional) knowledge of the robot system configurations together with the perceived quality levels of the current configuration. This research aims to enrich the knowledge base of the MROS framework with additional source of information about the environment where the robot is performing the mission. We created a link between the different environments and the perceived robot safety level through a machine learning model.

We contribute two novel elements that enable runtime adaptation to changes in the environment:

1) Characterization of the navigation application model, in terms of metrics for safety and performance, the characteristics of the mission environment that have the most influence in these quality attributes, and the model of the navigation architecture.

2) Navigation quality model based on environment metrics using machine learning for each configuration.

In this work, we constructed a safety model for local planner configurations. Simulations in different environments are conducted and data is collected by measuring the navigation quality levels and the environment characteristics each time-step. Different train and test data-sets are constructed to train and cross-validate the obtained quality models.

A. MROS Framework

MROS implements a MAPE-K loop using a runtime model conforming to the TOMASys meta-model serving as a knowledge base (KB) [10]. Here, we summarize the main phases in the MROS MAPE-K loop.

Monitor. Two monitoring processes track the status of active ROS nodes and the degree of fulfillment of non-functional requirements using quality attributes as a proxy. The goal is to: (i) identify erroneous node behavior; and (ii) observe violation of system constraints (i.e. level of quality attributes). The monitors operate at a fixed frequency and produce diagnostics using the standard ROS diagnostic mechanism. ROS node monitors publish a diagnostic error message in case a functional error is detected. Quality attribute monitors are implemented by a separate observer per each quality attribute. Developers need to implement the logic in the observers to obtain the quality attribute level from the given signals.

Analyze. The system diagnostic data produced in the Monitor phase is used to infer the status of the functional architecture of the system. Any new facts, for instance a new component status when a node has reported a fatal error, or a change in the level of a quality attribute, are asserted in the TOMASys model (KB). Then, ontological reasoning and application-independent rules (declared in SWRL [10]) are applied to the model to infer the current status of the functional architecture.

Plan. If the meta-controller discovers that any objectives are violated, an architectural adaptation is proposed by searching for alternative function designs in the TOMASys model (KB). If several available designs meet the required quality attribute levels, the one maximizing an application-specific utility function is selected.

Execute. Enforce the adaptation selected in the Plan phase.

IV. NAVIGATION APPLICATION MODEL

In this section, we discuss the model developed to characterize a navigation application in terms of the navigation quality and the relevant characteristics of the mission environment. We define navigation quality as a two-dimensional concept of performance and safety. We develop two metrics:

1) Safety metric: We represent safety through the concept of a safety margin around a mobile robot [11]. The safety level during mission execution is determined by the distance to obstacles: obstacles far from the robot do not influence safety. The size of the safety margin is determined using the concept of braking distance, which is dependent on the current forward velocity of the robot and the maximum deceleration as noted in (1).

\[ d_{brake} = \frac{v^2}{2a_{max}} \]  

(1)
where \( a_{\text{max}} \) is a constant, defined by the robot’s limits—taking into account robot’s width and length. Since the braking distance depends on the robot velocity, the safety margin is also velocity dependent. We define safety as an indicator of the collision risk the robot perceives and we calculate it at runtime as follows:

\[
\text{Safety} = \begin{cases} 
1 & \text{if } d_{\text{obs}} \geq d_{\text{brake}} \\
\frac{d_{\text{obs}}}{d_{\text{brake}}} & \text{if } d_{\text{obs}} < d_{\text{brake}}
\end{cases} \quad (2)
\]

where \( d_{\text{obs}} \) is the distance to the nearest obstacle. (2) states that when there are no obstacles inside the safety margin, safety is 1. When the robot hits an obstacle safety is equal to 0. The robot safety level scales linearly based on the distance to the closest obstacle.

2) **Performance metric:** We define a performance metric based on the time to completion and the deviation from the global path from [12]. This metric uses two seconds of the actual path, and compares it to the time to completion of a reference path. By using information from two past seconds and not the complete run, the performance level can be evaluated at run-time (after two seconds). We choose a time segment of 2 seconds because the performance measurements for less than 2 seconds did not provide enough information for a good variability in the signal. The time to completion of the reference path is calculated using the path length and the maximum allowed speed for the robot as shown in (3).

\[
t_{\text{ref}} = \frac{d_{\text{ref}}}{v_{\text{max}}} \quad (3)
\]

Finally, we define a performance metric as the ratio between the time to completion of the actual path and the reference path:

\[
P = \frac{t_{\text{ref}}}{t_{\text{act}}} \quad (4)
\]

where \( t_{\text{act}} \) is a constant at \( t_{\text{act}} = 2s \). To obtain the reference path, the last two seconds of the actual path of the robot is projected on its global path (See Figure 1).

### A. Environment Metrics

Given a certain local planner configuration to operate in different environments result in different levels of safety and performance. To reason about safety and performance, the robot needs to be able to identify the environment where it performs its mission. We define two relevant environment metrics: **Obstacle Density** and **Narrowness**. We consider that these two environment characteristics can be valuable information to define navigation quality due to the fact that: (i) they have been previously discussed in one form or another in an experimental setup for a navigation of a mobile robot; and (ii) they can be measured using information from the robots’ sensors.

1) **Narrowness:** The concept of narrowness is inspired by the work of [5]. In this study, the authors state that DWA shows good results when the environment is wider than twice the diameter of the robot. This indicates that the free space distance, which is the distance to the closest obstacle, on both sides of the robot \((d_{\text{obs\_left}}, d_{\text{obs\_right}})\) is extremely relevant for the navigation quality of the local planner. We define **narrowness** as a metric that indicates how many robot widths fit in the width of the current environment as shown in (5).

\[
N = \frac{d_{\text{obs\_left}} + d_{\text{obs\_right}}}{r_{\text{width}}} \quad (5)
\]

where \( d_{\text{obs}} = \min(\text{range\_max}, d_{\text{obs}}) \). The environment width is measured from the center of the robot, in the direction perpendicular to the direction of travel. The free space distance, is determined using the lidar data (see Figure 1). For engineers to be able to use this metric for any mobile robot, regardless its size, the final value is obtained by dividing it to the width of the robot \( (r_{\text{width}}) \). A maximum range of the visibility space is considered since obstacles far away from the robot do not influence safety and performance. We explored different variations of the maximum range starting from 1m to 4m. We concluded that narrowness with max range of 1m has the highest correlation with safety, and is therefore the best window to use when building a safety model. The correlation between narrowness and performance was inconclusive.

2) **Obstacle density:** Information about the amount of obstacles around the robot have been used as parameters in experimental studies of a mobile robot in a navigation scenario by [10]. While the number of obstacles is a relevant parameter, it does not convey information about the placement of these obstacles in the surrounding of the robot. Hence, we define **Obstacle Density (OD)** as a metric that indicates the ratio of the occupied area in a local window around the robot:

\[
\text{OD} = \frac{\text{Occupied area}}{\text{Total area}} \quad (6)
\]

As robots are moving in particular direction, we hypothesize that the obstacles that have still not been encountered by the robot in the direction of moving are more relevant for the navigation quality than the obstacles to which the robot have come across in the past. We consider two types of windows: (i) window centered around the robot, and (ii) window where the center is shifted to the front of the robot such that the window’s rear side intersects with the robot’s center (see Figure 1).
In ROS navigation, the information about the occupied area is taken from the local costmap. The default size for the local costmap in ROS is 5m x 5m. To evaluate which size of the local window has the most influence on safety and performance we explored sizes equal or smaller than the default: 4mx4m, 3mx3m, 2mx2m, 1mx1m. The results showed that the correlation between safety and a small window is higher i.e. using a window of 1x1m is more advantageous when building a safety model. The correlation between obstacle density and performance was inconclusive.

V. BUILDING QUALITY MODELS

The robot should be able to estimate the quality with which a local planner configuration will navigate in a certain environment. Here, we present an approach to develop a safety model which predicts the safety quality of a configuration based on environmental metrics. It is important to note that because the correlation between the environment metric and the performance were inconclusive we did not develop a performance predictive model. Instead, the performance for each configuration is obtained through the time to completion on a set of mission runs. These values are normalized and considered for reasoning on the metacomacontrol level.

A. Navigation architecture model

For the navigation architecture we chose two of the most popular local planners in the ROS Navigation Stack: Dynamic Window Approach (DWA) and the Timed Elastic Bands (TEB). These methods were chosen due to the fact that earlier studies [5] [6] show that they show different performance in narrow, wide, and cluttered environments. We analysed the parameters of DWA and TEB and how they might influence the quality metrics. Based on the initial tests we selected 3 configuration parameters per local planner. We chose the maximum speed, the sim_time and the scaling_speed for the DWA. We selected the maximum speed, the inflation_radius and the weight_obstacle for the TEB. We defined 16 different configurations: 8 per local planner.

B. Quality model construction

We trained a separate safety model for each selected configuration. We use Linear Regression to train a safety model, because it is suited for a low number of features and a single output. We use narrowness and obstacle density as input variables, while the output is the runtime safety level. To build the models we collected data from different set of environments, using a floorplan of a retailer in Western Europe. We generated variations of environments for a simple context (obstacle density and narrowness) on the current environment, and therefore makes a more informed consideration of which configurations will violate the safety constraint in the current environment.

The models were tested on a mission where the robot moves from the beginning of a corridor to the end of the corridor with obstacles at random locations inside the corridor. We generated 5 environment instances for each environment type (4 different environment types), resulting in twenty different data-sets. The twenty data-sets are split in training data (16 data-sets) and test data (4 sets). The model for each configuration is trained five times, and the model with the highest score on its test set is selected. Each single run generated 300+ datapoints. For the training of a model of a single configuration we used four of the datasets, resulting in 4.8k+ data points for training (a training set contains 16 runs in total). The models were scored on the test sets using the coefficient of determination and the mean squared error. We performed validation runs in the retail store shown in Figure 2. Here, the robot does not drive only through a simple corridor, but in the whole supermarket.

In the store, the average coefficient of determination for all quality models is 0.85 (min=0.74, max=0.92), and the average mean squared error is 0.0071 (min=0.0045, max=0.0114). The results show strong correlation between the environment metrics and the safety level, indicating that the developed safety models can be used for reasoning at runtime.

VI. EXPERIMENTS

A. Experimental Setup

We analyze the usefulness of quality models for a robotics self-adaptation framework with respect to the improvement in the overall navigation quality. We compared 4 different systems: (i) MROS_qm is a setup of a robotic system that uses the metacomacontrol framework combined with the obtained quality models; (ii) MROS is a robotic system that uses a metacomacontrol framework without quality models; (iii) S0 is a setup that uses the "safest" configuration; (iv) S1 is a setup that uses the "fastest" configuration.

To monitor the context and runtime execution, we created 4 MROS observers: 2 observers to monitor the quality attributes (safety and performance) and two to monitor the environmental context (obstacle density and narrowness) on the current configuration.

The experiments were run on a navigation mission. We specified 3 mission types that differ in their obstacle density and the clutterness of Area1 and Area2 (Figure 2). We measured the following dependent variables: (i) time to completion (performance); (ii) average safety level over a complete run; (iii) time under a safety threshold (the threshold corresponds to a safety constraint with a value of 0.6).

Replication package. A replication package of this work is publicly available to interested researchers. The replication package consists of two parts: (i) scripts to train the models and (ii) scripts to run the experiments and the raw data obtained from the experiments. The floorplan of the store is not provided because it is a proprietary confidential information.

B. Experimental Results and Discussion

Figure 3a presents the average safety levels for all systems. The results indicate that MROS_qm has highest average safety level for every mission. It is interesting to note that MROS_qm outperforms both: MROS and S0 - the system with the safest average configuration. In MROS_qm, the reasoner knows which configurations will violate the safety constraint in the current environment, and therefore makes a more informed

1 https://github.com/JWijkhuizen/model_training
decision for adaptation. MROS cannot predict which configuration will violate the safety constraint and selects the next best available configuration based on average safety and performance levels.

Figure 3b shows the time that a system violates the safety constraint. The results indicate that MROSqm outperforms the other systems in all 3 missions (labeled 1, 2 and 3). As expected S1 shows the worst results: the time it violates the safety constraint is 2.5 - 3 times more than MROSqm.

Figure 3c shows the time a system completes a mission. MROSqm shows lower performance than MROS in two of the three missions since more often it favors a safer configuration rather than a faster one. However, it is interesting to note that MROSqm completes the mission faster than MROS for Mission 1 and outperforms S0 for all missions. As expected, S1 performs the mission the fastest.

VII. CONCLUSION

The aim of this research is to establish methods for creating an advanced reasoning knowledge base for self-adaptive robot systems. In this work, we propose a method to build safety quality model to be used in a self-adaptation framework.

Our future work is in the following directions: (i) extend the definition of navigation quality through other quality attributes; (ii) expand the scope of machine learning methods used to develop quality models; and (iii) apply the constructed quality models in a proactive self-adaptation framework that performs adaptation before the system constraints are violated.
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