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Abstract: Mathematical calculation over ciphertext during homomorphic encryption makes result of the calculation in a form of ciphertext. Obtained result can be decrypted with an appropriate key for further usage. In the era of cloud computing, this feature can be used to solve problems of storing and processing sensitive data in the cloud. Also, use of homomorphic encryption keeps both, data and results of processing, highly secured at the same time. Considering the overwhelming presence of computers with limited resources, the presence of the Internet and the ultimate practical need for use of cloud and its resources, in this paper we explored and presented the characteristics of a practical use of partial homomorphic encryption and its processing of ciphertext in the cloud on computer system with limited resources.
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1 INTRODUCTION

Cloud computing is defined as a type of computing that relies on sharing computing resources rather than having local servers or personal devices. It provides users and enterprises with various capabilities to store and process their data in third-party data centres. Therefore, cloud computing has numerous advantages like almost unlimited processor power and storage capacity, relatively easy process of backup and restore of data, automatic software integration, quick deployment to cost efficient, and fine control of needed resource [1-3].

It can be said that cloud computing is everything one enterprise needs for successful IT support. However, there are some risks involved in cloud computing [4, 5]. One of the major risk issues is cloud computing security followed by application readiness and cost.

Cloud computing security is a complex combination of computer security, network security and more broadly information security [6, 7]. Cloud security includes a broad set of technologies, applied policies and many controls deployed to protect data, applications and the associated infrastructure of cloud computing.

Because of such complexity of cloud technology, there are many security risks involved in it.

Cloud computing brings some specific security vulnerability vectors like virtual machine level attacks, cloud provider vulnerabilities, phishing of cloud provider, expanded network attack surface threat, authentication and authorization in a cloud, forensic in a cloud, etc. Also, there is a third party control where security risks originate due to diligence, audit ability, contractual obligations, cloud provider espionage, data lock-in, transitive nature of process etc. When a third party holds the data, there is also a potential lack of control over it. Furthermore, the legal implication of data and applications being held by a third party are complex and sometimes not well understood.

There are numerous techniques and technologies, which can be used to solve the security risks listed above. One of the most trustworthy techniques for cloud data security is encryption. Encryption is a process of encoding messages or information in such a way that only authorized parties can read them, but it comes with one major problem - loss of computation over data. This issue can be avoided by using homomorphic encryption.

The security of ciphertext stored on the cloud directly depends on applied crypto algorithm. Homomorphic cryptosystem allows calculations over its ciphertext which, as a result, have a new ciphertext that can be decrypted with a proper private key. If this property is used in cloud computing, it can solve some of security issues. This is the main reason why academic society is interested in a usage of homomorphic cryptosystems in the cloud [8-11].

Unfortunately, at this moment, there is no homomorphic scheme which can be practically applied. On the other hand, there is cryptographic scheme which can solve some of full homomorphic issues but with certain limitations. They are called partially homomorphic scheme and they can implement some of the computations over ciphertext.

Nowadays, we are surrounded by small computer systems which are connected to the Internet. These small computer systems can be found in our pockets (smartphones), cars (GPS), on our hands (fitness trackers, smart watches), home appliances and etc. Although these small computer systems have limited resources, if we used them as a terminal or tiny client powered by cloud computing, they can be a lot of help to us in everyday activity.

The goal of our work is to investigate if it is possible to use such a tiny client in a partially homomorphic scheme.

In our work, we have explored property of a partially homomorphic scheme (Section 2) and have done practical implementation of it on the computer systems with limited resources (Section 3). We have also applied it to one experimental problem and have come up with usable solutions.

We have found that it is possible to do encrypting and decrypting of a reasonable amount of data on a computer system with limited resources and, by the help of cloud, do some calculation over that ciphertext for some management needs in solving practical problems (Section 4).

2 HOMOMORPHIC ENCRYPTION

Homomorphic encryption [12, 13] is a special type of encryption scheme, which allows specific types of
computations to be carried out on a ciphertext. As a result the computations on the ciphertext obtain a ciphertext which is the result of those operations performed on the plaintext.

In the literature, we can find a difference between fully encryption scheme where additively and multiplicatively homomorphic scheme is possible [14, 15] and a partially homomorphic scheme which is either additively or multiplicatively homomorphic, not both, such as Unpadded RSA, ElGamal, Paillier or Goldwasser-Micali [16-19] schemes.

The additive homomorphic property of a homomorphic cryptosystem can be mathematically shown as an Eq. (1).

\[ Enc(a) \times Enc(b) = Enc(a + b) \]  

(1)

where \( a \) and \( b \) are two plaintext message blocks, and \( Enc \) is an encryption function that takes a plaintext message block with an encryption key and returns the ciphertext block.

In the above Eq. (1), \( \times \) operates on the plaintext is the \( \times \) operates on the ciphertext. An example of such an encryption scheme is the Paillier crypto system. On the other hand, ElGamal encryption scheme is an example of multiplicative homomorphic which can be shown in Eq. (2).

\[ Enc(a) \times Enc(b) = Enc(a \times b) \]  

(2)

where \( a, b, Enc \) and \( \times \) share the same meanings with the formula above, and operation \( \times \) is multiple operation on the plaintext.

3 PROBLEM DESCRIPTION AND TESTING ENVIRONMENT

Suppose that we have some system, biological or technical, and we do some measurements over it. Sometimes the obtained measurements can be very sensitive information (it can be patient health status, some vital parameters of the system, system reading etc.). Usually, these readings must be safely stored and available for some future usage. The cloud is generally a very reasonable place for storing such data when you have a tiny client. Of course, it is desirable that, besides data storage, you can do some computation on the data.

Probably the safest way to store data is to encrypt them before sending to the cloud. In that case, the data will be safe against a malicious attacker or curious provider and possible intruder. If we choose to use some of the homomorphic encryptions than we can do some computation on a data store on the cloud and get some results in a very safe way.

3.1 System Description

Fig. 1 shows a brief outline of our system. The system has sensors which read some status of an object. Our tiny client reads data from sensors and does some preparation of them by interpreting them in the form appropriate for storing. Using a private key and a crypto algorithm, the tiny client does encryption of those data and sends them over Internet or private network to Cloud provider 1 (CP1) as ciphertext. There is an appropriate application on the CP1 which stores those data in some database together with some metadata which is in the form of open text.

![Figure 1 Basic outline of system](Image)

Data are stored on the CP1 and are safe according to the security of cryptosystem in use.

Very often, there is a need to correct some of a system’s parameters according to its state, read data and desirable condition. Therefore, we needed to do some calculation over stored data to get some input parameters for system correction.

We let Cloud provider 2 (CP2) do some correction on the system. To do that CP2 needs correction data which is supplied by CP1. CP1 can do some periodically homomorphic calculation on the data and sends the result of correction function as a ciphertext to CP2. CP2 has a private key and it decrypts the result of correction function. Based on that result, CP2 has some influence on the system.

Because of that, CP2 is in a special relation with CP1. These two must be the true opponents and without any trust in each other. This must be reached because CP2 cannot decrypt result without knowledge of the private key.

Based on this concept, we established an environment for testing. We supposed that our system is a smart house with some sensors (open/close door, window, temperature measurement, movement detection etc.). As an end-user device, we used Raspberry Pi [20]. The Raspberry Pi is a low cost, credit-card sized computer that has the ability to interact with the outside world, and has been used in a wide array of digital maker projects, from music machines and parent detectors to weather stations and tweeting birdhouses with infra-red cameras. Of course, it has a very reasonable price.

We used the Raspberry Pi together with Ubuntu Linux and implemented an additive version of a partially homomorphic cryptosystem. We chose it because of nature of our calculation over data, which is in our case addition.

3.2 Paillier Cryptosystem and Implementation of Testing Environment

Paillier cryptosystem is an additive version of a partially homomorphic cryptosystem. If \( E_{a} \) is encryption function with public key \( pk \) given by \( (N, g) \) and \( D_{a} \) is decryption function with secret key \( sk \) given by a trapdoor function \( \lambda \) (that is, the knowledge of the factors of \( N \), \( N \) is
the RSA modulus of bit length $K$ and generator $g \in \mathbb{Z}_N^*$, then for any given $a, b \in \mathbb{Z}_N$, the Paillier encryption scheme exhibits the following properties [21]:

- Homomorphic Addition Eq. (3):
  \[ D_{sk} \left( E_{pk} \left( a + b \right) \right) = D_{sk} \left( E_{pk} \left( a \right) \ast E_{pk} \left( b \right) \mod N^2 \right), \quad (3) \]

- Homomorphic Multiplication Eq. (4):
  \[ D_{sk} \left( E_{pk} \left( a \ast b \right) \right) = D_{sk} \left( E_{pk} \left( a \right) \ast b \mod N^2 \right), \quad (4) \]

- Semantic Security - The encryption scheme is semantically secure [22, 23] which means that in a given set of ciphertexts, an adversary cannot deduce any additional information regarding the corresponding plaintexts.

There are many extensions to the Paillier cryptosystem that have been proposed in the literature [24, 25, 26]. We used libpaillier by SRI International as a starting point. This library implemented the original Paillier cryptosystem. For mathematical calculation it uses the well-known GNU Multiple Precision Arithmetic Library which is well integrated into Linux OS. Paillier library and operating systems on Raspberry Pi, CP1 and CP2 we used, are under GPL and are publicly accessible.

For test purpose, we developed an application for Raspberry Pi, CP1 and CP2. On the Raspberry Pi, we had an application which periodically read memory state of sensors, processed data and did encryption.

In the case of Paillier cryptosystem, we needed a private key in order to do encryption. We used a smart card as a vault for storing keys.

Also we implemented a virtual file system on the Raspberry Pi that communicates with a smart card [27]. The smart card is accessible over smart card reader connected to Raspberry Pi’s USB port. When the virtual file system is activated, it brings the file with private keys to the operating system.

We secured access to the smart card which brings private keys with the help of a PIN code. So, a user must enter a valid PIN code to activate virtual file system. With this method, private keys are present only in the random access memory and are never stored on Raspberry Pi. We also implemented a blocking mechanism to block smart card after three failed attempts of entering wrong PIN number.

As a result of Raspberry Pi calculation over sensors data, we got ciphertext. That ciphertext has been sent to CP1 together with some metadata like date, time and house ID which are not crypt.

In our case, CP1 is a laptop computer with more powerful resource than Raspberry Pi. We connected CP1 with Raspberry Pi over a 100Mb local network.

On CP1, the ciphertext is stored in MySQL database together with metadata. Those records are stored in the cloud and are available to end user for later analysis.

Also, those data use CP1 application for some homomorphic calculation. As an example, we implemented a simple state function given as Eq. (5):

\[ F(t) = \sum_{i=1}^{n} SS(i, t), \quad (5) \]

where $n$ is a number of sensors and $SS$ is their states implying that 0 value is a regular state of a sensor and some other value means some “action demand measurement”.

This function is implemented in software on CP1 and, with some period or by CP2 call, it does homomorphic addition over ciphertext and sends the result to CP2. In order to do homomorphic addition, CP1 must have a public key and that key is stored in the same way as we stored it on Raspberry Pi, on the smart card accessible through virtual file system.

CP2 is in our case a laptop used by supervision center in order to detect if there is a problem in some house with respect to houseID, so some action can be done. Software on CP2 does a decryption of state result function and presents it. Also, it can be some automotive system with an influence on our system.

CP2 must have a private key to decrypt result which is in the form of ciphertext. We also implemented virtual file system on the CP2 software and put a private key on the smart card, so that only CP2 operator knows PIN code as it was a case with CP1.

However, regardless of securing a private and a public key with PIN code and storing them on a smart card which is only accessible over authentic Java Card applet which is secret, there is still possibility that if CP1 and CP2 cooperate they can steal keys, so CP1 and CP2 must be real not trusted opponents. If somehow CP1 gets a private key, it can decrypt our data stored on its server, or if CP2 gets access to the database hosted on CP1 server, our data are in threat.

4 RESULTS

Our main question is what characteristics such a system has. First, we measured performance of Raspberry Pi and CP1 during the key generating stage. We showed statistic values obtained from series of measurements in Fig. 2. Each point in the figure is a mean value of ten measurements and we did that for all measurements shown in this work.
length and finished measurements with a key of 8192-bit length. We could see that key generation on the medium laptop we used as CP1 is about 10 times faster than on Raspberry Pi.

The interesting fact is that for the key length of 4096 bits and more Raspberry Pi needs too much time which is not acceptable for a practical application.

Furthermore, we measured how much time is necessary for the crypting operation on the Raspberry Pi. We measured that time for different length of keys and for different number of sensors.

Increase in number of sensors results in a linear increase of the time necessary for crypting as it can be seen in Fig. 3.

![Figure 3 Necessary time for crypting operation versus key length on Raspberry Pi](image)

Also, it can be seen that there is a limitation which originates from characteristics obtained from this measurement.

You can see that for the key length of 4096 bits and more Raspberry Pi needs much more time for crypting two or more data from sensors than it is acceptable for a practical application.

This limitation implies that it is impractical to have keys longer than 2048 bits if we need more than three sensors and we use a computer system with limited resources.

In other words, if our supervisor system must have at least one-minute response from the system, we need to have a smaller key length or less number of sensors to do crypting successfully.

![Figure 4 Necessary time for mathematical operation over crypt data on cloud](image)

Fig. 4 shows the necessary time CP1 needs to do homomorphic calculation over stored data which are in the form of ciphertext in dependence of a number of sensors.

As you can see, there is a certain amount of time needed for homomorphic calculation and that amount directly depends on the number of calculations.

In our case, you can see that for longer keys, especially for keys of 4096 or 8192 bits of length and for 10 sensors calculation can take few seconds. We talked about delay which can be critical if our system needs correction within intervals of few seconds.

According to our measurements, we can say that such a scheme can be applicable to the system which demands response of 0.1 seconds and upper.

As we can see, our implementation is vital for the shorter length of keys, but on the other side, it is slow for the longer length of keys. Also, we can say that it is almost unusable for key length above 4096 bits.

5 CONCLUSION

As you can see, regardless of a low computation power of Raspberry Pi (ours is B model with ARM 1176 processor on 700 MHz, 400 MHz SDRAM and price of US $25), it is possible to take measurements from sensors, prepare and crypt those data and send them to the cloud in the process of overseeing live system. These data are safe on the cloud because of crypting and it is possible to make some calculation on them because of the homomorphic feature of applied cryptosystem. These calculations can be used for system brief or as an input for some reaction needed to be applied to the system.

In our future work, we plan to implement Paillier cryptosystem on Android mobile phone and use some of the sensors which can be connected over Bluetooth and existing sensors on today’s mobile phones. We want to send data to the cloud and see if it is real to make a prototype of an m-health system with homomorphic properties and responses on both, patient and supervision level.
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