ABSTRACT
Communication is essential in software development, and even more in distributed settings. Communication activities need to be organized and coordinated to defend against the threat of productivity losses, increases in cognitive load, and stress among team members. With a plethora of communication channels that were identified by previous research in open-source projects, there is a need to explore organizational issues in how these communication channels are introduced, explained, and motivated for use among all project members. In this study, we wanted to understand which communication channels are used in GitHub projects and how they are presented to the GitHub project audience. We employed thematic analysis to analyze 151 artifacts in 90 GitHub projects. Our results revealed 32 unique communications channels that can be divided into nine different types. Projects mostly provide channels of different types, but for some types (e.g., chat) it is common to provide several channels. Maintainers are aware that channels have different properties and help the developers to decide which channel should be used in which case. However, this is not true for all projects, and often we have not found any explicit reasons why maintainers chose to provide one channel over another. Different channels can be used for different purposes and have different affordances, so maintainers have to decide wisely which channels they want to provide and make clear which channel should be used in which case. Otherwise, developers might feel overwhelmed of too many channels and information can get fragmented over multiple channels [31].
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1 INTRODUCTION
Several studies have shown that software developers spend most of their working days communicating [1, 16, 24]. A big part of communicating is choosing communication media [9]. Communicating to this extent can be even overwhelming for developers [34], leading to important messages getting lost [34] or even broken builds [8].

Additionally, there are other problems. Communication bits can be scattered over different communication channels [13, 29]. With this, software projects face a substantial loss of development speed [15, 16], to the point that communication failures are seen as the cause of productivity losses [17] or even project failures [2]. Furthermore, using several communication channels can be disruptive [30, 31] and developers have to face many obstacles when communicating like facing different cultures, trust issues, different time-zones or language problems [22].

In open-source software (OSS) projects, which are characterized by distributed environments, a good communication system is of particular importance. Team members have to coordinate work, discuss tasks, solve problems, make decisions, and manage their projects continuously, over different time zones [3].

In general, using communication channels is nothing new. Developers use many channels. Previously, mailing lists were very common [25]. Nowadays, other communication channels become more and more popular [20, 31], for example, Slack [21], issue trackers [14], Twitter [26] or Gitter [23].

One of the largest platforms for open-source software developments is GitHub. In 2021, there were over 200 million projects on GitHub and over 73 million developers.1 On GitHub, not only the maintainers of a project can contribute code, but also other developers can fork a project and then submit a pull request with their changes. Of course, all these developers must somehow communicate using communication channels. However, the official recommendations by GitHub about communication in a project only focuses on GitHub internal channels such as issues or GitHub Discussions2 and does not include any recommendations for other channels.

1https://github.com/
2https://docs.github.com/en/get-started/quickstart/communicating-on-github
We want to use thematic analysis as described by Braun and Clarke [4] and wanted to explore any other issue related to communication channels in large GitHub projects. Another challenge was that developers need to keep up with which technology they have to know which channel is the most important one at the moment. Developers have to be literate with the used channels and also have to face friction of channels, for example, that some channels do not offer mobile support or have annoying notifications. Between channels, there was also the problem of information fragmentation and the overwhelming quantity of shared information.

1.1 Problem Statement
There is a lack of knowledge on how communication channels are presented in large GitHub projects. With so many communication channels provided in GitHub projects, there is a need to explore how these communication channels are introduced, explained, and motivated in the project documentations. We need to know which types of communication channels are provided and how maintainers introduce them to the developers. For this, we decided to focus on large GitHub projects as defined in section 3.1. GitHub is not only used for developing software in a team, but also for hosting small projects with only one developer who does not communicate with anybody or even just as backup for any non-software-related data. As we want to examine communication channels, we therefore decided to only include large projects, assuming that they will include more communication channels than one-developer-projects.

Our results can then be used as a basis for further analyses exploring how GitHub users feel about the current setup and lead to better guidelines for GitHub maintainers regarding provided communication channels.

1.2 Research Objective
We want to use thematic analysis as described by Braun and Clarke [4] to explore which channels are provided in large GitHub projects and how they are presented. We want to see how the setup of communication channels looks like.

Following an inductive approach, we wanted to be as open-minded as possible. From another study [20], we already knew that projects provide a large variety of channels. Additionally, we wanted to explore any other issue related to communication channels in GitHub projects.

RQ 1: What types of communication channels do GitHub projects provide?
RQ 2: How are communication channels on GitHub presented to their intended audience?

2 RELATED STUDIES
Besides Storey et al., there are several other studies about how developers communicate in GitHub projects. Käfer et al. [20] analyzed communication channels in GitHub projects. They have shown that only half of the analyzed projects use externally visible communication channels. The most often provided channels were GitHub Issues, personal e-mail, Gitter, Twitter and mailing lists.

Tantisuwankul et al. [32] showed that contemporary GitHub projects tend to offer multiple communication channels. These channels are constantly changing, meaning that new channels get adopted, and other channels are not used anymore. However, they focused on the GitHub-internal communication channels like issues or wiki.

Constantino et al. have interviewed 12 GitHub developers about collaborative software development [6]. Regarding communication channels, they showed that "a more significant number of tools does not equate to better communication". Different channels can lead to failing to reach each developer or providing unsolicited information to non-interested parties.

Studies are analyzing communication in development teams who are, however, not using GitHub. We report on three of them. De Sá Leitão Júnior et al. [9] analyzed communication in distributed software development teams using Grounded Theory. One of the theoretical categories they found is choosing communication media, including adopting email, video calls, instant messaging software or issue tracking software.

Snyder and Lee-Partridge [27] analyzed communication channel choices in teams. They showed that participants tend to use face-to-face communication, telephone, or e-mail. Participants chose the used channel based on the information they wanted to share. Additionally, ease of use, reliability, and convenience played a big role in choosing a channel.

Josyula et al. [19] have identified nine information needs that developers have, e.g., clarifying requirements or understanding and resolving bugs. These needs can be fulfilled by using one of thirteen information sources. Some of these sources are communication channels including blogs and community forums, discussions with colleagues or social networking sites.

All three studies show that choosing a communication channel is a big part of communication in development teams in general. Our study will show if maintainers are aware that they can support developers in choosing the right channel by giving information about which channels are supported and which channel is useful in which situation.

Furthermore, Storey et al. [31] have provided six recommendations, based on the challenges that we mention in the introduction of the present paper, that maintainers should follow in their projects. We aim to compare our results to these recommendations in section 6.

3 METHODOLOGY
For this study, we performed a thematic analysis as described by Braun and Clarke [4]. "Thematic analysis is a method for identifying, analysing, and reporting patterns (themes) within data. It minimally organises and describes your data set in (rich) detail" [4]. It is a form of analysis within qualitative research. Other than Grounded Theory, it requires waiting until all data has been collected before coding begins and does not return to data collection once the coding has begun. As we have a fixed data set, thematic analysis was more suitable for us.
Thematic analysis can be performed in two ways – inductive and deductive. A deductive approach follows previous knowledge and answers a "quite specific research question" [4]. Using an inductive approach, on the other hand, allows for "coding the data without trying to fit it into a pre-existing coding frame, or the researcher’s analytic preconceptions" [4]. We did not have any deep insights or assumptions about how communication channels are presented in GitHub projects, except for some experiences as developers. Therefore, we decided to follow an inductive approach and tried to be as open as possible for anything communication-channel-related that we found in the GitHub projects.

We also decided to follow a semantic approach. "With a semantic approach, the themes are identified within the explicit or surface meanings of the data and the analyst is not looking for anything beyond what a participant has said or what has been written" [4]. We expected the data to be rather unemotional texts, so we saw no need for interpreting any underlying assumptions or ideologies, as would be the case with a latent approach.

We then followed the six phases as proposed by Braun and Clarke [4], namely "familiarising yourself with your data, generating initial codes, searching for themes, reviewing themes, defining and naming themes, and producing the report".

There is some work about thematic analysis in software engineering by Cruzes and Dybå [7]. However, they focus only on finding themes and patterns in primary studies as a way of systematic literature reviews and not on other types of data [7]. Therefore, we decided not to follow their proposed steps but to keep to the original six steps of thematic analysis as described by Braun and Clarke [4].

### 3.1 Definitions

During our study and in this paper, the following definitions are used:

**Communication Channel:**
A communication channel is "a system or method that is used for communicating with other people" [3]. In this study, communication channels can be uni- or bidirectional. They are used by maintainers, developers and users to communicate with each other.

**Maintainer:**
Maintainers are the GitHub users who have the right to merge pull requests of a GitHub project. This group includes every other GitHub role that has more rights in a project, for example, admin. Maintainers set up projects and provide communication channels for other maintainers, developers and users.

**Developer:**
Developers are GitHub users who actively contribute to a project by creating pull requests.

**End user:**
End users are every other person who somehow use the provided communication channels. End users use the software developed in a GitHub project but do not help develop it by adding code.

**Large project:**
Based on [10, 11, 33], large GitHub projects match the following criteria:
- > 24 commits
- ≥ 50 comments in total (issue and commit)
- > 5 participants
- > 2 commits in average / month
- > 5 months activity (commits)

We decided to exclude projects which are forks of other projects. In another study, we saw that there are fork projects which match the criteria for large projects, but don’t provide any communication channels as the main projects are responsible for this.

### 3.2 Data Collection

We used the GitHub Torrent database [4] to find large GitHub projects. We used the latest database dump from June 2019 and queried the database using SQL. From originally 1,486,232 projects we had 85,377 projects left matching our criteria for large projects. In thematic analysis, as described by Braun and Clarke, there are no hard criteria of how many artifacts should be coded to reach saturation. Instead, the sample should be large enough to get a "clear conceptualisation of what those themes represent, and how and why we treat them as significant" while being not too large to not miss the "nuance contained within the data" [5]. Given that analyzing all 85,377 projects would not be feasible, and given the absence of established criteria for a cut-off value, we opted to start with an arbitrary value of 100 randomly selected projects to code. If during our analysis we had had the impression that data is missing to distinguish the themes clearly, we could have easily added more projects. However, during our analysis, we came to the conclusion that our sample was big enough to define our themes, as we could clearly distinguish all themes before finishing coding the last projects.

Of these 100 projects, 21 were no longer available on GitHub or marked as shut down by the maintainers when we performed our coding in 2021, leaving 79 projects for our analysis. As the database dump was from 2019, the projects in our list might have changed during the last two years, potentially not fulfilling some criteria for large projects anymore. We could check on most of the criteria, with the only one left out being the > 2 commits in average / month. Given that our main analysis does not follow on the frequency of commits per month, we opted to relax this latter criterion and opted to enrich our dataset differently, as follows.

To enrich our dataset in terms of diversity, we looked for outlier projects, that is, projects with a large amount or only a few communication channels. For this, we used a tool which uses regular expressions to mine for communication channels in the README and wiki files of GitHub projects that was developed for a previous study [20]. We randomly selected 10,000 projects from our original dataset of large projects and analyzed them with this tool. We sorted the sampled 10,000 projects by amount of unique channels. Then, we selected one project with no mentioned communication channels plus the ten projects with the largest amount of unique communication channels. We added these selected projects to our dataset. We did not add any projects with only a few channels,
as we observed that they were already represented in our first 79 projects.
Our final dataset comprised 79 randomly selected projects plus the 11 projects with a large amount or only a few communication channels, with a total of 90 projects. Of each project, we analyzed artifacts consisting of the markdown files, the wiki, and the websites if they were referenced in the GitHub project. The relevant website contents were summarized into one file. All together, we coded 151 artifacts.

4 DATA CODING
The first author collected the data, performed the initial coding and developed the first themes. The other two co-authors discussed codes and the themes collectively and iteratively until the final codes and themes were defined. The first author drove the coding activities, while the other two co-authors suggested improvements, checked on snippets and codes, and provided directions to observe.

5 RESULTS
In the following, we will describe the themes we defined. In the figures, each theme has a blue background, sub-themes have a white background. We will give examples from our analyzed projects for most themes. Figure 1 shows an overview of the five themes that we defined. Each theme will be described in detail in the following subsections.

5.1 Themes
Every GitHub project we analyzed provided some sort of communication channel (provided channels). In 22 projects, they used only the by GitHub provided issue tracker and pull requests. In three projects, there was no README file or any other markdown file with additional information for developers or users. We summarized this as (project properties). Some project maintainers give reasons why a certain channel should be used (reasons for channel usage). Each channel has a set of properties (channel properties) and some channels need some explanations or fulfilled preconditions before they can be used (how to contribute).

5.2 Provided channels
Figure 2 shows every channel that was provided in at least one of the analyzed projects. Most projects used the GitHub-given communication channels like issue, pull request, wiki or pinging a maintainer directly on GitHub. Additionally, some projects used another ticket system like Jira. Some projects were active on social media channels like Twitter or Facebook. Other types of communication channels were mail-related, for example newsletters or simple mail addresses. In some projects, there were personal meetings, either in person (meetup) or via skype. Forums were used, for example stack overflow or Reddit. Last, many projects provided chat channels such as slack or IRC.

5.3 Channel Properties
Each channel has a set of properties, as can be seen in Figure 3. Some channels are maintainer approved, meaning that some channels were officially created by the maintainers whereas other channels are unofficial.

"For chat, consider trying the #general or #beginners channels of the unofficial community Discord, the #rust-usage channel of the official Rust Project Discord, or the #general stream in Zulip."

On the technical side, channels have different answer timeframes, meaning they can be asynchronous or synchronous.

"The chat room is available for less formal and real-time discussion."

"For asynchronous, consider the [rust] tag on StackOverflow, the /r/rust subreddit which has a pinned weekly easy questions post, or the Rust Discourse forum."

Some channels use labels, for example GitHub issues or Stack Overflow.

"Please ask usage and debugging questions on StackOverflow (use the "protractor" tag)."

Other channels provide the possibility to ping a user.

"Ping me @hectorrb in the IRC chatroom if you get stuck."

There are also different ways to access the channels. They can be off- or online, they can be in different languages, they can be accessed through a badge on GitHub, and they can be external, meaning not on GitHub.

5.4 Reasons for Channel Usage
Figure 4 shows the reasons why one would use a communication channel. In open-source projects, there are channels used to contribute fragments. Fragments can be improved documentation, new examples, translations, typo fixing, or code. Contributions can also be bug fixes or bug reports.

"Want to file a bug, contribute some code, or improve documentation?"

"Here’s some examples of things you might want to make a pull request for:
- New language translations
- New features
- Bugfixes
- Inefficient blocks of code"

Some channels can be used for progress tracking.

"We use the Mailing list / group for general discussion plus issues on GitHub for detailed project discussion and progress tracking."

Other channels should be used if you need to get help, seek information, want to connect with other developers or need customer support.

You can get help on our google group. Most support requests are answered very fast."

https://github.com/chocoteam/choco-solver/blob/master/README.md
https://github.com/juliemr/protractor/blob/master/README.md
https://github.com/OpenDirective/brian/blob/master/README.md
https://github.com/serde-rs/serde/blob/master/README.md
https://github.com/flyve-mdm/ios-inventory-agent/blob/develop/README.md
https://github.com/chocoteam/choco-solver/blob/master/README.md
“Questions are free to be asked about the internals of the codebase and about the project.” 10

“To chat with the community and the developers we offer a Slack chat.” 11

“Use our official support channel.” 12

One reason for a channel can be to get news. The news can also be videos.

“Blog - A Week of A-Frame collects the latest news, upcoming events, and cool projects that other people are working on. The A-Frame Blog is also where you’ll find announcements and community case studies.” 13

“News and videos: [list of YouTube videos]” 14

Another reason can be to give feedback or ideas to the maintainers. This can be done via comments or as feature requests.

“For any comments, ideas, suggestions, issues, simply open an issue.” 15

As many channels follow a code of conduct, some channels can be used to report rude behavior.

“Instances of abusive, harassing, or otherwise unacceptable behavior may be reported by opening an issue or contacting one or more of the project maintainers.” 16

Support can be shown via social media.

---

10https://github.com/laravelio/laravel.io/blob/main/CONTRIBUTING.md
11https://github.com/arangodb/arangodb/blob/devel/README.md
12https://github.com/flyve-mdm/ios-inventory-agent/blob/develop/CONTRIBUTING.md
13https://aframe.io
14https://developer.android.com/jetpack
15https://github.com/layoutBox/PinLayout/blob/master/README.md
16https://github.com/atomantic/dotfiles/blob/main/CODE_OF_CONDUCT.md
6 DISCUSSION

In the following, we will describe how our results answer our research questions. As Braun and Clarke describe, "thematic analysis has limited interpretative power beyond mere description if it is not used within an existing theoretical framework that anchors the analytic claims that are made" [4]. As described in the introduction, Storey et al. give six recommendations for maintainers that should be followed to prevent common challenges developers face. We want to use these recommendations as a framework around our results to better understand the consequences of how the channels are presented in GitHub projects.

5.5 How to Contribute

As Figure 5 shows, there are some preconditions one has to fulfill before using some communication channels.

"Development of this plugin is done on GitHub. Pull requests welcome. Please see issues reported there before going to the plugin forum." 19

Users should follow a code of conduct inside the channels.

"If any participant in this project has issues or takes exception with a contribution, they are obligated to provide constructive feedback and never resort to personal attacks, trolling, public or private harassment, insults, or other unprofessional conduct." 16

There are also some descriptions of how to use some channels, for example how to create an issue or how to use a mailing list.

"Before filing a feature request, check the documentation to ensure it is not already provided. Please provide the following information in an issue filed as a feature request:

What is the goal of the new feature?
If there is a current method of accomplishing this goal, describe the problems or shortcomings of that method and how the proposed feature would improve the situation." 16

"Please refer to the openSUSE Mailing Lists page to learn about our mailing list subscription and additional information." 20

5.6 Project Properties

Some projects have the property of not officially offering communication channels. This can be seen in Figure 6. These projects either have no README at all or do not mention any communication channels in their documents.

6.1 RQ 1: What Types of Communication Channels Do GitHub Projects Provide?

All of our analyzed projects used communication channels. However, in 22 projects, the maintainers have not provided any additional communication channels than the ones provided automatically by GitHub. Furthermore, in three projects, there was no README or other Markdown file with any information about communication channels. This leads to the conclusion that some maintainers either are not aware that additional communication channels might be useful, or they considered other channels and still think that issues and pull requests are enough channels for their project. In the other projects, however, the maintainers chose to provide additional channels to issues and pull requests.

In our theme provided channels (see Figure 2), we can see that GitHub projects offer a wide variety of channels. In the examined projects, 32 unique channels were provided, with nine being the most channels additional to GitHub channels in a single project.

These channels can be clustered into nine sub-themes or types. Channels of different types serve different needs. One-way channels can be used for "broadcasting" information from one author to a broader audience, whereas chat channels are used for "real-time conversation between two or more people over the internet or another computer network"21. A channel of one type usually cannot be replaced with a channel of another type without losing some of its specific features.

The channels of the same type offer similar functionality. For example, all mail-related channels use email as a main functionality, either in a kind of mailing-list or directly between two people. However, also channels of the same type cannot be easily interchanged most of the time. For instance, the affordances between channels of one type can differ a lot. Affordances are the conflicting strengths and weaknesses of a channel [31]. To name one, mailing lists are public to the subscribers, whereas single emails are private.

However, we have found three types of channel where the main functionality of the channels are very much alike, namely chat, forum and ticket system. For these three types, also the affordances are similar for each channel of a type. Chat channels, for example, are all synchronous, ephemeral and textual. Most chats are also public or have public sub-channels that everybody can access. Due to similar functionality, maintainers use other criteria to choose between channels. Maintainers seem to provide channels that are used by many users, and some also give a choice between two or more channels to match the personal taste of the developers.

"Sign up to the A-Frame Slack to hang out and join the discussion. The Slack is pretty active with currently over 7000 people! [...] There’s also an aframe channel on the Supermedium Discord if you prefer that." 22

However, in many projects, there is no explanation why more than one channel of the same type is provided.

"You can also chat with us via IRC in #flyve-mdm on freenode or @flyvemdm on Telegram." 8

For maintainers, with such a large variety of channels, it might be hard to decide which channels they want to offer. Storey et al.

---

17 https://github.com/manrajgrover/halo/blob/master/README.md
18 https://github.com/Kyohack/B2W2ger/blob/master/README.md
19 https://github.com/GoogleChromeLabs/pwa-wp/blob/develop/README.md
20 https://github.com/openSUSE/open-build-service/blob/master/README.md
21 https://www.dictionary.com/browse/chat
22 https://aframe.io/community/
recommend to “think lean when adopting new tools”. Otherwise, many developers have issues with channel overload. Also, using many channels might lead to distractions and interruptions and also lead to fragmentation of information inside one project [31]. In addition, developers might contribute to more than one GitHub project, which makes the number of channels that need to be used even higher.

We have seen that different types of channels serve different needs. Therefore, in a large project with many needs, there might be many channels. However, there are channels which fulfill the same need. Especially for forums, chats and issue tracker, maintainers should reconsider, if two or more channels of the same type are really necessary.

Nevertheless, maintainers should not be afraid to adopt new technologies. Storey et al. recommend to “stay abreast of the latest tools that may improve development productivity and team work”. New tools might aggregate communication from different tools in one channel, which can help with channel overload [31]. We can see that many newer communication channels are provided in GitHub projects, such as Slack or Discord. Moreover, we found many “classic” communication channels like mailing lists or forums. However, there are also projects using old channels like ICQ. Tantisuwankul et al. have shown that the used GitHub channels change and evolve over time [32]. It looks like this is the same for other communication channels as well. Maintainers are aware of recent tools and adapt them in their projects.

However, there are also maintainers keeping to old channels. In general, maintainers have to find the balance between keeping up to date with channels and not adopting too many channels.

With such a great variety of possible channels, even of one single type, we need to know which channels developers and maintainers like to most/least and why.

Independent of the type of channel, we can see that the channels named as most important in Storey’s study are also provided in our analyzed GitHub projects. We have found projects suggesting face-to-face meetings, Q&A sites (e.g., Stack Overflow), (micro)blogs, and chats among others. However, some channels named as important were not mentioned at all in our analyzed projects. The developers in the survey named books or rich content as important communication channels, which were not mentioned at all in our examined projects. However, the missing channels are channels that are not between maintainers and developers or among developers. They are channels created between a third party (the book author, for instance) and therefore cannot be expected to be mentioned in a GitHub project.

GitHub projects provide 32 unique channels of nine different types, whereby channels of different types serve different needs. However, there are projects with more than one channel fulfilling the same need. Therefore, maintainers have to consider which channels to provide and if more than one channel fulfilling the same need is really necessary.
6.2 RQ 2: How Are Communication Channels on GitHub Presented to Their Intended Audience?

In our analyzed projects, we can see that channels have different properties (see Figure 3). The properties are used in three different ways. The technical properties can ping a user and uses labels are actively used by the maintainers to ask developers to use a technical feature of a channel. The maintainers were aware of these properties, but we have not seen any hints that these features were a reason for choosing one channel over another channel without this feature.

In contrast, the two properties answer timeframe (synchronous vs asynchronous) and maintainer-approved were used to distinguish between two channels.

“For chat, consider trying the #general or #beginners channels of the unofficial community Discord [...]. For asynchronous, consider the [rust] tag on StackOverflow [...].” 5

According to Storey et al., developers need to recognize the tensions between conflicting affordances [31]. Therefore, they recommend to “be aware of channel affordances and choose tools accordingly”. The answer timeframe is such an affordance.

However, we did not find any written evidence that maintainers chose a channel because of a specific affordance. Also, in all examined projects, we found only one affordance described in the documents, whereas Storey et al. describe five other channel affordances, for example, private versus public, that are not explicitly mentioned in any of the analyzed projects. We expect maintainers to know the difference between synchronous and asynchronous channels [18, 31]. Therefore, it might be possible that maintainers were aware of the differences between synchronous and asynchronous without being aware of the concept of channel affordances in general. As future work, we want to know if maintainers are aware of channel affordances and how this influences their choice of provided channels.

The last set of properties (accessibility) was not explicitly mentioned by the maintainers, but influenced by them. Maintainers decide where they want to host a channel and in what language the communication should be. Maintainers are also responsible to update the documentation to remove offline channels or add badges for their channels.

This shows that maintainers do not only have to choose which channels they want to provide, depending on functionality and affordances. They also have to choose carefully what language a channel should be in and how and where it can be accessed. They have to maintain the channels and the respective documentation while they are used. During our analysis, we have seen some projects where maintainers failed to remove offline channels or where the channel language was different from English. A different language is not a problem per se, but maintainers have to be aware that this might exclude potential developers. For future work, we would like to see if maintainers are aware of these channel maintenance tasks and how they chose the basic settings like the language.

In our theme reasons for channel usage, we found that maintainers give reasons for channel usage (see Figure 4). In our examined projects, maintainers gave 16 unique reasons for channel usage. In 36 of the analyzed 90 projects, maintainers provided at least two channels additional to the GitHub channels. All of these maintainers, except two, gave reasons when to use which channel.

Maintainers seem to be aware that different channels can be used for different reasons and that developers need to be aware of these reasons. Some reasons are often connected to a certain set of channels throughout all examined projects. For example, contributing fragments and feature requests are clearly connected to issues or pull requests. Also, support or discussion should often be done via all kinds of chat, Stack Overflow or issue. Reporting rude behavior should be done via e-mail. Social support should be done using social media.

In most projects that provided more than one additional channel, we could see that the provided channels were of different types. In the couple of projects that offered more than one channel of the same type, especially of chat, forum, or ticket system (see previous section), the reasons given for the channels of the same type were at least in parts the same.

Storey et al.’s recommend to “define a communication covenant with project members”. This covenant should describe which channel should be used for which activity [31]. The maintainers giving reasons for a channel is a first step towards a communication covenant. However, if the same reason is used for several channels, developers cannot know for sure which channel they should use. Maintainers need to be aware of this and make it explicit for which reason which channel should be used, without using the same reason for multiple channels.

Our theme how to contribute shows that some maintainers gave explanations on how to use some of the channels (see Figure 5). In most cases, these explanations were connected to issues and pull requests. For example, maintainers explained the GitHub workflow or gave examples of how a good issue should look like. Also, the preconditions were mostly about pull requests and issues, for example running tests before a pull request or checking for duplicates before submitting an issue. On the other hand, none of the chat, forum or social media channels were connected with any explanation on how to use them.

It is important to be literate with the tools you use [31]. Therefore, Storey et al. recommend to “take the time to learn how to use the channels most effectively”. Getting literate is something the maintainers can influence only slightly. However, giving explanations for channels might help developers to get literate with the given channels. If channel users are not literate with a channel, it can lead to frustration of the other users [31]. From our results, we can see that maintainers give explanations for the GitHub channels. This is helpful for developers, especially for newcomers [28]. On the other hand, common channels like chat or forum are not explained at all. It is up to the developers to get literate with these channels.

All in all, we have seen that most GitHub projects provide at least one additional communication channel to the GitHub channels. Maintainers give reasons for channel usage, but they might use the same reason for several channels. Maintainers give explanations for the GitHub channels to help developers get literate with them. However, there are no explanations for most other channels.

There are projects where the maintainers write about channel affordances and give reasons in which case a channel should be used. But there are also numerous projects not giving such information.
We do not know what maintainers think who did not explicitly write about channel affordances or communication covenant. Perhaps, they chose the given channels because of their personal preferences or because they do not know other channels and not based on affordances or other properties at all. We also do not know how developers think about the presentation of communication channels in GitHub projects. Are they aware of channel affordances? What do they think about the given reasons for a channel? Are explanations or introductions missing? Finally, except for some customer support channels, most channels are made for developers. How do users perceive the channels?

All in all, there is a clear connection from our results to the recommendations by Storey et al. although our coding was independent of it. It strengthens the themes identified in both studies.

6.3 Other Observations

During our analysis, we saw that most projects have a similar set of files where communication channels are mentioned, namely the markdown files README, CONTRIBUTING and CODE OF CONDUCT.

There seems to be some common ground among maintainers about which files should be included in a GitHub project. Having a standardized set of files helps developers to find all necessary information for contributing to a project. It also helps to structure the information.

6.4 Implications

Our results show that there are maintainers who are aware of channel properties and give reasons in which cases a channel should be used. However, there are also projects without such information. Also, some projects provided numerous channels, which might be overwhelming. This leads to the implication that at least some project maintainers should check their channel setup to see if they can add additional information and if they can reduce the number of provided channels.

To do so, maintainers can use our results. They can compare our results with their project to see what information could be included. Do they provide channels of the same type? Do they provide more than one channel for the same reasons? How many communication channels does their project provide? What affordances do these channels have? Are the documents about my channels up to date, or do they include offline channels? Is there a reason for channel usage that none of the provided channels can fulfill?

We do not know why maintainers chose the communication channels they provide in their projects. It would be interesting to explore the reasons and feeling of the maintainers towards the provided communication channels. If maintainers are unhappy with the current situation, guidelines for a good set of communication channels and how to introduce them might help. If maintainers are happy with their setup, it might help to raise awareness about how the developers feel about the setup and also look for a setup that fulfills the needs of both sides, developers and maintainers. In either way, maintainers have to chose wisely which channels they offer.

6.5 Limitations

First, as developers ourselves, we were not completely free of previous knowledge about how GitHub projects work and communicate. However, none of the authors has previously analyzed the written information about GitHub communication channels before or actively looked into the details about the channels. Therefore, we could still do the coding as open-minded as needed. Second, the list of large GitHub projects we used was last updated in 2019. Therefore, there might be some newer projects that were not part of that list. On the other hand, by analyzing projects that have existed for at least two years, we ensured that these projects had time to set up communication channels in case they required it. Third, we have only analyzed what was written down in the GitHub documents. If a maintainer did not explicitly write about something, say, channel affordances, we do not know if the concept was unknown or if the maintainer chose not to write about it. We want to further investigate this in future work.

7 CONCLUSIONS AND FUTURE WORK

In our study, we have analyzed 90 GitHub projects to see how communication channels are presented in the written documents. We have used thematic analysis and found five themes, namely provided channels, channel properties, reasons for channel usage, how to contribute and project properties. The most common channels were chats, mail-related channels, social media channels or GitHub channels. Channels can have several properties, for example, how they can be accessed or technical properties like the answer timeframe. There are many reasons for which a channel should be used. Channels can be used to contribute fragments, to get support or discuss things, or to give feedback or ideas among other reasons. To use a channel, some preconditions might have to be fulfilled, and some channels have explanations on how to use them. Although many projects do offer communication channels, some projects do not provide any communication channels or README file.

Our analysis only focuses on what information is given by the maintainers in the written documentation. We have no information so far about what GitHub users think and feel about this topic.

For future work, we want to further analyze what developers and maintainers think about the given channels. Are they aware of channel affordances? Which channels do they like the least or the most? How do maintainers choose which channels they want to provide?

We want to conclude interviews and/or questionnaires with GitHub users to answer the research questions proposed in the previous section. The results should then be combined with our current results to form a theory on communication in GitHub projects.

Data Availability

We share raw data and scripts openly [12].
