ABSTRACT We present the results of a survey of 248 software practitioners conducted in three phases ten years apart. The goal of the study is to uncover trends in the practice of software design and the adoption patterns of modeling languages such as UML. The first phase was conducted in April-December 2007 and included 113 responses. The second phase was conducted in March-November 2017 and included 115 responses. The third phase is a post-survey study was conducted in November 2018 and included additional questionnaires with 20 participants. All survey phases were conducted online, employed identical solicitation mechanisms, and included the same set of questions. The survey results are analyzed within each phase and across phases. We present the results and analysis of the data identifying upward and downward trends in design and modeling practices. The results indicate a significant increase in the use of well-defined and formal modeling languages, as well as a marked increase in the adoption of Domain-Specific Languages. This is also reflected in a significant increase in the adoption of forward engineering methodologies. A key motivation for this uptake is a concern that programming languages and platforms may become quickly outdated. Unfortunately, there has been a consistent dissatisfaction with modeling tools features, particularly their ability to support effective communication and collaboration. This is mirrored by increasing dissatisfaction with modeling tools usability and learnability. Future projections of this study suggest that diversity in modeling languages and tools is likely to continue to grow, as well as the increase in reliance on models for automated artifacts generation. As such, model and tool interoperability is likely to become an even greater concern for the years to come. The results of this study can help researchers, practitioners, and educators to focus efforts on issues of relevance and significance to the profession. Specifically, this research will advocate to build better software modeling tools and promote modeling to the educators.
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1. Introduction

The adoption of design in the software engineering spheres has been far from uniform. In domains sensitive to deficiencies such as safety-critical systems, software engineers have unreservedly adopted development practices that ensure exceptionally high levels of reliability and security. Those practices include 1) extensive use of model-driven engineering methodologies where models generate all or most of the executable artifacts, and 2) model-driven testing methodologies where many test cases, scenarios, and test oracles are automatically generated and executed to achieve more efficient testing and enhanced coverage. These approaches enable engineers to verify and validate software systems even in absence of complete or executable code and, in many cases, independently of the platform. Models support advanced simulations of software and physical systems, enabling the testing of rare scenarios that may otherwise be too
expensive or risky to execute. Model-centered methodologies ensure that potential vulnerabilities in software codes are discovered early and are not obscured by arbitrary code complexities (Hutchinson et al. 2011). It has been argued that dissemination of model-centered methodologies would eventually make its way to the main-stream practices (Anda et al. 2006a).

Despite the near consensus on the value-added of model-centered methodologies (Budgen et al. 2011), many studies have exposed fundamental deficiencies in model-centered approaches (Badreddin et al. 2013). Arisholm et al. (Arisholm et al. 2006) concluded that the major benefits of using modeling in the form of UML diagrams are wiped out by the costs associated with maintaining such models. Iivari (Iivari 1996) explored why modeling tools are not used in general in software projects. In their study of organizations that acquired software design technologies and supporting tools, they report that 70% of modeling tools are never used after being available for one year, 25% are used by only a single group, and only 5% become widely used. Usability of modeling tools has been recognized as a possible factor limiting adoption (Agarwal et al. 2000) (Elasars et al. 2017) (Agarwal & Sinha 2003). Investigations of software engineering and computer science education programs suggest limited attention to software design concepts, accompanied by a general perception of lack of effectiveness of design notations such as UML (Badreddin et al. 2015) (Liebel et al. 2017). Recent studies of students’ perception suggest that counter intuitively, students tend to view software design activities progressively less effective as they advance in a typical computer science or software engineering program (Iivari 1996).

Unfortunately, there is a lack of studies that investigate trends in the practices of software engineering as it relates to design and modeling activities. By understanding the trends over an extended period of time, researchers can focus their efforts on challenges that are the most relevant to practitioners and suggest most impactful features for modeling tools providers. This paper attempts to uncover the trends of adoption of software design and modeling in practice. Towards this goal, we designed a survey and collected data in three phases ten years apart. All the phases were conducted online and employed identical solicitations and questions. This paper extends previous work as follows (Badreddin et al. 2018). First, we designed and executed a post-survey study questionnaire and collected additional quantitative and qualitative data (Section 5.1), and report on the post-survey results (Section 5.2). Participants in the post-survey study were recruited from phase II. We also extend the reported data and extend the results and analysis of the study. This paper is organized as follows. In Section 2 we present related work covering related survey studies. In Section 3 we present the study methodology, effort to minimize bias and profiling summary data. In Section 4 we present the results of the survey for both phases. Section 5 presents the phase III post-study survey design and results. The data analysis identifying trends in the practice are presented in Section 6. We present threats to validity in Section 7. Finally, Discussion and Conclusion are presented in Section 8.

## 2. Related Work

Whittle et. al. conducted a survey of 450 Model Driven Engineering (MDE) practitioners to understand the extent to which practitioners adopt model-driven development styles (Whittle et al. 2014). Their survey results suggest that MDE adoption may be more widespread than commonly believed. They found that developers often do not use models to generate code. Another survey conducted by de Silva aims at identifying key concepts and terminologies in the model driven engineering domain (Da Silva 2015a). Their goal is to provide answers for fundamental questions such as: what constitutes a model? what is the relationship between a model and a metamodel? and what are the fundamental facets of modeling languages? Another survey study of practitioners focused on practices in Turkey (Garoussi et al. 2015). The authors report a significant level of UML use and design practices. They also found that the waterfall process, despite being old-fashioned, is broadly practiced.

In education, Badreddin et. al. collected 195 student responses from seven programs at four higher education institutions (Badreddin et al. 2015). The goal of the study is to uncover any trends in students’ perceptions of the effectiveness of UML in software development. The authors found a consistent downward trend in how students perceive UML effectiveness as they progress towards their degree. In a similar study by Liebel that included 218 student responses, the authors found that UML modeling tool complexity to be a significant factor in education (Forward & Lethbridge 2008). They recommend the use of education-specific UML modeling tools to enhance students’ learning experiences. They also found that if the industrial design and modeling tools were to be used in classrooms, a dedicated tool support resource becomes necessary. In another study that focused on embedded systems, the authors surveyed 275 engineers and found that model driven approaches enhance productivity and the portability of the developed embedded software (L. T. W. Agner et al. 2013). We summarize other survey studies of design and modeling practices in Table 1.

## 3. Methodology

A three-phase survey is conducted to understand the practice of software design and UML modeling which includes a post study questionnaire. The goal of this phase III post-study survey is to reflect on the phase I and phase II surveys key findings with participants and to collect additional data. We present the solicitation approach, survey structure and topics, efforts to minimize bias, and the demographics information of respondents. A complete report on the set of questions, methods, and specific measures taken to minimize threats to validity is published in a separately attached artifact as a technical report (Badreddin, Omar, Khandoker, Rahad, Forward, Andrew, Masmali, Omar, Lethbridge Timothy C. 2017) (Badreddin, Omar, Khandoker, Rahad, Forward, Andrew, Masmali, Omar, Lethbridge Timothy C. 2020).
Use of UML modeling and model-driven approaches

An empirical study aimed at assessing the usability of UML to understand the perception of using UML user groups were popular in both phases. We followed the propagation of software design and modeling practices. The questions under this topic develop.

The objective of this topic is to develop a basic understanding of the nature of the software applications that participants develop. The results suggest some increase in formal and informal modeling and identify key challenges with modeling platforms and tools.

The abbreviations of 'D' and 'A' are respectively Disagree and Agree. Some questions included additional options of Never, Always, and Not Applicable. Only complete responses were included in the analysis, but participants were able to skip some questions based on their answers. For example, participants who did not have experience with a specific approach were able to skip all related sub-questions. In total, the survey included 18 questions. The survey is expected to take about 60 minutes for completion. The survey topics are as follows.

Topic 1 (fundamentals): This topic constructs a characterization on what constitutes a software design activity and a software model. Various options were presented ranging from class diagrams, use cases, to source code. The objective is to uncover any perceived notions of what constitutes a design or modeling activity.

Topic 2 (basic characterization of the practices): This topic explores the basic characteristics of the practice, including how the modeling and designing activity is accomplished and when, and what notations are used in the course of software design. The objective of this topic is to develop a basic understanding of the state of the practice.

Topic 3 (life cycle): This topic investigates the activities involved across various development phases from requirements, design, testing, and documentation. The goal is to characterize the various activities performed throughout the entire software life cycle.

Topic 4 (platform): This topic explores the specific tools, methods, technologies, and platforms used in the software development activities. This topic also documents the characteristics of the nature of the software applications that participants develop.

Topic 5 (efficacy): This topic investigates specific aspects of the design and modeling practices. The questions under this topic explore the various activities and inquire about the efficacy of the various approaches for the task at hand.

Topic 6 (code versus model centrism): This topic explores the various approaches for the task at hand. The abbreviations of 'D' and 'A' are respectively Disagree and Agree. Some questions included additional options of Never, Always, and Not Applicable. Only complete responses were included in the analysis, but participants were able to skip some questions based on their answers. For example, participants who did not have experience with a specific approach were able to skip all related sub-questions. In total, the survey included 18 questions. The survey is expected to take about 60 minutes for completion. The survey topics are as follows.

Topic 1 (fundamentals): This topic constructs a characterization on what constitutes a software design activity and a software model. Various options were presented ranging from class diagrams, use cases, to source code. The objective is to uncover any perceived notions of what constitutes a design or modeling activity.

Topic 2 (basic characterization of the practices): This topic explores the basic characteristics of the practice, including how the modeling and designing activity is accomplished and when, and what notations are used in the course of software design. The objective of this topic is to develop a basic understanding of the state of the practice.

Topic 3 (life cycle): This topic investigates the activities involved across various development phases from requirements, design, testing, and documentation. The goal is to characterize the various activities performed throughout the entire software life cycle.

Topic 4 (platform): This topic explores the specific tools, methods, technologies, and platforms used in the software development activities. This topic also documents the characteristics of the nature of the software applications that participants develop.

Topic 5 (efficacy): This topic investigates specific aspects of the design and modeling practices. The questions under this topic explore the various activities and inquire about the efficacy of the various approaches for the task at hand.

Topic 6 (code versus model centrism): This topic explores the various approaches for the task at hand. The abbreviations of 'D' and 'A' are respectively Disagree and Agree. Some questions included additional options of Never, Always, and Not Applicable. Only complete responses were included in the analysis, but participants were able to skip some questions based on their answers. For example, participants who did not have experience with a specific approach were able to skip all related sub-questions. In total, the survey included 18 questions. The survey is expected to take about 60 minutes for completion. The survey topics are as follows.

Topic 1 (fundamentals): This topic constructs a characterization on what constitutes a software design activity and a software model. Various options were presented ranging from class diagrams, use cases, to source code. The objective is to uncover any perceived notions of what constitutes a design or modeling activity.

Topic 2 (basic characterization of the practices): This topic explores the basic characteristics of the practice, including how the modeling and designing activity is accomplished and when, and what notations are used in the course of software design. The objective of this topic is to develop a basic understanding of the state of the practice.

Topic 3 (life cycle): This topic investigates the activities involved across various development phases from requirements, design, testing, and documentation. The goal is to characterize the various activities performed throughout the entire software life cycle.

Topic 4 (platform): This topic explores the specific tools, methods, technologies, and platforms used in the software development activities. This topic also documents the characteristics of the nature of the software applications that participants develop.

Topic 5 (efficacy): This topic investigates specific aspects of the design and modeling practices. The questions under this topic explore the various activities and inquire about the efficacy of the various approaches for the task at hand.

Table 1 Summary of survey studies of design and modeling practices

| Scale/Region | Year | Participant Type | Count | Medium | Goal/_focus area | Key Findings |
|--------------|------|------------------|-------|--------|-----------------|--------------|
| ABB          | 2016 | Professionals    | 16    | Online | Assessment of UML based development | Evaluation of UML adoption in a specific project |
| Global       | 2007 | Professionals    | 115   | Online | Characterization of code-centric versus model-centric development methodologies | Identification of key benefits and challenges with model-centric development |
| Turkey       | 2015 | Professionals    | 202   | Online | software engineering practices in Turkey | On average, design related activities consumed 12% of total project effort |
| U.S, Canada, Israel | 2015 | Students      | 195   | Online | Trends in students’ perceptions | Students graduate with overall negative perceptions of the effectiveness of UML |
| U.S, Canada, Sweden | 2017 | Students | 218 | Paper | Case study in Model Driven Engineering Pedagogies | Tool complexity reduces MDE pedagogy effectiveness |
| Brazil       | 2013 | Professionals    | 275   | Online | Use of UML modeling and model-driven approaches for embedded software | Developers gave very low score for UML usability. On the other hand, novice developers have positive perceptions of the usability of UML |
| USA          | 2003 | Students        | N/A   | Paper  | An empirical study aimed at assessing the usability of UML | More extensive educational programs are needed, both to increase the number of analysts familiar with UML, and provide ongoing support to help make fuller use of its capabilities. |
| Global       | 2006 | Professionals    | 182   | Online | Assess the perception of UML usage. | The results suggest some increase in formal and informal modeling and identify key challenges with modeling platforms and tools. |
| Microsoft    | 2007 | Professional    | 350   | Online | To understand the perception of using whiteboard drawing by the developers | One of the major findings of this study is that developers use informal notation to support face-to-face communication and existing tools do not have support to externalize their mental models of code. |
| Microsoft    | 2006 | Professional    | 1000  | online | To understand developers’ typical tools, activities, and practices and their satisfaction level | The study finds that face-to-face communication is beneficial and developers spend a significant amount of time recalling their mental model. |
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phase I and phase II come from the same sample. We made
an assumption that when two snapshots mean difference is 0.4
and above, we consider this a significant difference. A signif-
ificant difference would indicate divergence (either upward or
downward) in the survey data.

4. Results

We present the results of the survey as follows. All questions un-
der the same topic are combined within the same table whenever
possible. For brevity, we only show the combined values for
Strongly Agree and Agree, and combined values for Strongly
Disagree and Disagree. We also list the mean value for phase I
and phase II separately. Mean values are calculated by convert-
ing the Likert scale to a vector of values from 5 corresponding
to Strongly Agree, to 1 corresponding to Strongly Disagree.
For each topic, we also show the mean gap, calculated by the
difference between the mean value for phase I and phase II. A
significant mean gap is shown in bolded and underlined font in
each table. The null hypothesis is that the two values of
phase I and phase II come from the same sample. We made
an assumption that when two snapshots mean difference is 0.4
and above, we consider this a significant difference. A signif-
ificant difference would indicate divergence (either upward or
downward) in the survey data.

4.1. Topic 1: Fundamentals

The primary objective of questions in this topic is to ensure
that participants have a general agreement on what constitutes
a model. This topic included questions about class diagrams,
deployment diagrams, picture by a drawing tool, textual use
case, whiteboard drawing, picture by hand, source code, source
code comments, and others.

The results of this topic are shown in Table 3. The perception
of modeling is slightly changed downward recently in terms of
picture by drawing tool, textual Use Case, whiteboard drawing,
and picture by hand (Table 3).

4.2. Topic 2: Characterization of Practices

This topic focuses on uncovering how participants perform
their modeling and design activities, and how they learn about
various aspects related to modeling. Participants are asked
about the methods they use to create models and are provided
with choices that include whiteboard drawing, diagramming
tool, word processor, word of mouth, hand written material,
comments in source code, modeling or CASE tool, drawing
software, and others. On how participants learn about modeling,
the questions focused on the type of artifacts they referred to
and how they go about their learning activities.

The results for this topic is shown in Table 4 and 5. Recently,
"word of mouth" is less used by the practitioners whereas com-
ments in source code, modeling tools, and drawing software are

| Category                        | Phase I | Phase II |
|--------------------------------|---------|----------|
| All participants (complete responses only) | 113     | 115      |
| Participants in U.S/Canada       | 63      | 47       |
| Participants in EU               | 13      | 3        |
| Participants outside US/Canada and EU | 14     | 16       |
| Participants with >12 years of experience | 60     | 55       |
| Participants with PhD            | 9       | 12       |
| Participants with Masters        | 40      | 34       |
| Participants with Bachelor       | 35      | 12       |
| Participants without degrees     | 29      | 23       |

Table 2 Demographic data
Responses for Topic 1: What is a software model

| Entity that might be a model       | Phase I % SA+A | % SD+D | Mean | Phase II % SA+A | % SD+D | Mean | Mean Gap |
|-----------------------------------|----------------|--------|------|----------------|--------|------|---------|
| Class Diagram                     | 88.4           | 2.7    | 4.3  | 87             | 4.9    | 4    | -0.3    |
| UML Deployment Diagram            | 77.5           | 5.4    | 4.1  | 72             | 17.5   | 3.8  | -0.2    |
| Use Case Diagram                  | 82.1           | 9.8    | 4    | 80             | 13.5   | 3.8  | -0.3    |
| Picture By Drawing Tool           | 85.6           | 7.2    | 4    | 62             | 20.3   | 3.5  | -0.5    |
| Textual Use Case                  | 78.8           | 10.6   | 4    | 59             | 18.4   | 3.5  | -0.5    |
| Whiteboard Drawing                | 78.8           | 8.8    | 3.9  | 63             | 20     | 3.6  | -0.4    |
| Picture By Hand                   | 57.1           | 9.8    | 3.9  | 61             | 13.4   | 3.5  | -0.4    |
| Source Code                       | 46.8           | 38.7   | 3.2  | 47             | 38.7   | 3.1  | -0.1    |
| Source Code Comment               | 33.9           | 41.1   | 2.9  | 44             | 39.9   | 3    | 0.1     |

Table 3: What is a software model?

frequently used as a medium and methods of modeling (Table 4). Software practitioners are more inclined to use models for brainstorming possible designs. However, there is a decline in using models as a prototype (Table 5).

Another set of questions are related to the type of artifacts the developers refer to as shown in Table 6. Table 6 depicts a contradictory result between phase I and phase II data on using word processor and diagramming tool as a reference.

The last set of questions in this topic explores participant’s daily activities as shown in Table 7. This result shows a positive perception of using modeling in daily activities such as fixing bugs and write/maintain test scripts in phase II.

4.3. Topic 3: Lifecycle

Questions in this topic focus on modeling and design activities as it relates to the project lifecycle. The first set of questions explore when design activities take place in relation to coding. The choices for this question include before coding, during coding, after coding, and only on request.

The second set of questions in this topic explores the various activities that are performed by the participant. These activities included searching, requirements, design, modeling, testing, coding, transfer, develop tests, and documentation.

The third set of questions investigates the daily activities of participants. The survey provided choices that participants could choose from and included additional fields where participants could identify additional activities. The choices that were provided include think about a software system, run or attend meetings, explain software design to others, design a software system, lead software project, conduct a search about a software system, model a software system, write new code, maintain existing code, fix bugs, perform manual testing, write or maintain requirements, general administration, and write or maintain test scripts. The data for this question is used primarily in sub-sample analysis.

Software modeling and various activities during project life cycle are shown in Table 8 and 9. Table 8 data shows that activities in the project life cycle such as searching design testing, knowledge transfer, documentation are less performed in phase III compared to phase II. Table 9 significantly shows that models are only created on request supported by phase III data.

4.4. Topic 4: Platforms

For the platform topic, we explore the modeling notations that participants use. Some choices that were provided to participants in the survey included UML (any version), UML 2.*, SQL, Structured Design models, UML 1.*, ERD, Well-defined DSL (DSL that has concrete unambiguous semantics), ROOM / RT for UML, SDL, Formal (e.g. Z, OCL), BPEL, and others. This topic also explores the use of various modeling tools, such as Eclipse, Visual Studio, Rational RSx, Rational XDE, and others. The topic also explores various related technologies and platforms, such as Java, PHP / Perl, ASP.Net, Ruby / Python, C / C++, and others.

Summary results of different platform usages are shown in Tables 10, 11 and 12. Table 10 data shows that older version of UML usages declined among practitioners. However, there is a significant increase in using domain-specific languages and formal modeling such as OCL in phase II. Table 11 provides contradictory results on Eclipse usages as a development tool. The result shows that the Eclipse platform usages decreased over time. Table 10 data depicts that Java programming language was used often in phase I whereas Ruby/Python is being used more frequently (phase II data).
Table 4 Medium and methods of modeling by survey participants

4.5. Topic 5: Software Development Domain
This topic presents the software that participants develop in their profession. The participant selected one of the following options for each sub-question listed: Never, Sometimes, Moderately often, Very often, and Always. We combined Never and Sometimes together and Often and Very often together and presented the results in Table 13.

The software built by practitioners and software developers includes Computational-dominant software (e.g., Simulation, Scientific, Image Processing, Machine Learning), Business software (e.g., Bank Transaction Processing, Financial Analysis, GIS, Software Tools), Consumer software (e.g., Word Processors, Spreadsheets, Browsers, Games), Information display and transaction entry (e.g., Search Engines, Maps, Weather, News), Operating systems (e.g., Mac, Windows, Linux), Middleware and system components (e.g., Database servers, Virtual Machines), System Support utilities (e.g., Security, Anti-Virus, Spam Filter, Encryption), Website content management, Servers (e.g., Email, IM, Proxies, Load Balancers), Malware (e.g. Virus, Spyware, Spam), Embedded real-time software (e.g., Firmware, Routers), Industrial control software (e.g., Air Traffic Control), Design and engineering software (e.g., Testing tools, Development environments, Database / Reporting, Modeling Tools) etc.

Summary results of Table 13 regarding the type of softwares that are built by practitioners show that most often is related to business (phase II data).

4.6. Topic 6: Efficacy
This topic presents questions related to the suitability of the modeling tools for the targeted activities, i.e. developing a design, transcribing a design into digital format, generating code where code is accessible and editable, prototyping a design, brainstorming possible designs, generating all code (no manual coding), and others (Table 15). The topic also explores participants’ perceptions of key characteristics of modeling tools (i.e. modeling tools suitability as a medium of communication with other developers, ease and speed to create models, suitability for model-based analysis, support for collaborations, visualization of different aspects of the models, generate code, embed parts of models in documents, etc.) shown in Table 14.

There is a positive mean gap for generating all the code from the model between phase I and phase II which implies that modeling tools are suitable at this task in recent years (Table 15). However, the performance of modeling tools at developing a design is decreased in phase II. Similarly, a positive mean gap is visible for the ability to view different aspects of a model and information density in Table 14.

4.7. Topic 7: Code Versus Model Centralism
This topic investigates in-depth perceptions of participants on when coding approaches versus modeling and design ap-

Table 5 What models are used for

| Activity                        | Phase I          | Phase II         | Mean Gap |
|---------------------------------|------------------|------------------|----------|
| Developing a design             | 26.6             | 3.3              | 3.2      | -0.1    |
| Transcribing a design into digital format | 32.8             | 3.1              | 41       | 2.9      | -0.2    |
| Prototyping a design            | 53.1             | 2.7              | 24       | 2.2      | -0.5    |
| Brainstorming possible designs  | 54.7             | 2.6              | 34       | 2.2      | 0.4      |
| Generating code (code editable) | 65.1             | 2.2              | 66       | 2.2      | 0.3      |
| Generating all code             | 76.6             | 1.8              | 66       | 2.1      | 0.2      |
Responses for Topic 2: Reference materials

| Refer to material created by/as | Phase I                  | Phase II                  | Mean Gap |
|--------------------------------|--------------------------|---------------------------|----------|
|                                 | % Never and Sometimes    | % Very Often              | Mean     | % Never and sometimes | % Very Often | Mean     |          |
| Word of mouth                   | 22.3                     | 54.5                      | 3.4      | 40                    | 60.5         | 3.1      | -0.3     |
| Word processor / text           | 30                       | 48.2                      | 3.3      | 29                    | 54           | 2.9      | -0.4     |
| Diagramming tool                | 32.4                     | 42.3                      | 3.1      | 70                    | 36.9         | 2.7      | -0.4     |
| Whiteboard drawing              | 34.5                     | 41.8                      | 3        | 37                    | 48.6         | 2.7      | -0.3     |
| Comments in source code         | 42                       | 30.4                      | 2.9      | 55                    | 47.3         | 2.7      | -0.2     |
| Drawing software                | 57.8                     | 13.8                      | 2.6      | 32                    | 39.5         | 2.4      | -0.2     |
| Modeling tool/CASE              | 55.9                     | 31.5                      | 2.5      | 85                    | 28.9         | 2.3      | -0.2     |
| Handwritten material            | 56                       | 20.2                      | 2.4      | 27                    | 29.7         | 2.3      | -0.1     |

Table 6 Reference materials

Table 7 Daily activities of participants

Table 7 and Table 18 results depict problems with model and code centric approach respectively. Table 17 reports that there is a positive mean gap regarding model and code consistency between phase I and phase II data. This refers that models and code consistency is a major concern for software practitioners recently. Additionally, programming languages likely to become obsolete is a concern in phase II (Table 18).

4.8. Open ended and follow up questions

This topic included multiple open-ended questions about modeling and coding, questions about the survey, and optional contact information for follow up questions. Those who provided their contact information from the phase II survey were contacted with summaries of the survey results and were provided the option for additional feedback on the survey itself and on the
Topic 3: When do you perform the following tasks?

| Available tasks       | Phase I | Phase II | % Gap |
|-----------------------|---------|----------|-------|
|                       | Mode    | %        | Mode  | %    |       |
| Searching             | Constantly | 64.5 | Constantly | 36.1 | -28.4 |
| Requirements          | Start | 60 | Start | 72.2 | 12 |
| Design                | Start | 53.8 | Start | 44.4 | -9.4 |
| Modeling              | Start | 46.5 | Start | 66.7 | 20.2 |
| Perform testing       | Constantly | 44.1 | Constantly | 42.9 | -1.2 |
| Coding                | Constantly | 41.7 | Constantly | 31.4 | -10.3 |
| Knowledge transfer    | Constantly | 41.7 | Constantly | 30.6 | -11.1 |
| Develop tests         | Constantly | 40.2 | Constantly | 34.3 | -5.9 |
| Documentation         | End | 38.7 | End | 27.8 | -10.9 |

Table 8 Various activities throughout the project lifecycle

results. The following are itemized summaries of analysis of the text collected in open-ended and follow up questions for both survey phases (phase I and II). We removed the repetitive information from the original free text without changing the main content of the respondents’ response. We adopted a similar coding technique from the grounded theory (Anda et al. 2006b) in the process of analyzing the qualitative data. When we reached theoretical saturation: the point where we have sampled and analyzed our data until we have uncovered all the data. After reaching out the saturation point we ignored repetitive texts in qualitative data.

**Adopted Technique:**

1. The participants often expressed themselves in many words, so some of the sentences from the participants were simplified to facilitate the rest of the analysis.

2. All sentences related to possible software modeling and designing practices were sorted into positive and negative perspectives.

3. Participants’ background is checked by identifying their years of experience in software engineering and software modeling.

   - I have taken courses on UML and software design, but the “culture” here has not yet adopted these concepts. They try to use UML, but merely for analysis, not development. We do not yet have case tools or modeling tools.

   - In “the real world” it’s necessary to cut these models down to the bare basics. Adding too much details to a model takes too much time, and can potentially confuse developers when it comes to implementation.

   - Modeling using a tool is good for documenting a model, but otherwise a piece of paper/whiteboard works better and is more flexible.

   - Modeling should be used to validate and share your design ideas. If your model works, you can build it too; and others can learn it more easily. Anything more is a waste of time, anything less will cost you more time in the long run.

   - There is a time and cost associated with producing the model upfront, but that time is more than gained back during development and, especially, maintenance.

   - Now if the [modeling] tools were actually developed by modelers they’d be much better! The tools are often too code centric.

   - Code wins over models every time when it comes to revenue. Working and tested code with business value can be sold. Models don’t sell, well, unless you are in a huge defense contracting world.

   - Model based systems tend to be far more reliable.

   - One day there will be no need for learning languages to develop systems.

   - Modeling using documentation/plain English is great. Modeling using any formal language or tool has been proven useless for all of my applications.

   - First, we have to model the software according to the requirements fulfilling of end-user [needs/requirements].

   - I love modeling but our team does not have a culture of doing it and it is primary because they do not think we have enough time. Inevitably we waste lots of time because of our lack of models.

   - I’ve been a professional in the industry since 1981. CASE tools were popular and successful in limited domains, but are hard to maintain.

   - I have done a fair bit of software modeling but it’s been informal. I have no experience with design programs and only academic experience with things like UML.

   - Modeling and coding both should work together.

5. Post-survey study

Following the survey, we conducted a post-survey (phase III) study with a subset of survey participants (Rahad Khandoker and Omar Badreddin 2018) from phase II. The study included eighteen open-ended questions under three categories; modeling tools and platforms, the practices of modeling, and follow-up and profiling questions. Each question included a Likert-scale and an open-ended component to solicit qualitative data. In this section, we present the post-survey design and the results.

5.1. Post-Survey Study Design

The goal of this post-study questionnaire is to reflect on the surveys (phase I and phase II) key findings with participants and to collect additional quantitative and qualitative data. As such, this study was designed after the survey data was collected and analyzed.

We solicited participation from the pool of survey participants who provided their contact information and indicated a willingness to participate in the follow-up study from phase II. Twenty participants’ responses are included in the study. In each solicitation, we presented the participant with a brief summary of the key study results and findings.

5.2. Post-Survey Study Results

We contacted 150 software practitioners for the post-survey study from phase II. We received twenty complete responses.
Topic 3: When is modeling performed?

| Timeline     | Phase I      | Phase II     | Mean Gap |
|--------------|--------------|--------------|----------|
|              | % Never & Sometimes | % Very Often | Mean     | % Never & Sometimes | % Very Often | Mean     |        |
| Before coding| 18.8         | 59.8         | 3.7      | 16          | 54          | 3.7      | 0       |
| During coding| 33.3         | 36           | 3.1      | 41          | 51.3        | 2.8      | -0.3    |
| After coding | 60.4         | 19.8         | 2.5      | 54          | 37.8        | 2.5      | 0       |
| Only on request | **78.5**       | **10.3**      | **1.9**  | **59**       | **32.4**     | **2.3**  | **0.4** |

Table 9 When is modeling performed?

More than half of post-survey study responses (56%) reported their role as a software designer, and 20% software developers and 25% reported their role as an educator. The following Table 19 summarizes how much software design and modeling those participants have performed in the last year. In the following, we present the phase III post-study quantitative and qualitative data.

5.2.1. Quantitative Data  The most prominent result in the post-study survey is the concerns about future support for both modeling tools and development platforms. More than 80% reported being strongly concerned that modeling tools may not be supported in the future in Table 20. This is related to significant concerns regarding the interoperability of modeling tools and the reusability of their models. More than half of the participants reported having increased their use of Domain-Specific Languages and code generation for all or parts of the software system (Table 20). This is consistent with the findings of phase I and II survey data.

The post-study data did not indicate that modeling tools are complex, difficult to learn, or difficult to use productively in a software development project. For example, 93% did not find modeling tools difficult to learn (Table 20). We attribute this unexpected result to the fact that those who opted to participate in the post-study survey are more experienced heavy users of advanced modeling tools. This is evident by the fact that a significant portion of those participants reported using formal modeling and Domain-Specific Languages in their development activities. Phase III post-survey study results are summarized in Table 20 and 19.

5.2.2. Qualitative Data  Each question included an open-ended section where the participants were able to provide additional free-text responses to the questions. The responses are taken from the phase II respondents who participated in post survey study (phase III).

Responses reflect broad and diverse experiences with software design and modeling, from very informal and casual modeling practices to formal and DSL-based experiences. A recurrent theme is the lack of support from senior developers and managers for acquiring and supporting software design tools. The lack of commitment from senior developers and management is that modeling incurs significant upfront costs associated with technology and tools acquisition and personnel training.

Topic 4: Modeling notations and tools

| Modeling notations        | Phase I            | Phase II           | Mean Gap |
|---------------------------|--------------------|--------------------|----------|
|                           | % Never & Sometimes | % Very Often       | Mean     | % Never & Sometimes | % Very Often | Mean     |        |
| UML (any version)         | 30.9               | 51.8               | 3.3      | 46          | 33.4        | 2.9      | -0.4    |
| UML 2.*                   | 52.1               | 34.4               | 2.6      | 53          | 34.4        | 2.5      | -0.1    |
| SQL                       | 55.6               | 29.6               | 2.5      | 49          | 34.3        | 2.7      | 0.2     |
| Structured Design models  | 58.8               | 21.6               | 2.5      | 50          | 38.2        | 2.7      | 0.2     |
| UML 1.*                   | **54.8**           | **28**             | **2.4**  | **73**      | **26.7**    | **1.9**  | **-0.5**|
| ERD                       | **63.2**           | **20.8**           | **2.3**  | **46**      | **40**      | **2.9**  | **0.6** |
| Well-defined DSL          | **78.8**           | **5.8**            | **1.7**  | **62**      | **32.3**    | **2.4**  | **0.7** |
| ROOM / RT for UML         | 85.9               | 7.1                | 1.5      | 79          | 15.2        | 1.8      | 0.3     |
| SDL                       | **89.2**           | **3.2**            | **1.3**  | **68**      | **25.8**    | **2.2**  | **0.9** |
| Formal (e.g. Z, OCL)      | **93.9**           | **2**              | **1.3**  | **75**      | **18.8**    | **1.9**  | **0.6** |
| BPEL                      | 92.8               | 3.1                | 1.3      | 87          | 13          | 1.6      | 0.3     |

Table 10 Modeling notations and tools
### Table 11 Development tools

| Available options | Phase I | Phase II | Mean Gap |
|-------------------|---------|----------|----------|
|                   | Never and Sometimes | Very Often | Mean | Never and Sometimes | Very Often | Mean | Mean Gap |
| Eclipse           | 43.9    | 40.8     | 3.0     | 71      | 20.0      | 2.1   | -0.9    |
| Visual Studio     | 56.7    | 32.0     | 2.4     | 63      | 25.7      | 2.3   | -0.1    |
| Rational Rose     | 76.5    | 17.3     | 1.8     | 85      | 14.7      | 1.5   | -0.3    |
| Rational RSx      | 85.7    | 10.2     | 1.4     | 94      | 5.8       | 1.2   | -0.2    |
| Rational XDE      | 89.7    | 5.2      | 1.4     | 94      | 5.7       | 1.2   | -0.2    |

Table 12 Technology

| Technology options | Phase I | Phase II | Mean Gap |
|--------------------|---------|----------|----------|
|                    | % Never & Sometimes | % Very Often | Mean | %Never & Sometimes | % Very Often | Mean | Mean Gap |
| Java               | 46.3    | 31.6     | 2.4     | 80      | 11.5      | 1.8   | -0.6    |
| PHP / Perl         | 74.2    | 19.4     | 2       | 74      | 14.3      | 2.2   | 0.2     |
| ASP.Net            | 79.4    | 14.4     | 1.8     | 74      | 14.3      | 2     | 0.2     |
| Ruby / Python      | 88.3    | 8.5      | 1.6     | 77      | 17.2      | 1.9   | 0.3     |
| C / C++           | 60      | 30       | 2.4     | 65      | 25        | 2.3   | -0.1    |

These upfront costs are difficult to justify particularly that the pay-off typically occurs later in the development cycles during maintenance and post-deployment.

Interestingly, developers who work on long-living software code bases tend to be strongly in favor of modeling and design. With those developers, the primary concern has been the sustainability of the technology in face of tool and platform changes. We also observed significant interest in modeling to aid in documentation and communication. In these cases, casual informal modeling tools were favored.

Another recurrent theme, pertaining to modeling tool usability, is the need for tool customization. We infer that those customizations are beyond what can be achieved by end-users or by manipulating basic tool options. This emerges as a reason for the lack of adoption of technology in several cases.

The following are itemized summaries of analysis of the text collected in open-ended questions in phase III. We removed the repetitive information from the original free text without changing the main content of the respondents’ response. The phase III free text analysis technique is similar to the phase II approach which is discussed in detail in section 4.8.

- We use a modeling tool that we developed in-house. Our DSL generates Scala that I never inspect. In fact, I do not really know Scala. That is why I am not concerned about the code generation or synchronization between the model and the code. But we have test cases against the generated code.
- I tend to develop rather simple models. The modeling tools may be difficult to learn if I were to develop more complex models with different notations. But for my needs, the modeling tool we use [Papyrus] is not difficult to learn. Note that documentations are scarce and frequently outdated. This will make it difficult for new users.
- I use modeling tools primarily to share ideas and design with my colleagues. Even though our code is open source, we almost never share models in the open-source. If we do, how can [other developers] use it or edit the model? Also, the model is usually different than the implementation, so we do not want to confuse those who want to commit code. We could share models as an image, but then it is static and will become obsolete fairly soon. I guess from that perspective, interoperability with other modeling tools is important.
- We would use much more modeling and invest more in tools and training if we can have a business case. How can we show that it is [design activities and modeling] useful? It is only useful when maintenance becomes significant and that usually happens many years after development.
- I deal with long-term projects and we know [the value or usefulness] of these tools. We recently changed all the modeling tools we use, who knows what will happen next. Marketing of design tools is weak and it is difficult to convince others.
- As a consultant, I see how companies always change their programming languages. [Programming languages] always change. With models it is much more stable [because] you can always recreate the model in another tool. It takes some time but that is much less than code.
- Models are generally a product of the design process which includes brainstorming activities.
Table 13 Software development

- The modeling tool I use is very easy to learn.
- There are models that we could not create without customization of the tool. We had to change the tool and customize boxes and elements.
- The benefits of modeling is long term.
- Models are the best way to communicate with clients. But for tools, some tools are easy some are not.
- Code generated from models is reusable.
- Modeling tools are most effective for requirements elicitation and analysis.
- I just started with MDE a few years ago.
- I have not increased my use of DSLs (in the last few years), I have been using them quite a lot.

- I love coding. I feel I will not start using code generation tools.
- It has become easier to use code generation [recently].
- We did use whiteboards it was more practical for brainstorming. Once we had the idea we used a digital modeling tool.
- (synchronization between the model and the code) has become better for sure, but it is still a concern. [I am] giving up.
- Sometimes modeling if not done right can be different than the code. As we code new solutions to problems can emerge and the model might change.

Table 14 Modeling tools

| Modeling tools attributes | Phase I | Phase II | Mean Gap |
|---------------------------|---------|----------|----------|
|                           | Rank    | Mean     | SD       | Rank    | Mean     | SD       |          |
| Communicate to others     | 1       | 5        | 4        | 1       | 4.2      | 4        | -0.8     |
| Readability               | 2       | 5        | 4        | 2       | 4.5      | 3        | -0.5     |
| Ease and speed to create  | 3       | 3        | 2        | 3       | 3.3      | 3        | 0.3      |
| Ability to analyze        | 4       | 3        | 3        | 4       | 3.1      | 3        | 0.1      |
| Collaborate amongst       | 5       | 3        | 2        | 5       | 4        | 3        | 1        |
| developers                |          |          |          |          |          |          |          |
| Ability to view different aspects of a model | 6 | 2.3 | 2 | 6 | 3 | 3 | 0.7 |
| Generate code             | 7       | 3        | 2        | 7       | 3        | 2        | 0        |
| Information density       | 8       | 3.2      | 2        | 8       | 3.9      | 3        | 0.7      |
| Embed parts of model in documentation | 9 | 3 | 2 | 9 | 2.8 | 2 | -0.2 |
6. Analysis

We provide the analysis of the results as follows. We present the upward and downward trends as exhibited in the survey results over the ten-year period. We also present what can be considered as a positive trend and a negative trend. We then summarize the expected and unexpected results. Finally, we present persistent challenges and emerging opportunities.

6.1. Upward and Downward Trends

We present the analysis of the data based on upward and downward trends as it is manifested in the change between the data set for phase I and phase II.

**Upward Trends.** There is a significant uptake in the use of well-defined and formal modeling languages, such as OCL, as well as well-formed Domain-Specific Languages (DSLs) (Well-defined and well-formed DSL refers that DSL has concrete unambiguous semantics). This is also consistent with significantly more participants reporting generating all system code automatically from models (forward engineering), as well as more participants reporting not editing the generated code. This claim also reflects by participants from phase III data.

In cases where all code is automatically generated, there is less of a concern about the synchronization between the models and code as the system continues to evolve. This is evident in a significant decrease in participants’ concerns about model and code becoming out of synchronization. This is also supported by the sub-sample analysis showing a high correlation between participants who reported generating all or most of the code and their responses showing little or no concern about code/model synchronization. This claim is consistent with phase III survey data where practitioners agreed that code generation and synchronization became easier recently. However, He et al. found that maintaining the synchronization between models and code is a challenging task during evolving Model-Based projects (He et al. 2016). They further reported that because of the poor support for model-code synchronization, when a piece of generated code is modified, it becomes inconsistent with the model. This makes the modified generated code can only be maintained manually by developers. This is an indication of perception change regarding synchronization between model and code among software practitioners. The interpretation is that now, software practitioners are more inclined to use the MDE approach for code generation because of refined modeling tools.

The creation of complete fully-executable models often involves a number of modeling notations and languages and requires the specification of multiple aspects of the system under design and development. This is reflected by the results in Table 14 where significantly more participants reported that it is very important that the modeling tool be able to view multiple aspects of the model under development.

Another significant, and related, upward trend is participants reporting that one of their most desired features in modeling tools is an ability to provide a high level of information density (Table 14). This phenomenon is also supported by Kleppe et al. (Kleppe et al. 2003) where the authors explained abstraction is the primary use of models. Further, the authors discussed that the creation of machine-readable, highly abstract models that are developed independently of the implementation technology and stored in standardized repositories. Our survey results are also supported by recent study (Khelladi et al. 2020) that discusses software modeling which aims to tackle increasing software development complexity by using abstraction. Abstraction is achieved by creating and reasoning on various models expressing various concerns of a software system, e.g., structural, behavioral, requirements, and business aspects.

There is also evidence for the significant increase in the use of data modeling using ERD models (Table 10). There are more participants who reported creating models ‘only’ upon request.

We are living through a significant flux in middleware, platforms, and technologies. This fact seems to be reflected in two ways in Table 17; 1) a significant increase in participants concern about tool providers not continuing to provide support for their modeling tools, and 2) a significant increase in concerns related to programming languages and related technologies become quickly obsolete. The modeling tools learning curve is also high which is iterated several times in the post-survey study qualitative data. Similarly, Mohagheghi et al. found that

### Table 15 Modeling tools good at

| Available activities                                      | Phase I |          |          | Phase II |          |          | Mean Gap |
|----------------------------------------------------------|---------|----------|----------|----------|----------|----------|----------|
|                                                          | % Poor  | % Good   | Mean     | % Poor  | % Good   | Mean     |          |
| Developing a design                                      | 16.9    | 47.9     | 3.4      | 11      | 53.6     | 2.9      | -0.5     |
| Transcribing a design into digital format                | 24.6    | 42       | 3.2      | 25      | 60.7     | 3.3      | 0.1      |
| Generating code (code is editable)                       | 39.1    | 29       | 2.9      | 32      | 64.3     | 3        | 0.1      |
| Prototyping a design                                     | 41.2    | 29.4     | 2.9      | 25      | 71.4     | 3.1      | 0.2      |
| Brainstorming possible designs                           | 45.1    | 32.4     | 2.8      | 18      | 74.7     | 3.1      | 0.3      |
| Generating all code (no manual coding)                   | 79.7    | 8.7      | 1.9      | 50      | 42.9     | 2.5      | 0.6      |
user-friendliness of modeling tools and the provision of features for managing models of complex systems are crucial for wider industrial adoption of modeling tools (Mohagheghi et al. 2013). Companies have not yet started to apply model-driven approaches due to the associated cost and risks (heavy changes to the software development process are required), the lack of expertise, “immature” tools, or the lack of insight into the contexts in which the approach can give useful results. Additionally, the authors argued that tools must be improved regarding usability, multi-user support, versioning of models, and diff/merge possibilities.

Participants reported a significant increase in the need for creating reusable designs and systems and a significant increase in using models in brainstorming sessions.

There also seems to be a broadening in the methods to approach modeling as evident in increase in casual modeling using pen and paper which is consistent across all three phases. This is accompanied by participants reporting generally a stricter definition of what constitutes a model (i.e. more participants view that a textual use case is not considered a model).

There is also a positive trend of more participants viewing the generated code as being suitable for their end purposes and its quality matches or exceeds their expectations. There seem to be two factors that may be behind participants’ increase satisfaction with the generated code. First, the increase in adoption of DSLs often suggests more use of customized generated code, which is more likely to match the developers’ particular needs. Second, it is possible that modeling tools in general have improved their code generation.

We investigated the specific modeling tools that were reported in the survey as part of answers to a specific question (i.e. questions under topic 4: Platforms) as well as tools mentioned in the free text and open-ended questions. These tools include Papyrus, PlantUML, txtUML, MagicDraw, and others. It is

| Topic 6: Available activities | Phase I | Phase II | Mean Gap |
|-------------------------------|---------|---------|----------|
| % Easier in Models | % Easier in Code | Mean | % Easier in Models | % Easier in Code | Mean | % Easier in Models | % Easier in Code | Mean | % Easier in Models | % Easier in Code | Mean | % Easier in Models | % Easier in Code | Mean |
| Fixing a bug | 25.6 | 15.7 | 0.4 | 21.9 | 15.7 | 2.3 | 21.9 | 15.7 | 2.3 |
| Creating efficient software | 37.6 | 18.8 | 3.2 | 24.2 | 18.8 | 2.5 | 24.2 | 18.8 | 2.5 |
| Creating a system as quickly as possible | 27.3 | 20.7 | 3.0 | 24.2 | 20.7 | 2.6 | 24.2 | 20.7 | 2.6 |
| Creating a prototype | 42.6 | 36.7 | 0.4 | 38.5 | 36.7 | 3.0 | 38.5 | 36.7 | 3.0 |
| Creating a usable system for end users | 43.8 | 38.5 | 0.3 | 39.6 | 38.5 | 1.3 | 39.6 | 38.5 | 1.3 |
| Modifying a system when requirements change | 41.1 | 37.5 | 0.3 | 41.1 | 37.5 | 0.3 | 41.1 | 37.5 | 0.3 |
| Creating a system that most accurately meets requirements | 44.6 | 41.1 | 0.3 | 44.6 | 41.1 | 0.3 | 44.6 | 41.1 | 0.3 |
| Creating a re-usable system | 42.6 | 41.1 | 0.0 | 42.6 | 41.1 | 0.0 | 42.6 | 41.1 | 0.0 |

Table 17 Problems with model centric approach


| Potential problems                                                                 | Phase I |                | Phase II |                | Mean Gap |
|-----------------------------------------------------------------------------------|---------|----------------|----------|----------------|----------|
|                                                                                  | % Slight Problem | % Bad Problem | Mean     | % Slight Problem | % Bad Problem | Mean     | % Slight Problem | % Bad Problem | Mean     | % Slight Problem | % Bad Problem | Mean     |
| Hard to see overall design                                                        | 13.8    | 66             | 3.8      | 12             | 67.7          | 3.8      | 0             |                |          |                |                |          |
| Hard to understand behaviour of system                                            | 19.1    | 60.6           | 3.6      | 30             | 45.4          | 3.2      | -0.4          |                |          |                |                |          |
| Code becomes of poorer quality over time                                          | 28.3    | 55.4           | 3.4      | 34             | 43.8          | 3.2      | -0.2          |                |          |                |                |          |
| Too difficult to restructure system when needed                                   | 22.6    | 51.6           | 3.4      | 22             | 53.1          | 3.4      | 0             |                |          |                |                |          |
| Difficult to change code without adding bugs                                      | 22.6    | 50.5           | 3.4      | 38             | 40.6          | 2.9      | -0.5          |                |          |                |                |          |
| Changing code takes too much time                                                 | 39.4    | 27.7           | 2.8      | 44             | 21.9          | 2.6      | -0.2          |                |          |                |                |          |
| Our prog. language leads to complex code                                          | 51.1    | 20.2           | 2.5      | 41             | 28.1          | 2.7      | 0             |                |          |                |                |          |
| More skill than available to develop high quality code                            | 53.8    | 22             | 2.5      | 47             | 31.3          | 2.7      | 0             |                |          |                |                |          |
| Prog. Languages not expressive enough                                             | 64.8    | 14.3           | 2.1      | 69             | 18.8          | 1.9      | -0.2          |                |          |                |                |          |
| Organization culture does not like code-centric                                   | 72.8    | 14.1           | 1.9      | 78             | 6.3           | 1.7      | -0.2          |                |          |                |                |          |
| Our prog. language likely to become obsolete                                      | 75.3    | 9.7            | 1.9      | 56             | 28.1          | 2.4      | 0.5           |                |          |                |                |          |

Table 18 Problems with code-centric approach

| Software modeling you have done in the last year | %      |
|--------------------------------------------------|--------|
| Less than 10 hours                               | 0.0    |
| More than 10 hours but less than 40              | 25.0   |
| More than 40 hours but less than 200             | 31.3   |
| More than 200 hours                              | 43.8   |

Table 19 Profiling information

possible that code generation improvements in these tools are reflected in participants’ responses.

Another important trend is the increase in recognition that programming languages and related technologies and platforms could become quickly obsolete. This trend is particularly positive as it is a motivation for adopting model-centric approaches that tend to provide better support for platform independence. This claim is confirmed by the practitioners’ perception in phase III post-survey study. Further, recent studies by Aldrich et al. supports this claim by adopting model-based development in robotics software projects where it can be more easily adapted to different hardware, tasks, and environments (Aldrich et al. 2019). They reported that models enable robots to automatically explore potential adaptations to the system architecture and code. This indicates that model-based approach and software modeling is adopted in cross-platform positively.

Downward Trends. There is a significant decrease in participants’ satisfaction with the modeling tools they have or are using, as follows. More participants reported that 1) modeling tools are less capable of supporting communications with other developers and designers; 2) there is inadequate support for maintaining code and model in sync; 3) there is inadequate support for prototyping, and 4) modeling tools are not suitable for creating software designs in general. This is also reflected in a lower frequency of using and reusing models created by other developers.

There is a decrease in participants’ satisfaction with modeling tools as evident by the data showing more participants find modeling tools to be overly complex, to require a significant learning curve, and to be difficult to use (phase III data). These issues are also reflected in the open-ended survey questions. The decrease in satisfaction with modeling tools is recurrent in the literature. A few recent studies have uncovered similar trends. Most notably, Anger et al. conducted a survey of the use of modeling tools and found that mostly used modeling tools lack feedback, being slow to use, difficulty drawing the diagrams, not interacting well with other tools, and being complex to use (L. T. Agner et al. 2019).

Eclipse, the open-source development platform, demonstrated a significant decline in use by the survey participants. UML version 1.* has decreased significantly, as to be expected due to more participants using the newer UML versions which are reflected in Table 10.

A large majority of the negative trends seem to be related to the perception of modeling tools in terms of usability and suitability for performing many tasks and activities. More participants find modeling tools increasingly difficult to learn and report the learning curve to be a significant challenge confirmed by phase III survey results. This analysis is also supported by Liebel et al. who reported on a modeling tool usability survey and found that students’ perception tends to be more negative when the tool provides negative feedback, such as compiler errors in the generated code (Liebel et al. 2017).

There is also a general decline in the perception of modeling tools support for activities that involve communication and collaboration with others which reflects in Table 14. This may explain why more participants reported creating models upon request only and often using a pen and paper and whiteboards as a modeling platform. Moreover, responses indicate less reuse of existing models. This dissatisfaction with modeling tools is repeatedly mentioned in the free text responses across all three phases of survey data. Many participants argued that time investments in model creation and maintenance are not justified. Others argued that casual informal modeling (often without
using a modeling tool) is much more effective.

The data also shows a trend of a declining number of participants reporting performing the task of transcribing a model from an informal source (such as the whiteboard) to a modeling tool which is further supported by Silva et al. (Da Silva 2015b). The author implied that models are not just documentation artifacts, but also central artifacts in the software engineering field, allowing the creation or automatic execution of software systems starting from those models. This could be interpreted as both positive and negative perceptions. The positive interpretation is that more participants are creating the models on modeling tools, and hence not requiring the transcribing task. Alternatively, this trend can be interpreted negatively in that participants do not find the modeling tool flexible enough to support their need for sketching and creating models in an agile and quick fashion.

### 6.2. Expected and Unexpected Trends

The primary expected trend is the decline in the use of older UML versions. This was expected since the two phases of this study span a significant period of time. This result suggests that respondents were careful in their replies and increases our confidence in the validity of the results. Other expected results in the continuing dissatisfaction with modeling tools capabilities, usability, and support for collaboration and communication also confirmed by the phase III post-study survey qualitative data. This result was expected to us based on our personal experiences with a broad range of software modeling and design tools.

The first unexpected result is an increase in the practices of modeling and design despite the decrease in participant’s satisfaction with modeling tools. The increase in the practices of modeling is muted, especially when compared to the increase in the size and complexity of the software being developed. While this is an unexpected result, it is one that this study highlights; practitioners’ adoption of modeling and design practices is not on par with the increase in code size and its complexity. Studies found that larger projects might be expected to make wider use of UML diagram types, but this is generally not the case (Anda et al. 2006b). Further, Anda et al. reported that when the system size and complexity increase the associated cost of UML modeling is also elevated (Anda et al. 2006b).

Another important unexpected result is the sizable decline in satisfaction with modeling tools especially with respect to their support for communication and collaboration. This highlights the need for a broad and diverse set of design tools, from lightweight informal modeling to fully-fledged model-centered tools.

Further, unexpected result is related to the increase in the adoption of formal modeling and domain-specific modeling languages (DSLs) even though we sought participants from development venues where we wouldn’t expect that DSLs and formal modeling to be broadly adopted. This result is consistent with all three survey phase data. We interpret this that practitioners tend to value software design and modeling more favorably depending on how the models are deployed productively in and throughout their development endeavors. Clearly, formal models contribute to test and code generation, and DSLs tend to be uniquely designed to the developers’ domains. We also interpret this unexpected result by the increase in the availability and capability of DSL development platforms. These platforms reduce barriers for the development of usable DSLs and broaden the user-base of such specialized development technologies.

### 6.3. Persistent Challenges and Emerging Opportunities

We identify persistent challenges as those issues in modeling and design that are found to be problematic in all the phases with little or no improvement. Many of these challenges man-

| Q | Question Text | SA +A | N | DA + SD | Mean |
|---|----------------|------|---|---------|------|
| 1 | It is a significant concern to me that the modeling tools I use may not continue to be supported in the future. | 81.3 | 12.5 | 6.3 | 4.3 |
| 2 | It is a significant concern to me that the some of the programming languages I use may become obsolete. | 81.4 | 11.8 | 12.5 | 3.9 |
| 3 | It is important to be able to reuse modeling artifacts. | 50.1 | 31.3 | 18.8 | 3.5 |
| 4 | It is important to be able to work with models in brainstorming sessions. | 81.3 | 12.5 | 6.3 | 4.2 |
| 5 | Modeling tools are generally difficult to learn. | 6.3 | 50.0 | 43.8 | 2.4 |
| 6 | Modeling tools are generally difficult to use productively for software development. | 25.0 | 43.8 | 50.1 | 2.9 |
| 7 | Modeling tools are generally not good at communicating information about software to other team members. | 25.0 | 25.0 | 50.1 | 2.6 |
| 8 | Modeling tools in general do not provide adequate support for generating executable systems. | 18.8 | 56.3 | 25.0 | 2.8 |
| 9 | Code generated by modeling tools is generally not reusable. | 25.1 | 25.0 | 50.1 | 2.8 |
| 10 | Modeling tools are most effective in the requirements phase. | 43.8 | 31.3 | 25.1 | 3.2 |
| 11 | I have significantly increased my use of formal modeling using languages such as OCL. | 43.8 | 31.3 | 25.1 | 3.2 |
| 12 | I have significantly increased my use of domain-specific languages in the last few years. | 50.1 | 31.3 | 18.8 | 3.4 |
| 13 | I have significantly increased my use of code generation in the last few years. | 50.1 | 25.0 | 25.1 | 3.4 |
| 14 | My colleagues and I make significant use of informal drawing of models by hand, e.g. on whiteboards. | 37.5 | 43.8 | 18.8 | 3.3 |
| 15 | Synchronization between models and code has become less of a concern for users of modeling tools. | 26.7 | 66.7 | 6.7 | 3.3 |

Table 20 Post survey study summary
ifest themselves in modeling tools’ complexity, their required learning curve, and their inadequate support for flexibility.

Another persistent challenge is related to the practice of developing executable models or relying on models to generate all code and executable artifacts. This challenge, despite being slightly reduced, remains a significant limiting factor for broader adoption. The need to modify the generated code because it is incomplete, or because of the need to add functionality introduces a whole set of challenges, including managing the synchronization between code and models. Model-generated code has side effects that are discussed in the study by He et al. who investigated code quality and technical debt of model-based projects (He et al. 2016). The authors in this study (He et al. 2016) demonstrated that MDE code generators incur more associated cost than handwritten code. This influences significantly the maintenance of model-based software development practices.

A third challenge is the limited scope of modeling activities in terms of their occurrences in the project lifecycle, or along with the various activity disciplines. It is only in the requirements phase that more than half of the participants reported using modeling frequently. Across other activities, modeling remains rather low. Moreover, almost all of the potential problems with model-centric approaches identified by participants have remained or declined only slightly.

A fourth challenge that emerged and also confirmed from the phase III survey qualitative data is the need to perform tool customization. We infer that the needed customization is beyond what tools offer. This is often a challenge for tool developers; more customization available for end-user often results in an increase in tool complexity that often impedes broader adoption.

A fifth and important challenge pertains the lack of support from managers and senior developers for adopting modeling tools. Participants in this study argue that modeling tools incur significant upfront costs and the pay-off materialize often at maintenance and post-deployment phases. As such, it is increasingly more difficult to build a business case to convince leaders and senior developers to invest in tool and technology acquisition.

The key emerging opportunity is the significant increase in modeling activities in general, and particularly the increase in the adoption of Domain-Specific Modeling Languages and formal modeling.

7. Threats to Validity

The primary threats to validity of this study are summarized below. We have also outlined the steps we have taken to help mitigate these threats.

Question interpretation. Respondents may have misunderstood the intended meaning of our questions. We took two steps to reduce the ambiguity of the questions. First, five independent researchers reviewed the survey (phase II) structure, wording, and questions. Second, we piloted the survey and reviewed any ambiguities, and implemented the suggested comments. Both activities helped to improve the overall survey prior to go-live. Since the primary goal of this study is to uncover trends, we expect that bias inherits in the survey to be present in both phases and its effects would be largely minimized.

Researcher bias. Many of the survey questions attempt to uncover trends related to both model-centric and code-centric approaches. A potential bias could be introduced if our survey appeared to be overly negative towards either modeling or software coding. To reduce the chance of bias we aimed to be objective whenever we referring to both code-centric and model-centric questions, as well as presenting the questions in random order. We also maintained the same questions and wording for the two phases to minimize the effects of any potential bias. We also piloted the survey and collected feedback from the participants. We revised the wording to ensure consistent interpretation of questions.

Non-randomized sample and representation. To help ensure that our sample was based on a representative collection of software practitioners, we approached both open and closed forums for participation. In particular, we submitted survey links to Digg.com, and Dzone.com - two popular technology and news sites. We submitted email requests to UML user groups, agile user groups, Java user groups, and process user groups. Our demographics results indicate that we do have representation from most regions of the world, most educational backgrounds, most software industries, and most types of developers. However, the sample size of Europe-based participants is relatively small. Therefore, we do not claim that the list of participants’ domain and demographics is complete. We also conducted extensive sub-sample analysis that included analyzing sub-samples of participants, their educational and experience profiles, as well as sub-sample analysis of software application domains to ensure adequate representation.

A related threat pertains to self-selection. Those who opt to participate in the study may be already those who are enthusiastic about software design and modeling. We consistently recruited participants in the two phases. Therefore, any bias in selection would have an equal or similar impact. This impact would be canceled out since the results and analysis are based on gaps between the two phases of the study.

The sample size of phase III post-study survey is relatively small. The goal of the post-study survey is not to uncover additional trends, but rather to clarify and help interpret the trends uncovered by the study. Secondly, the post-study survey included significant open-ended questions and would require significant time from participants to complete the study.

Participant Fatigue. This survey study included about 18 questions many with multiple choices and open-ended questions with free text. We estimate that the survey takes about one hour to fully answer all questions. Hence, there is a risk of participant fatigue which may affect data validity. We did the following to minimize this risk. First, the survey and our solicitations clearly stated the expected duration of the survey. Second, we included many cues in the survey to inform the participant of progress and the remaining sections. Third, we allowed participants to skip sub-questions based on their responses. Fourth, we only included complete responses in the data analysis.
8. Conclusion
This paper reports on a survey conducted on three phases ten years apart. The goal of the survey is to contribute to uncovering trends in the practices of software design and modeling. The survey solicited 248 participants and included 18 questions.

The survey analysis characterizes trends in the practice, including upward, downward, positive, negative, and unexpected trends. The survey suggests some level of increase in the adoption of the broad practices of modeling as well as an increase in the adoption of domain-specific and formal modeling. We also observed an increase in the practices of casual modeling using whiteboards and pen and paper approaches. The data also suggests a persistent dissatisfaction with software modeling tools. Participants find modeling tools to be inadequate in their support for collaboration and communication. Participants also consistently reported inadequacy of the generated code for their development purposes and needs. Many participants argued that modeling cannot be justified due to the learning curve, modeling tool complexity, and inadequacy for delivering executable artifacts. The phase III post-survey study confirms the main findings of the study and highlights concerns about future support for both modeling tools and development platforms.

The three phases of the survey draw a picture of the practices and how they are changing over time. Our goal is to help researchers, educators, practitioners, and modeling tools providers to focus on important aspects of relevance to the profession.
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