The emerging field of material-based data science requires information-rich databases to generate useful results which are currently sparse in the stress engineering domain. To this end, this study uses the 'materials-aware' text-mining toolkit, ChemDataExtractor, to auto-generate databases of yield-strength and grain-size values by extracting such information from the literature. The precision of the extracted data is 83.0% for yield strength and 78.8% for grain size. The automatically-extracted data were organised into four databases: a Yield Strength, Grain Size, Engineering-Ready Yield Strength and Combined database. For further validation of the databases, the Combined database was used to plot the Hall-Petch relationship for the alloy, AZ31, and similar results to the literature were found, demonstrating how one can make use of these automatically-extracted datasets.

Background & Summary

Engineering materials and their design are of great importance in most major industries, such as the manufacturing, transportation, aeronautics, and sustainable energy sectors. The stress-strain behaviour¹ of these materials is both fundamental to their performance and key to modelling other advanced properties. Improvements to the workflow of material analysis and design are critical to reducing 'material-to-market' timescales and enhancing the quality of results. Traditionally, the experimental methods involved in discovering and understanding new materials rely on trial-and-error and can be inefficient². However, there has been a recent trend to use new data-driven techniques to aid in material science research³.

The success of data-driven research is highly dependent on the quality and availability of material databases. This has been highlighted by recent efforts, such as the Materials Genome Initiative⁴, which aims to incorporate 'big data' into the material development workflow. While projects that branch from this initiative have been successful in generating large material databases (e.g., Materials Project⁵), these do not include stress-strain information that would be useful to an engineer. Alternatively, platforms such as, Citrination⁶ and MaterialDataFacility⁷ (MDF), aim to centralise material data by providing a space for researchers to upload and share their own results. These can be downloaded to a local machine or accessed via an Application Programming Interface (API) which permit easier implementation into material data-science workflows⁸. However, such platforms rely on researchers making use of them in the first place meaning that useful material information predating the creation of the above platforms is unlikely to be provided. This, combined with the need to adhere to different data formats for the different platforms, means that there is currently a limited amount of usable data on stress-strain behaviour. Furthermore, the lack of uniformity amongst the uploaded data themselves, causes difficulties in combining data from different uploaders. Therefore, such platforms are currently best served as a material look-up tool rather than a source of information-rich databases for data-driven material research, particularly when dealing with engineering properties.

It is important to note that the problem is not the lack of data, but rather, the difficulty in collecting and packaging material data in a format that is machine readable and ready for use. Given that the understanding of engineering-material properties and the corresponding relationships are so crucial, an ever-growing literature consisting of useful material information is available. Yet, the fragmented distribution of this literature information means that it cannot be directly implemented in the current state. One must first collate all the material information into a database to which data-driven techniques can then be applied. This is a seemingly impossible task to complete manually. However, text-mining techniques can be exploited to automate the extraction of
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material information from the literature. In other domains, such as chemistry or biomedicine, text-mining tools have been successfully utilised for automatic information extraction \cite{19,20}. Yet, to the best of our knowledge, no such method has been successfully applied to the engineering field with respect to the extraction of stress-strain related properties.

This work presents a material database for studying stress-engineering material properties that has been produced using automatically extracted information from the literature. While this study is primarily focused on developing a database of metals and alloys used for structural applications, the full database has a more general purpose as its content spans various domains, including soft materials whose engineering target properties have been extracted. Yield strength and grain size were chosen as the target engineering properties because they are good descriptors of the mechanical and structural properties of a material, and are also linked via the “Hall-Petch Relation” \cite{21,22} which has been experimentally justified in the micrometre range. Yield strength is the stress at which the material behaviour fundamentally changes from elastic to plastic; it is a key property in defining the stress-strain behaviour of materials. ‘Grain size’ is a microstructural feature and is defined as the length scale of similarly oriented crystalline units. Such information was automatically extracted from a corpus of papers that were downloaded from the engineering literature in a high-throughput fashion. Their contents were mined using a bespoke version of ChemDataExtractor \cite{23,24}, a state-of-the-art materials-aware natural language processing (NLP) tool, that was created specifically for this study on engineering materials. The resulting database allows for deeper study on the target properties, for example, statistical analysis on the aforementioned “Hall-Petch Relation” which has not previously been possible at such a large scale. Thus, the provided databases allow for a unique perspective and analysis on engineering-material properties.

Methods

The entire process of producing the automatically extracted material databases can be summarised in three major steps; first, article retrieval involves the generation of a corpus of relevant articles that are likely to contain the target properties. Second, information extraction includes the use of a bespoke version of ChemDataExtractor 2.0 \cite{25} to read and extract material data from the corpus. The third and final step is post-processing, which filters and organises the data into machine-readable formats while simultaneously attempting to minimise errors in the database.

Article retrieval. Article retrieval is the process of searching the literature and downloading papers that are likely to be relevant to this study. For this, webscraping tools were written in Python and were targeted primarily at the publisher Elsevier since their Text and Data-Mining (TDM) policy allow for the downloading of full-text articles in extensible markup language (XML) format from their repositories. This format is well suited for information extraction using ChemDataExtractor since it contains tags that identify document elements such as titles, abstracts, tables and paragraphs, which can be used to convert input articles to plain text. Furthermore, Elsevier provides an API specifically for article search and data mining. The written webscraping tool makes use of this API alongside the Python library Requests to take a search body as an input, mimic Elsevier’s web search and download the returned articles.

As the primary focus of this study is to extract yield strength, the search query used was “yield strength” OR “yield stress”. Here, search operators are used to ensure that either term appears as a pair of words somewhere within the text body of an article. In particular, the quotation marks enforce the pair requirement, which is necessary since querying the individual words would return irrelevant search results. For example, search results would often include papers from agriculture when the search query entered is simply yield strength, due to the inclusion of yield in the text bodies. Since this study focuses on grain size in the context of studying its relation with yield strength, no direct search for grain size was required because articles that feature grain size that would be useful for this study are most likely to be contained implicitly within those that mention yield strength or yield stress.

It should be noted that the Elsevier API is limited in that it can only handle a maximum of 6,000 articles per search request. Also, each request is static, meaning that identical search queries should yield the same list of articles. These limitations were circumvented by retrieving articles that specify the year of publication within the search request. It was also found that full text articles predating 2001 would often not be available or would cause issues in the information-extraction pipeline; however, the actual number of articles predating 2001 is relatively small. Thus, articles published between 2001 and 2021 were downloaded, as this range ensured that the maximum number of articles were downloaded within the restrictions imposed by the API.

The downloaded articles were then organised and filtered through a series of checks based on the XML tags contained within the downloaded article. First, articles were filtered out if they did not contain the full text within the downloaded XML file; this was done by checking for the XML tag: "<xocs:rawtext>". Next, the document type was checked, whereby the downloads that were not research articles were filtered out; this required the tag "<xocs:document-subtype>" to be assigned the value "fla". Finally, open-access articles were tagged for use in evaluation by checking if "<openaccess>" is true.

The article-retrieval process yielded 93,202 articles of which 11,175 are open access. These articles are ready to use in the information-extraction stage, which is described in the following subsection.

Changes to ChemDataExtractor 2.0. The information-extraction stage entails reading an input article and outputting a dictionary of records that contain target properties. As previously mentioned, this makes use of a bespoke version of ChemDataExtractor 2.0 that has been appropriately modified for this study. Full details of ChemDataExtractor and its design are given by Swain et al. \cite{26} and Mavracic et al. \cite{27}. The noteworthy changes for this work include additions to the Chemical Named Entity Recognition part of the ChemDataExtractor operational pipeline and new property models for Information Extraction which enable ChemDataExtractor to better extract engineering-material properties, given that the tool has not been used in this field before. The details of these changes will be discussed in the next two subsections.
Property models. Within an NLP pipeline, information extraction aims to construct semantic relationships using identified named entities and the given context. Most commonly, rule-based methods are employed to manually construct grammars that give meaning to named entities in the text. ChemDataExtractor 2.0 uses multiple rule-based grammars, in the form of property models, that are specialised for the chosen property to be extracted. In this work, two new property models were constructed for grain size and yield strength as these properties were not originally supported by the ChemDataExtractor 2.0 tool.

In the case of grain size, ChemDataExtractor 2.0 has an inbuilt LengthModel which defines the grammar to handle extraction of the units of grain size; this parents the grain-size property model. The units and dimensions for stress-related quantities, such as yield strength, had to be created from scratch. The standard, and almost exclusively used unit for stress in the engineering literature is Pascal, for which parsing rules had to be defined. By building upon the base unit models of ChemDataExtractor 2.0, a new unit model was constructed to support stress-related quantities (StressModel). Once the grammar to handle units had been defined, four property models were constructed to handle text and table mentions of grain size and yield strength. The code snippet below shows the property model that was defined for yield strength.

```python
class YieldStrength(StressModel):
    """ Model for yield strength text parsing ""

    specifer_expression = {
        I("gy"):
            R("([Y]ield)?") + R("([S]tress)?")
        I("y"):
            R("([Y]ield)?") + R("([S]tress)?")
        I("TS"):
            R("([Y]ield)?") + R("([S]tress)?")
        I("S"):
            R("([Y]ield)?") + R("([S]tress)?")
    }, add_action(join)

    specifer = StringType(parse_expression=specifer_expression, required=True)
    compound = ModelType(Compound, contextual=True, required=True)

    parsers = [YieldStrengthParser(), MultiYieldStrengthParser()]

class TableYieldStrength(StressModel):
    """ Model for yield strength table parsing ""

    specifer_expression = {
        I("gy"):
            R("([Y]ield)?") + R("([S]tress)?")
        I("y"):
            R("([Y]ield)?") + R("([S]tress)?")
        I("TS"):
            R("([Y]ield)?") + R("([S]tress)?")
        I("S"):
            R("([Y]ield)?") + R("([S]tress)?")
    }, add_action(join)

    specifer = StringType(parse_expression=specifer_expression, required=True)
    compound = ModelType(Compound, contextual=True, required=True)

    parsers = [AutoTableParser()]
```

Each model has its own set of rule-based parsers which identify whether or not the context surrounding a named entity is in fact related to the desired property. When dealing with tabular data, the AutoTableParser, which comes packed with ChemDataExtractor 2.0, is used in both models because of its high accuracy out of the box. Grain size and yield strength values were found to be reported with prefixes that are mostly the same within the engineering literature. Therefore, the inherent TemplateParsers were extended for each property, meaning that additional rules were written to detect the desired property. Both single and multiple instances of a property’s value were considered and used to construct the parsing rules which were applied to sentences to extract information that is structured as described in the property models. Using a mixture of manually constructed sentences and ones found in literature as test sentences, the parsing rules were extended to handle previously unsupported cases. These rules are included in the new YieldStrengthParser and MultiYieldStrengthParser (and similarly for grain size) for clarity purposes; however, these can be used for any property model.

Chemical Named Entity Recognition (CNER). ChemDataExtractor employs a hybrid approach to Chemical Named Entity Recognition (CNER); machine-learnt, dictionary-based and rule-based methods are all used. Here, the rule-based and dictionary-based methods were extended to be better suited for our targeted domain and properties. Firstly, existing parsing rules were modified to identify representations of alloys that are commonly found in the engineering literature. For example, alloys Na-3at.%W-1.7at.%Fe, Mg-2.7Nd-0.6Zn-0.5Zr and others of similar form were not recognised, or only a part of the compound was extracted, in the original version of ChemDataExtractor 2.0. Thus, new rules were implemented that made use of regular expressions to correctly identify alloys of this kind. An example of a newly implemented rule is given below.

```python
alloy_mixtures = {
    element_regex:
        + OneOrMore(
            R("[+-]")?
            + R("([dD][.\,\,]?at.?)")
            + R("([dD][.\,\,]?)
            + element_regex
        )
}
```
Here, *element_regex* is a set of regular-expression rules that are designed to match an element from the periodic table; the + operator considers the next token, allowing for the rule to recognise alloy names that span over multiple characters; OneOrMore matches the following expression at least once; R begins a regular-expression environment.

The engineering domain also makes extensive use of trade names in place of chemical compositions when describing material properties such as AZ31 or Waspaloy. Trade names are commercialised materials that have specific compositions. Thus, a dictionary of common material trade names was constructed and used in the CNER stage. This dictionary was constantly updated as new names were found.

The priority of CNER methods were adjusted such that the purpose-built rules were employed first. Thereby, highest priority is given to the trade name dictionary, then the rule-based alloy detection as described above, and then the default CNER methods that are included in ChemDataExtractor 2.0.

Modifications to the handling of certain symbols were also made. Symbols such as "-" or "μ" can be represented by multiple unicode characters that look identical. This is problematic as different journals may use different unicode characters to represent the same thing and, if this is not accounted for, ChemDataExtractor will not be able to extract these correctly. For example, a common unit for grain size is “μm”, where the symbol “μ” means “micro”. There are two characters in unicode which look almost identical, the symbol for micro μ, and the Greek letter μ. The same is true for hyphens as there are multiple possible unicode characters that can be used. Thus, these extra characters were explicitly included in the parsing rules for units and chemical entities in order to ensure the correct extraction.

**Information extraction.** For the information-extraction stage, ChemDataExtractor is used to process the input articles and parse the text to extract the target properties. This was carried out on the high-performance computing cluster Cooley at the Argonne Leadership Computing Facility.

**Document processing.** The *reader* package provided by ChemDataExtractor was utilised to convert the downloaded XML articles into standardised plain text, which was then converted into a Python *Document* class designed for easier handling and to be used for information extraction. Using the XML tags, document elements such as title, abstract, heading, paragraph, table, etc. can be identified. These elements are extracted as plain text and form a *Document* object to which the property-model parsers will be assigned to extract the relevant properties. During information processing, useful article information such as DOI, author and title, are compiled as metadata which are assigned to the *Document* object for that article. These metadata are appended to any extracted record in the subsequent step of the information-extraction pipeline.

**Extraction of properties from documents.** Once a *Document* object has been created, the appropriate property models are assigned depending on the element from which information is to be extracted. Tabular and textual data are handled with different models as they require different parsing rules. Whenever a table element is to be parsed, *TableYieldStrength* and *TableGrainSize* property models are assigned to the *Document* whereas text elements make use of *YieldStrength* and *GrainSize* models.

If a parser identifies a value based on the defined rules, an xpath tree is returned which contains the extracted information. For example, Fig. 1 shows the result of parsing using the property models for text grain size and yield strength on the following sentence: **Ni–3at.%W–1.7at.%Fe (YS = 1850 MPa) has an average grain size is 0.8 mm.** The extracted value and units are normalised by ChemDataExtractor before being converted into a Python dictionary. Additional information including the property model, parser used and article metadata are appended to the dictionary that contains the extracted record, which is finally stored into a JSON file for further processing.

**Post processing.** The raw data from ChemDataExtractor are cleaned before being organised into databases so as to increase the likelihood of correct entries. First, records that are incomplete are not stored, meaning that if any of compound, value or unit fields are empty, then they are discarded. The remaining records are imported into Python, using the library *Pandas*, as two dataframes, one for yield strength and one for grain size, with each key of the imported dictionary used as the columns of the dataframes i.e. Compound, Value, Unit etc. Next, multiple filters are applied to the Compound column of the dataframe. The first filter is the dictionary of trade names that was implemented as part of the CNER. Since these names were defined manually, they are likely to have been extracted correctly and thus they are stored directly, without verification. Next, a Materials Parser is applied to

---

*Fig. 1* The xpath trees interpreted with the parsing rules for: (a) textual Yield Strength and (b) textual Grain Size applied to the example sentence: **Ni–3at.%W–1.7at.%Fe (YS = 1850 MPa) has an average grain size is 0.8 mm.**
DOI. Since it is generally accepted that smaller grain sizes pertain to larger yield strengths\(^1\), grain-size entries are present in either database for the unique DOI. (2) The entries have the same compound name and value extracted as defined by the property models. In cases where more than one value is extracted, when a range of values is the same article and contains 2,032 complete records were extracted from text and 20,167 were extracted from tables. The Combined Yield Strength & Grain Size database contains 30,285 records of which 23,649 were extracted using text parsing and 6,636 were extracted from tables. 5,138 compounds were blacklisted during the post-processing stage and have been flagged as such. The Grain Size database contains 30,285 records of which 23,649 were extracted using text parsing and 6,636 were extracted from tables. 5,138 compounds were blacklisted during the post-processing stage and have been flagged as such.

### Table 1. Description of data records contained in the databases.

| Database Key          | Description                                                                 | Data Type            |
|-----------------------|-----------------------------------------------------------------------------|----------------------|
| Compound              | Extracted compound names that have been normalised. May contain more than one entry if multiple names are given to the same compound. | List of String Type  |
| Blacklisted Compound? | Flag that identifies if the extracted compound names contain a blacklisted compound. The list of blacklisted compound is manually curated. | Boolean              |
| Value                 | Extracted value that has been normalised using ChemDataExtractor             | List of Float Type   |
| Units                 | Extracted units that have been normalised                                     | String Type          |
| Raw Value             | Extracted value as seen in text without any normalisation                    | String Type          |
| Raw Units             | Extracted units as seen in text without any normalisation                    | String Type          |
| Parsing Method        | Identifies if the text or table parsing method is used from extraction of the record | String Type          |
| DOI                   | Unique identifier of the source article                                       | String Type          |
| Article Title         | Title of source article                                                       | String Type          |
| Author                | Authors of source article                                                     | String Type          |
| Journal               | Journal of source article                                                     | String Type          |
| Date                  | Date-of-publishing of source article                                         | String Type          |
| Open Access           | Identifies if the source article is open-access                               | Boolean              |

To study the link between yield strength and grain size, the two databases need to be combined. Entries with the same DOI are compared and assigned to one another if the following criteria are met: (1) The same number of entries are present in either database for the unique DOI. (2) The entries have the same compound name and DOI. Since it is generally accepted that smaller grain sizes pertain to larger yield strengths\(^1\), grain-size entries are inversely matched with their corresponding yield-strength entries and are copied to a new combined database. This combined database can be used for studying the Hall-Petch relationship using automatically extracted data.

All of the processed data are then exported in three formats: CSV, JSON and MongoDB. These formats have been chosen since they can be easily implemented in any system using different programming languages for further data-driven study while also supporting database look-up features.

### Data Records

Four databases have been assembled to portray the auto-extracted data in distinct sets: a Yield Strength, Grain Size, Engineering-Ready Yield Strength and Combined Yield Strength & Grain Size database. Each of these is available to download from Figshare\(^2\) in JSON, CSV and MongoDB formats.

The data records have mutual descriptors which are shown in Table 1. Compound is a list of extracted compound names where each entry represents alternative forms of the same compound if found in the article during the information-extraction process. Value and Units are the extracted value and units which have been normalised as defined by the property models. In cases where more than one value is extracted, when a range of values is extracted for example, Value will be a list. These data are given in their original form under Raw Value and Raw Unit, which contains the extracted information before being normalised. Additional fields describing article metadata and parsing methods are also included.

The Yield Strength database contains 64,269 records of which 25,555 records come from text-parsing methods and 38,714 come from table parsing. 7,172 compounds were identified as Blacklisted Compound during the post-processing stage and have been flagged as such. The Grain Size database contains 30,285 records of which 23,649 were extracted using text parsing and 6,636 were extracted from tables. 5,138 compounds were blacklisted and tagged accordingly.

The Engineering-Ready Yield Strength and Combined Yield Strength & Grain Size databases are derived from the two main sets described above. The Engineering-Ready Yield Strength Database limits the yield-strength value to be between 0 MPa and 1500 MPa. This subset contains 48,430 records, of which 28,263 were extracted from text and 20,167 were extracted from tables. The Combined Yield Strength & Grain Size matches extracted yield-strength and grain-size values from the same article and contains 2,032 complete records.
Technical Validation

Technical validation is carried out in order to measure the reliability of the extracted data. Two methods are used for this task: one calculates the evaluation metrics, precision, recall and F-score which are commonly used to measure the efficacy of NLP results; the other is a statistical approach whereby the distribution of data is visualised and the Hall-Petch relation for AZ31 is plotted to compare with results from the literature.

Evaluation Metrics. The reliability of the data extracted can be measured by the evaluation metrics: precision, recall and F-score. The precision describes the percentage of correct data that have been extracted. Recall is the fraction of properly extracted records over the number of possible records in a document. F-score is the harmonic mean of precision and recall. These evaluation metrics are given by:

\[
\text{precision} = \frac{TP}{TP + FP} \quad (1)
\]

\[
\text{recall} = \frac{TP}{TP + FN} \quad (2)
\]

\[
F\text{-score} = 2 \cdot \frac{\text{precision} \cdot \text{recall}}{\text{precision} + \text{recall}} \quad (3)
\]

where, \(TP\) is a true positive, meaning the result is properly extracted, \(FP\) is a false positive, meaning the result is not extracted correctly and \(FN\) is a false negative, meaning the result is not identified at all.

For evaluation, 195 open-access articles were used in total and were randomly selected on the condition that they contain the element which is being evaluated; for example, yield-strength table-evaluation articles contain tables of yield-strength information. This set was divided into four, such that 100 articles were used to evaluate the extraction of yield-strength information, with 50 evaluating table records and 50 evaluating text records; a different set of 100 articles was used for grain-size information, 45 for table and 50 for text. A manually extracted database was produced for both properties from each respective set of articles. The entries in the manually extracted databases are compared to the automatically extracted ones; when an entry is exactly the same in both databases, it is identified as a true positive; if the record has missing/incorrect information, it is identified as a false positive; false negatives are the entries in the manually extracted database that are missing from the automatically extracted database.

The evaluation metrics of the final databases are shown in Tables 2 and 3. Considering the overall precision, both properties have a precision of around 80%. The difference in precision observed between the table and text parsers is expected since tables are much more structured than free-flowing text and all the necessary information for extraction is usually contained in one table. The main cause of error is the incorrect extraction of the compound name for both property models. Common examples include cases where a trade name is used but it has not been defined in our dictionary and instead some chemical that is mentioned in text is assigned as the "most suitable" candidate given according to the CNER rules. For example, JDBM is a magnesium-based alloy which was not initially written in our dictionary of trade names such that ChemDataExtractor would assign the correctly extracted properties to "magnesium", which is incorrect. A method to resolve this issue is to add the trade name into the dictionary and re-process the article. However, given that there is a continuously growing number of trade names, it would be impossible to manually construct a complete dictionary of all trade names used. Other error cases include studies where additions of elements to an alloy are discussed. For example,
ZK60 is a magnesium-based alloy which has been used in studies where the effect of Scandium additions to the mechanical and structural properties are observed. In these cases, the system would correctly identify the yield strength and grain size but may assign them to either Scandium or ZK60 rather than the full compound name, for example ZK60 + 0.6Sc. Due to the lack of uniformity in writing compounds of this form, it is difficult to define parsing rules that encompass all the possible written forms without the rules being too lenient such that the parser would extract many false positives.

The other common form of error is the incorrect extraction of values. This is much more common in the yield-strength textual evaluation and would occur when multiple stress-related quantities are discussed within the same sentence. For example, Ultimate Tensile Strength is another material property that is often measured alongside yield strength and it is often reported within the same sentence. To illustrate, a common sentence structure that leads to an error is: “<MATERIAL> has UTS and YS of 150 MPA and 100 MPA.” According to the parsing rules, the specifier, compound name, value and units are all present in the sentence, and therefore, they will all be extracted. However, the value reported for ultimate tensile strength would often be included in the extraction of yield strength, leading to a false positive in the evaluation. The same reasoning can explain the error in extracting units, although these were rare in the evaluation. While the parsing rules fail in these niche cases, they are able to extract information efficiently at a high precision; they are therefore suitable to be implemented.

The overall recall for both models is also close to 80%, meaning that only a fifth of the available data are not extracted. Recall is often considered to be less important than precision, as long as plenty of source data are available for extraction, since it is better to have correct values than many incorrect values. Accordingly, an argument can be made to make the parsing rules more strict so as to increase precision at the expense of recall if necessary. However, both precision and recall are already high such that the current evaluation metrics of both databases can be considered to be already optimal and are ready to use in data-driven research.

Distribution of data. The distributions of yield-strength and grain-size values are shown in Figs. 2 and 3. The overall shape of the yield-strength distribution matches expectation whereby a positive skew is observed with the majority of values being under 1000 MPa. As yield strength is primarily used in a traditional engineering context dealing with metals and alloys, the typical application area tends to require hard materials with yield strengths ranging between 100 MPa and 1000 MPa. The statistical extreme of the data distribution include any value greater than 1500 MPa, matching the expectation of the typical application area. However, the data-extraction process in this study does not restrict articles to those of metals and alloys when downloading them such that the corpus will most definitely contain papers from other engineering domains as well, such as soft materials and biomedical materials. The materials in these newer engineering domains have yield strengths below 100 MPa; for example, High Density Polyethylene is a common plastic that is studied and has a small measured yield strength of 23 MPa to 29.5 MPa18. As the range 0 MPa to 100 MPa is much smaller than 100 MPa to 1000 MPa, the extracted values will be more contained in the lower pressure region, as is reflected by the larger probability density of the lowest-pressure binned data illustrated in Fig. 2. Very large values of yield strengths are also reported; for example, the largest value in the database is 2500 GPa. This is due to an incorrect association of units when multiple properties with units of stress are discussed. These reasons motivate a specialised “Engineering-Ready” yield
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strength database where the values are restricted to be between 100 MPa and 1500 MPa for the purpose of studying hard materials with more confidence in the precision.

Studies on grain size, in context with yield strength, tend to focus on grain-size refinement, whereby the grain size of a material is reduced to increase yield strength. This is reflected in the positive skew of the grain distribution. The largest bin in this plotted distribution is close to 0 μm. While there are novel techniques which allow for such small grains, the extracted values in the nm range tend to be incorrect owing to the ambiguity in language when describing certain manufacturing processes, namely powder metallurgy. Here, grain size refers to something with a definition that is closer to particle size; yet, the same specifier, “grain size”, will be used in the text, meaning that the sentence will match the defined parsing rules and be extracted as grain size. Nevertheless, this ambiguity issue affects an extremely small proportion of the data set, where less than 3% of values are below 10 nm and less than 0.5% of values are below 1 nm. In fact, the contribution to this bin is mostly from grain sizes that range between 1 μm and 0.1 μm. This range is common in grain-size studies, particularly when discussing Ultra Fine Grained materials. Considering the larger grain-size values in the database, values of over 79.3 μm are considered to be the statistical extremes. Such grain sizes are not unreasonable, particularly when discussing materials that have had little to no additional processing to reduce the grains. However, very large extracted values seem to represent incorrectly extracted information, most likely due to incorrect unit extraction which causes a difference of multiple orders-of-magnitude between the extracted and reported grain size. A common example of this problem would be when the physical shape of the material is discussed alongside the specifier of grain size. To illustrate, the sentence; “the grain size of the 10 mm <MATERIAL> rod is shown in figure…”.

The parsing rules will incorrectly associate the grain size to the length of the material. An interesting feature of the grain-size distribution is the way that the peaks of extracted values are at rounded quantities such as 50 μm and 100 μm. This is due to the tendency of researchers to approximate the grain size when it is not the focus of the study.

Hall-Petch relationship for AZ31. As a final check on the reliability of the method, the combined database was used to plot a Hall-Petch relationship to compare with results from the literature. The magnesium-based alloy AZ31 was chosen for this as there are many studies on its relationship between grain size and yield strength while it is also being used extensively in real-life applications. Typically, the Hall-Petch relationship states that:

\[ \sigma_y \propto \frac{1}{\sqrt{d}} \]  

(4)

where \( \sigma_y \) is the yield strength and \( d \) is the grain size.

A plot of the Hall-Petch relationship of AZ31 using automatically extracted data afforded by this study was compared with a plot that was adapted from manually collected data by Vinogradov et al.19 as is shown in Fig. 4. Firstly, the similarity between the manually and automatically extracted data distributions can be determined using a two-sample t test for uneven variables. The results of two such statistical tests, one on the yield-strength values and one on the grain-size values, reveal that: for yield-strength values, the t test statistic is −0.433 and the p value is 0.666; for grain-size values, the t test statistic is −0.639 and the p value is 0.524. None of these values
are statistically significant, so the null hypothesis for zero difference between these two distributions is accepted. This means that our automatically generated database provides results that are statistically similar to the results obtained by humans manually extracting data.

When analysing the Hall-Petch relationship in Fig. 4, it is clear that there is no linear relationship and thus, Eq. (4) does not hold. The lack of a clear linear relationship suggests that the Hall-Petch relationship may not be valid for study in the general case whereby data from different studies are used. This suggests that additional factors need to be taken into account and controlled, when studying the exact relationship between yield strength and grain size. Considering our automatically extracted data, vertically plotted series of data points in Fig. 4 suggest that it is possible for the same grain size in AZ31 to exhibit different yield strengths, further indicating that other factors play a role in determining the Hall-Petch relationship. Such a conclusion has also been reached by others\textsuperscript{19,20}. However, our method is able to determine this conclusion with little human input and using more data to support the arguments made more strongly. For example, using our data, the coefficient of determination can be calculated to give $R^2 = 0.21$. This result statistically confirms the unclear Hall-Petch relationship, in the general case, for AZ31. Again, the similarity between the manually curated and autogenerated distributions highlights the efficacy of our method and the potential for it to be implemented in other studies, with confidence that close-to-human-level results will be obtained.

Although similar conclusions have been reached by others\textsuperscript{19,20}, the great benefit of our method is that it uses automatically extracted data. This greatly reduces the time required to study a relation, and by achieving results close to what a human would achieve, the database method can be extended to search for the Hall-Petch relationship of many different materials with little human effort. Moreover, applying the same method to automatically extract more properties would permit the study of other relations or even uncover new ones which are hidden in the literature; all without the seemingly never-ending task, for a human, of manually recording results from articles.

**Usage Notes**

The databases are available in JSON, CSV and MongoDB BSON formats. These formats are widely supported by most modern programming languages including Python, R and MATLAB which are commonly used in data-driven studies. For lookup purposes, CSV and MongoDB BSON formats allow for efficient querying of data. CSV can be directly imported into popular spreadsheet software while MongoDB enables handling of large databases with more ease. Documentation on how to use MongoDB databases can be found at [https://docs.mongodb.com/manual/core/document/](https://docs.mongodb.com/manual/core/document/). Alternatively, numerous libraries are available that wrap MongoDB functionality into other programming languages, for example the pymongo library available in Python.

**Code availability**

The code used to generate the four databases can be found at [https://github.com/gh-PankajKumar/ChemDataExtractorStressEng](https://github.com/gh-PankajKumar/ChemDataExtractorStressEng). This repository contains the modified ChemDataExtractor 2.0, web scraping scripts and post-processing tools. The repository contains propertyExtractor.py, which was used to automatically extract yield strength and grain size and serves as an example as to how the herein modified version of

---

**Fig. 4** A Hall-Petch relationship plot of AZ31 using (red) automatically extracted data that can be found in our Combined database and (blue) manually compiled data from Vinogradov\textsuperscript{19}.
ChemDataExtractor can be used for extracting engineering-material properties. Also, `propertyExtract_Example.ipynb` is an iPython notebook that walks through the basic steps to extract records from an input article. A static version of the repository is available to download from Figshare.
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