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ABSTRACT

Robot Operating System (ROS) is widely used in academia and industry, and importantly is leveraged in safety-critical robotic systems. The quality of ROS software can affect the safety and security properties of robotics systems; therefore, reliability and quality are imperative to guarantee. Source code static analysis is a key approach to formally perform software verification. We address two concerns in this paper: (1) conducting a systematic literature review study to provide a complete picture of the existing methods that analyze different aspects of ROS software, (2) performing empirical study to evaluate software properties that can influence the functionality of ROS. We leverage PMD\(^1\), off-the-shelf static analysis tool, to conduct our empirical study over a set of ROS repositories implemented using Java. The survey analysis shows a significant shortcoming in the body of research by the lack of tailored analysis mechanisms for assessing ROS2 code and reveals that the majority of research efforts are centered around ROS1. Our empirical study shows that the Java code of ROS2 does not suffer from serious issues and the majority of the detected alerts are code style issues.
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1 INTRODUCTION

ROS is a framework that provides a communication layer between robotic systems, as well as libraries and tools for the development of robotic systems software. This makes ROS widely adopted in developing robotics systems, which are increasingly used in safety-critical contexts, including health and transportation. However, developers of robotics systems lack applying systematic approaches to develop safety-critical software applying\([19]\). Especially, the ROS framework is complex and consists of several components that are developed using various programming languages. Therefore, evaluating the software features of this framework is vital and challenging. Several code features are considered in the body of research. Phriky-Units\([25, 26]\) and Phys\([20]\) are static analysis tools investigate the inconsistency of physical units in robotics and cyber-physical systems. Both tools have evaluated the implementation of ROS1. While HAROS\([28]\) collects code metrics for several ROS repositories, through a collection of static analysis tools. Other works\([13, 23]\) take dynamic analysis approaches to verify the security of ROS. All prior work focuses on analyzing ROS1, but none of them consider ROS2. Moreover, these works do not provide a holistic picture of various programming properties of the ROS framework, because their scope is limited to investigate a specific property (i.e. security, physical units). The investigated ROS projects are centered around ROS implementation in C++, but ROS also provides programming interfaces using other languages such as Java, which has not been considered in prior work.

To address these concerns, First, we conduct a small-scale systematic literature review to understand the scope and limitations of prior work. Second, we perform an empirical study to check the conformance of ROS2 Java projects with coding standards. We leverage an off-the-shelf static analysis tool, is called PMD, which facilitates the analysis of various coding standards, including security, performance and code style. These coding standards are widely enforced in safety-critical contexts to improve software reliability.

The rest of this paper is organized as follows: Section 2 highlights the software architecture of ROS2. The applied approach in this work is discussed in Section 3. Section 4 describes our empirical study and introduces the static analysis tool that is used to perform the empirical study. We present and discuss our results in Section 5. Finally, Section 8 concludes this work and provides potential research directions.

2 BACKGROUND

ROS2 is a collection of tools and libraries that aid robotics software development. In this section, we highlight the architecture of this framework, because understanding the architecture of ROS2 is an intrinsic factor to identify the involved programming languages and components to conduct an appropriate evaluation.

ROS2 implements Object Management Group’s Data Distribution Service (DDS) as the communication middleware\([16]\), which enables ROS2 nodes to automatically find each other on the network, thus there is no need for a ROS2 master. Figure 1 depicts the internal API architecture of ROS2. The architecture consists mainly of two layers\([1]\):

\[^1\]PMD is not an acronym

---

Figure 1: ROS2 Internal API Architecture\([1]\)
This section explains our approach to achieve the two contributions of this work. We follow the workflow illustrated in Figure 2.

According to Figure 1, the middleware layer is developed using C, while the higher layer can be implemented using various programming languages. This diversity of programming languages hardens the analysis of the ROS2 framework and challenges existing techniques. Another challenge imposed by this architecture is the usage of other third party projects such as DDS. Therefore, conducting a holistic analysis is required to validate the reliability and security of ROS2. Static analysis methods provide an adequate approach to achieve this goal [28].

However, software evaluation in the robotics domain needs special requirements and guidelines [28]. For instance, in the context of safety-critical systems (e.g. automotive), enforcement of coding standards is a necessity [18]. These standards consist of rules and guidelines that aim to increase the robustness and reliability of software systems. They impose style guidelines and restrict the usage of certain programming languages’ features to avoid common mistakes. Static analysis facilitates the detection of violations of these rules. Therefore, conducting static analysis for ROS2 is feasible, because the ROS community uses Git repositories for its source code, hosting them freely on GitHub.

3 OVERALL APPROACH

This section explains our approach to achieve the two contributions of this work. We follow the workflow illustrated in Figure 2. Following is a description of each step:

(1) Conducting survey analysis. This step aims to: (a) understand the software architecture of the ROS2 framework and (b) identify the main focus and limitation of prior work that target analyzing ROS framework. Specifically, we perform a small-scale systematic literature review by considering papers recently published in software engineering conferences (i.e. ICSE and ASE), security conferences (i.e. CCS and USENIX), and robotics conferences (i.e. IROS and ICRA). The process of conducting the survey analysis and the results are discussed in Section 5.1.

(2) Empirical analysis. In this step, we focus on analyzing ROS2 source code based on the identified directions in the survey analysis step. Specifically, we perform a static analysis using bug detection tools that are available in the literature such as PMD [2]. This step provides an overall picture of the software quality of the ROS2 code. The static analysis tool selection and the experimental approach are discussed in Section 4 and the results of the empirical study are presented in Section 5.2.

(3) Providing Guidelines. In this step, we discuss interesting observations based on the conducted analysis in the survey analysis and empirical study. Finally, this step describes future research directions in this area (Section 7).

4 EMPIRICAL STUDY

This section describes our empirical approach for assessing the software quality of ROS2. It introduces the selection criteria for selecting the static analysis tool for detecting bugs and identifies the software properties that we verified. This section also describes the collected software corpus that represents ROS2 Java projects.

4.1 Static Analysis Tool Selection

We define two selection criteria for identifying the optimal tool to develop our detection rules. The tool should be:

(1) open source and is still actively supported by the community.
(2) easy-to-use and facilitating the integration of new rules.

To this end, we identified several open-source static analysis tools that are presented for detecting bugs in Java programs [7]. The tools are as follow:

(1) FindBugs [3]: is an open-source tool for detecting bugs in Java code. It is a static analysis tool on Java bytecode and can be used via command line and integrated into different IDEs. FindBugs can discover various types of bugs including problematic coding practices and vulnerabilities. FindBugs rules can be created using the Visitor pattern (Java API).

(2) Hammurapi [4]: is an open-source tool for analyzing Java source code. It can be integrated into IDEs and is developed with scalability in mind. Hammurapi employs Abstract Syntax Tree (AST), where new rules can be added to this tool, using Java code or XML rules. However, this tool is rather complicated [6], which is driven by the fact that Hammurapi consists to several components, including web services and database that should be downloading to use this tool.

(3) Jlint [5]: is written in C++ for detecting common programming errors in Java (e.g. race condition). Jlint performs semantic and syntax analysis on Java bytecode for accomplishing its duties. Although new rules can be integrated into Jlint, it will require modifying Jlint’s source code [6], which makes Jlint difficult to expand.

(4) PMD: is an open-source tool, which is written in Java and it checks Java source code for a set of predefined bugs. PMD can be used through the command line, and graphical user interface via the available plugins for various IDEs. PMD constructs the AST, and then examines the constructed AST for detecting bugs. PMD rules can be defined using Java code (Visitor pattern) or XPath queries. This provides more flexibility and makes it easier for an extension.
**Other Tools.** Although the focus of our analysis is on Java ROS projects, we also explored tools for analyzing C++ code. One of the off-the-shelf tools that are used for analyzing C++ ROS code is Cppcheck [22]. This tool has been used in prior work to perform security analysis [21] and collect code metrics [28].

Accordingly, PMD has been selected for performing our experiment, because PMD is an open-source tool and can be easily expanded with new rule sets. Unlike other tools that require changing the source codes of the tools, or are limited to a specific method for adding new rules, PMD is flexible, easy-to-use, and deemed as a cross-architectural analysis tool, as it can analyze different programming languages. PMD also covers different categories of bug detection (i.e. security, code style and compliance with code quality)

### 4.2 Empirical Study Design

This section describes our approach for analyzing ROS software quality. In our experiment, we leverage PMD to check several properties of ROS2 Java projects, as illustrated in Figure 3.

**Figure 3: Static Analysis Using PMD**

**Software Corpus:** to find Java ROS2 code, we search the official website of ROS2 [2], which provided us the Github links for accessing the ROS2 Java projects. ROS2 Java code includes Android projects. Overall, we found eight Github projects.

**PMD Rules:** as mentioned earlier, PMD has built-in rules for analyzing various code properties. In this experiment, we use the rules summarized in Table 1. PMD is inadequate to verify security properties of ROS2 because it only has two security rules, which are limited to: (1) check hardcoded values for cryptographic operations, and (2) identify hardcoded initialization vector in cryptographic operations. However, PMD rules can be extended to involve additional weaknesses and code smell [7].

**Table 1: Summary of PMD Rules**

| Category                  | # of Rules |
|---------------------------|------------|
| Best Practices            | 50         |
| Code Style                | 62         |
| Design                    | 46         |
| Error Prone               | 99         |
| Performance               | 30         |
| Security                  | 2          |
| Additional rulesets (Android & Security Code Guidelines) | 5 |

### 5 RESULTS

This section discusses the results of the two contributions of this work, the literature review and empirical study.

#### 5.1 Survey Analysis

We conducted a literature review to find publications related to ROS. Specifically, we are seeking related work that leverages program analysis techniques for assessing the software features of ROS. Table 2 presents the results of our systematic approach to exploring the literature. We research several research communities since program analysis efforts of robot software fall under several domains, including software engineering, security, and robotics. we consider publications in top venues in these three communities. The total number of publications is 16, obtained mainly from robotics venues. Although our literature analysis is not comprehensive, it helps us to draw interesting conclusions. For instance, the absence of publications in communities such as software engineering and security is an interesting observation and requires more investigation. This observation shows great opportunities to improve the software features (i.e. safety, security, and reliability) of ROS.

**Table 2: Summary of Related Work**

| Domain   | Venue     | Years     | # of papers |
|----------|-----------|-----------|-------------|
| Software Engineering | ICSE       | 2017 - 2019 | [20]         |
|          | ESEC/FSE  |           | [25]         |
|          | ISSTA      |           | [28]         |
|          | ASE        |           |             |
|          | CCS        | 2017 - 2019 | [12]*       |
|          | USENIX     |           | [29]         |
|          | NDSS       |           | [30]         |
| Robotics | IROS       | 2016 - 2019 | [14, 24, 28] |
|          | ICRA       |           | [13, 27, 30] |
| Other    |            |           | [8, 9, 11, 15, 17, 21, 23] |

* in robotics domain but not ROS related

We further classified the identified publications in the literature based on the (1) utilized approach static or dynamic, and (2) the goal of the analysis. The goals are divided into security, quality, and physical units. We excluded the papers that do not provide or utilize a tool for assessing ROS like [9, 27]. Although some papers such as [12] do not evaluate the ROS framework, we decided to include them in the classifications because they utilize ROS in the conducted evaluation. Table 3 presents our classification of the related work. We can conclude from this table that dynamic analysis is a popular approach to perform a security assessment, but static analysis is a common approach to investigate a certain software property. Another observation based on the results in Table 3, the majority of prior work targets ROS1. We also notice that the majority of the dynamic analysis approaches are concentrated around the network layer than the application layer, except ROSPenTo and Roschaos [15], which exploit the usage of certain ROS APIs.

#### 5.2 Empirical Analysis Results

Figure 4 presents the results of the performed static analysis. The total number of alerts is 33,533 that have been detected by PMD,
Table 3: Classification of the Related Work

| Reference   | Approach | Goal                      | Scope |
|-------------|----------|---------------------------|-------|
| PhrikyUnits [24–26] | Static   | Inconsistency in physical units | ROS1  |
| Phys [20]   |          |                           | ROS1  |
| HAROS [28]  | Code Metrics |                       | ROS1  |
| [12]        | Dynamic  | Security                  | ROS1  |
| [13]        |          |                           | ROS1  |
| [14]        |          |                           | ROS1  |
| [30]        |          |                           | ROS1  |
| [8]         |          |                           | ROS1  |
| [11]        |          |                           | ROS1  |
| [23]        |          |                           | ROS1  |
| ROSPenTo [15] | Static and Dynamic | Performance and Security | ROS2  |
| Roschaos [15] |          |                           | ROS1  |

where 62% of the alerts are code style issues, while the lowest number of alerts (6%) are under the category Best Practices. These results show that the majority of the alerts are not dangerous. However, the Error Prone and Performance require further investigation. Our analysis reveals the existence of several empty control flow statements as summarized in Table 4. This kind of code implementation can make the code look suspicious, as attackers employ empty blocks to bypass detection mechanisms [29].

![Figure 4: Distribution of all detected violations](image)

Table 4: Summary of empty block

| Rule                     | Count |
|--------------------------|-------|
| Avoid empty while statements | 4     |
| Avoid empty if statements   | 4     |
| Avoid empty catch blocks   | 8     |

Since performance can play a vital role in the robotics domain [21], then performance issues should not exist in the ROS code. Although performance alerts constitute only 7% of the overall violations, Figure 5 shows 17 performance rules are violated. The goal of the performance alerts in PMD is to avoid coding practices that can affect the performance. For example, Java provide APIs such as asList to enhance the performance; therefore, when the developer creates a list from an array of objects using a loop instead of asList, then PMD will fire an alert accordingly.

We also manually investigate some of the results, with a particular focus on exploring security features in ROS2. Listing 1 shows some security flags that are set to false. For instance, the variable _secureUseSecure enables the secure communication between ROS nodes. This is a serious issue since this code snippet is located in Data Distribution Service (DDS), which is the extension that provides security capabilities to ROS2.

Listing 1: Code snippet from RTI Perftest 3

```java
private boolean _secureUseSecure = false;
private boolean _secureIsSigned = false;
private boolean _secureIsDataEncrypted = false; // User Data
private boolean _secureIsSMEncrypted = false;
private boolean _secureIsDiscoveryEncrypted = false;
private String _secureCertAuthorityFile = null;
private String _secureCertificateFile = null;
private String _securePrivateKeyFile = null;
```

6 RELATED WORK

Survey Studies. Prior work highlights several aspects of ROS [9, 27]. Caiazza et al. [9] discuss approaches for enhancing the security of ROS, while Quigley et al. [27] give an overview of ROS. However, the body of knowledge lack of a dedicated and systematic study that discusses tools and techniques proposed for evaluating ROS software. In this work, we attempt to cover this research gap by conducting a small-scale literature review.

ROS Code Analysis. ROS implementation has been evaluated from different angles. The security aspect was not part of ROS’s goals, even security in ROS2 is overlooked, except providing a few optional security extensions [21]; therefore, ROS suffers from significant security weaknesses including plaintext communications, open ports, and unencrypted storage [8, 11, 23]. The state-of-the-art [13, 15, 17, 23, 30] show the communication between ROS nodes is a major concern. Therefore, many of the proposed solutions consider and demonstrated attacks target this limitation. For instance, several attacks have been demonstrated in the literature. Open source penetration testing tools have been leveraged to perform the attacks on a cyber-physical security honeypot developed on top of ROS [23]. The conducted attacks show that ROS framework suffers from major weaknesses, which allowed performing man-in-the-middle attacks [10]. To overcome this challenge, a security layer is proposed to be deployed on top of the ROS framework in [14]. This security layer provides integrity and confidentiality by maintaining an authorization server to enable secure communication between ROS nodes. Similarly, Breiling et al., [8] propose a secure communication channel for ROS to handle the communication between two nodes. Another experiment discovers over 100 publicly-accessible hosts running a ROS master, after scanning the whole IPv4 scope [13]. Unlike these works, the scope of our analysis is considering ROS2, and we apply a static analysis approach for verifying the security properties of ROS2.

3https://github.com/rticommunity/rtiperftest
Another stream of research applies static analysis methods to (1) identify inconsistency in physical units [20, 24, 25], verify compliance with standard coding style and collect code matrices [28], and (3) check security aspects [21]. In this work, we consider several software properties instead of focusing on certain properties. HAROS [28] is the closest work to our empirical study. HAROS uses a set of off-the-shelf tools and focuses on identifying code matrices in ROS1 code. In our work, we focus on analyzing ROS2 and considered a different set of software properties. For example, PMD supports collecting information about the code comments similar to HAROS, but we have not enabled this rule in our analysis, because we are interested in capturing more critical aspects. Finally, opposed to the aforementioned static techniques, our experiment targets ROS2 Java code.

7 DISCUSSION

We applied a systematic approach for collecting and analyzing the literature. We also show the research trends in the ROS domain. Static analysis approaches for assessing specific properties of ROS, while dynamic analysis approaches are used mainly for evaluating security aspects of ROS. However, our survey study is limited to 16 papers. Therefore, additional publications should be considered to provide useful insights.

In the empirical study, we leveraged the default rules that come with PMD. However, these rules are not mandatory tailored for verify the requirements of ROS. Therefore, as for future work, PMD can be extended to detect other software issues [7], which extends PMD to detect insecure implementation of the Secure Socket Layer (SSL) in Android applications. Specifically, more security rules need to be integrated into PMD, because the default security rule set in PMD covers only two issues. Furthermore, other issues such as detecting copy and paste can be also identified through PMD, which provides this feature for detecting copy and paste in several programming languages like C++ and Python. Therefore, the detection of copy and paste can help in identifying vulnerable patterns in ROS, thus preventing the propagation of insecure code.

8 CONCLUSION

In this paper, we perform a small-scale systematic analysis to identify the work that addresses software quality concerns about ROS2 software. We show there is a tendency to apply a dynamic analysis approach for identifying security issues, while static analysis approaches are employed to check specific program properties and verify compliance with code style standards. This small-scale analysis shows a major shortcoming of large-scale systematic analysis work in this area. We also perform an experimental analysis to evaluate the software quality of ROS2. We leverage PMD, an opensource static analysis tool, to achieve this goal. Our analysis shows that the majority of the detected alerts belong to code style issues. PMD also detects error-prone and performance issues.
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