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Abstract—With the ever-increasing use of games, game developers are expected to write efficient code, supporting several aspects such as security, maintainability, and performance. However, the continuous need to update the features of games in shorter duration might compel the developers to use anti-patterns, code smells and quick-fix solutions that may affect the functional and non-functional requirements of the game. These bad practices may lead to technical debt, poor program comprehension, and can cause several issues during software maintenance. Here, in this paper, we introduce "Software Nuggets" as a concept that affects software quality in a negative way and as a superset of anti-patterns, code smells, bugs and software bad practices. We call these Software Nuggets as "G-Nuggets" in the context of games. While there exists empirical research on games, we are not aware of any work on understanding and cataloguing these G-Nuggets. Thus, we propose a catalogue of G-Nuggets by mining and analyzing 892 commits, 189 issues, and 104 pull requests from 100 open-source GitHub game repositories. We use regular expressions and thematic analysis on this dataset for cataloguing game-specific Software Nuggets. We present a catalogue of ten G-Nuggets and provide examples for them available online at: [https://phoebs88.github.io/A-Catalogue-of-Game-Specific-Software-Nuggets]. We believe this catalogue might be helpful for researchers for further empirical research in the domain of games and for game developers to improve quality of games.

Index Terms—Anti-Patterns, Games, Catalogue, Thematic Analysis

I. INTRODUCTION

The game industry continues to see expanding growth in terms of revenue and worldwide usage. In a recent report, Newzoo predicts that 2021 will have revenue of about $189.3 billion for mobile, PC, and console gaming[1]. However, increasing market demand for games and their widespread usage has posed a challenge for game developers to provide better quality games in less time [1]. This pressing need may sometimes force developers to use quick-fix solutions and can result in the violation of functional and non-functional requirements [2].[3]. Developers often tend to violate good design choices and coding practices, and may end up with bad practices or anti-patterns or code smells in software [2].[3]. Although these choices and practices may not directly affect the functionality of the program or cause any error, they may lead to long term future problems of maintainability, security, performance, and so on, and increasing technical debt. Existing literature consists of several research studies regarding anti-patterns and code smells [4],[5]. Brown et al. [2] explain about anti-patterns stating that they are like misfits to a problem that should be prevented and avoided to lead to a better solution. However, these bad practices are often termed as anti-patterns, code smells, bad software practices, software bugs and similar concepts in different contexts [4],[5] making it hard for developers to consider each of these concepts during development [6],[7].

It is here, we believe a unified terminology and catalogue might help developers to better comprehend these varying definitions such as anti-patterns, code smells, bad software practices and software bugs. Thus, we propose 'Software Nuggets' as a generic concept that affects software quality in a negative way.

Software Nuggets: We define Software Nuggets as a concept that negatively affects quality of software and consider it as a superset of code smells, anti-patterns, bugs, and software bad practices.

G-Nuggets: We refer the Software Nuggets in the domain of games as G-Nuggets.

Despite the existence of a number of studies focusing on anti-patterns and code smells [5],[6],[8], understanding and analyzing the presence of these anti patterns and smells in games is still largely unexplored in the literature [1]. Games need to be considered as a peculiar domain over other software as it involves AI simulations, camera movements, actions of players, game mechanics, particle effects, and so on [9]. They deal with real-time constraints and continuous rendering process, and, thus, the presence of Software Nuggets in games may lead to degradation of game quality. Existing studies focused on psychological and social [10], educational [11] and behavioural [12] effects of games, but there is quite limited research on the software quality and bad practices in game development [13],[15], motivating the need for our work.

2We call so, because the term Nuggets in food domain is often considered as tasty and appetizing in the short term, but is often unhealthy in the long-term. Analogous to this, we propose Software Nuggets as unhealthy for the quality of software systems.
GitHub hosts a large number of software repositories including open-source games [16]. The increasing availability of data such as commits, issues and pull requests on GitHub can be leveraged to understand the problems faced by users and developers and corresponding potential solutions. Researchers have analyzed these artifacts of GitHub to understand the sentiments of developers [17], their primary areas of interest by applying topic summarization [18], and similarity between projects [19]. In comparison to user feedback and surveys, they provide better and detailed information about the troubles faced by end-users and how they affect the usability and performance of a software [16]. Thus, we considered the text corpus of commits, issues, and pull requests to find the existence of Software Nuggets in these artifacts. Literature consists various catalogues on varied domains in software engineering such as android [20], energy patterns [21], architecture [22], software metrics [23] and many more which possibly emphasizes on the fact that domain-specific catalogues are more logical and implied. Thus, considering game as a peculiar domain, there is need to have a specialized catalogue for bad practices in games. In this paper, we propose a catalogue of game-specific Software Nuggets that could serve as a checklist for game developers during the game development process. Language-specific anti-patterns and detection techniques may not be sufficient to handle bad practices in games [5]. Unlike the existing literature which primarily focused on source code and other artifacts, we wish to leverage the potential of the text corpus of commits, issues, and pull requests to answer the research question:

What are the most prevalent Software Nuggets in the context of games?

We apply a systematic methodology comprising of data collection followed by the commonly used thematic analysis [24] on 1185 text data records of 100 open-source games to propose a catalogue of ten G-Nuggets. We describe the methodology in detail in Section III and document the catalogue on our website as a reference for game developers. The contributions of the paper are as follows:

- A catalogue of ten game-specific Software Nuggets with a detailed discussion on each Nugget. The detailed description of G-Nuggets are available online at : https://phoebs88.github.io/A-Catalogue-of-Game-Specific-Software-Nuggets
- A dataset consisting of total 1185 text records, with 892 commits, 189 issues, and 104 pull requests mined from 100 open-source games from GitHub available on the above mentioned website.

The remainder of the paper is structured as follows. Section II focuses on the methodology used to obtain the catalogue. Detailed catalogue of G-Nuggets is presented in Section III with discussion in Section IV. Threats to validity are discussed in Section V followed by related work in Section VI and eventually the paper ends with conclusion and future work in Section VII.

II. Methodology

We propose a four-phase data collection process followed by thematic analysis for categorization of G-Nuggets. Thematic Analysis is a commonly used methodology used by researchers to analyze patterns by utilizing qualitative analysis [24]. Researchers have used this qualitative method for categorizing energy patterns [21], agile challenges [25], awareness interpretation for collaborative computer games [26], and so on. Researchers also performed thematic analysis to gain insights based on user reviews for disaster apps [27]. Thus, leveraging the thematic analysis process fits our context of catalogue creation. We collect the dataset from 100 open-source GitHub game repositories of different genres, such as board game, puzzle, arcade, and so on. Methodology is shown in Figure 1 which comprises of two tasks:

- Collection of the dataset in the form of commits, issues, and pull requests, from open-source games mined from GitHub.
- Execution of thematic analysis on the collected data to obtain G-Nuggets.

A. Dataset Collection

We followed a multi-phase process to collect the dataset of text records for thematic analysis in the process of generating the catalogue for Software Nuggets. We describe them below:

1) Phase 1: Collection of open-source game repositories: We started collecting the game repositories from a popular GitHub repository that provides awesome list of desktop games. The GitHub repository listing the popular games itself has the stargazers count of approximately 17.6K. We gathered the repositories and browsed each game to inspect if it is game by checking its README as there were non-game repositories and forked repositories of the original source. Thus, we ended up with a list of URLs of 229 game repositories. There were a total of 15 genres of games spread across 19 programming languages. The three major languages in which these games were developed are JavaScript, C++, and C with 92, 45, and 23 games respectively. The games present in this list were either browser-based (can be played instantaneously in the browser with no need for installation) or native, which requires installation.

2) Phase 2: Apply selection criteria: Although we collected links of 229 games, we observed that there were games with zero star count, zero forks, and with size of less than 1 MB. Therefore, for thematic analysis we decided to resort to a subset of these games repositories. We proposed the selection criteria below and filtered 100 games out of 229 game repositories. We took the subset of the total games, which is significant enough and
can represent the whole dataset as elaborated in below description. We created the subset by combining random games and the games having more stargazers count. Thus, mathematically subset can be shown as:

Selection Rule
If \( A = \) Whole Dataset, then \( B \subset A \), where, 
\[
B = 0.5 \ast (\text{top starred games}(A)) + 0.5 \ast (\text{random sample of remaining dataset after selecting top starred games}(A))
\]

• First Half : Half of the subset determined for thematic analysis contains the top games sorted according to the stargazers count in descending order. We did this to make sure that we include the games which are most popular among the developer community [28], [29]. Also, the games having more stargazers count are generally open-source games which are not developed by a single developer, but a team of them [30]. Thus, we consider and analyze these games for our catalogue. We selected a total of 50 top starred games from the 229 game repositories. The metadata of the half subset is mentioned below:
  - Average stargazers count: 2320.9
  - Average forks count: 816.46
  - 22 games out of 50 are developed in the C++ language.

• Second Half : Another half of the subset belongs to the random sample taken from the remaining links after the selection of top starred games. We did so to ensure that we include the games which are most popular among the developer community. The games having more stargazers count are generally open-source games which are not developed by a single developer, but a team of them. Thus, we consider and analyze these games for our catalogue. We selected a total of 50 top starred games from the 229 game repositories. The metadata of the half subset is mentioned below:
  - Average stargazers count: 102.5
  - Average forks count: 43.2
  - 35 games out of 50 were developed in the JavaScript language.

We observe that selected games in the subset majorly written in C++ and JavaScript. Further, among the 100 games selected, 44 games are native games while the remaining 56 games are browser-based. The metadata of the game chosen for the study is shown in Table I.

3) Phase 3: Regular expression based gathering of data: Based on the 100 games selected for analysis, we made a regular expression based search in commits, issues, and pull requests to find out the subjects of our potential interests [21], [32]. We searched for various words that can possibly correspond to G-Nuggets. The search words along with the rationale for selecting those words are given in Table I. We include few words such as:

\[.*\text{(performance|efficiency|delay|lag|usability|refactor|code\_smell|anti-pattern|bad\_issue|bug|defect|flaw|fault|problem|energy|battery|power|freeze|crash|hang|glitch|control}).\]

We used GitHub API v3\(^\text{4}\) and PyGithub\(^\text{5}\) to mine commits, pull requests, and issues. For pull requests and issues, GitHub API v3 documentation\(^\text{6}\) states that -GitHub’s REST API v3 considers every pull request an issue, but not every issue is a pull request. For this reason, we identified issues out of get_issues (state=‘all’) function, which

---

\(^4\)https://developer.github.com/v3
\(^5\)https://pygithub.readthedocs.io
\(^6\)https://developer.github.com/v3/issues

---
returns issues as well as pull requests. Another function `get_pulls(state='all')` returns a list of all pull requests. We used result of both functions to segregate issues and pull requests. We merged the text data of the title, body, and comments of all issues and pull requests to do the regular expression matching. For commits, we included text records, which are merged in the default branch of the GitHub repository. So, we mined a total of 1989 records from 100 games, which consists of 1245 commits, 523 issues, and 221 pull requests. We can observe that count of commits is higher than issues or pull requests. The possible reason for this is the number of commits in comparison to pull requests and issues are generally more in most of the repositories. Some of the repositories have no issues or pull requests; still, they have a lot of commits. For example, Game-off-2013 is popular among the developer community with 588 forks so far and contains 368 commits but no issues or pull requests.

4) Phase 4: Manual refinement: To validate that the subjects we mined are relevant and fit our interest, we manually inspected the data collected to separate the false positives [21]. One instance of false positive we got a comment in one of the issues mined as We had a rocking day for gameplay balancing. I think it’s pretty good for now, let’s create separate issues for any remaining tweaks. We observe that the text data does not specify any anti-patterns in games.

We followed two strategies for manual refinement of the records:
1. Examine the matched text data with the regular expression and find its relevance in the context of games.
2. Analyze the entire thread of the matched record by visiting its GitHub page, and observing the comments and meaning of the conversation. It can help in removing the records that do not discuss the problems in games, but something else which is not consequential enough. For example, we found an issue, where the developers were considering the updates and contribution to the repository and not about the problems in game.

Thus after manual refinement of all records, we end up with 1185 text records with 892 commits, 189 issues, and 104 pull requests.

Data format: Our dataset contains fields such as `username`, `name of the game`, `URL`, `text` (contains commit_message, if the record is of the commit, otherwise contains the body of issues or pull requests), matching text with regular expressions, and a column named `full_content` which contains the combined text data of head, body, and comments in case of issues or pull requests. We made the column `full_content` to analyze the full-text data related to any issues and pull requests.

| Terms                          | Rationale                                      |
|-------------------------------|------------------------------------------------|
| Performance, Efficiency, Delay, Lag | To trace the problems having issues related to performance of games. |
| Usability                     | To seek the problem related to usability.      |
| Refactor, Code Smell, Anti-Pattern | Problem related to bad practices in code and their refactoring. |
| Bad, Issue, Bug, Defect, Flaw, Fault, Problem | To track the problems which causes some issue during the game play. We made it general to track any kind of issue in games. |
| Energy, Battery, Power        | Problems related to energy efficiency of game. |
| Freeze, Crash, Hang, Glitch   | To track the issues related to the user interface of game. |
| Control                       | Issues related to the control system of games. |

B. Thematic Analysis

To curate the catalog, we resort to the commonly used thematic analysis approach [24] and identify G-Nuggets gathered from issues, commits, and pull requests. In total, two researchers and one volunteer were involved in the whole process of thematic analysis. We followed the approach of thematic analysis by implementing below four steps on our dataset:

- **Data Familiarization**: We thoroughly analyzed each record of our dataset and inspected the text data related to issues, commits, and pull requests. We observed the title, body, and comments (column full_content) of all records and discussed it with co-author and a fellow volunteer.
- **Generating Initial Labels**: Based on records of commits, issues, and pull requests, we started giving initial codes to the dataset. We initialized some themes such as usability, performance, and many more on an abstract note. We divide the process into

| Features                  | Statistics |
|---------------------------|------------|
| Average stargazers count  | 1214       |
| Average forks count       | 431        |
| Open issues               | 92         |
| #genres                   | 13         |
| #programming languages    | 15         |
| #browser-based games      | 56         |
| #native games             | 44         |

[1]https://github.com/redbluegames/game-off-2013
[2]https://github.com/lostdecade/onslaught_arena/issues/9
[3]https://github.com/KeenSoftwareHouse/SpaceEngineers/
several iterations supported by rigorous discussions among both the authors and a fellow volunteer.

- **Searching and Reviewing Themes:** After analyzing all the instances of our dataset, we discuss and review them to find the relevance of the themes in the context of games. We divided them into subcategories wherever required and also merged the themes accordingly. We decide to discard the themes which occurred for few instances, i.e., less than three times.

- **Defining Themes:** In this stage, we made an orderly description of each G-Nugget and its occurrence. We name each theme as a G-Nugget. Section III describes all themes observed for game-specific Software Nuggets along with their definition and the occurrences in the dataset.

Both the researchers and one volunteer were involved in all the stages of thematic analysis. There also arose times when the researchers were in disagreement on the themes, but then we analyzed the theme in the context of games, how the theme can help, and how it can affect the game development [33]. Also, there were instances where a single record was falling into multiple themes. The co-occurrences can be found here[10] (Please download the file for better view).

In total, 892 commits, 189 issues, and 104 pull requests were analyzed during the process of thematic analysis. As a result, we obtain ten game-specific Software Nuggets.

III. Game-Specific Software Nuggets: Catalogue Definition

Here, we list all the game-specific Software Nuggets. We describe each G-Nugget with the following: context, problem, solution, example situation illustrating the occurrence in the case of games and implication. For each G-Nugget, we discuss implications for researchers (indicated with the symbol R) and/or practitioners/developers (P/D) based on our findings. A detailed discussion on each G-Nugget along with the GitHub link of its occurrences is available online at: https://phoebs88.github.io/A-Catalogue-of-Game-Specific-Software-Nuggets Further, Table III shows examples of each theme along with its reference.

1) Beware of Vague Inheritance from Game Engines/Frameworks

**Context:** Nowadays, games are often developed using a framework or game engine that simplifies the task of game developers by providing a set of templates/modules which prevent them from developing the game from scratch [34].

**Problem:** The anti-patterns inherited can affect functional and non-functional requirements of the game.

**Solution:** We should be aware of the anti-pattern present in the game engine/frameworks and should resolve it before using it for the development of the game. Game engines should be examined for the existence of any anti-pattern which can be inherited by the game, and thus should be removed at the time of development.

**Example:** Consider a board game using a chess library, that is used for chess piece placement/movement, move generation/validation, and check/checkmate/stalemate detection. Thus, if there exists an issue in any one of the rules of checkmate detection, then it can lead to the wrong detection for the game, that gets inherited from the chess library.

**Implications:** R can explore this domain more in the context of games and how vague inheritance of Software Nuggets could lead to unwanted consequences in game quality. P/D should keep track of the Software Nuggets present in the development environment to avoid unexpected technical debt in the game.

2) Unwanted Movement of Game Objects

**Context:** Player moves are one of the important parts of gameplay. Player movements should be logical, consistent and optimized [35].

**Problem:** If the game does not follow the expected behavior, it causes hindrance in the usability of the game. It does not cause any violation in the game rules, but it makes the game clumsy to play.

**Solution:** Developers should keenly focus on this G-Nugget by planning out the object movements in advance which is logical and expected by the end-user.

**Example:** Consider the case of a board game such as chess, which requires grabbing and moving the pieces in the game. Thus, the player should not be allowed to move jail pieces (as shown in Figure 2). Similarly, there should be a check on moving pieces so that the players do not move the piece, which is not of his/her color. It avoids unnecessary extra work and needless confusion for end-users.

**Implications:** For researchers R, finding out the frequent occurrences of this G-Nugget and the steps leading to them can be a interesting research direction in the context of game. For developers P/D, this G-Nugget can help in optimizing the game object movements, thus leading to better performance of game.

3) Minimum Game Controls with Maximum Game Functionality

**Context:** Game control is an integral part of the gameplay. Having effective, smooth and minimized movements of various devices such as keyboard, joystick, mouse, etc. increases the usability of game [35].

**Problem:** Rough and faulty game controls can have a negative impact on usability factor.
Fig. 2. A scenario of Unwanted moves taken from open-source game, 3D Hartwig Chess Set. Label [A] shows the unwanted movement of jail pieces.

Fig. 3. The screenshot is taken from a pull request of the game 2048, where a user talks about more colors for tiles as less colors make game boring. Underlined sentences highlights the text discussing about the UI Design of game.

Solution: Optimized game actions along with smooth game controls increase hassle-free gameplay. Example: In the case of point and click game, there should not be any action related to the keyboard or any other device, as it causes unnecessary control movements for the player. Implications: Researchers R can explore this G-Nugget by proposing different ways to optimize game controls with maximum game features coverage. P/D should focus on this G-Nugget and provide game with minimum mouse scrolls, keyboard buttons, and other devices.

4) Avoid Wrong Logic/Invalid Moves
Context: Game design involves the implementation of many small modules that results in one big module. These small modules of functionalities should be implemented properly with proper logic; otherwise, it can lead to a faulty game. Invalid moves lead to a violation of game rules and thus creates confusion for users.

Problem: Violation of game rules through invalid moves can destroy the likeness of the game in player’s mind as it highlights the loopholes in a game.
Solution: Wrong Logic/Invalid moves should be strictly limited by the developers by carefully defining the control-action of the game. There should be precise “Game Description Language” which can guide the developer on each step [36]. Example: In a chess game, if the game design allows illegal moves also in the game, without any objection, then the game may lose its purpose of play.
Implications: This G-Nugget opens up new research direction for researchers R to explore it deeply and how it affects the gameplay. Further, open-source game developers P/D should particularly try to avoid and check invalid moves in their game.

5) User Interface Glitch Context: UI is an essential component of game display that can attract or bore the user.
Problem: Bad UI design can lead to a displeasing display of the game. Issues which cause problems in the audio/video of games affects the UI of game and can lead to demotivation in the player for playing the game.
Solution: The UI design should be visually pleasing and should follow the UI heuristics of game [37]. Example: The tile size in the board related games should be of average size. It should not be too big or too small. Another instance can be shown in the screenshot (Figure 3) that discusses tiles of more colors in the game 2048.
Implications: Open-source developers P/D should specially emphasize on UI of game by conducting UI
quality assurance test. They should test the compatibility of game with various devices and should ensure proper layout, content, images and font.

6) Be Cautious of Platform Dependency
Context: Games come with a set of dependency on how they have to run. Different platforms and versions are required to execute the game. Often the installation process of a game takes more time than expected due to the version problem, error in Makefile, and other reasons.
Problem: If the platform dependencies are not stated explicitly, it may cause problems for user. Faulty installation can lead to disinterest of user from the beginning only.
Solution: Documentation of the game dependencies must be provided to end-users to ensure hassle-free game play.
Example: Consider a game running smoothly on a Windows laptop, but not on Mac PC. Further, the developers did not provide any information about the same. Another example can be related to the processor requirement of games. All the requirements and dependencies should be documented beforehand so that it does not affect the gaming experience of a user. Figure 4 shows a screenshot of an issue related to platform dependency of game, where the user faces problem in viewing the icons and game controls because of platform dependency.
Implications: All the steps and requirements related to platform dependency of the game should be properly documented involving lower-level details by the developer P/D; thus the user will not have to struggle on the execution of game.

7) Avoid Memory Leaks
Context: Games involve different game objects and assets, which consumes a lot of memory. This memory storage should be used wisely; otherwise it can cause memory leak.
Problem: Memory leak causes reduction in available memory for usage, which causes bad performance.
Solution: Memory leak can be reduced by avoiding number of case scenario such as : multiple references to the same object, creating huge object tree, assurance of proper garbage collection of unused variable.
Example: Consider an arcade game, where different game objects keep on appearing and disappearing in the gameplay. These objects need to be handled carefully in the memory to avoid a memory leak. Figure 5 shows a screenshot of game where developer amend the code to remove the problem of memory leak in game.
Implications: To avoid memory leak problem, developers P/D should free up the unnecessary variables and game objects, and should use the idea of data locality [13]. Developers should use the object pool where memory can be reused instead of allocating and freeing them every time [13].

8) Avoid Energy Extensive Patterns
Context: Sustainable software development has become one of the key requirement of current era. Any game should be sustainable and energy-efficient which consumes optimized power [38]. It must be designed in a way so that it fulfills the functional and non-functional requirement with minimum power usage.
Problem: More power consumption leads to faster power drainage.
Solution: Developers should avoid energy Software Nuggets in game [21], and should utilize the process of sustainable software development [39].
Example: Consider a game where graphics and animation in games are active even after game over. This causes unnecessary power consumption.
Implications: Optimization of energy has been focused by researchers [21], [39], however there is need to further explore energy consumption in the context of games more deeply. They R can emphasize on the possible ways on how game can be more interactive with optimized power consumption. Further, practitioners and open-source developers P/D should follow good practices to reduce the power usage of their games.

9) Provide Offline-Support
Context: Many games these days avoid the hassle of downloading the game and then installing it. They make the game browser-based so that the user can directly play the game without any prerequisite.
Problem: Sometimes users get disconnected from the internet in the middle of the game because of which they may lose the game.
Solution: Provide offline support for the game, so that people can save their game to the home screen, and play offline.
Example: Consider a browser-based 2048 game; having offline support will help the users in continuing the game.
Implications: Offline Support is the functionality that should be considered by developers P/D in the case of browser-based games for better acceptance across players’ community.

10) Ensure Game Security
Context: Security plays an important role in gameplay to protect a user’s identity and his/her game achievements. It ensures that untrusted clients do not intrude into the game. It also ensures that players do not take unfair advantage in the game by doing wrong practices to win, such as cheat codes, compromised environment, and so on [40].
Problem: Untrusted players can become a threat to the security of the game. Unethical means of achieving the target in gameplay may downgrade
the game.

Solution: Following all the heuristics related to security issues in games \cite{40} is key solution to this G-Nugget.

Example: Consider an RPG (Role Playing Game), where the user makes improper usage of cheat codes to achieve the target.

Implications: Developers P/D should ensure that there is a proper channel of authentication for players that checks for insecure passwords, multiple logins, sniffed passwords, and so on. They should check for the loopholes of the game that can compromise the security of the game.

IV. Discussion

In this paper, we attempted to present multiple dimensions of software quality bugs such as anti-patterns, code smells, bad practices, etc. into a single umbrella called as Software Nuggets. We believe that taking this integrated approach might help developers to avoid bad practices during software development. The catalogue proposed in this paper caters to ten Software Nuggets in games. It can help game developers to avoid bad practices during game development. Although some of the nuggets we discussed are available in the literature, but in the context of games, we present this catalogue with the intention of aggregating all Software Nuggets at one place. While we understand that there are a few broad categories in our catalogue, we kept it wide to include them in catalogue as they are already discussed in detail in the literature.

We believe that this catalogue can be used as a guide for game developers to avoid the listed Software Nuggets during game development. Although this catalogue can be useful for all game developers, but it could be more beneficial for open-source game developers as they lack guidance about the practices they should avoid during the development of the game. Whereas, the paid and commercial games have development teams to focus on different modules of game development. Yet, we feel, economical and paid game developers can also benefit themselves by following the catalogue of G-Nuggets and avoiding the mistakes by carefully taking appropriate action. Thus, researchers and developers can reach out to catalogue to refer Software Nuggets during game development. Researchers can use the dataset as well as the G-Nuggets for further empirical studies, and also can improve both of them as well.

V. Threats to validity

Here, we discuss the potential threats to our research study, and how far we can generalize the catalogue. We performed regular expression based search to find the is- sues, commits, and pull requests that may contain Software Nuggets. Although it covers the majority of the text data, however, there is the possibility of missing some relevant text data. We considered the English language primarily, assuming it is the most commonly spoken language among developer communities. Also, while manual filtering, we tried our best to delete all cases of false positives; however, the possibility of having a few more false positives in our dataset cannot be denied.

We mined the dataset from GitHub, believing that it is the preferred open-source platform for developer communities; still, it may be the case that we did not cover all possible G-Nuggets. Likewise, we chose commits, issues, and pull requests from GitHub to analyze the commonly occurring G-Nuggets faced by end-users and developers. Nonetheless, there is a possibility that other methodologies could have resulted in different G-Nuggets. Moreover, we considered the default branch of repositories while dataset mining as other branches are not validated by the development team, and we are not confident about their quality. Thus, the discussions made in other branches of projects are not considered in the scope of this study.

To the best of our efforts, we obtain the catalogue by in-depth analysis and believe that it is factual. But, since it involved manual interpretation also, it can be inaccurate and incomplete. Also, we have done thematic analysis on a dataset of 1185 records. Thus, there is a possibility that considering a more extensive dataset would result in some more themes.
TABLE III
Themes identified during Thematic Analysis (n = number of occurrences in the dataset)

| Themes                                                                 | Example                                                                                                                                                                                                 | Ref |
|-----------------------------------------------------------------------|--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------|-----|
| 1. Beware of Vague Inheritance from Game Engines/Frameworks (n=65)    | “Chess.js library returns a location string with only a number and causes the player to be locked with the piece, not letting them move it at all. This code checks if the string is the correct length before allowing it in hideMoves and showMoves to prevent the error from being thrown, as it runs just fine so long as that faulty object is excluded.” | Link|
| 2. Unwanted Movement of Game Objects (n=63)                           | “Fix automovement toggling on ‘joystick used’ flag.”                                                                                                                                                         | Link|
| 3. Minimum Game Controls with Maximum Game Functionality (n=191)       | “When holding down a key, the keyboard buffer fills, causing the associated behavior to continue afterward for some time.”                                                                                   | Link|
| 4. Avoid Wrong Logic/Invalid Moves (n=200)                            | “put everything inside a function also fix bug when AI is making invalid move”                                                                                                                             | Link|
| 5. User Interface Glitch (n=403)                                      | “Drag tool makes graphic glitchy. Whenever I use the frag tool, I think the game lags and the graphics becomes glitchy.”                                                                                  | Link|
| 6. Be Cautious of Platform Dependency (n=252)                          | “Hi, I use a Samsung S4 to try the game and you can see from the screenshot below that the Unicode characters for the left button and the right button are not showed.”                                           | Link|
| 7. Avoid Memory Leaks (n=53)                                          | “Looking at Chrome’s task manager, memory for the tab grows by up to 180k per second. This is unacceptable for an idle/incremental game.”                                                              | Link|
| 8. Avoid Energy Extensive Components (n=7)                             | “game over was executing even after game over - no need really. lets save memory power”                                                                                                                   | Link|
| 9. Provide Offline-Support (n=6)                                      | “As mentioned in issue #24, having a cache manifest will enable the game to work offline, especially useful for mobile devices.”                                                                        | Link|
| 10. Ensure Game Security (n=9)                                        | “Usernames with spaces fail to authenticate.”                                                                                                                                                             | Link|

We considered popular desktop games (native and browser-based) in our dataset. We focused on popular open-source games for study. However, commercial and paid games may have different Software Nuggets than the one we got. We tried to cover different genres in various languages for open-source games, but there is a possibility of getting different set of G-Nuggets with the increased dataset having more variation. We primarily analyzed desktop and browser games for this study. There is a wide scope of inclusion of games from other platforms as well, such as Android, iOS etc.

VI. Related Work

Game development has gained a fair amount of attention from researchers since the past decade. Although games are a kind of software, nowadays they acquire distinctive discussion from the research point of view. Possible reasons for the difference in game development with that to the traditional software development is in the context of various performance and real-time factors being involved, such as memory allocation and de-allocation issues, rendering process, and graphical components. As an instance, Murphy et al. conducted a survey study with the game and non-game developers to find the substantial differences between the two, and found that the video game developers require a more creative mind, good knowledge of maths, and performance tuning in comparison to non-game developers. Similarly, Pascarella et al. studied 60 open-source projects to differentiate between games and non-games and analyzed that project organization, developers skills, automated testing, code reuse, and many other aspects differ in both the domains. In a preliminary work, Khanve has shown that the code-specific bad practices or code smells in games can be different from those of code smells in other software by manually analyzing the violation of game programming patterns in eight JavaScript games and concluded that games need to be handled separately in terms of code smells. In a study on urgent updates of games on Steam platform, Lin et al. concluded that those games which use a frequent update strategy have higher ratio of 0-day updates (updates that are released on the same day), in comparison to the games that use traditional update strategy. Further, Lin et al. performed an empirical study on game reviews of 6224 games on Steam platform, and found that the game reviews are different from the mobile app reviews. They emphasized that the amount of time users play a game before posting their review is a
unique characteristic and can play a major role in future research studies for games.

Considering the importance of the game development process over conventional software development, researchers made attempts to study the problems in the game industry. Petritto et al. proposed four main categories for issues related to computer games development by analyzing game postmortems: Schedule Problems, Budget Problems, Quality Problems, Management Problems, and Business related problems. Yan et al. emphasized the security concerns in games such as cheating practices used by players by means of exploiting the source code, lack of secrecy, lack of authentication, and many other factors. Along with the potential ways of cheating in games, they also suggested the detection strategy and prevention measure for the same. A dataset is created on utilizing postmortem reports by developers which contains the software problems faced by them. In a recent study, Borrelli et al. proposed a set of gamespecific bad smells in Unity Projects.

Along with the game-related problems, researchers also proposed solutions to a few of these problems. Varvaressos et al. proposed automated runtime bug finding for video games based on game loop. They experimented on six real-world games and tracked their bugs based on the games’ bug database. Researchers propose various heuristics and measures to analyze the usability and friendly user interface of games. A study discuss the code attributes required to develop quality games and thus illustrate the architectural desired practices with the help of a game. In a recent survey of participants of Global Game Jam (GGJ), a 48-hour hackathon, researchers study the effects of time pressure over the quality of games. They concluded that GGJ teams rely on an ad hoc approach to develop and teams share contextual similarities to software startups.

The common factors among all the above studies are about their dataset, based on which they proposed their research work. They did analysis based on the data of source code of projects, postmortem reports, survey data, and so on. But, to the best of our knowledge, we are not aware of any study done to investigate games by utilizing GitHub data such as commits, pull requests, and issues. GitHub is a vast source of information that should be considered to gain a better understanding of problems faced by the end-users during gameplay. There exist a number of empirical studies on GitHub data to analyze the various fields of software engineering, such as release engineering, code quality, software evolution, and so on. Researchers also studied the emotions of developers on GitHub, recommender for pull requests, whereabouts of forks in a GitHub repository, and many more. Several studies analyze the users’ data on GitHub to extract the patterns of social and technical behavior. But, our work is unique based on the insights we get from our dataset, which has not been studied so far in the context of games. Existing literature consists of studies on code quality, code smells, and anti-patterns in different backgrounds, but in the context of games, it is overlooked. There are numerous catalogues proposed in the background of anti-patterns but in different domains such as architecture, energy-efficiency, and so on. Cruz et al. analyzed energy patterns for mobile applications and resulted in 22 design patterns related to energy efficiency. A catalogue is proposed on four architectural smells along with their example and impact on code quality. Carvalho et al. curated a catalogue of 20 code smells prevalent in the presentation layer of android apps followed by a detection tool. Thus, to the extent of our knowledge, we are not aware of any catalogue, or listings that categorize the bad practices in open-source games from the perspective of developers/users by utilizing the GitHub data.

VII. Conclusion and Future Work

We proposed a catalogue of ten Software Nuggets in the context of games (named G-Nuggets). Dataset was created by mining commits, issues, and pull requests from popular open-source games available on GitHub. We considered the text data of the repositories to analyze the problems faced by game developers/end-users. We followed the process of thematic analysis to obtain themes related to game specific Software Nuggets. Among all, we found the User Interface Glitch followed by Be Cautious of Platform Dependency to be most frequent G-Nuggets. To the extent of our knowledge, this is the foundational and first catalogue proposed in the context of games based on the dataset of commits, issues, and pull requests of GitHub open-source game repositories. Since the catalogue proposed is prevailing in the context of games, it can help game developers make informed decisions inconsiderate of platform dependency.

We plan to extend this research work by reverse-engineering the patterns to code level and propose corresponding game-specific code smells to each of the G-Nugget. We also plan to develop an automated way to detect these Software Nuggets of the game by the support of the tool. We further plan to revisit this study using a dataset containing the source code of games. Also, we wish to extend the catalogue to a broader scope by including games of different genres, such as Android, iOS, and many more. Further, to measure the magnitude of this catalogue work, we intend to conduct an empirical study to analyze the benefits gained by game developers.
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