Storing information of stroke rehabilitation patients using blockchain technology: a software study
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Background: Stroke patients usually experience damage to multiple functions and a long rehabilitation period. Hence, there is a large volume of patient clinical information. It thus takes a long time for clinicians to identify the patient’s information and essential pieces of information may be overlooked. To solve this, we stored the essential clinical information of stroke patients in a blockchain and implemented the blockchain technology using the Java programming language.

Methods: We created a mini blockchain to store the medical information of patients using the Java programming language.

Results: After generating a unique pair of public/private keys for identity verification, a patient’s identity is verified by applying the Elliptic Curve Digital Signature Algorithm based on the generated keys. When the identity verification is complete, new medical data are stored in the transaction list and the generated transaction is verified. When verification is completed normally, the block hash value is derived using the transaction value and the hash value of the previous block. The hash value of the previous block is then stored in the generated block to interconnect the blocks.

Conclusion: We demonstrated that blockchain can be used to store and deliver the patient information of stroke patients. It may be difficult to directly implement the code that we developed in the medical field, but it can serve as a starting point for the creation of a blockchain system to be used in the field.
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and recorded in block units and then stored on multiple nodes in a distributed manner [6]. This would make hacking practically impossible while allowing hospitals to easily and freely share patient information with other hospitals.

During the rehabilitation of a stroke patient, a large amount of data related to the patient’s condition is generated due to the long rehabilitation period [7]. Furthermore, many patients are transferred to different hospitals to receive rehabilitation treatments. When a patient moves to another hospital, the patient or their guardian must receive the printed patient care information from the old hospital and deliver it to the new hospital [1,7]. Doctors check the current and past conditions of transferred patients based on these paper records, which takes a considerable amount of time. Moreover, important pieces of information may be missed due to the large volume of information and because each hospital records patient information in its own way. We believe that blockchain can help to solve this problem.

Based on the previous study [7], we identified the essential information for stroke patients receiving rehabilitation treatment and then used private blockchain network technology to store the information of one patient through the medical information transaction process. Since the personal medical information of patients can be transferred on the network, only the participants who were authorized to use the private blockchain were allowed to write and read the patient medical information.

Methods

We created a mini blockchain to store the medical information of patients using the Java programming language. To actually run the source code written in Java, we installed the Java Development Kit and Eclipse, the most representative integrated Java development environment.

Results

The medical information transaction process is illustrated in Fig. 1.

1. Patient consent

A patient’s consent is required before sharing their personal medical information on the network. The procedure for obtaining consent is conducted through an application. Once the patient’s consent has been obtained, a unique pair of public/private keys is issued for the patient. The issued keys are stored as files: the private key is stored on the patient’s smartphone, and the public key is stored by the medical institutions that participate in the network. In general, keys are stored in a byte format, which is difficult to read or process. However, the format in which the key data are encoded and managed can be conveniently viewed and transmitted using the Base64 algorithm (an encoding algorithm that converts binary data to text). An encoded file is called ‘Privacy-Enhanced Mail’ and generally has the file extension ‘.pem’. The keys are randomly generated using the chart number or resident registration number of the patient.

Code: Generation of private and public keys

A unique pair of private/public keys are generated for a given patient using the Elliptic Curve Digital Signature Algorithm (ECDSA) algorithm. The generated keys have the file extension ‘.pem’ and are stored under a specific file name.

```
// Private and public keys are generated using the ECDSA algorithm and then stored.

// For a detailed version of the ECDSA, we use sect163k1.
public void generate(String privateKeyName, String publicKeyName) throws Exception {
    // The ECDSA algorithm of the Bouncy Castle is used.
    KeyPairGenerator generator = KeyPairGenerator.getInstance("ECDSA", "BC");
    // sect163k1 is the algorithm used to generate the elliptic curve.
    ECGenParameterSpec ecsp;
    ecsp = new ECGenParameterSpec("sect163k1");
    generator.initialize(ecsp, new SecureRandom());
    // A random pair of keys is generated using this algorithm.
    KeyPair keyPair = generator.generateKeyPair();
    System.out.println("A pair of elliptic curve encryption keys was generated.");
    // The private and public keys are extracted from the generated keys.
    PrivateKey priv = keyPair.getPrivate();
    PublicKey pub = keyPair.getPublic();
    // The private and public keys are stored under specific file names.
    writePemFile(priv, "EC PRIVATE KEY", privateKeyName);
    writePemFile(pub, "EC PUBLIC KEY", publicKeyName);
}
```
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When the private and public keys stored in the .pem files are opened, they have the following format.

**Format of private and public keys**

```
-----BEGIN EC PRIVATE KEY-----
MGwCAQAwEAYHKoZIzj0CAQYFK4EAAAEDLAAERqRsk0ORr0PXRUvLWm+8WbSTBXXCBfrHx0EfmTPzV/JP8Wi5K0ylkRF
-----END EC PRIVATE KEY-----
```

```
-----BEGIN EC PUBLIC KEY-----
MEAwEAYHKoZIzj0CAQYFK4EAAAEDLAAERqRsk0ORr0PXRUvLWm+8WbSTBXXCBfrHx0EfmTPzV/JP8Wi5K0ylkRF
-----END EC PUBLIC KEY-----
```

2. Identification

The purpose of the identification process is to verify the identity of patients using a public key-based structure (Fig. 2). The function of the public key-based structure is to manage passwords as pairs of private and public keys using the ECDSA algorithm. Data encrypted with a private key can only be decrypted with the public key with which it is paired. The private key is encrypted using the patient’s chart number or resident registration number and then decrypted by reading the public key. If the patient’s public key or private key does not exist or has been manipulated or damaged, identity verification fails, and it is impossible to access the patient’s medical information.

Code: Identity verification process
The private and public keys of a given patient are read, and their va-
A text string file (.pem) is read and the private and public keys are extracted. The file is encrypted (signed) using the private key and decrypted using the public key.

Fig. 2. Encryption process of the public key-based structure. After the consent to use and share personal medical information is provided, a unique pair of keys (private key, public key) is issued for the patient. An identity verification process is required to read or update medical records. The process is performed using the unique key pair assigned to the patient. Once the identity is verified normally, the patient’s past medical records can be read, and new ones can be written. A new medical record is stored in a block, and if no abnormality is observed through validation verification, the new medical record is linked to the previous block and stored.

Fig. 3. Distribution and agreement process of medical information transaction. The verification and agreement process for medical information transaction is shown. The patient’s identity verification process uses a public key-based structure that uses the Elliptic Curve Digital Signature Algorithm. The public key-based structure is a method of managing passwords with a pair of private and public keys, and facilitates the encryption of private keys using chart numbers or resident registration numbers. Data encrypted using the private key can be decrypted by only using the paired public key.

The validity of the transaction verified and there is consensus among the participants if the result is normal, the block is connected to the chain.

1. Check the existence of the patient’s public key
2. Check for abnormality of the key
   - If the key is normal → Approve reading of the medical records
   - If the key is abnormal → Do not permit reading of the medical records
Verification of the validity of private and public keys

// The private and public keys are read and initialized.
public void setFromFile(String privateKey, String publicKey) throws Exception {
    // A function to extract the private key from the certificate of a text string format:
    this.privateKey = new EC().readPrivateKeyFromPemFile(privateKey);
    // A function to extract the public key from the certificate of a text string format:
    this.publicKey = new EC().readPublicKeyFromPemFile(publicKey);
}

// The validity of the key is verified.
public static boolean isKeyVerify(String id, PrivateKey privateKey, PublicKey publicKey) throws Exception {
    boolean result;
    Signature ecdsa;
    Signature signature;
    String text;
    byte[] baText;
    byte[] baSignature;
    // Encryption (signature) using the private key:
    ecdsa = Signature.getInstance("SHA1withECDSA");
    ecdsa.initSign(privateKey);
    text = id;
    baText = text.getBytes("UTF-8");
    // The data from the original source that are encrypted and signed are output.
    ecdsa.update(baText);
    baSignature = ecdsa.sign();
    // Decryption using the public key when verifying the data:
    signature = Signature.getInstance("SHA1withECDSA");
    signature.initVerify(publicKey);
    signature.update(baText);
    result = signature.verify(baSignature);
    return result;
}

3. Reading and adding medical information

After successful identity verification, the medical institution can read the patient’s past medical records and can update the record with new medical information (Fig. 3). The medical information is updated through the propagation of a transaction. Moreover, a medical record can be created, and the message by which it is created is expressed as a transaction. Transactions are propagated to participating medical institutions connected to the network. Each participating medical institution that receives a transaction updates its transaction information and propagates the transaction to another medical institution. When a medical institution receives a transaction, it needs a means to verify whether the transaction is correct. A digital or electronic signature is required for validity verification, and the original data (the patient’s medical information) is therefore sent together with electronically signed data to verify that the transaction is correct and that the data has not been modified. Successfully verified transaction information is reflected in the hash value of the generated block.

Code: Validity test
A transaction object that records medical information is generated, and the validity of the transaction is verified.

Verification of the validity of transactions containing patients’ medical information

transaction = new Transaction(key, patientsData.getPatientsData());

// The transaction information to be propagated is created.
// The transaction information includes the patient’s medical information, key information, electronically signed data, and transaction generation time.
public Transaction(Key key, String patientsData) throws Exception {
    this.patientsData = patientsData
    this.sender = key.getPublicKey();
    this.timestamp = Util.getDate();
    this.signature = key.sign(getData()); // Electronic signature of original data
}

// The simple transaction information, excluding the signature value, is returned.
public String getData() {
    return new Util().getHash(sender.toString()) + timestamp + this.patientsData;
}

// The normality of the transaction is verified (a validity test).
public boolean verifyTransaction(Transaction transaction) throws Exception {
    Signature signature;
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signature = Signature.getInstance("SHA1withECDSA");
byte[] baText = transaction.getData().getBytes("UTF-8");
signature.initVerify(transaction.getSender());
signature.update(baText);
return signature.verify(new BigInteger(transaction.getSignature(), 16).toByteArray());
}

The process for adding medical information to a patient’s medical record is as follows: (1) The original data (medical information) is encrypted with the patient’s own private key and electronically signed. (2) The original data and the electronically signed data are propagated to the participating medical institutions. (3) To verify whether the transaction is valid, the participating medical institutions decrypt it using the patient’s public key. (4) The decrypted data and original data are compared to verify the integrity of the data and whether there is any manipulated data. (5) If the received transaction is determined to be valid, the transaction is updated in the blockchain, and the transaction is propagated to the medical institutions participating in the blockchain network.

4. Block connection
Whenever a transaction of medical information is performed, a block that contains the transaction information is generated and connected continuously to other blocks, and the information is stored in a distributed manner at the medical institutions participating in the network. Many blocks are closely interconnected through the hash values. A hash value is data that is converted to a special text string of a fixed length in which the original data cannot be distinguished when the hash goes through the hash function. The transaction information is reflected in the hash value of the newly generated block. When the internal data of a specific block in the blockchain changes, the hash value automatically changes, which also affects other blocks. In this way, a blockchain allows data tampering to be easily detected. In the blockchain, the hash value is used to add the corresponding block to the chain, and the hash value of the previous block is recorded in the current block. As a result, a connected list is created in the form of chain. Therefore, in order to hack a specific block, it is necessary to tamper with other blocks connected to the block of interest, making forgery exceedingly difficult.

Code: Generation of block objects
To create a block object, a verified transaction is added to the chain, and the transaction information is reflected in the hash value of the block. A new block hash is then generated using the previous block hash. The hash value of the previous block is saved in the newly generated block that follows it.

```
Generation of blockchain lists using hash values that reflect transaction information

block = new Block(block.getBlockID()+1, block.getBlockHash(), Util.getDate(), patientsData, new ArrayList<Transaction>());
// A transaction is generated to add to the medical record of patient 2673123.
transaction = new Transaction(key, patientsData.getPatientsData());
block.addTransaction(transaction);
// The transaction information is reflected in the hash value of the block. // If the transaction information in a block is changed, the hash values of all subsequent blocks are also changed.
public String getBlockHash() {
    // The block hash is created using the previous block hash.
    return Util.getHash(getTransaction() + previousBlockHash);
    }
// The SHA-256 hash value, which is returned as a text string, passes through the function.
// When the value of the text string changes, the hash value also changes.
// For the SHA-256 hash algorithm, the Avalanche Effect method is applied.
public static String getHash(String input) {
    StringBuffer result = new StringBuffer();
    try {
        MessageDigest md = MessageDigest.getInstance("SHA-256");
        md.update(input.getBytes());
        byte bytes[] = md.digest();
        for(int i = 0; i < bytes.length; i++) {
            result.append(Integer.toString((bytes[i] & 0xff) + 0x100, 16).substring(1));
        }
    } catch(Exception e) {
        e.printStackTrace();
    }
    return result.toString();
}
```
SHA, secure hash algorithm.
The patient’s medical information is stored in the generated block, and multiple blocks form a list that is connected through their hash values.

### Blockchain list information

| Block number: 0 | Created time: 2021-06-14 01:51:36.640 | Previous hash: null |
|----------------|----------------------------------------|---------------------|
| Block hash: 74234e98af7498fb5daflf36ac2d78acc339464f950703b8c019892f982b90b | Medical record: | A normal transaction was found. |

### Medical record:

**NAME:** Gil Dong Hong  
**AGE:** 50  
**GENDER:** M  
**STROKE:** Lt. hemiplegia d/t Rt. CR infarct  
**ONSET:** Jan/01/2021  
**MEP:** Jan/12/2021: Rt. ABP 20.6/5600, Lt. ABP NR; Rt. TA 19.5/2200, Lt. TA NR  
**SEP:** Jan/12/2021 Rt. Median 19.0/24.2, Lt. Median NR; Rt. PT 38.2/45.0, Lt. PT NR  
**Evaluation data:** Jan/10/2021  
**Bathel index:** 30  
**MMSE:** 24  
**GDS:** 2  
**MVPT:** 30  
**MFT:** .30/8  
**Purdue:** 16/NT  
**Grip Power:** .50/6  
**Monofilament:** 3.22/5.22  
**Two point discrimination:** .4/6  
**Shoulder abductor:** 1  
**Elbow flexor:** 2  
**Finger flexor:** 2  
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| Block number: 1 | Created time: 2021-06-14 01:51:39.661 | Previous hash: 74234e98af7498fb5daflf36ac2d78acc339464f950703b8c019892f982b90b |
|----------------|----------------------------------------|---------------------|
| Block hash: 6345e8d4fe0b749dfde1862cbf090817f38dd3692cd918be58e5beccd540944 | Medical record: | A normal transaction was found. |

### Medical record:

**NAME:** Gil Dong Hong  
**AGE:** 50  
**GENDER:** M  
**STROKE:** Lt. hemiplegia d/t Rt. CR infarct  
**ONSET:** Jan/01/2021  
**MEP:** Jan/12/2021: Rt. ABP 20.6/5600, Lt. ABP NR; Rt. TA 19.5/2200, Lt. TA NR  
**SEP:** Jan/12/2021 Rt. Median 19.0/24.2, Lt. Median NR; Rt. PT 38.2/45.0, Lt. PT NR  
**Evaluation data:** Feb/10/2021  
**Bathel index:** 52  
**MMSE:** 27  
**GDS:** 2  
**MVPT:** 36  
**MFT:** .30/10  
**Purdue:** 16/NT  
**Grip Power:** .50/8  
**Monofilament:** 3.22/5.18  
**Two point discrimination:** .4/6  
**Shoulder abductor:** 2  
**Elbow flexor:** 3  
**Finger flexor:** 3  
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Finger extensor: 1
Hip flexor: 3
Knee extensor: 3
Ankle D/F: 1
FAC: 2
Aphasia type: conduction aphasia
AQ: 58
LQ: 52
Light tough: .20/14
Kinesthetic: .20/14
MBC: 3
GCS: 15

A normal transaction was found.

Block number: 3
Created time: 2021-06-14 01:51:45.737
Previous hash: dbf72d6bf7143b6272308fb0708291c10733c078753355753fb90e477113a7e
Block hash: f55e598438047feeafac137016eda953396244cffe148730499727203e72733
Medical record:
NAME: Gil Dong Hong
AGE: 50
GENDER: M
STROKE: Lt. hemiplegia d/t Rt. CR infarct
ONSET: Jan/01/2021
MEP: Jan/12/2021: Rt. ABP 20.6/5600, Lt. ABP NR; Rt. TA 19.5/2200, Lt. TA NR
SEP: Jan/12/2021 Rt. Median 19.0/24.2, Lt. Median NR; Rt. PT 38.2/45.0, Lt. PT NR
Evaluation data: Mar/13/2021
Bathel index: 58
MMSE: 28
GDS: 2
MVPT: 38
MFT: .30/12
Grip Power: .50/8
Monofilament: 3.22/5.14
Two point discrimination: .4/6
Shoulder abductor: 3
Elbow flexor: 4
Finger flexor: 4
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Finger flexor: 4  
Finger extensor: 2  
Hip flexor: 3  
Knee extensor: 3  
Ankle D/F: 2  
FAC: 4  
Aphasia type: conduction aphasia  
AQ: 58  
LQ: 56  
Light tough: .20/16  
Kinesthetic: .20/16  
MBC: 4  
GCS: 15

**Discussion**

In this study, we created a simple blockchain for the purpose of allowing hospitals to exchange patient information on a network in a way that makes hacking practically impossible. The proposed information sharing method only allows the medical staff of a hospital to see a patient’s information stored on the network in the form of a blockchain if there is a private key stored on the patient’s smartphone. This method circumvents the inconvenience of the current system in which patients must print out their medical records and deliver them to the new hospital when being transferred. Clinicians may be concerned that due to its decentralized nature, if blockchain is used in the medical field, patients will become the guardians of their medical information. Nevertheless, in the proposed system, the patients do not directly possess their own medical information. Hence, we expect that the aversion of doctors to information sharing via blockchain will be small.

This study only included the information that is required by clinicians to treat stroke rehabilitation patients in the blockchain. The information was based on the paper by Kim et al. [7] published in 2021. Through a Delphi study, they collected the essential medical information of stroke rehabilitation patients when transferred to another hospital from 31 physiatrists. They found that the degree of muscle strength at major joints; a brief cognitive function test; and hand, language, and sensory function were essential information for treatment. We, therefore, added this essential information of stroke patients to the blockchain, and the information was stored.

This is the first study to demonstrate the possibility of using blockchain for the storage and delivery of the patient information of stroke patients by storing the information in a blockchain. The code that we wrote may not be suitable for direct implementation in the medical field, but it can serve as a foundation for researchers to create a blockchain system that can be actually used in the field based on future research results.
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