Implementation of Graphic Plugin Loading Platform Based on Python
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Abstract. With the scripting language getting more and more mature, individual developers can also develop script programs according to their own needs based on the existing software library. In order to help individual developers to quickly and simply complete the software graphical problems, a graphical plugin loading platform is developed based on Python language. Through the specified plugin class standard, developers can quickly convert existing scripts or develop scripts according to plugin class, and easily realize the software graphical.
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1. Introduction

With the scripting language getting more and more mature, and the threshold of software development getting lower and lower, individual developers can also develop script programs according to their own needs based on the existing software library, which provides great convenience for their own work and life. The scripts developed by individual developers not only can be shared internally within the developers, but also can be shared with non-developer users, such as sharing script programs with partners who lack development capabilities, so as to improve work efficiency. However, the premise of sharing scripts with non-developer users is to make script graphical. Graphical software is the basic service provided by modern software applications for non-developers, whose main function is to lower the threshold of using the software. However, as far as individual developers are concerned, the graphical cost of software is so high that it is likely to be higher than the cost of core functions, which greatly affected the enthusiasm of individual developers to share their independently developed scripts with non-developers.

At present, there are two commonly used graphical means, both of which are considered to be not suitable for individual developers after analysis. The first means is to customize a set of graphical user interfaces (from start to finish) based on a graphical library$^{[1,2]}$. In this way, exquisite interface can be realized and the interactive design is in line with the purpose of software development, however, the development cost is too high$^{[3-5]}$. The second means is to attach to a main program and convert the scripts into its plugin$^{[6]}$, which can not only lower the graphical cost but also realize its desired
functions. However, this means is limited by the usage scenarios and open interfaces of the main program, as a result, the target user groups and the functional scope of plugins are also limited such as plugin for Chrome browser and plugin for Tampermonkey [7, 8], etc.

On the basis of the advantages and disadvantages of the above-mentioned means as well as the focus of various means, a graphical plugin loading platform based on python-eel library is designed for individual developers who have certain development capacities. Based on the python-eel library[9, 10], it takes the browser kernel as the foundation to complete the graphical process through providing a batch of pre-set standard graphical interface and a standard plugin class for developers, so as to help developers complete the graphical process and plugin of existing scripts with low development cost or directly develop a standard plugin of a platform. Through the standard graphical interactive interface, under the premise of meeting the needs of users, the system sacrifices the characteristics of the software interface and lowers the development cost, in addition, it breaks through the limitation of being a plugin for a single browser, which can make it better adapt to the use environment of users.

2. Overall System Design

2.1. System Design Architecture

This system is composed of two main parts including plugin load control class and Eel Web service. With auxiliary functions provided by the tool class, this system can realize combined interaction between the interface and the background. In the startup, the main program initializes the plugin loading the control class, then starts the Eel Web service, waits for user's request, and loads the specific functional plugin as required.

The plugin load control class can be classified into four parts according to their functions, namely, initialization system, plugin installation and uninstall system, and plugin calling and parsing module. The plugin calling and parsing module consists of two parts, namely, the system-provided file search function and the calling and parameter input of specific plugins. The system architecture of this system is shown in Figure 1.

![Figure 1. System architecture diagram](image)

2.2. System development tools and operating environment

According to the design and development requirements of the system, python is used as the development language, in addition, the python libraries that need to be installed in the development environment include eel, shutil, os, imp, ctypes, and the auxiliary dll is everything. dll. The operating system is windows and there should be one browser selected from Chrome, Firefox or Eage, which should run the everything program to help to realize the system-provided file search function.
3. System Function Module Design

3.1. Eel Web services
The function of the Eel Web service in this system is to interact with users and realize graphical plugin. The Eel Web service interface is the main interface used for interaction between the system and the user, which accepts user's request and the response of plugins. At the same time, a set of standard interface functions for background's calling are defined in the web page, so as to complete the interface setting needed by the plugin. The Web service architecture is shown in Figure 2, and the running interface is shown in Figure 3.

![Figure 2. Eel Web Service architecture diagram](image)

![Figure 3. Eel web service running interface](image)

3.2. Utils module
The main function of the Utils module is to provide standard graphical operating functions. Different from the interface functions defined in Eel Web services, graphical operating function is the combined operation of the functions defined in the Eel Web service, which can be used by plugin and realize the preset functions through simple parameter transfer instead of the interface setting operation of
common functions. The Utils architecture diagram is shown in Figure 4.

![Utils architecture diagram](image)

**Figure 4.** Utils architecture diagram

3.3. **Plugin load control class**

As the specific realization of the system's plugin load module function, the plugin load control class is classified into four sub-functions according to the needs of plugin loading, namely, plugin load control class initialization, plugin installation, plugin uninstall, as well as plugin calling and parsing. The plugin calling and phrasing module can also be classified into system-provided functional plugins and custom plugins. The detailed architecture diagram is shown in Figure 5.

![Plugin Load Control Class architecture diagram](image)

**Figure 5.** Plugin Load Control Class architecture diagram

3.3.1. **Initialization.** There are two steps in the process of plugin load control class initialization. The first step is to obtain the project's basic running path, which is also the location of the project's configuration file. The second step is to check whether the configuration file exists. If it does not exist, create a configuration file, otherwise read the list of local plugins from the configuration file.

3.3.2. **Plugin installation.** There are two modes to install plugin. The first is to download the specified plugin from a specified website, which should be used together with the open interface of the specific website. The second is to call the installation method of an existing plugin, which is a strategy of manually calling the installation method to avoid that the error of default calling installation method
leads to the result that the plugin cannot be called later

3.3.3. Plugin uninstall. The plugin uninstall function is to uninstall plugins that are not needed currently, so as to save memory of the running system and improve running efficiency and user experience.

3.3.4. Plugin calling and phrasing. The purpose of the plugin calling and parsing function is to parse the command input by the user in one proper direction of three directions. The three directions are installation and uninstall of plugin, calling and parameter transfer of custom plugin, and calling and phrasing of system default plugin. The calling of system default plugin is at the lowest priority, whose function is to fuzzy search the location of the file with the specified name in the system. Its realization borrows everything program, therefore, using this function requires that the plugin system process coexist with everything process.

4. Conclusions
Characterized by strong robustness and expansibility, this system can provide a variety of functions for ordinary users through plugin architecture, graphical interactive interface. In addition, it is also a platform friendly to individual developers, whose graphical interfaces and standard plugin classes lower the developers’ cost in developing plugins for the platform and converting existing scripts to platform plugins. In this way, individual developers can pay more attention to the realization of core functions, and solve the problems that the core function codes are far less than codes used for graphical function when individual developers develop small scripts.
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