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Abstract

We present a new algorithm called A*+BFHS for solving problems with unit-cost operators where A* fail due to memory limitations and/or the existence of many distinct paths between the same pair of nodes. A*+BFHS is based on A* and breadth-first heuristic search (BFHS). A*+BFHS combines advantages from both algorithms, namely A*'s node ordering, BFHS's memory savings, and both algorithms' duplicate detection. On easy problems, A*+BFHS behaves the same as A*. On hard problems, it is slower than A* but saves a large amount of memory. Compared to BFIDA*, A*+BFHS reduces the search time and/or memory requirement by several times on a variety of planning domains.

Introduction and Overview

A* (Hart, Nilsson, and Raphael 1968) is a classic heuristic search algorithm that is used by many state-of-the-art optimal track planners (Katz et al. 2018; Franco et al. 2017, 2018; Martinez et al. 2018). One advantage of A* is duplicate detection. A* uses a Closed list and an Open list to prune duplicate nodes. A state is a unique configuration of the problem while a node is a data structure that represents a state reached by a particular path. Duplicate nodes represent the same state arrived at via different paths.

The second advantage of A* is node ordering. A* always picks an Open node whose f-value is minimum among all Open nodes to expand next, which guarantees an optimal solution when using an admissible heuristic. When using a consistent heuristic, A* expands all nodes whose f-value is less than the optimal solution cost (C*). Tie-breaking among nodes of equal f-value significantly affects the set of expanded nodes whose f-value equals C*. It is common practice to choose an Open node whose h-value is minimum among all Open nodes with the same f-value, as this strategy usually leads to fewer nodes expanded. A survey of tie-breaking strategies in A* can be found in (Asai and Fuku- naga 2016).

A*'s main drawback is its exponential space requirement as it stores in memory all nodes generated during the search. For example, A* can fill up 8 GB of memory in a few minutes on common heuristic search and planning domains. To solve hard problems where A* fails due to memory limitations, researchers have proposed various algorithms, usually by forgoing A*'s duplicate detection or node ordering. For example, Iterative-Deepening-A* (IDA*, Korf 1985) only has a linear memory requirement, at the price of no duplicate detection and a depth-first order within each search bound. However, IDA* may generate too many duplicate nodes on domains containing lots of distinct paths between the same pair of nodes, such as Towers of Hanoi and many planning domains, limiting its application. For example, in a grid graph, there are \( \binom{m+n}{n} \) distinct shortest paths from node \((0,0)\) to \((m,n)\), and IDA* cannot detect these as duplicates.

We introduce a new algorithm for solving problems with unit-cost operators, with many distinct paths between the same pair of nodes, where IDA* is not effective. First, we review previous algorithms. Second, we present A*+BFHS, which is based on A* and Breadth-First Heuristic Search (Zhou and Hansen 2004). Third, we present experimental results on 32 hard instances from 18 International Planning Competition (IPC) domains. On those problems, A*+BFHS is slower than A* but requires significantly less memory. Compared to BFIDA*, an algorithm that requires less memory than A*, A*+BFHS reduces the search time and/or memory requirement by several times, and sometimes by an order of magnitude, on a variety of domains.

Previous Work

IDA* with a transposition table (IDA*+TT, Sen and Bagchi 1989; Reinefeld and Marsland 1994) uses a transposition table to detect duplicate nodes. However, IDA*+TT is outperformed by other algorithms on both heuristic search (Bu and Korf 2019) and planning domains (Zhou and Hansen 2004). A*+IDA* (Bu and Korf 2019) combines A* and IDA*, and is the state-of-the-art algorithm on the 24-Puzzle. It first runs A* until memory is almost full, then runs IDA* below each frontier node without duplicate detection. By sorting the frontier nodes with the same f-value in increasing order of h-values, A*+IDA* can significantly reduce the number of nodes generated in its last iteration. Compared to IDA*, we reported a reduction by a factor of 400 in the total number of nodes generated in the last iteration on all 50 24-Puzzle test cases in (Korf and Felner 2002). Similar to IDA*, however, A*+IDA* does not work well on domains with many distinct paths between the same pair of nodes.
Frontier search (Korf et al. 2005) is a family of heuristic search algorithms that work well on domains with many distinct paths between the same pair of nodes. Rather than storing all nodes generated, it stores only nodes that are at or near the search frontier, including all Open nodes and only one or two layers of Closed nodes. As a result, when a goal node is expanded, only the optimal cost is known. To reconstruct the solution path, frontier search keeps a middle layer of Closed nodes in memory. For example, we can save the Closed nodes at depth $h(\text{start})/2$ as the middle layer. Each node generated below this middle layer has a pointer to its ancestor in the middle layer. After finding the optimal cost, a node in the middle layer that is on an optimal path is identified. Then the same algorithm can be applied recursively to compute the solution path from the start node to the middle node, and from the middle node to the goal node. In general, however, frontier search cannot prune all duplicates in directed graphs (Korf et al. 2005; Zhou and Hansen 2004).

Divide-and-Conquer Frontier-A* (DCFA*, Korf and Zhang 2000) is a best-first frontier search based on A*. To reconstruct the solution path, DCFA* keeps a middle layer of Closed nodes that are roughly halfway along the solution path. DCFA* detects duplicates and maintains A*’s node ordering, but its memory savings compared to A* is limited on domains where the Open list is larger than the Closed list.

Breadth-First Heuristic Search (BFHS, Zhou and Hansen 2004) is a frontier search algorithm for unit-cost domains. BFHS also detects duplicates but uses a breadth-first node ordering instead of A*’s best-first ordering. At first, assume the optimal cost $C^*$ is known in advance. BFHS runs a breadth-first search (BFS) from the start node and prunes every generated node whose $f$-value exceeds $C^*$. To save memory, BFHS only keeps a few layers of nodes in memory. On undirected graphs, if we store the operators used to generate each node, and do not regenerate the parents of a node via the inverses of those operators, frontier search only needs to store two layers of nodes, the currently expanding layer and their child nodes (Korf et al. 2005). On directed graphs, one previous layer besides the above-mentioned two layers is usually stored to detect duplicates (Zhou and Hansen 2004). To reconstruct the solution path, Zhou and Hansen (2004) recommend saving the layer at the 3/4 point of the solution length as the middle layer instead of the layer at the halfway point, which usually requires more memory. As shown in (Zhou and Hansen 2004), on a domain where the Open list of A* is larger than the Closed list, BFHS usually ends up storing fewer nodes than DCFA*.

In general, $C^*$ is not known in advance. Zhou and Hansen (2004) proposed Breadth-First Iterative-Deepening-A* (BFIDA*), which runs multiple iterations of BFHS, each with a different $f$-bound, starting with the heuristic value of the start node. Similar to IDA*, the last iteration of BFIDA* is often significantly larger than previous iterations, so most of the search time is often spent on the last iteration.

Compared to A*, BFHS and BFIDA* save significant memory but generate more nodes. The main drawback of BFHS and BFIDA* is that their node ordering is almost the worst among different node ordering schemes. BFHS and BFIDA*’s breadth-first ordering means they have to expand all nodes stored at a single depth before expanding any nodes in the next depth. As a result, they have to expand almost all nodes whose $f$-value equals $C^*$, excepting only some nodes at the same depth as the goal node, while A* may only expand a small fraction of such nodes due to its node ordering.

Forward Perimeter Search (FPS, Schütte, Döbbelin, and Reinefeld 2013) builds a perimeter around the start node via BFS, then runs BFIDA* below each perimeter node. The authors only test FPS on the 24-Puzzle and 17-Pancake problem, and did not report any running times.

### A*+BFHS

**Algorithm Description**

We propose A*+BFHS, a hybrid algorithm to solve problems with many paths between the same pair of nodes. A*+BFHS first runs A* until a storage threshold is reached, then runs a series of BFHS iterations on sets of frontier nodes, which are the Open nodes at the end of the A* phase.

The BFHS phase can be viewed as a doubly nested loop. Each iteration of the outer loop, which we define as an iteration of the BFHS phase, corresponds to a different cost bound for BFHS. The first cost bound is set to the smallest $f$-value among all frontier nodes. In each iteration of the BFHS phase, we first partition the frontier nodes whose $f$-value equals the cost bound into different sets according to their depths. Then the inner loop makes one call to BFHS on each set of frontier nodes, in decreasing order of their depths. This is done by initializing the BFS queue of each call to BFHS with all the nodes in the set. This inner loop continues until a solution is found or all calls to BFHS with the current bound fail to find a solution. After each call to BFHS on a set of frontier nodes, we increase the $f$-value of all nodes in the set to the minimum $f$-value of all nodes generated but not expanded in the previous call to BFHS.

Figure 1 presents an example of the Open and Closed nodes at the end of the A* phase. Node S is the start node. All edge costs are 1 and the number next to each node is its $f$-value. Closed nodes are gray. The Open nodes B, E, F, H, I, J, K are the frontier nodes for the BFHS phase. A*+BFHS first makes a call to BFHS with a cost bound of 8 on all frontier nodes at depth 3, namely nodes H, I, J, K. If no solution is found, A*+BFHS updates the $f$-values of all these nodes to the minimum $f$-value of the nodes generated but not expanded in that call to BFHS. A*+BFHS then makes a second call to BFHS with bound 8, starting with all frontier nodes at depth 2, namely nodes E and F. If no solution is
found, A*+BFHS updates the \( f \)-values of these nodes, then makes a third call to BFHS with bound 8, starting with the frontier node B at depth 1. Suppose that no solution is found with bound 8, the updated \( f \)-values for nodes E, F, H, I, J, K are 9, and the updated \( f \)-value for node B is 10. A*+BFHS then starts a new iteration of BFHS with a cost bound of 9, making two calls to BFHS on nodes at depth 3 and 2 respectively. If the solution is found in the first call to BFHS with bound 9, BFHS will not be called again on nodes E and F.

A*+BFHS is complete and admissible with admissible heuristics. A*+BFHS potentially makes calls to BFHS on all frontier nodes. When an optimal solution exists, one node on this optimal path serves as one of the start nodes for one of the calls to BFHS. Such a node is guaranteed to exist by A*'s completeness and admissibility. When the cost bound for the calls to BFHS equals \( C^* \), the optimal solution will be found, guaranteed by BFHS's completeness and admissibility.

A state can be regenerated in separate calls to BFHS in the same iteration. To reduce such duplicates, we can decrease the number of calls to BFHS in each iteration by making each call to BFHS on a combined set of frontier nodes at adjacent depths. For the example in Figure 1, we can make one call to BFHS on the frontier nodes at depths 2 and 3 together instead of two separate calls to BFHS, by putting the frontier nodes at depth 3 after the frontier nodes at depth 2 in the initial BFS queue.

In practice, we can specify a maximum number of calls to BFHS per iteration. Then in each iteration, we divide the number of depths of the frontier nodes by the number of calls to BFHS to get the number of depths for each call to BFHS. For example, if the depths of the frontier nodes range from 7 to 12 and we are limited to three calls to BFHS per iteration, each call to BFHS will start with frontier nodes at two depths. We used this strategy in our experiments.

For each node generated in the BFHS phase, we check if it was generated in the A* phase. If so, we immediately prune the node if its current \( g \)-value in the BFHS phase is greater than or equal to its stored \( g \)-value in the A* phase.

The primary purpose of the A* phase is to build a frontier set, so that A*+BFHS can terminate early in its last iteration. In the A* phase we have to reserve some memory for the BFHS phase. In our experiments, we first generated pattern databases or the merge-and-shrink heuristic, then allocated 1/10 of the remaining memory of 8 GB for the A* phase.

**Comparisons to BFIDA* and FPS**

A*+BFHS's BFHS phase also uses the iterative deepening concept of BFIDA*, but there are two key differences. First, in each iteration, BFIDA* always makes one call to BFHS on the start node, while we call BFHS multiple times, each on a different set of frontier nodes. Second, in each iteration, we order the frontier nodes based on their depth, and run BFHS on the deepest frontier nodes first.

These differences lead to one drawback and two advantages. The drawback is that A*+BFHS may generate more nodes than BFIDA*, as the same state can be regenerated in separate calls to BFHS in the same iteration.

The first advantage is that A*+BFHS may terminate early in its last iteration. If A*+BFHS generates a goal node in the last iteration below a relatively deep frontier node, no frontier nodes above that depth will be expanded. Therefore, A*+BFHS may generate only a small number of nodes in its last iteration. In contrast, BFIDA* has to expand almost all nodes whose \( f \)-value is less than or equal to \( C^* \) in its last iteration. As a result, A*+BFHS can be faster than BFIDA*.

The second advantage is that A*+BFHS's memory usage, which is the maximum number of nodes stored during the entire search, may be smaller than that of BFIDA* for two reasons. First, the partition of frontier nodes and separate calls to BFHS within the same iteration can reduce the maximum number of nodes stored in the BFHS phase. Second, BFIDA* stores the most nodes in its last iteration while A*+BFHS may store only a small number of nodes in the last iteration due to early termination. Thus, A*+BFHS may store the most nodes in the penultimate iteration instead.

FPS looks similar to A*+BFHS, but there are several fundamental differences. First, FPS builds the perimeter using a breadth-first approach while A*+BFHS builds the frontier via a best-first approach. FPS can also dynamically extend the perimeter but this approach does not always speed up the search (Schütt, Döbbelin, and Reinefeld 2013). Second, in each iteration of FPS's BFIDA* phase, FPS makes only one call to BFHS on each perimeter node. In contrast, in A*+BFHS each call to BFHS is on a set of frontier nodes. Third, FPS sorts the perimeter nodes at the same \( f \)-value using a max-tree-first or longest-path-first policy, while A*+BFHS sorts the frontier nodes at the same \( f \)-value in decreasing order of their depth. Fourth, FPS needs two separate searches for solution reconstruction while A*+BFHS only needs one.

**Solution Reconstruction**

Each node generated in A*+BFHS's BFHS phase has a pointer to its frontier node from the A* phase. When a goal node is generated, the solution path from the start node to this node is stored in the A* phase and only one more search is needed to reconstruct the solution path from this node to the goal node. This subproblem is much easier than the original problem and we can use the same heuristic function as for the original problem. Therefore, we just use A* to solve this subproblem. In addition, since we know the optimal cost of this subproblem, we can immediately prune any node whose \( f \)-value exceeds this cost.

In BFIDA*, we have to solve two subproblems to recover the paths from the start node to the middle node and from the middle node to the goal node. Zhou and Hansen (2004) called BFHS recursively to solve these two subproblems. However, pattern database heuristics (PDB, Culberson and Schaeffer 1998) only store heuristic values to the goal state, and not between arbitrary pairs of states, which complicates finding a path to a middle node. Similar to A*+BFHS, we use A* to solve the second subproblem. For the first subproblem, we use A* to compute the path from the start node to the middle node using the same heuristic function as for the original problem, which measures the distance to the goal node, not the middle node. To save memory, we prune any node whose \( g \)-value is greater than or equal to the depth of the middle node, and any node whose \( f \)-value exceeds the optimal cost of the solution. Since a deeper middle layer
leads to more nodes stored in this approach, we saved the layer at the 1/4 point of the solution length as the middle layer instead of the 3/4 point. In this way, we do not need to build a new heuristic function for the middle node. In our experiments, the search time for solution reconstruction in BFIDA* was usually less than 1% of the total search time.

### Experimental Results and Analysis

We implemented BFIDA*, A*+IDA*, and A*+BFHS in the planner Fast Downward 20.06 (Helmert 2006), using the existing code for node expansion and heuristic functions. A*+BFHS’s A* phase used the existing A* code. A* stores all nodes in one hash map. We used the same hash map implementation with the following difference. In each call to BFHS in both BFIDA* and A*+BFHS, we saved three layers of nodes for duplicate detection and we created one hash map for each layer of nodes. We did this because storing all nodes in one hash map in BFHS involves a lot of overhead, and is more complicated. Schütz, Döbbelin, and Reinefeld (2013) did not test FPS on planning domains and we do not know the optimal perimeter radius and sorting strategy for each domain, so we did not implement FPS. We solved about 550 problem instances from 32 unit-cost domains. We present the results of A*, BFIDA*, and A*+BFHS on the 32 hardest instances. All remaining instances were easily solved by A* in seconds. We tested FPS of nodes for duplicate detection and we created one hash map for each layer of nodes. We did this because storing all nodes in one hash map in BFHS involves a lot of overhead, and is more complicated. Schütz, Döbbelin, and Reinefeld (2013) did not test FPS on planning domains and we do not know the optimal perimeter radius and sorting strategy for each domain, so we did not implement FPS.

We solved about 550 problem instances from 32 unit-cost domains. We present the results of A*, BFIDA*, and A*+BFHS on the 32 hardest instances. All remaining instances were easily solved by A* in seconds. We tested two A*+BFHS versions. A*+BFHS (∞) starts each call to BFHS on frontier nodes at a single depth. A*+BFHS (4) makes each call to BFHS on frontier nodes at multiple depths with at most four calls to BFHS in each iteration. All tests were run on a 3.33 GHz Intel Xeon X5680 CPU with 236 GB of RAM. We used the landmark-cut heuristic (LM-cut, Helmert and Domshlak 2009) for the satellite domain, the merge-and-shrink heuristic (M&S) with the recommended configuration (Sievers, Wehrle, and Helmert 2014, 2016; Sievers 2018) for the tpp and hiking14 domains, and the iPDB heuristic with the default configuration (Haslum et al. 2007; Sievers, Ortlieb, and Helmert 2012) for all other domains.

An underline means the specific algorithm needed more than 8 GB of memory to solve the problem. The last four columns are the running times in seconds, including the time for solution reconstruction but excluding the time spent on precomputing the heuristic functions, which is the same for all algorithms. For each instance, the smallest maximum number of stored nodes and shortest running time are indicated in boldface. For the last 6 instances where A* terminated without finding a solution, we report A*’s number of nodes and running time when A* terminated, with a > symbol to indicate these values.

For A*+IDA*, we set the stored nodes threshold for the A* phase to A*+BFHS’s peak stored nodes. A*+IDA* was faster than A*+BFHS by a factor of 2 on tidybot11 18, but was slower than A*+BFHS by around 50% on mystery 14, a factor of 2 on visitall11 08-half, 4 on parking14 16,9-04, and 8 on snake18 17. Furthermore, A*+IDA* was orders-of-magnitude slower than A*+BFHS on domains such as blocks, depot, driverlog, hiking14, logistics00, pipesworldtankage, rovers, satellite, storage, terms18, and tpp. Thus we omit the results of A*+IDA* due to space limitations.

We further compare the time and memory between A* and A*+BFHS in Figure 2, and between BFIDA* and A*+BFHS in Figure 3, where the x-axis is A* or BFIDA*’s peak stored nodes over A*+BFHS’s and the y-axis is A* or BFIDA*’s running time over A*+BFHS’s. Figure 2 contains the 26 instances solved by A* and Figure 3 contains all 32 instances. The red circles and green triangles correspond to A*+BFHS (4) and A*+BFHS (∞) respectively. The data points above the y = 1 line or to the right of the x = 1 line represent instances where A*+BFHS outperformed the comparison algorithm in terms of time or memory.

**A*+BFHS vs. A**

A* was the fastest on all problem instances that it solved, but also used the most memory. Among the 32 hardest problem instances we present, A* required more than 8 GB of memory on 22 instances and could not find a solution on 6 of those after exhausting the hash map used by Fast Downward 20.06. On some of these instances, A* used 30 GB to 40 GB of memory before it terminated. This means that A* cannot solve these 22 instances under the current IPC memory limit of 8 GB. A*+BFHS required several times, and sometimes an order of magnitude, less memory than A*. As a result, A*+BFHS only used more than 8 GB of memory on.
A*+BFHS vs. BFIDA*

In summary, on easy problems that A*+BFHS can solve in its A* phase, A*+BFHS behaves the same as A*, and is always faster than BFIDA*. We solved around 500 such problems, which are not included here due to space limitations. On the 32 hardest problems we present, A*+BFHS is faster than BFIDA* on 27 instances and at least twice as fast on 16 of those. Furthermore, A*+BFHS requires less memory than BFIDA* on 25 of the 32 instances and saves more than half the memory on 14 of those. In addition, these time and memory reductions exist on both the relatively easy and hard problems of the 32 instances presented, demonstrating that A*+BFHS is better than BFIDA* on very hard problems as well as easy problems. In the following paragraphs, we compare A*+BFHS with BFIDA* in four aspects: duplicate detection, node ordering, memory, and running time.

Figure 4 compares the number of nodes generated prior to the last iteration of BFIDA* and A*+BFHS. For BFIDA*, this is the number of nodes generated in all but the last iteration. For A*+BFHS, this is the sum of the nodes generated in its A* phase and all but the last iteration in its BFHS phase. The y-axis in Figure 4 is the number of nodes generated in BFIDA*’s previous iterations divided by A*+BFHS’s. We sort the 32 instances on the x-axis according to BFIDA*’s running time, so the left-most instance is the easiest and the right-most instance is the hardest for BFIDA*. The data points above the y = 1 line represent instances where A*+BFHS generated fewer nodes than BFIDA* in the previous iterations. Compared to BFIDA*, A*+BFHS (4) generated a similar number of nodes in the previous iterations on most instances. Hiking14 2-3-6 is the only instance where A*+BFHS (4) generated at least twice as many nodes in the previous iterations as BFIDA*. However, A*+BFHS (∞)

Table 1: Instances sorted by A* running time if solved by A*. Instances where A* terminated without solving the problem (marked by >) are sorted by BFIDA* running time. An underline means more than 8 GB of memory was needed. Smallest memory and shortest times are in boldface.
Figure 3: BFIDA* vs. A*+BFHS in time and memory.
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Figure 4: The number of nodes generated in BFIDA*'s previous iterations vs. A*+BFHS.'s.
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Figure 5: The number of nodes generated in BFIDA*'s last iteration vs. A*+BFHS.'s.
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present this comparison in Figure 5, where the y-axis is the number of nodes generated in BFIDA*'s last iteration divided by A*+BFHS.'s. We also sort the 32 instances on the x-axis according to BFIDA*'s running time, so the left-most instance is the easiest and the right-most instance is the hardest for BFIDA*.

In fact, A* generated the most nodes while expanding the Open nodes whose \( f = C^* \) on the three blocks instances, which shows that node ordering is also difficult for A* on those instances. In contrast, A* generated very few nodes while expanding the Open nodes whose \( f = C^* \) on depot 11, suggesting that A*+BFHS may terminate early in its last iteration given more memory for its A* phase.

A*+BFHS's A* phase usually stored from 10 to 20 million nodes, with the exception of the snake18 domain where 40 to 50 million nodes were stored. Comparing the maximum number of stored nodes, A*+BFHS \((\infty)\) required less memory than BFIDA* on 25 instances and less than half the memory on 14 of those. For A*+BFHS \( (4) \), these two numbers were 23 and 11 respectively. In contrast, termes18 05 is the only instance where the maximum number of stored nodes of A*+BFHS was at least twice that of BFIDA*.

Comparing the two versions of A*+BFHS, A*+BFHS \( (4) \) was usually faster, sometimes significantly, due to the reduction in duplicate nodes. Compared to BFIDA*, A*+BFHS \( (4) \) was slightly slower on four instances and 80% slower on one instance. On the other 27 instances, A*+BFHS \( (4) \) was faster than BFIDA*, and at least twice as fast on 16 of those. The large speedups usually were on the instances where generated 2 to 7 times as many nodes in the previous iterations as BFIDA* on 11 instances. This contrast shows that, compared to BFIDA*, significantly more duplicate nodes are generated by making each call to BFHS on frontier nodes at a single depth. However, most of those duplicate nodes can be avoided by making each call to BFHS on frontier nodes at multiple depths.

A*+BFHS generates fewer duplicate nodes than BFIDA* due to fewer BFHS iterations and making each call to BFHS on a set of frontier nodes. A*+BFHS reduced the number of nodes in previous iterations by around 50% on freecell 06 and snake18 17, and a factor of 4 on snake18 08. To our surprise, we found that on snake18 08, the number of nodes generated in the penultimate iteration of BFIDA* was twice as many as the sum of the nodes generated in A*+BFHS's A* phase and the penultimate iteration of the BFHS phase. This means that many duplicate nodes were generated in BFIDA*. Snake18 generates a directed graph, in which case frontier search cannot detect all duplicate nodes (Korf et al. 2005; Zhou and Hansen 2004).

Compared to BFIDA*, A*+BFHS reduced the number of nodes in the last iteration significantly, and usually by several orders of magnitude, on 28 of the 32 instances. We
BFIDA* generated the most nodes in its last iteration. The best result was on the logistics00 domain, where an order of magnitude speedup was achieved. This is because BFIDA* performed very poorly on this domain due to its breadth-first node ordering. Compared to BFIDA*, A*+BFHS (∞) was slower on 11 instances and at least twice as slow on three of those, but also at least twice as fast on 12 instances. The main reason for the slower cases is the presence of many duplicate nodes generated in certain domains.

Calling BFHS on Nodes at Multiple Depths
Comparing the two A*+BFHS versions, each has its pros and cons. A*+BFHS (4) always generated fewer duplicate nodes. Comparing the number of nodes generated in the previous iterations, A*+BFHS (∞) generated at least twice as many nodes on 7 instances. A*+BFHS (∞) generated significantly fewer nodes in the last iteration than A*+BFHS (4) on 22 instances. However, the number of nodes generated in the last iteration of A*+BFHS is usually only a small portion of the total nodes generated, so the large difference in the last iteration is not very important. A*+BFHS (4) stored a larger maximum number of nodes than A*+BFHS (∞) on almost all instances. However, the difference was usually small and never more than a factor of two. The difference in the running times was usually less than 50%. Compared to A*+BFHS (∞), A*+BFHS (4) was faster by a factor of 3 on logistics00 15-1, 2.5 on rovers 09 and 11, 4.6 on termes1805, 3.9 on tpp 11, and never more than 30% slower.

In general, making each call to BFHS on frontier nodes at multiple depths increases both the memory usage and the number of nodes generated in the last iteration, but reduces the number of duplicate nodes and hence is often faster. Considering the memory-time trade-off, given a new problem, we recommend making each call to BFHS on frontier nodes at multiple depths. However, if we limit the number of calls to BFHS in each iteration to one, then A*+BFHS (1) will generate about the same number of nodes as BFIDA*, and early termination is no longer possible. Therefore, at least two calls should be used. So far, we have only limited BFHS to four calls in each iteration. Determining the optimal number of calls to BFHS is a subject for future work.

Heuristic Functions and Running Time
For each node generated, A* first checks for duplicates then looks up its heuristic value if needed. Thus for each state, A* only computes its heuristic value once, no matter how many times the state is generated. However, the situation is different in BFHS. Even in a single call to BFHS, a state’s heuristic value may be calculated multiple times. For example, if a state’s f-value is greater than the cost bound of BFHS, then this state is not stored in this call to BFHS and its heuristic value has to be computed every time it is generated. In addition, A* has only one hash map but our BFHS implementation has one hash map for each layer of nodes. Consequently, for each node generated, A* does only one hash map lookup while BFHS may have multiple lookups.

Due to the above differences, the number of nodes generated per second of BFIDA* and A*+BFHS was smaller than that of A*. For the iPDB and M&S heuristics, this difference was usually less than a factor of two. For the LM-cut heuristic, A* was faster by a factor of four in terms of nodes generated per second on the satellite domain. This is because computing a node’s LM-cut heuristic is much more expensive than its iPDB and M&S heuristics. This contrast shows that the choice of heuristic function also plays an important role in comparing the running time of different algorithms.

Future Work
Future work includes the following. (1) Testing A*+BFHS on more unit-cost domains. (2) Investigating what is the best memory threshold for the A* phase. (3) Determining the optimal number of calls to BFHS in each iteration. (4) Finding other ways to partition the frontier nodes besides the current depth-based approach. If a set of frontier nodes is too large, we may split it into multiple smaller sets and make one call to BFHS on each such smaller set. This approach may reduce the maximum number of stored nodes but may generate more duplicate nodes. In addition, when we make each call to BFHS on frontier nodes at multiple depths, we may consider the number of frontier nodes at each depth so each call to BFHS is on a different number of depths instead of a fixed number. (5) Using external memory such as magnetic disk or flash memory in A*+BFHS to solve very hard problems. For example, instead of allocating 1/10 of RAM for the A* phase, we can first run A* until RAM is almost full, then store both Open and Closed nodes in external memory and remove them from RAM. Then in the BFHS phase, we load back the set of frontier nodes for each call to BFHS from external memory. This A*+BFHS version would never perform worse than A*, since it is identical to A* until memory is exhausted, at which point the BFHS phase would begin.

Conclusions
We introduce a hybrid heuristic search algorithm called A*+BFHS for solving problems with unit-cost operators that cannot be solved by A* due to memory limitations, nor IDA* due to the existence of many distinct paths between the same pair of nodes. A*+BFHS first runs A* until a user-specified storage threshold is reached, then runs multiple iterations of BFHS on the frontier nodes, which are the Open nodes at the end of the A* phase. Each iteration has a unique cost bound and contains multiple calls to BFHS. Each call to BFHS within the same iteration starts with the same cost bound but a different set of frontier nodes. Within an iteration, frontier nodes are sorted deepest-first so that A*+BFHS can terminate early in its last iteration.

On about 500 easy problems solved, A*+BFHS behaves the same as A*, and is always faster than BFIDA*. On the 32 hard instances presented, A*+BFHS is slower than A* but uses significantly less memory. A*+BFHS is faster than BFIDA* on 27 of those 32 instances and at least twice as fast on 16 of those. Furthermore, A*+BFHS requires less memory than BFIDA* on 25 of those 32 instances and saves more than half the memory on 14 of those. Another contribution of this paper is a comprehensive testing of BFIDA* on many planning domains, which is lacking in the literature.
