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SUMMARY This letter proposes a reuse method of unit test cases, which characterize internal behaviors of a called function, for enhancing capability of automatic generation of test cases. Existing test case generation tools have limits in finding solutions to the deep call structure of the source code. In our approach, the complex call structure is simplified by reusing unit test cases of called functions. As unit test cases represent the characteristics of the called function, the internal behaviors of called functions are replaced by the test cases. This approach can be applicable to existing test tools for simplifying the process of generation and enhancing their capabilities.
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1. Introduction

Although a program is performed by a series of functions and many errors are occurred during interacting functions, many researches focus on testing a single function itself, not on function interactions. And it is difficult to write significant test cases that verify interaction among the integrated source codes [1].

The code-driven automated tools for test case generation play significant roles in testing for large systems. They generate many test cases with high coverage automatically and fast. The code-driven tools for test case generation combine techniques from static program analysis, dynamic analysis, model checking, and constraint solving [2]. The test case generation tools explore all lines of the source code and compute inputs to drive the source code along specific execution paths.

Unfortunately, the constraint solver depends on its symbolic reasoning capability and suffers from the path explosion problem in the case of analyzing plenty of the integrated source code with the deep call structure [3], [4]. The model checker similarly suffers from combinatorial blowup of the state space, commonly known as the state explosion problem [5].

To relieve the path and state explosion problem, we propose to abstract function characteristics and reuse unit test cases. The abstraction of function characteristics generates test cases which reflect the internal behavior of the function conforming to each of test coverage criteria. At testing the integrated source code, the generated test cases used for testing a unit can represent and simplify the complicated source code of the unit. The tools for test case generation can easily treat the integrated source code that is expressed simply. Therefore, reusing the test cases supports for the test case generation tool to create fine test cases for integration testing according to each of test coverage criteria.

2. Characterization and Reuse of Test Cases

2.1 Characterizing Function Behavior by Test Cases

Characterizing function behavior generates test cases for a software unit according to each of test coverage criteria. A procedure to characterize the internal behavior of the unit consists of three steps: transformation to control flow graph, identification of test paths satisfying the selected test coverage criteria, and generation of inputs to execute the test paths. The source code is transformed to control flow graph which is represented as a tree. Once a test coverage criterion is selected, paths from the entry node to the leaf nodes are identified in order to satisfy the selected test coverage criterion. Before generation of inputs to execute the paths, the unnecessary nodes are eliminated using data dependency. Finally, given the paths, test cases to execute the paths can be generated using symbolic execution, linear programming.

The generated test cases abstract and represent the function characteristics according to each of test coverage criteria. A test case can satisfy multiple test criteria because the test coverage criteria have a coverage hierarchy as shown in Fig. 1. At testing of the integrated source code, a tester can select and reuse test cases that satisfy test coverage criteria for the development project.

Fig. 1 Abstraction hierarchy of test cases.
2.2 Reuse Mechanism of Characterized Test Cases

Reusing test cases represents and simplifies the integrated source code. The simplified source code does not have the complicated architecture that the test case generation tools cannot analyze. Therefore, fine test cases for testing the integrated source code can be generated by the tools since the complexity of the source code is decreased by reusing the test cases.

Assume that a tester verifies the function $A$ which calls the function $B$ which calls the function $C$ as shown in Fig. 2. The function $B$ should pass testing and is integrated with the function $A$ before testing the function $A$. Therefore, test cases that characterize the function $B$ integrated with the function $C$ are given at testing the function $A$. Reusing the test cases for the function $B$ can generate the representative code to abstractly represent the behavior of the function $B$. The representative code replaces the original function $B$ and is called by the function $A$ at testing the function $A$ as shown in Fig. 2. Excepting the function $B$ and $C$, the test case generation tools analyze only the function $A$ and the representative function of $B$ that simplifies the complicated interaction with the function $B$ and $C$. Test cases generated for the function $A$ are also reused to represent the function $A$ by other functions that call the function $A$. This process is repeated in incremental integration.

Assume that each of test cases that verifies different execution paths of the function $B$ is given as (1, 2) and (3, 7), where the first field of each tuple is an input and the second is an output. The behavior of the function $B$ integrated with the function $C$ is represented by the two test cases. Therefore, the simplified source code to represent the function $B$ is generated as shown in Fig. 3. As the representative function of $B$ delivers constant input values to the function $B$, the test case generation tools do not symbolically explore the function $B$ and $C$ and can easily analyze the representative function of $B$ that is simple. Without any change in the tools, reusing characterized test cases enhances the tools’ capabilities within the various domain of software except real time software since representative functions make additional call stacks.

3. Experiment

We compare the test coverage of test cases generated by the existing tools for automatic test case generation before and after applying our approach. Three tools, Randoop [6], CodePro [7], and CoView [7] are chosen and the statement coverage of their test cases is measured. The source code under test is Morfeo Openhealth project implementing ISO/IEEE Standard 11073-20601 [9].

In Fig. 4, we can see that applying our approach enhances 16% to 25% of the capabilities of the existing tools without any change in the tools, since reusing characterized test cases simplifies the process of complicated source code analysis of the existing tools.

4. Conclusion

This letter proposes a reuse method of unit test cases which characterize internal behavior of a called function. The experiment shows that the proposed reuse method enhances capability of automatic generation of test cases.
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