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Abstract

Microbial studies typically involve the sequencing and assembly of draft genomes for individual microbes or whole microbiomes. Given a draft genome, one first task is to determine its phylogenetic context, that is, to place it relative to the set of related reference genomes. We provide a new interactive graphical tool that addresses this task using Mash sketches to compare against all bacterial and archaeal representative genomes in the Genome Taxonomy Database taxonomy, all within the framework of SplitsTree5. The phylogenetic context of the query sequences is then displayed as a phylogenetic outline, a new type of phylogenetic network that is more general than a phylogenetic tree, but significantly less complex than other types of phylogenetic networks. We propose to use such networks, rather than trees, to represent phylogenetic context, because they can express uncertainty in the placement of taxa, whereas a tree must always commit to a specific branching pattern. We illustrate the new method using a number of draft genomes of different assembly quality.
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Introduction

In the study of microbes using sequencing, assembly, and contig binning, one important task is to calculate the “phylogenetic context” of a given draft genome, contig, or bin of contigs. This requires that we first determine which known microbes have similar sequences to the query, and then produce a suitable indication of the phylogenetic relationships.

Pairwise distances between genome-scale sequences can be quickly calculated using k-mer methods such as Mash (Ondov et al. 2016). In this type of approach, the k-mer content (words of a fixed length k) of a sequence is represented by a reduced “sketch” and such sketches are compared using the Jaccard index and derived distance measures that approximate average nucleotide identity (ANI).

The Genome Taxonomy Database (GTDB) (Parks et al. 2020) provides a similarity-based taxonomy for ≈195,000 bacterial and archaeal genomes obtained from the NCBI assembly database (Kitts et al. 2016). A representative subset of ≈32,000 reference genomes is provided for taxonomic analysis and the GTDB-tk tool kit provides associated analysis tools (Chaumeil et al. 2019).

Here, we propose to compute a Mash sketch for each representative reference genome in the GTDB, and to assign...
a Bloom filter (Bloom 1970) to each internal node of the taxonomy so as to represent the set of all k-mers present in reference genomes below the node (Solomon and Kingsford 2016; Pierce et al. 2019). For a given set of query sequences, this will allow one to determine all similar reference genomes quickly enough for use in an interactive program. Mash can then be used to compute a distance matrix on the query and (a subset of) all sufficiently similar references.

Given such a matrix of pairwise distances, one option is to compute a phylogenetic tree to represent the data, using an algorithm such as neighbor-joining (Saitou and Nei 1987). Phylogenetic trees are often used to represent such data, because evolution is assumed to be predominantly driven by speciation events. In addition, phylogenetic trees have low complexity, employing only a linear number $O(n)$ of nodes and edges to represent $n$ taxa.

However, in the evolution of microbes, reticulate events, such as horizontal gene transfer and recombination, may play a significant role (Huson et al. 2010). In addition, when using k-mer features and distance-based phylogenetic methods, the accuracy of the resulting phylogenetic trees may be poor. Hence, the use of phylogenetic networks, rather than phylogenetic trees, can be more appropriate.

One popular approach to obtaining a phylogenetic network (Huson and Bryant 2006) is to apply the neighbor-net algorithm (Bryant and Moulton 2004) on the distances and to represent the output as a splits network (Dress and Huson 2004), requiring $O(n^4)$ nodes and edges, in the worst case.

Here, we present a new type of phylogenetic network that we call a “phylogenetic outline” (fig. 1). A phylogenetic outline is also computed from the output of the neighbor-net algorithm and has the mathematical properties of a splits network. It displays all the calculated splits, but uses substantially fewer nodes and edges to do so. Indeed, phylogenetic outlines are only quadratic in size, containing at most $O(n^2)$ nodes and edges. By default, phylogenetic outlines are unrooted, however, we also provide algorithms for both midpoint and outgroup rooting.

Although our focus here is on using phylogenetic outlines to represent phylogenetic context, please note that phylogenetic outlines can be used to represent the output of the neighbor-net algorithm in all other settings, as well.

The entire procedure described here has been implemented as part of SplitsTree5. The implementation carries out a Mash comparison of a set of query sequences against a database representing the GTDB, so as to determine the phylogenetic context of the queries, then computes and visualizes a phylogenetic outline of the sequences.

![Fig. 1](image-url) — A phylogenetic outline, displaying the phylogenetic context of the metagenomic draft genome B6 from Arumugam et al. (2019).
Using a single dialog, the user selects the files containing the query sequences, loads a database containing all reference data and then obtains a phylogenetic outline of the queries, interactively in minutes. Unlike other approaches (Ondov et al. 2016; Chaumeil et al. 2019; Pierce et al. 2019), no scripting or running of multiple programs is required.

Conceptually, the calculation of “phylogenetic context” lies between “phylogenetic placement” (Matsen et al. 2010), in which one or more query sequences are placed into a precomputed phylogenetic tree, and ab initio phylogenetic tree inference, in which a phylogenetic tree is calculated for all query sequences and a subset of the reference sequences. The GTDB-tk toolkit provides tools for performing phylogenetic placement and ab initio tree inference. In both cases, the result is a phylogenetic tree that can be viewed in a program such as Dendroscope (Huson and Scornavacca 2012).

To illustrate our method, we apply it to a number of metagenomic draft genomes of different levels of quality, published in Arumugam et al. (2019). We also show how this differs from the phylogenetic analyses that one can perform using GTDB-tk.

Results

Assume that you have sequenced and assembled one or more bacterial genomes, or have calculated a metagenomic binning of contigs. There are a number of command-line pipelines that can be used to determine closely related genomes, ranging from very fast, k-mer based heuristics such as Mash (Ondov et al. 2016), Sourmash (Pierce et al. 2019), or marker-gene based phylogenetic placement methods such as GTDB-tk (Parks et al. 2020), to more thorough, but slower protein-alignment based approaches such as DIAMOND+MEGAN (Buchfink et al. 2015; Huson et al. 2016) or HUMAnN2 (Francesca et al. 2018). These methods all require scripting to go from an input file containing one or more sequences of interest to a visualization of the phylogenetic context of the input sequences. Moreover, the visual representation of the context is often performed using a phylogenetic or taxonomic tree, which presents a definite clustering of taxa with little indication of uncertainty or alternative groupings.

The shortcomings of using a single phylogenetic tree to represent uncertain data are well known and have been addressed in number of different approaches, such as consensus networks (Holland et al. 2004), DensiTree visualizations (Bouckaert 2010), or the “branch parsimony score” that aims at quantifying uncertainty in sample placements (Turakhia et al. 2021), to name a few.

We provide a fast and interactive implementation for exploring phylogenetic context of a set of microbial sequences of interest. The user loads one or more files of query DNA sequences and then requests that all similar reference genomes are determined. Then a threshold is set for the maximum distance of reference genomes, or number of reference genomes, to be considered. These are downloaded and a Mash comparison of the query sequences and all similar reference genomes is performed, the neighbor-net method is run, and the result is presented as a phylogenetic outline. (The user can also choose to use a tree-building method such as neighbor-joining; Saitou and Nei 1987).

To illustrate our method, we applied it to a number of “draft genomes” reported in Arumugam et al. (2019). These draft genomes contain assembled contigs of long-read microbiome sequences obtained from a bio-reactor enriched for polyphosphate accumulation (Each such draft genome is a “metagenomic assembly bin” that consists of one or more contigs that are deemed to belong to the same genome.). The paper reports a taxonomic assignment for each bin that is based on an analysis of the contained protein-coding genes and confirmed using 16S rRNA sequences, when present. For each of the 14 reported draft genomes, we calculated a phylogenetic outline to display the phylogenetic context of the closest reference genomes below a certain distance.

On the left of figure 2, we show one “high-quality” draft genome (that is, with > 90% completeness and < 5% contamination), one “medium-quality” draft genome (with > 50% completeness and < 10% contamination), and one “low-quality” draft genome (with < 50% completeness and < 10% contamination), respectively. See Bowers et al. (2017) for the definition of the three quality levels in terms of completeness and contamination. The other 11 bins are shown in the Supplementary Material online.

Generally speaking, in all three cases, the phylogenetic context is compatible with the taxonomic assignment reported in Arumugam et al. (2019). In the case of draft genome B2, all (but one) reference genomes displayed in the phylogenetic context are members of the genus Candidatus Accumulibacter. This is in agreement with the classification presented in Arumugam et al. (2019), which assigned B2 to the species Candidatus Accumulibacter sp. SK-02. The closest species in the phylogenetic context analysis is Candidatus Accumulibacter phosphatii Bin19, Mash distance 0.01, a genome that was not available to Arumugam et al. (2019). The second closest, Candidatus Accumulibacter phosphatii UBA5574, Mash distance 0.07, is not represented by protein sequences in NCBI and thus was not part of the database used by Arumugam et al. (2019).

Unexpectedly, the species Xanthomonadales bacterium UBA2790, which comes from a different taxonomic class, also appears in the phylogenetic context of B2, with a Mash distance of 0.2. Note that this metagenome-assembled genome (MAG) comes from a sample of granular sludge that also gave rise to two Candidatus Accumulibacter reference genomes (Parks et al. 2017) and we suspect that it might
be contaminated with *Candidatus Accumulibacter* contigs or sequence.

In the case of draft genome B8, all references genomes displayed in the phylogenetic context are *Thauera* species, except one unclassified Betaproteobacteria bacterium, which is, however, a member of the genus *Thauera*, and this supports the assignment to the genus *Thauera*. The closest reference genome *Thauera aminoaromatica* S2 has a Mash distance of 0.2.

Finally, in Arumugam et al. (2019), the draft genome B12 was classified as a member of the Betaproteobacteria class, suggesting that there did not exist a closely related reference at the time of the publication of the data set. In the phylogenetic context computed by SplitsTree, B12 is placed closest to

---

**Fig. 2.**—Phylogenetic context and placement. For three metagenomic draft genomes B2, B8, and B12, we report the taxonomic assignment and genome quality (Arumugam et al. 2019), and display both the phylogenetic outline computed by SplitsTree5 and a tree representing the phylogenetic placement computed using GTDB-Tk.
**Candidatus Accumulibacter** sp. 66-26 with a Mash distance of 0.14. In addition, some species of the genera *Azonexus* and *Dechloromonas* can be found that are similar to B12, with Mash distances below 0.18. These two genera belong to the family of Azonexaceae in the NCBI taxonomy, whereas *Candidatus Accumulibacter* does not have a defined family or order. All three genera belong to the family Rhodocyclaceae in the GTDB taxonomy. Although B12 does not have many closely related reference genomes, the phylogenetic outline produced by SplitsTree5 suggests that B12 belongs to the Rhodocyclaceae family, which is more specific that the assignment suggested in Arumugam et al. (2019).

In each of the three examples, it took between 1 and 3 min to determine all reference genomes whose sketches have a distance of at most 0.3 to the sketch of the draft genome, and then to compute and display the phylogenetic outlines for the ten most similar references. Computations were carried out on a laptop with eight cores (at 2.4 GHz) and 32 GB of memory. Reference genomes are downloaded (and cached) on demand, which takes additional time. The distance thresholds used to select the closest reference genomes for each bin were chosen interactively and are reported in the Supplementary Material online.

To illustrate the improved practical performance of the outline algorithm on a larger data set, we computed the phylogenetic context for draft genome B12 using the 1,000 closest reference genomes. Running the neighbor-net algorithm on this data takes 90 s and results in 4,516 splits. The equal-angle algorithm (Dress and Huson 2004) produces a splits network with 108,640 nodes and 212,762 edges, and requires about 7 min to compute and show the network. In contrast, our new outline algorithm produces a splits network with 8,028 nodes and 8,028 edges and requires only 2 s for this (not shown here).

For the purpose of comparison, we applied GTDB-Tk (Chaumeil et al. 2019) in phylogenetic placement mode (classify_wf workflow) to the draft genomes B2, B8, and B12. GTDB-Tk uses GTDB accessions to label reference genomes, whereas SplitsTree uses the strain names associated with the assemblies in the assembly reports of NCBI. In figure 2, we show relevant part of the placement tree computed by GTDB-Tk and use colors to indicate corresponding GTDB accessions and NCBI strain names.

In the case of draft genome B2, the tree computed by GTDB-Tk agrees very well with the phylogenetic context computed using SplitsTree, placing B2 next to *Candidatus Accumulibacter phosphatis* Bin19, and to other reference genomes shown in the phylogenetic outline (fig. 2a). The distances computed by SplitsTree were also similar to those reported by GTDB-Tk.

In the case of draft genome B8, the phylogenetic context included all members of the genus *Thauera* from GTDB-Tk, and placed the query next to *Thauera aminoaromatica* S2. The tree produced by GTDB-Tk contains the same references and has a similar topology (fig. 2b). This suggests that, if distances between genomes are small enough, then a Mash-based analysis, as in SplitsTree5, may perform very similar to a marker-gene and ANI-based analysis, as in GTDB-Tk.

Finally, in the case of B12, this draft genome is further away from any reference genome than the two draft genomes just discussed (fig. 2c). GTDB-Tk places B12 outside of the boundaries of any genera, but closer to the genus *Accumulibacter*, and closest to the species *Candidatus Accumulibacter* sp. 66-26.

SplitsTree5 also places B12 closest to the species *Candidatus Accumulibacter* sp. 66-26; however, the rest of the references shown in the phylogenetic context are from the genus *Azonexus* instead of *Accumulibacter*. Although the distances within the genus are in agreement with those computed by GTDB, here, we see a difference in the phylogeny outside genus boundaries. This reflects the fact that ANI values are known to provide only a poor estimation of evolutionary distance across different genera (Qin et al. 2014).

We also determined the phylogenetic context and GTDB-Tk placement for all other 11 MAGs reported in Arumugam et al. (2019) and report these in the Supplementary Material online. For those draft genomes for which very similar reference genomes can be found, the phylogenetic context computed by SplitsTree is similar to the phylogenetic placement computed by GTDB-Tk. In the other cases, either the phylogenetic context contains only very few references, or it contains a wide range of different references and disagrees with the phylogenetic placement computed by GTDB-Tk (see B4 and B6 in the Supplementary Material online). These disagreements persist even if one uses a more accurate calculation of ANI (not shown here), indicating that they are due to a fundamental difference between ANI analysis and marker-gene analysis.

**Discussion**

Here, we bring together a number of different ideas, using the GTDB database to represent the taxonomy of bacterial and archaeal genomes; Mash sketches and Bloom filters for fast sequence comparison; and the neighbor-net method and our new concept of phylogenetic outlines for visualization. We thus provide a fast heuristic for establishing the phylogenetic context for one or more prokaryotic genomes or DNA sequences. We demonstrated that our approach can be applied to usefully determine and visualize the phylogenetic context of bacterial draft genomes at different levels of assembly quality.

We believe that the use of a phylogenetic outline, rather than a phylogenetic tree, to represent phylogenetic context is more suitable because outlines can express vagueness in the placement of taxa with respect to each other, whereas trees suggest a specific branching pattern. For example, in figure 4a, we show the unrooted, resolved phylogenetic tree.
computed using the neighbor-joining algorithm (Saitou and Nei 1987). Both the splits network (fig. 4b) and the phylogenetic outline (fig. 4c) place Competibacteraceae bacteria UBA2788 halfway between Candidatus Contendobacter odensis Run B J11 and the draft genome B11. This ambiguity of placement is not evident in the tree representation.

The mash-based calculation of phylogenetic outlines presented here is, on the one hand, a form of ab-initio phylogenetic analysis, in which we infer evolutionary relationships from data. On the other hand, the aim is to visualize the phylogenetic context of sequences, which is similar to the goal of phylogenetic placement. We provide a graphical user interface that allows the user to interactively compute and explore the context of sequences. Although GTDB-tk provides methods for both phylogenetic placement and ab initio phylogenetic analysis, these calculations are performed using a script and the output is presented as text files. Although the resulting trees can be viewed using third party tools, the leaves of the tree are labeled by GTDB accessions, whereas our approach provides the option of labeling leaves by the associated NCBI names.

Here, the focus is on prokaryotic sequences. It would be straight-forward to adopt this approach to eukaryotes with small genomes, such as Phytophthora or certain insects, say. Virus genomes such as HIV or SARS-2-COVID, are too small to benefit from a naïve sketching approach, whereas mammalian genomes are probably too big to handle with our current code base. Using mash to screen sequencing data for the presence of certain genomes is an attractive idea (Ondov et al. 2019), but it exceeds the envisioned scope of this software.

Phylogenetic outlines are not limited to depicting phylogenetic context and we envision them becoming the preferred visualization of the output of the neighbor-net algorithm in other types of analysis, too. Using a phylogenetic outline to represent phylogenetic context does not replace careful alignment and sophisticated phylogenetic analysis when the goal is to understand the evolutionary history of a set of taxa in detail. In addition, contamination of metagenomic assembly bins may cause difficulties. Nevertheless, we believe that our approach will prove to be a useful addition to the biologists’ computational toolbox.

Materials and Methods

Preprocessing the Reference Database

We downloaded the GTDB taxonomy (Parks et al. 2020) in July 2020. The taxonomy has 240,103 nodes, of which 194,600 are leaves. GTDB identifies 31,910 genomes representative genomes. These are available from the GTDB download page https://data.gtdb.ecogenomic.org/releases/latest/genomic_files_reps/ (last accessed September 16, 2021). Links to the other (nonrepresentative) genomes are contained in the GenBank or RefSeq (Pruitt et al. 2009) assembly summary reports on the NCBI genomes FTP site ftp://ftp.ncbi.nlm.nih.gov/genomes/ASSEMBLY_REPORTS/.

In a processing step, we computed a Mash sketch (Ondov et al. 2016) for each of the 31,910 representative genomes, using a word size of \( k = 21 \) and sketch size of \( s = 10,000 \). Multipart genome sequences were concatenated. For each internal node of the GTDB taxonomy, we computed a Bloom filter (Bloom 1970) representing all \( k \)-mers contained in all sketches associated with genomes below the node, using a false positive probability of 0.0001. For these calculations, we used our own implementations of the Mash algorithm, mash-sketches, and Bloom filters, bfilter-tool, which we provide as a part of our SplitsTree5 package.

All taxa, Mash sketches, Bloom filters, and genome URL’s were loaded into an SQLite database file gdbt-rep-k21-s10000-May2021.db. In addition, the file contains an explicit representation of the GTDB taxonomy using a node-to-parent mapping. The database schema is shown in figure 3. The database file is 12.4 GB in size and does not contain the actual genome sequences; these are downloaded (and cached) by our implementation on demand.

The Outline Algorithm

For a given distance matrix \( D \) on a set of \( n \) taxa \( \mathcal{X} \), the neighbor-net algorithm (Bryant and Moulton 2004) computes a set of weighted splits \( \Sigma \) of \( \mathcal{X} \), that is, a set of bipartitions of the form \( S = AB \), where \( A \neq \emptyset \), \( B \neq \emptyset \), \( A \cap B = \emptyset \) and \( A \cup B = \mathcal{X} \). The set of splits computed by neighbor-net has quadratic size \( O(n^2) \). The set of splits is “circular,” which implies that they can be represented by an “outer-labeled
Consider a set $\Sigma$ of $m$ splits on $\mathcal{X}$, each split $S$ with a positive weight $\omega(S)$. Assume, without loss of generality, that $\Sigma$ contains all trivial splits on $\mathcal{X}$, that is, all splits that separate exactly one taxon from all others. We will assume that the splits are circular, that is, that there exists an ordering $x_1, x_2, \ldots, x_n$ of the taxon set $\mathcal{X}$ such that each split $S \in \Sigma$ can be written as $S = \{x_1, \ldots, x_j]\setminus\{x_i, \ldots, x_k\}$, with $1 < i < j < n$, in other words, as an interval of elements of $\mathcal{X}$, which does not contain the first taxon, versus all others. This condition is always satisfied by the output of neighbor-net (Bryant and Moulton 2002).

To illustrate this, consider the set of splits $\Sigma = \{S_1, \ldots, S_5\}$ on $\mathcal{X} = \{x_1, \ldots, x_5\}$, where $S_a = \{x_1, x_3\}\setminus\{x_4, x_5\}$, $S_b = \{x_3, x_4, x_5\}\setminus\{x_1, x_2\}$, and $S_c = \{x_2, x_4, x_5\}\setminus\{x_1, x_3\}$. Moreover, for $i = 1, \ldots, 5$, let $S_i$ be the trivial split separating $x_i$ from all other taxa. This set of splits is circular, as illustrated in figure 5a.

Circularity implies that, for each split $S \in \Sigma$, the split part not containing $x_1$ is an interval of the form $i(S) = \{x_i, \ldots, x_j\}$ with $1 < i < j < n$. We will use $i(S)$ and $j(S)$ to refer to the two interval bounds.

Our new “outline algorithm” for computing a phylogenetic outline proceeds in three steps. In summary, first, we define two “events” per split. Second, we sort all events. Third, we process all events in sorted order, constructing either 0 or 1 new nodes and/or edges, per event.

For each split $S_i$, we define two events, an “outbound event” $S_i^+$, crossing over to the other side of $S$ from the side that contains $x_i$, and an “inbound event” $S_i^-$ returning back to the side of $S$ that contains $x_i$. We will sort these events and then use them to construct the phylogenetic outline.

We define a total ordering on all events as follows (fig. 5b and c):

- For two outbound events $S_i^+$ and $T_j^+$, set $S_i^+ < T_j^+$, if either $i(S) < i(T)$ or both $i(S) = i(T)$ and $j(S) > j(T)$.
- For two inbound events $S_i^-$ and $T_j^-$, set $S_i^- < T_j^-$, if either $j(S) < j(T)$ or both $j(S) = j(T)$ and $i(S) > i(T)$.
- For an outbound event $S_i^+$ and an inbound event $T_j^-$ set $S_i^+ < T_j^-$, if $i(S) < j(T) + 1$, and set $S_i^+ > T_j^-$, otherwise.

The ordering of all $O(n^2)$ events can be computed in $O(n^2)$ steps: Use radix sort to first sort all outbound events $S_i^+$ in decreasing order of $i(S)$, and then in increasing order of $i(S)$. Similarly, use radix sort to first sort all inbound events $S_i^-$ in decreasing order of $j(S)$ and then in increasing order of $j(S)$.

Finally merge the two lists of events observing the relative ordering of outbound and inbound events.

We now describe how to create the nodes and edges of the outline (fig. 5d).

We will use $p$ to denote the current location, initially set to $(0, 0)$. Place taxon $x_1$ on a new node $v_1$ at location $\pi(v_1) = p$.

We will use $\Sigma(v)$ to denote the set of splits that separates a node $v$ from the node $v_1$.

For each split $S$, define an angle:

\[ \angle(S) = \frac{1}{2} \arccos \left( \frac{\sum_{x \in S} \pi(x) - \sum_{x \in S^c} \pi(x)}{\sum_{x \in S} \pi(x) + \sum_{x \in S^c} \pi(x)} \right) \]

This angle is computed by summing the weights of the split $S$ and its complement $S^c$.

Consider a set $\Sigma$ of $m$ splits on $\mathcal{X}$, each split $S$ with a positive weight $\omega(S)$. Assume, without loss of generality, that $\Sigma$ contains all trivial splits on $\mathcal{X}$, that is, all splits that separate exactly one taxon from all others. We will assume that the splits are circular, that is, that there exists an ordering $x_1, x_2, \ldots, x_n$ of the taxon set $\mathcal{X}$ such that each split $S \in \Sigma$ can be written as $S = \{x_1, \ldots, x_j\}\setminus\{x_i, \ldots, x_k\}$, with $1 < i < j < n$, in other words, as an interval of elements of $\mathcal{X}$, which does not contain the first taxon, versus all others. This condition is always satisfied by the output of neighbor-net (Bryant and Moulton 2002).

To illustrate this, consider the set of splits $\Sigma = \{S_1, \ldots, S_5\}$ on $\mathcal{X} = \{x_1, \ldots, x_5\}$, where $S_a = \{x_1, x_3\}\setminus\{x_4, x_5\}$, $S_b = \{x_3, x_4, x_5\}\setminus\{x_1, x_2\}$, and $S_c = \{x_2, x_4, x_5\}\setminus\{x_1, x_3\}$. Moreover, for $i = 1, \ldots, 5$, let $S_i$ be the trivial split separating $x_i$ from all other taxa. This set of splits is circular, as illustrated in figure 5a.

Circularity implies that, for each split $S \in \Sigma$, the split part not containing $x_1$ is an interval of the form $i(S) = \{x_i, \ldots, x_j\}$ with $1 < i < j < n$. We will use $i(S)$ and $j(S)$ to refer to the two interval bounds.

Our new “outline algorithm” for computing a phylogenetic outline proceeds in three steps. In summary, first, we define two “events” per split. Second, we sort all events. Third, we process all events in sorted order, constructing either 0 or 1 new nodes and/or edges, per event.

For each split $S_i$, we define two events, an “outbound event” $S_i^+$, crossing over to the other side of $S$ from the side that contains $x_i$, and an “inbound event” $S_i^-$ returning back to the side of $S$ that contains $x_i$. We will sort these events and then use them to construct the phylogenetic outline.

We define a total ordering on all events as follows (fig. 5b and c):

- For two outbound events $S_i^+$ and $T_j^+$, set $S_i^+ < T_j^+$, if either $i(S) < i(T)$ or both $i(S) = i(T)$ and $j(S) > j(T)$.
- For two inbound events $S_i^-$ and $T_j^-$, set $S_i^- < T_j^-$, if either $j(S) < j(T)$ or both $j(S) = j(T)$ and $i(S) > i(T)$.
- For an outbound event $S_i^+$ and an inbound event $T_j^-$ set $S_i^+ < T_j^-$, if $i(S) < j(T) + 1$, and set $S_i^+ > T_j^-$, otherwise.

The ordering of all $O(n^2)$ events can be computed in $O(n^2)$ steps: Use radix sort to first sort all outbound events $S_i^+$ in decreasing order of $i(S)$, and then in increasing order of $i(S)$. Similarly, use radix sort to first sort all inbound events $S_i^-$ in decreasing order of $j(S)$ and then in increasing order of $j(S)$.

Finally merge the two lists of events observing the relative ordering of outbound and inbound events.

We now describe how to create the nodes and edges of the outline (fig. 5d).

We will use $p$ to denote the current location, initially set to $(0, 0)$. Place taxon $x_1$ on a new node $v_1$ at location $\pi(v_1) = p$.

We will use $\Sigma(v)$ to denote the set of splits that separates a node $v$ from the node $v_1$.

For each split $S$, define an angle:

\[ \angle(S) = \frac{1}{2} \arccos \left( \frac{\sum_{x \in S} \pi(x) - \sum_{x \in S^c} \pi(x)}{\sum_{x \in S} \pi(x) + \sum_{x \in S^c} \pi(x)} \right) \]
In the example in figure 5b, this is perpendicular to the chord associated with $S$.

We process all events as described in the following two paragraphs. Let $v$ be the current node, initially set to $v_1$.

To process an outbound event for a split $S$, move the current location $p$ in the direction of $a(S)$ by a distance of $\omega(S)$, the given positive weight of $S$. Create a new node $w$ and connect $v$ to $w$ by a new edge. Set $\Sigma(w) = \Sigma(v) \cup \{S\}$. Update the current node, setting $v = w$.

To process an inbound event for a split $S$, move the current location $p$ in the opposite direction of $a(S)$ by a distance of $\omega(S)$. Consider the set of splits $\Sigma' = \Sigma(v) \setminus \{S\}$. We set $w = u$, if there exists a node $u$ with $\Sigma(u) = \Sigma'$. Else, we create a new node $w$, and set $\pi(w) = p$ and $\Sigma(w) = \Sigma'$. We connect $v$ and $w$ by an edge, if they are not already connected by an edge. Update the current node, setting $v = w$.

After processing all events, we arrive back at the starting point $(0, 0)$; this is due to the fact that translations are commutative and so, for each split, the effect of processing its outbound event and the effect of later processing its inbound event cancel each other out.

The number $m$ of circular splits on $n$ taxa is bounded by $O(n^2)$. As discussed above, there will be at most $2m$ nodes and $2m$ edges in the network, and therefore the size is bounded by $O(n^2)$. The events are sorted using radix sort, in time linear in the number of events, and thus in $O(n^2)$ time. The construction of nodes and edges also requires only $O(n^2)$ steps. Hence, the outline algorithm requires at most $O(n^2)$ in total. The network size and time requirement compare favorably to the $O(n^3)$ network size and time worst-case requirements of the equal angle algorithm (Dress and Huson 2004), which is currently used to visualize the output of the neighbor-net algorithm in SplitsTree4 (Huson and Bryant 2006).

We now discuss how to compute a rooted phylogenetic outline. For midpoint rooting, we proceed as follows. We first determine two taxa, $a$ and $b$, that maximize the split distance $d_S(a,b) = \sum_{S \in \Sigma(a,b)} \omega(S)$, where the sum is taken over the set $\Sigma(a,b)$ of all splits $S$ that separate $a$ and $b$. The set $\Sigma(a,b)$ is then sorted by increasing cardinality of the split part $S(a)$ containing $a$, and then by increasing size of the intersection of $S(a)$ with the interval of all taxa that lie between $a$ and $b$ in the cycle. The root is then positioned in the first split for which the accumulated sum of weights is at least half of $d_S(a,b)$. For rooting by outgroup, the root is placed in the middle of a split that separates the outgroup from the rest of the taxa and is minimal with respect to that property.

**Graphical User Interface**

We have implemented the approach described here in our program SplitsTree5. To compute a phylogenetic outline displaying the phylogenetic context for one or more prokaryotic sequences, select the File → Analyze Genomes... menu item. This will open a dialog with three tabs. The first tab is used to select the input file(s) and output file, and to determine whether all sequences in a given file are to be concatenated or to be treated separately (fig. 6a). In addition, one can set a minimum sequence length (here set to 100,000 bp). The second tab is used to edit the names for the sequences (fig. 6b). The third tab is used to perform a Mash-based search in the GTDB database and to select which reference genomes should be included in the phylogenetic outline, based on their distances to the input sequences (fig. 6c).

The example presented is a medium-quality draft genome consisting of 25 contigs assembled from long-read sequences, designated bin B8 in Arumugam et al. (2019) with taxonomic
assignment to the genus *Thauera*. In figure 6d, we use a phylogenetic outline to show the phylogenetic context of the draft genome, involving the 30 closest reference genomes.

In figure 6e, we show the phylogenetic context for the 15 (of 25) input contigs whose length achieves the set threshold of 100,000 bp. The contigs are numbered by decreasing length, ranging from B08:1 with length 770,679 bp to B08:15 with length 109,403 bp, respectively. Although the outline indicates that the longest contig B08:1 is very similar to the shown reference genomes, the similarity between contigs and references decreases with decreasing contig length.

Running GTDB-Tk

The frame-shift corrected bins from Arumugam et al. (2019) were classified using the phylogenetic-placement mode of GTDB-Tk (Chaumeil et al. 2019), using the GTDB database R95 version (Parks et al. 2020). We ran the classify_wf workflow with the default settings, using 32 cores both for the main pipeline and for the pplacer program. GTDB-Tk completed the phylogenetic placement of all bins in 26 min. In order to visualize the resulting phylogenetic placements, we opened the Newick-formatted gtdbtk.bac120.classify.tree output file in Dendroscope (Huson and Scornavacca 2012) and manually extracted the relevant subtrees for the bins shown in figure 2 and the Supplementary Material online.

Supplementary Material

Supplementary data are available at Genome Biology and Evolution online.
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