Enhancement of Capacity, Detectability and Distortion of BMP, GIF and JPEG images with Distributed Steganography
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Abstract—The advance of Big Data and Internet growth has driven the need for more abundant storage to hold and share data. People are sending more messages to one another and paying attention to the aspects of privacy and security as opposed to previous decades. One of the types of files that are widely shared and instantaneous available over the web are images. They can become available as soon as a shot is taken and keep this closely related to the owner; it is not easy. It has been proposed here to use Steganography to embed information of the author, image description, license of usage and any other secrete information related to it. Thinking of this, an analysis of the best file types, considering capacity, detectability, and distortion was necessary to determine the best solution to tackle current algorithm weaknesses. The performance of BMP, GIF, and JPEG initialises the process of addressing current weaknesses of Steganographic algorithms. The main weaknesses are capacity, detectability and distortion to secure copyright images. Distributed Steganography technique also plays a crucial part in this experiment. It enhances all the file formats analysed. It provided better capacity and less detectability and distortion, especially with BMP. BMP has found to be the better image file format. The unique combination of Distributed Steganography and the use of the best file format approach to address the weaknesses of previous algorithms, especially increasing the capacity. It will undoubtedly be beneficial for the day to day user, social media creators and artists looking to protect their work with copyright.

Index Terms—Steganography, Security, Copyright, Privacy, Images.

I. INTRODUCTION

Image is a series of pixels that show or symbolise something in time. These pixels hold RGB (Red, Green, Blue) components ranging from 0 to 255 in 8 bits blocks. Image Steganography refers to hiding secrete content inside a carrier image to protect it, so it is not visible to anybody in plain sight [1]. This content can be text, another image or any other file format such as a spreadsheet, a word document and a PDF. The pixels from the image can be modified to embed data altering the file and providing different quality output [4]. The visible distortion and vulnerability to detection via statistical analysis will be considerably more if the hidden data is in less pixels as possible. The detection of the content will also be higher on all the image format as BMP, GIF and JPEG. Current algorithms experience low capacity and high detectability. Improve capacity and diminish detectability and distortion are the main objectives here.

Therefore, an analyse and use of the best carrier (image file format) and the combination of Distributed Steganography where is an innovation to tackle all the issues. The Distributed Steganography method proposed, embeds the private data over several different images generated from the original carrier of stego-image. This technique provides a successful steganography tool to share images on the web without detaching the author copyrights [15].

II. CAPACITY, DETECTABILITY AND DISTORTION

The capacity of Steganography algorithms measures how much data is possible to embed in a carrier file. With the specific limitations of the given algorithm, in our case, our carrier file is an image [5]. Capacity also helps to identify steganography on an image if the bits are modified massively. Capacity is also known as the primary measurement for Steganography algorithms. Algorithms with higher capacity tend to be weaker on security detectability [16]. They are not very proficient with Steganalysis, e.g. statistical analysis. High capacity algorithms also present more distortion on a steganographic file. The idea of improving capacity with minimal impact on detectability and distortion is an excellent topic for research and contribution to knowledge.
as they usually have an enormous impact on each other. On the image, a message is added via Encryption where all or part of the message can be encrypted and displayed on the file in an unreadable format. Watermark is used to add a visible copyright message and Encryption is used to an imperceptible to secure it. Improvement of capacity without significant effect on detectability and distortion is very challenging. Steganalysis investigation is needed to endeavour detectability tests of the algorithm [12]. The simplest method to detect steganography is observing distortion. If there is visible distortion, there is no need to apply mathematical algorithms to guess that there is content hidden inside the file. However, some algorithms may have minimum distortion and still have a great detectability by statistical analysis [16]. One example is the Least Significant Bits algorithm (LSB). It does not always have distortion, depending on how much data is hidden. As per its name, the secret content goes in the least significant bits of our carrier file. A mathematical Steganalysis algorithm to identify the LSB capacity (1) can be applied to find the hidden data.

\[
N^* = \max \{ N \ s.t. \left| \alpha_D^{(N)} - \alpha_D^{(N)} \right| \leq \gamma D \}
\]

Every specific algorithm constraint needs to be taken into consideration to measure the capacity on steganography algorithm. For the same carrier, different algorithms and a capacity measure, e.g. using LSB requires finding the least significant bits only. Another algorithm may apply LSB plus looking for a specific colour shade like the blue less noticeable for the human eye [6], restricting the capacity, and so on. Therefore, the steganographic capacity definition in the above equation where \( N \) is the number of message-carrying symbols, \( a \) is the false alarm and \( D \) is detection probability.

III. IMAGE FILES

A. Graphics Interchange Format

The Graphic Interchange Format images, mostly known as GIF, is used widely over the internet. It can be stored in low resolution to save computer space as it applies a compressed lossless technique to a reduced size file. When downloaded, the images will still display excellent visibility for its Multibit graphics across different platforms [2]. As other image formats, this reads as a continuous data stream pixel-based file, and its support for transparency, animation features. Allowing 8-bit colour indexing only, which is in practice 256 distinct shades compared to the 16,777,216 possibilities, it has limitations [11]. As per its limitations, the capacity for hiding data is significantly smaller than the BMP format. An attempt to embed a more substantial amount of data into a GIF file would result in significant distortion. However, it can still be used to store more straightforward messages, and this is likely to be done with simpler algorithms as LSB. The LSB usage would be the first guess if applying Steganalysis to this file type [16].

![Fig.1. GIF Limited Colours to Pixels](image)

B. Bitmap

The Bitmap (BMP) file format is a file generated from a map of bits, known explicitly in computing as a bit array. Most of the image files are similar; however, BMP has its unique charm since all bytes are entirely present in the file. Other formats use compression from the start. An example is JPEG; a compression applied to digitalised images. The file structure of BMP helps to program and explore all means of this format to improve our results. When referencing BMP, it implies one bit to one pixel of the image. These are not compressed and identify the depth colour of a digital image [6]. There are other variations of BMP that use compressions named differently. BMP file structure starts with a header of 14 bytes describing the file, followed by a DIB header detailing the bitmap and its pixel format as illustrated in Fig. 2. There are optional functions such as the Extra bitmasks to be used in conjunction with the compressed version of BMP [6]. A colour table is also aggregated into this optional structure bringing the colour pixel array, followed by the Gap1 block defining the alignment structure of the file. The Pixel array structure is not optional, every BMP file will have this to stipulate the specific value of each pixel, and this varies in size. The next two structures are also optional, Gap2 and ICC colour Profile varies in size and helps to manage the file colours.

C. Joint Photographic Expert Group

JPEG (Joint Photographic Expert Group) is not originally a file format. It is a lossy compression into byte of stream technique. It uses the codec specification of Discrete Cosine Transform (DCT). It produces a spatial frequency domain of 64 patterns, followed by application of the Discrete Cosine Transform (DCT) mathematical algorithm and Quantization [17]. It outputs transform coefficients generating the Entropy Encoder. They are tokens with values changed from positive to a number close to 0, subtracting the middle point (128) from every entry of the 0-255 RGB components, resulting in an easier to compress the signal [14].
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IV. DISCRETE COSINE TRANSFORM

The Discrete Cosine Transform method divides images into sub-bands; small high-frequency components are deleted and use only real numbers for JPEG compression. When embedding, there are four steps before applying DCT (2) [10].

(2) Discrete Cosine Transform

\[
c(u) = a(u) \sum_{x=0}^{N-1} f(x) \cos \left( \frac{\pi(2x+1)u}{2N} \right)
\]

for \( u = 0,1,2,\ldots,N-1 \). Inversing, then:

\[
f(x) = \sum_{u=0}^{N-1} a(u) C(u) \cos \left( \frac{\pi(2x+1)u}{2N} \right)
\]

The Cosine Transform algorithm code simulated breaks the figure into partitions of an 8x8 block [14] as an example, and reassembled it as per steps below:

1) DCT Object Created.
2) Use the 8*8 matrix to compress, illustrated in Fig. 3.
3) Use dequantitizeImage () method.
4) Use inverseDCT () method.

There is a quantisation (signal processing like rounding and truncating) matrix set up. The temporary matrix multiplication \( N \times N \) uses cosine to re-multiply and generate the final matrix [3]. It quantises and round the value to an integer. In the inverse operation part, the N*N matrix will output 0 to 255 values for the pixels. Fig. 4 shows the concept of Least Significant Bits and Most Significant bits.

V. EXPERIMENTS AND RESULTS

Detectability is one of the main issues in Steganography algorithms. The initial experiment to highlight how a small hidden message can alter the size of an image, DCT (Compression method) diminishes the scale between size of stego-image and size of Original Image. It makes this vulnerability less noticeable in different file formats. Table 1 shows the results of image Steganography experiment using the algorithm where the stego-message has only 4.096 bytes. It demonstrates the results of the experiment carried with images of four different formats. The detectability is measured, taking into consideration the size of the image after embedding the data and distortion is analysed both visually per amount of data embedded in each file. The closer the output file is from the original file, the better the security will be as it is less detectable analysing the image size on Table 1:

---

**Fig. 2. BMP File Structure**

**Fig. 3. 8x8 Base Matrix of DCT**

**Fig. 4. LSB insertion example**
BMP is the best solution to Steganography on Image files because the format does not always use compression. It uses bitmap where all bits are present in the file as opposed to other file formats that use techniques of compression by standard. BMP is also loss-less, where the final stego-image pixel values modified are only the ones gathered to embed the data. The final file format of an original BMP image changes after embedding the secret information. There could be a smaller file size and not a more prominent image as a result of the extra information added, which generally implies Steganography addition addition. Consider detectability as the main vulnerability on LSB, not on the increased File Size, but on the “Least Significant Bits embedment” that trigger less security changes after embedding the secret information. Observe what happens with an image characterised with the binary bits below with the following 8 bits 10101010, where line one is the original image, while line number two shows the stego-image.

10001101 10011111 11110001 10001111
10000001 10000000 11111110 10101011
10001101 10011110 11110001 10001110
10000001 10000000 11111111 10101010

The Least Significant Bits has a secret message hidden in it, and by doing so, it demonstrates how statistical analysis algorithms could identify the hidden message rapidly. It scans these least significant bits (LSB) is the base of most Steganographic algorithms [8]. Adding the compression step using Discrete Cosine Transform takes it to another level. It still includes LSB, but it uses matrix complexity and quantisation (3).

(3) **DCT Matrix Representation**

\[ T_{ij} = \frac{1}{\sqrt{N}} \sqrt{\frac{2}{N}} \cos \left( \frac{(2j + 1) \pi}{2} \right) \text{ if } i \geq 0 \]

Apart from putting the file formats into detection testing, the frequency power/agility was tested on the file formats to measure security in PSNR (4), which outputs dB. Results of experiments made with different file formats are in Table 2. The higher is the PSNR, the higher is the security on the algorithm and the larger the image, the higher is the capacity [7]. The difference between the smaller file and the larger one is 1048.576 bytes.

(4) **Measuring Security on Image Steganography Formula**

\[
PSNR = 10 \log_{10} \frac{255^2}{MSE} \text{ dB}
\]

File 1 is 1.352380952380952 smaller than the larger file.
File 2 is 10.14285714285714 smaller than the larger file.
File 3 is our larger file.
File 4 is 4.4375 smaller than the larger file.

The bigger the image, the higher is the security as there is more space to hide the data. BMP has one of the best performances between other file types, including for capacity and security, achieving better results than Nidhi in 2014 [13] and Chia-Chen-Lin in 2010 [9]. Therefore, the algorithm is settled to transform input files into BMP to increase the capacity. It diminished the file size after the application of Steganography.

JPG is the one that performed least to use, as using the same algorithm and same stego-message, the file size has increased by approximately 350% after Steganography.

The below plain JPEG of 2028x1520 pixels example demonstrates the approach. The image name is Canary (C:\Users\istteffanny.araujo\Desktop\canary.JPG). The sample message “I am at university today to provide an update of my project” will be hidden in it. The 2x2 matrix illustrated in Fig. 5. is below to break the image for the distribution of the secret data.

![Fig.5. Canary.JPG broken into a 2x2 matrix](image-url)
There is also the option to choose between two encryption algorithms before transforming the result in binary to distribute later the stegano files generated by the application. RC4 is quicker, occupies less space as the encryption key is shorter than RSA. The RSA is slower because the encryption key is more significant, hence securer. Let us see the detailed output example of how the converted/encrypted data is on the system.

**Plain Message:**

I am at university today to provide an update of my project

**Plain Message in Binary:**

```
01001001 00100000 01100001 01101101 00100000
01100001 01110100 00100000 01110010 01101001
01101001 01110100 01111001 00100000 01101100
01101111 01100100 01100001 01111001 00100000
01110100 01101111 00100000 01100000 01100010
01101001 01101101 01100100 01100101 00100000
01000000 01100001 01100011 01101110 00100000
01110000 01101000 01100001 01111001 00100000
01100000 01101111 01101001 01100100 01100101
01111001 00100000 01100100 01101111 01101010
01100101 01100011 01110100
```

The message below demonstrates the output of the message encrypted in RC4 encryption which outputs a smaller message.

**Message Encrypted in RC4 has 11 characters:**

\[\text{B@1b0375b3}\]

The below message demonstrates the same message if encrypted in RSA. RSA encryption has a longer key, so the same message will output a more significant number of junk characters which is intentionally done to mask the secret information.

**Message Encrypted in RSA has 245 characters:**

//Displays 245 Junk Characters

Even if the original file is not of the BMP type, it calculates how much data should be placed randomly into each file. The division is almost equally, the possible remainders of non-exact divisions could be ignored or pointed to a cluster with similar reference. There is also a possibility of it to be left out. For this example, it was added less data to a random file giving less clue of the content, and this is done programatically on the code.

The Result of the distributed encryption is the four stegano files with secrete data as per Fig. 6. From here, there are a few proposed approaches, one it is to reassemble the image that has been “cut” and added the secrete data into a single image for storage. Another way is to embed these fragments into the original plain image. It adds extra security, and it keeps the stegano-images hidden. There is no actual need to generate the stegano-images at the start.

The Original file is a 2028 x 1520 JPG file converted to four 1014 x 760 BMP files to increase the embedding capacity. Considering the four available images to embed data, the total number of pixels has increased to 4056 x 3040, representing a 100% x 100% increase in this example.
Finally, Fig. 6, Fig. 8, and Fig 9. have the successful use of BMP that is proven the most efficient together with our distributed DSoBMP-I Steganography prototype, denoted as a New Adaptive Distribution method. Fig. 10 demonstrates the overall achievement of DSoBMP-I using a 2x2 matrix. Here, the algorithm has the output of the example described in this paper.

VI. CONCLUSIONS

The proposed algorithm improved the overall Steganography performance applied in Security for several years. Identifying the main weaknesses of current techniques, the DSoBMP-I approach proven to tackle the low capacity, high detectability and distortion issues. These are common within most steganographic algorithms used today not always equipped to deal with Big Data. Different experiments with several algorithms and image formats showed that the best image type to embed the data is BMP.

The choice of the two useful encryption algorithms by the agility in case the embedded data or files are broad, and by its complexity, where files are not enormous. The extra security comes from the new method of distributing the secret data into a set of images that comes from the original file supplied in conjunction with the choice of size of partitions. The approach has proven to increase capacity by 100% compared to other algorithms where file format is not essential and distributed does not apply. All, using a simple 2x2 matrix and this only increases as matrices increases and has proven to output more power than past papers investigated like Nidhi’s [13]. The power of the algorithm is also superior to previous researches as 68db of power was achieved in this method while other researches highlighted the power of 30db in 2010 and 65db in 2015.

Detectability and distortion are also not visible in plain sight. The next approach for our needs to secure Copywrite materials and Big Data can benefit from the DSoBMP-I methodology proposed here. The capacity, distortion and detectability issues are improved significantly using this new methodology. The improvement of data distribution in more than one carrier as opposed to the current algorithms and the application convert and embed the secret message to the best file format to use. Future works include improving the technique to merge the partitioned images back to original. In terms of Image Copyrights, add features to at least password-protect images. The next step is to protect against snipping tool, print and print-screen, which is challenging as there are different operating systems, software and software versions to consider.
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