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Abstract

There is a growing interest from both the academia and industry to employ distributed ledger technology in the Internet-of-Things domain for addressing security-related and performance challenges. Distributed ledger technology enables non-trusted entities to communicate and reach consensus in a fully distributed manner through a cryptographically secure and immutable ledger. However, significant challenges arise mainly related to transaction processing speed and user privacy. This work explores the interplay between Internet-of-Things and distributed ledger technology, analysing the fundamental characteristics of this technology and discussing the related benefits and challenges.
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1. Introduction

Internet-of-Things (IoT) technologies and subsequent applications are remarkably increasing continuously, providing solutions in several areas like in industry, healthcare, agriculture, etc. This rapid proliferation has at the same time created challenges related to performance, security and privacy. As IoT networks are mainly based on severe resource constrained devices (sensors) in terms of memory, processing and storage, strong cryptographic primitives are difficult to apply. To defend against various cyber-attacks, a number of centralised trust-based schemes have been proposed (e.g. [1]); however, their centralized nature make them highly vulnerable in case of single point failures (i.e when the central node responsible to detect attackers gets compromised or malfunctions). Other works, such as in [2], propose distributed schemes where each sensor monitors the behaviour of its neighbors and computes a trust value at the end of each round. Such schemes are vulnerable to various attacks, like Sybil attacks, as there are no countermeasures against identity theft.

IoT applications’ operation could be significantly enhanced, if through suitable technological means, non-trusted peers (sensors, applications) can securely share information and reach
consensus in a fully decentralized scheme. This can now become feasible using distributed ledger technology (DLT) that enables trustless communications using cryptographically secure immutable records. The most well-known type of DLT is the blockchain, the basis of the famous Bitcoin cryptocurrency [3]. The use of DLT in the IoT domain can bring significant benefits, however not being a panacea, as various challenges also arise.

This article explores the interplay between IoT and DLT, discussing the benefits that DLT brings to the IoT ecosystem and highlights the challenges faced during the application of this technology, raising mainly due to the scale and the resource-constraint nature (in terms of end nodes) of the IoT networks. The rest of the paper is structured as follows. Section 2 presents fundamental preliminaries of DLT. In Section 3, we describe various algorithms used for reaching consensus in a distributed network. DLT frameworks are presented in Section 4. In Section 5, we explore the interplay between IoT and DLT, while related applications are described in Section 6. Finally, conclusions appear in Section 7.

2. Distributed ledger technology

The term distributed ledger refers to the general class of append-only databases that are maintained and shared among the mutually distrusting nodes of a network. Being broad as a term, in this article we consider DLT to be the combination of the following three components: (i) a peer-to-peer network, (ii) a distributed data storage, and (iii) cryptographic techniques for guaranteeing the validity of the ledger entries, its append-only nature and consensus in the network.

2.1. Blockchain

The blockchain, being currently the most popular representative of DLT, is a distributed data structure that was introduced with Bitcoin cryptocurrency in order to solve the double spending problem. Essentially, it is a cryptographically secured and distributed data structure that acts as an immutable ledger of chronologically ordered blocks. In order to realize the chain in the blockchain, each block references the cryptographic hash of its preceding block (starting from the initial, the so-called genesis block), thus creating a back-linked list, as shown in Figure 1. Including the hash of the previous block in the header of the next block, makes modifications to the blockchain almost impossible and ensures the append-only character of the ledger.

A blockchain is often maintained and populated by a distributed peer-to-peer network that, as stated before, comprises of mutually distrusting members. All members maintain a copy of the ledger and can interact following a decentralized paradigm that removes the need for a trusted intermediary. Thus, the blockchain network is said to support trustless communications,
in the sense that the network reaches consensus in terms of the transactional history without requiring parties to trust each other or any other central authority. By removing dependence on a centralized trusted authority, the blockchain avoids single point of decision (and possible failure) and accelerates the reconciliation between participating parties.

Each block in the data structure consists of a number of verified and mutually agreed transactions that describe the transfer of a digital tokenized asset, such as cryptocurrency, between the nodes participating in the blockchain network. Asymmetric cryptography is leveraged for the realization of transactions. Each node is equipped with a private/public key pair; the private key is used for signing transactions of asset transfer while the public key provides node addressability in the network (each node is known by its public key or the hash of its public key).

Both validation and consensus on the transactions is essential due to the distrusting distributed environment that maintains the ledger. After each transaction is signed, it is broadcast to the network for verification against a set of conditions that are application-specific and must be met for any transaction to be permanently stored in the blockchain. Most commonly, this set of rules is hard-coded in the blockchain client that implements the protocol logic. In case a transaction is invalid, it is dropped, otherwise it is further broadcast, so that only valid transactions make it across the whole network. Transactions collected and validated during a predefined time interval, are packaged in a timestamped block by special nodes called miners. As a last step, each newly-mined block is broadcast back to the network where it is validated for containing legit transactions and referencing through cryptographic hash its parent block.

Reaching consensus is of paramount importance for the viability of the network, otherwise the blockchain may exhibit forks, i.e. inconsistent individual ledger copies. This can be seen as the core difference between a traditional database and a distributed ledger. Unfortunately, distributed consensus is traditionally known to suffer from scalability issues [4], nevertheless, a number of solutions has been proposed. For example, Bitcoin’s protocol addresses the problem of decentralized consensus among a large number of nodes by adopting a probabilistic agreement approach, under the prerequisites of network synchronicity and legitimate behavior of the miners’ majority. High scalability, however, comes at a severe cost in computational efficiency as well as transactions’ throughput, dictating the selection of a consensus algorithm based on the application-dependent trade-off between performance and scalability. Consensus algorithms for distributed ledgers are further explored in Section 3.

Blockchain networks may adopt different authentication and authorization policy. Authentication policy defines which users have access to the blockchain. Thus, public blockchains can be accessed by any user while private blockchains are accessed only by users whitelisted by the blockchain owner. On the other hand, authorization policy determines what a user is authorized to do on the blockchain; in permissionless blockchains any node can act as a miner/validator, in contrary to permissioned blockchains where not all users are allowed to perform or validate transactions. Interestingly, different authorization policies are strongly related to different points in the centralization/decentralization spectrum. Thus, fully decentralized solutions (such as the Bitcoin and Ethereum network [5]) adopt a permissionless approach, whereas new users can freely join the network for validating transactions and mining blocks. By adopting a permissioned solution, the system generally shifts to a partially decentralized point, where transactions’ creation and validation and/or block mining are orchestrated by a node oligarchy that is selected, e.g. by the network owner or the majority of the participants. Permissioned and permissionless blockchains exhibit also differences in terms of transaction processing rate, reversibility and finality, as well as flexibility in optimizing network rules [6].
2.2. Smart contracts

Smart contracts, a concept first introduced by Nick Szabo [7], are abstractly described as computer programs that implement agreements between mutually distrusting parties, along with the mechanism for enforcing the agreement terms, without the existence of a trusted intermediary. In the DLT world, smart contracts are stored in the distributed ledger in an addressable form and their terms are automatically enforced by the consensus mechanism of the ledger. Smart contracts allow general purpose computations of complex logic, such as decision making through voting, crowdfunding and workflow management, safeguarded by the openness, immutability and verifiability offered by the DLT.

The complexity of the smart contract’s logic is directly affected by the expressiveness of the scripting language a distributed ledger is built upon. For example, the transactional model of Bitcoin, known as unspent transaction outputs (UTXO) model (practically suitable for the trading/transfer of a digital asset between peers) utilizes a non-Turing complete scripting language in order to specify the conditions under which a transaction is redeemed. Nevertheless, expressiveness of Bitcoin’s scripting language is bound to basic arithmetic, logical and cryptographic operations. On the other hand, the Ethereum platform supporting the second largest cryptocurrency in terms of market capitalization, uses a stack-based bytecode language that is Turing-complete and enables the implementation of complex data-driven workflows (there is also a number of high level languages, such as Solidity [8] and Vyper [9], which compile in Ethereum’s bytecode). Ethereum is also diverging from the UTXO model of Bitcoin, by making smart contracts stored in the blockchain addressable by users or other smart contracts. This is known as the account model and describes the ability of a contract to hold and exchange assets with users or other contracts, by receiving messages or transactions sent to its address, and maintain its internal state in a deterministic fashion.

Smart contracts have been recognized as the vehicle for the realization of the Distributed Autonomous Organization (DAO) concept [10]. A DAO is described as a virtual entity that resides on the blockchain and whose behavior may be modified by invoking a certain process included in the DAO’s smart contract. Behavior modification is possible through voting of the DAO’s members, essentially a list of addresses that is carried by the smart contract. In reality, since the code of the smart contract is not mutable, a possible workaround is to let the behavior be implemented by different smart contracts whose addresses are known and modifiable by the DAO. Being responsible for handling assets of considerable value, it is of utmost importance that a smart contract’s implementation is secured against asset stealing attacks, apart from consistent state representation and deterministic execution. In Ethereum network, successful attacks have been attributed to vulnerabilities related both to misunderstanding of Solidity’s semantics as well as lack of a comprehensive and well-structured documentation [11].

2.3. Distributed ledgers based on Directed Acyclic Graphs

Although blockchain is currently the most prevalent DLT paradigm, there is an effort for building distributed ledgers by leveraging Directed Acyclic Graphs (DAGs). The most notable difference between the two schemes is the way transactions are linked. On the one hand, blockchains bundle transactions in cryptographically linked blocks, which form a single back-linked list that encompasses the interactions’ history, while, on the other hand, DAGs are built on transactional graphs, where each block or transaction represents a node in the graph. DAG distributed ledgers can be understood as a generalization of the back-linked blockchain that can improve transaction processing efficiency by allowing non-conflicting transactions from uncle
blocks (competing independently-mined blocks that originate from the same parent block) to be embodied in the main ledger. The looser validating rules for (blocks of) transactions in DAG-based DLT allow for relaxation of the network synchronization requirements. Thus, larger blocks with slower propagation time are also acceptable and transaction processing rate is considerably improved. DAG-related solutions for distributed ledgers come in two different flavors, namely blockDAG and TDAG [12]. In the first case, the DAG is constructed by blocks that reference more than one predecessors, while, in the second case, no blocks exist and the DAG is formed by separate transactions that reference the hashes of older transactions. TDAG solutions are shown to be more advantageous regarding confirmation speed and scalability compared to blockDAG ones.

Differences between blockchains and DAG-based DLT exist in terms of consensus mechanisms, transactions’ confirmation, ledger size and scalability. For example, RaiBlocks implementation, recently known as Nano [13], uses DAG to store transactions in a block-lattice structure. Transfer of asset is settled after both a “send” and “receive” transaction are performed. In terms of consensus, there is no need for leader election that will propose the next block of transactions to be added to the ledger (as is the case for Bitcoin or Ethereum). Instead, RaiBlocks employs a voting system of representatives in order to solve conflicts as well as vote for transactions’ validity. Differently to blockchain frameworks, no dedicated nodes for transaction processing exist and the transactions’ ordering is performed by each participant, posing no on-design bound to transaction processing throughput. That said, the limit is posed by network and hardware resources of the participants.

IOTA [14] is another DLT framework that is built on DAGs. It creates a TDAG, known as the Tangle, that links transactions of tokenized assets. Each transaction also includes confirmation of two other transactions (by solving a computationally expensive hash puzzle), creating this way the DAG, with an edge pointing from each confirmed transaction to the newly created one. A weight proportional to the difficulty of the puzzle is assigned to each transaction that quantifies how strongly a transaction approves its predecessor transactions. This way, any new transaction, once released into the network, receives (at least partial) confirmations from peers almost instantly, removing the need for miners. As in Bitcoin, system stability depends on the legitimate behavior of the majority. IOTA Tangle was designed to support the IoT ecosystem, by being lightweight, highly scalable and omitting the necessity of fees for transaction processing, encouraging, thus, the micro-payments paradigm. In addition, it is claimed to be highly resistant to quantum computing attacks by employing hash-based one-time Winternitz signatures.

3. Consensus algorithms

Distributed consensus in terms of the transactions’ content and order included in the distributed ledger is of high importance for the network. This is a universal requirement irrespective of the DLT paradigm used and whose inability to satisfy may lead to inconsistencies in the copies of the ledger maintained by the network nodes. There is no single solution in the consensus problem and an algorithm is chosen based on the nature of the network, retaining otherwise the network’s choices with regards to distribution, cryptographic immutability, as well as transparency.

The most important aspect in choosing a consensus algorithm is the access policy in network. In the case of a public and permissionless network, where anyone can enter, the consensus algorithm should be highly resistant to impersonation (Sybil) attacks. This is so, since a single entity
could easily register with multiple identities, get into possession of multiple votes and thus control the network’s decisions by pretending to have the majority. This constraint is clearly relaxed in the case of a permissioned network.

Permissionless networks typically try to mitigate Sybil attacks by making the voter’s selection (in other words the mining process) computationally expensive. Consensus protocols for permissionless networks generally fall in the category of Proof-of-X (PoX) mechanisms [15], with Proof-of-Work (PoW) protocol being the most notable of them. In a PoW ledger a miner is permitted to append its candidate block only after having found the solution to a cryptographic hash-based puzzle of configurable difficulty. In the Bitcoin network a miner must calculate a partial hash collision, by finding a nonce in the block’s header so that the $(SHA-256)^2$ hash of the header has an expected number of leading zeros. The puzzle is highly parallelizable and contemporary miners use specialized hardware, named as application-specific integrated circuits (ASICs), in order to win the voting race. As the computational power of miners increases, the difficulty of the hash puzzle also increases, so that the block generation rate remains constant and guarantees a loose synchronization of the network. However, the high computational resources required for solving a PoW puzzle require an economic incentive (usually in the form of a cryptocurrency) for motivating the miners to participate in the race. It is clear that the PoW protocol is highly inefficient, this inefficiency being the price for maintaining consensus in an open network.

Proof-of-Stake [16] (PoS) is another popular consensus mechanism of the PoX family that seeks to address the inefficiencies of the PoW scheme. In a PoS supported network, the probability to win in the leader selection lottery is directly proportional to the participant’s balance in terms of the asset being transacted (sometimes taking also in consideration the asset’s age, e.g. in Peercoin’s consensus mechanism [17]). This approach removes the dependency of mining from computing power and depends it on deposit, eliminating high energy consumption. Participants holding a high asset balance are incentivized to act legitimately, since distrust to the network, caused by malicious activity, would affect negatively the value of the asset and, consequently, their (large) balances. A variant of PoS scheme, the Delegated Proof-of-Stake (DPoS) mechanism [18] shifts the PoS scheme closer to centralization in order to increase validation and transaction processing speed. To this end, a number of delegates is assigned the burden of configuring and performing block generation and validation. Delegates are voted by network participants, whose number of votes is proportional to their currency balance. In case of dishonest behavior, delegates are substituted. A limitation of the PoS mechanism that considers the stake age to determine leader selection probability, is that age is accumulated even when the node is offline. Proof-of-Activity (PoA) [19] scheme solves this problem by rewarding nodes that participate actively to the network.

Both PoW and PoS strategies (and variants) are usually coupled with a cryptocurrency. A different PoX scheme that was firstly introduced in the Hyperledger Sawtooth platform for running general-purpose smart contracts on a distributed ledger on Intel hardware, is called as Proof-of-Elapse-Time (PoET) [20]. It is based on the observation that PoW indirectly imposes a random waiting time for electing the leader that will append the next block to the ledger. For PoET consensus mechanism to be executed, the Intel Software Guard Extensions (SGX) hardware module is necessary. Each node in the network calls a secure container in SGX, known as enclave, for setting a timer with a random delay that follows a probability distribution, which is determined by the scheme. The node whose timer is the first to expire becomes the leader that appends a new block. The system can create an attestation that some particular trusted code was set up correctly in the protected environment and this attestation can be used by any node to verify that the leader has acted legitimately. This strategy removes the high power consumption required by PoW and
can be also used in a permissioned distributed ledger network.

Contrary to permissionless blockchains, permissioned blockchain networks allow for the use of a wider scope of consensus mechanisms, since participating peers are whitelisted and the risk of impersonation attacks does not exist.

**Practical Byzantine Fault Tolerance (PBFT)** [21] is the archetypal algorithm used to solve the classical Byzantine Generals Problem for networks that are not synchronized. It requires at least two thirds of the peers to be legitimate. A leader is selected for proposing and ordering a transaction and its selection also requires approval of at least two thirds of the participants. In line with DPoS, there is also a delegated variant of PBFT, named as Delegate BFT (DBFT), where voted delegates are responsible for generating and validating blocks.

Other variants of PBFT include the **BFT-SMaRt** [22] that is a high performance Byzantine Fault Tolerant State Machine Replication implementation. BFT-SMaRt is used in Symbiont [23] and R3 Corda [24] frameworks, as well as in Hyperledger Fabric v1.0 [25] where it is integrated as one of its ordering services. **Tendermint Core** [26] uses also a variant of classic PBFT. Instead of sending a new transaction directly to all nodes, Tendermint clients disseminate their transactions to validate nodes through gossiping. Additionally, in contrast to PBFT, the protocol requires a constant rotation of the leader, which is changed after a block is appended to the ledger.

**Ripple Protocol Consensus Algorithm (RPCA)** [27] uses a collectively trusted subnetworks approach for reaching consensus by introducing a convincing set for each node. Each node creates a unique node list (UNL), which includes the validating nodes that are sufficient for it to query for deciding whether to add a block to the ledger. In order to avoid forks, there must be a minimal overlap among the lists, at list one fifth of the longest list. The network can tolerate up to one fifth of faulty nodes in a UNL.

A dynamic permissioned model is adopted by **MultiChain** platform [28]. A list of permitted nodes is responsible for validating blocks and participating in the protocol and this list may change through transactions that are executed on the blockchain. MultiChain uses the concept of mining diversity to describe the number of blocks a miner should wait before trying to append a block to the chain. The protocol may suffer from forks the same way Bitcoin’s PoW mechanism does, since two different nodes may produce a block almost at the same time. However, by following the “longest-chain-wins” rule, nodes finally converge to a single chain. Note that MultiChain consensus is characterized by lack of finality, just like PoW mechanism, being closer to the probabilistic agreement sense of consensus.

### 4. Distributed ledger technology frameworks

The landscape of frameworks for developing and managing DLT applications is highly fluid and platforms emanate from a variety of areas and sources that recognize the importance of DLT solutions. In this section, we present the most prominent frameworks, with an emphasis on those that seem to be most appropriate for developing IoT-related applications.

#### 4.1. Hyperledger

Hyperledger [25] is an umbrella project developed and maintained by the Linux Foundation with the goal of advancing cross-industry blockchain technologies. Instead of employing a single architecture, it is rather built on a modular and extensible basis, distinguishing and defining discrete components of a blockchain reference architecture. Most importantly, consensus and smart contracts functionality has been defined as two distinct layers; the **consensus layer** is responsible for settling an agreement on the order and correctness of the transactions constituting
a block, while the *smart contract layer* implements request handling and validation of transactions executing business logic. Due to adoption of a permissioned approach (environment of partial trust), Hyperledger architecture encompasses a component for *identity services* that is responsible for enrollment and registration of identities in the system, as well as authentication and authorization. Furthermore, there is a *crypto abstraction* component that enables alternating between different cryptographic algorithms in a modular way.

In terms of consensus, both lottery-based and voting-based methods have been implemented, providing different guarantees for transaction processing speed, scalability and consensus finality. For example, Hyperledger Fabric is using Apache Kafka as the ordering service for fast finality and crash fault tolerance, but no Byzantine fault tolerance. Hyperledger Sawtooth, on the other hand, provides node scalability and Byzantine fault tolerance guaranteed by the PoET consensus mechanism. However, finality exists in the form of probabilistic agreement and can be delayed due to possible forks. Hyperledger Iroha provides Byzantine fault tolerance and quick finality, but requires that nodes are identified and fully connected. Interestingly, Hyperledger Fabric exhibits a broader understanding of the consensus concept that includes the whole transactional flow, that is transactional endorsement, ordering, and validation and commitment to the ledger. Consensus service is selectable and pluggable for all three phases, including various variants of BFT, such as BFT-SMaRt, Simple Byzantine Fault Tolerance (SBFT) etc.

Differences between separate frameworks also exist in the support and implementation of smart contracts. First of all, smart contracts may be either installed before network is launched or deployed on-chain as business logic that is stored on the ledger. State transition of the ledger is represented in different ways, such as change sets (Hyperledger Fabric), or cryptographically verifiable states (Hyperledger Sawtooth). In Hyperledger Fabric, smart contracts are programs that are named as *chaincodes* and can be written in common programming languages, such as Go, JavaScript and Java. There are two chaincode types, namely *system chaincode* and *application chaincode*. The first one handles system-related transactions while the second one handles state of applications on the ledger. Smart contract layer stands in close cooperation with the consensus layer, since the consensus layer acts as a recommender on the contracts to be executed and verifies the identity of the entity requesting execution of a contract.

### 4.2. Ethereum

Ethereum [5] is a decentralized platform running on a global consensus-based virtual machine (Ethereum Virtual Machine) that is supported by a Turing-complete bytecode language for programming smart contracts. Primarily, it was developed for supporting *Ether* cryptocurrency, however its flexible design permits execution of custom logic recorded on its blockchain. The blockchain operates on a permissionless mode (either public or private), which dictates the use of a mining process based on the highly inefficient PoW scheme, although there exist plans for switching to the PoS mechanism. Consensus is achieved at the ledger level, since it is crucial for the peers to agree on a definitive order of transactions and a global state to avoid double spends. Note that this stands in contrast with permissioned ledger of Hyperledger Fabric, where parties are only aware of the transactions they are involved into, thus consensus is practically reached at a transaction level. Ethereum lacks the modularity of Fabric (and generally Hyperledger), as regards consensus mechanisms, and pays a higher penalty in terms of performance scalability and transaction processing throughput. Having said that, the PoW scheme offers better scalability in terms of network size. In addition, it can easily enable implementation of decentralized applications that involve financial transactions, due to native support of cryptocurrency, and/or digital tokens’ transfer, by constructing an appropriate smart contract.
Transactions and contracts to run on Ethereum require the consumption of an internal unit called gas. Essentially, gas is the means for paying fees for transaction processing and contract execution, in a way that is proportional to the computational complexity of the process. Smart contract calculations are performed as long as there is still enough gas. This way the network is protected against wrongly written or malicious smart contracts that may cause unexpectedly long computations.

Ethereum smart contracts are generally written in a high level language, the most prominent of them being Solidity [8]. Solidity is a JavaScript-like language, that adopts the so called contract-oriented paradigm, which actually utilizes classes (as in object-oriented programming) to represent contracts. Each instance of the smart contract class is stored on the blockchain and is assigned an addressable account. State is stored in the smart contract’s fields and methods are invoked by transactions addressing the smart contract. Apart from the common JavaScript semantics, Solidity encompasses a number of custom primitives for managing transaction and block state information. On the down side, Solidity’s counter-intuitive semantics have been accused of causing a number of vulnerabilities in insecurely written smart contracts that have been involved in notorious Ethereum attacks [11] (e.g. DAO attack, King of the Ether Throne, etc.).

4.3. Multichain

Multichain platform [28] is built on top of the Bitcoin’s application programming interface (API), using a similar protocol format and transactional model. It extends the Bitcoin API for providing increased implementation flexibility and adding support for private blockchains used for storing digital assets of any kind. Essentially, Multichain tries to solve problems related to Bitcoin’s PoW mining inefficiency, as well as privacy and openness of Bitcoin’s blockchain, by integrating management of user permissions. Identity management and access control is performed by leveraging public key cryptography and practically relating permissions to a public address (mapping to a single public key) on the blockchain. The blockchain creator defines the initial set of administrators that are responsible for dynamically controlling permissions of users while the blockchain is active. Actions that require permission management are asset creation and exchange, as well as block generation. For permissions to alter, a predetermined proportion of administrators must reach consensus, with a possibly different proportion selected for each permission type.

Blockchains in Multichain platform are also flexible in terms of transaction and block size, as well as mining difficulty. In any case, in order to overcome the danger of mining monopoly in a permissioned private blockchain, the mining protocol relies on a randomized round-robin scheme for appending blocks and is controlled by a parameter known as mining diversity. Mining diversity sets a constraint on the number of blocks the same miner is allowed to append within a given time window and, as a result, directly affects the percentage of miners that need to collude for attacking the network. A major limitation of the Multichain platform is the lack of support for smart contracts.

4.4. Lisk

Lisk platform [29] is based on sidechain technology that enables development of decentralized blockchain applications supported by different choices of cryptocurrency. The goal of Lisk is to enable users to write and deploy applications on a sidechain that further interacts with the main Lisk blockchain (named as mainchain) thus creating a universe of interoperable blockchains. Apart from transactions of the native cryptocurrency (known as LSK), custom digital assets can
be also created and transferred in the mainchain. The platform is written in JavaScript and uses NodeJS and PostgreSQL for the backend.

Mining of new blocks is performed by utilizing the DPoS consensus scheme. The Lisk network is maintained by 101 delegates, each of whom is elected by the shareholders of LSK cryptocurrency. Delegates are ranked by the number of votes they receive and the top 101 of them are considered active, in the sense that only them are allowed to append a new block to the ledger. Consensus process is performed in rounds. At the beginning of each round, the relative order for block proposal is agreed between the delegates. Thus, in each round every delegate proposes one block that includes up to 25 transactions and, provided that the block is accepted by the system, the delegate earns a fixed number of LSKs. Lisk has been recently working with Chain of Things [30] for addressing security issues within the IoT domain.

5. Internet-of-Things and distributed ledger technology interplay

The IoT paradigm is one of the most significant contemporary technologies that emerges as a natural evolution of the current Internet of computers. It comprises a large number of embedded cyber-physical devices (things) that have sensing and actuating capabilities, as well as the ability to exchange data with each other, forming a large interconnected ecosystem. The scale of the ecosystem that supports the development of decentralized and data-intensive applications running on billions of devices, necessitates addressing interoperability issues between IoT systems, or else vertical silos developed may hinder IoT reaching its full potential. Interoperability, however, demands trust between interacting platforms. In addition, the pervasiveness and invisibility of data collection, the heterogeneity of devices along with the scale of an IoT system raise several security and privacy issues.

5.1. Distributed ledger technology advantages

DLT has been recently proposed as a tool for addressing security and privacy challenges, since they encompass key features that can be advantageous for the IoT domain (Table 1). The ever expanding IoT ecosystem necessitates solutions of decentralized and distributed nature. Decentralization offers scalability and robustness that facilitates maintenance and management and avoids the pitfall of single point of decision and, thus, possible failure. In addition, it removes bottlenecks in the information flow, as well as its control by an oligarchy of powerful stakeholders. DLT is decentralized by design, since it is supported by a peer-to-peer network for reaching consensus, and achieves resilience and high availability by employing multiple copies of the ledger. The architecture of DLT is able to mitigate connectivity or service provision failures that could be catastrophic for several IoT applications.

The limited capabilities of the IoT devices in terms of processing, memory and storage, in addition to their autonomous operation and communication make them highly vulnerable to security threats. High decentralization and autonomous features make DLT a strong candidate for securing IoT systems, since they can offer security through transparency in a trustless IoT environment. DLT can provide a means for securely configuring and controlling operation modes of IoT devices, by preventing unauthorized access. In addition, DLT enables secure validation of the identity of an IoT device. The public key of an asymmetric key pair can be stored in the tamper-resistant blockchain, while the corresponding private key can be stored in an embedded cryptographic chip on the device. Any network node is able to verify the identity of a device, by accessing its public key that lies in the blockchain and challenging the device, offering in this way
secure authentication and protection against identity spoofing. Finally, DLT can be leveraged for implementing access control in IoT systems that shifts from the fail-prone and inefficient centralized model and adopts a decentralized approach, which establishes policy enforcement points on the edge IoT devices and policy decision points on the system validators/miners. Appropriate smart contracts residing on the ledger can be developed for enforcing the access policies in an autonomous and verifiable manner.

Applications empowered by IoT commonly require autonomous operation of the devices, in order to support solutions such as Machine-as-a-Service or smart energy markets. DLT enables machine-to-machine interaction without the involvement of servers, so that applications can offer testbed-agnostic and device-decoupled services. In addition, DLT provides auditability out-of-the-box, so that it is possible to track the network’s behavior in a verifiable and tamper-resistant manner, by taking advantage of the digital timestamping feature of the ledger. Auditability improves data analytics, network performance and legal compliance, as well as provides a strong tool in dispute resolution between disagreeing peers.

Data generated by IoT devices is mostly owned by device owners and is commonly private by nature. However, this situation can hinder unraveling the full potential of the IoT ecosystem by creating impermeable verticals. An opportunity raises to create a marketplace where data producing devices can sell data to consuming devices, e.g. following a Sensing-as-a-Service paradigm [31]. By further extending the idea, IoT devices can provide services (e.g. disk space, API calls etc.) for receiving remuneration. A DLT-based cryptocurrency (supporting micro-payments and being even feeless) specifically tailored for the heterogeneous and resource-constraint nature of IoT can act as the billing layer for such a marketplace [32].

5.2. Challenges in the IoT domain

Although DLT presents itself as a promising means of strengthening the security, privacy and trustworthiness of the IoT ecosystem, the participation of IoT devices in a DLT network comes with a number of challenges that should be addressed for developing viable and robust applications.

Trustless decentralization and reconciliation come at a cost in terms of transactional processing speed, especially in the case of public networks, where the risk of impersonation attacks

| IoT challenges                                      | Solutions offered by DLT                                                                 |
|----------------------------------------------------|-----------------------------------------------------------------------------------------|
| Exponential growth in number of IoT devices        | Scalable architecture that facilitates network management and avoids single points of failure |
| Centralized information flow                        | Decentralization by design that offers transparency in a trustless environment             |
| Broad attack surfaces in terms of security and privacy| Autonomous identity management, access control and auditability                          |
| Data sources originating from private verticals    | Device-to-device marketplaces supported by native cryptocurrencies                         |

Table 1: Solutions offered by DLT to IoT ecosystem
dictates the use of expensive mechanisms for block mining. Even if the maximum number of transactions per block is increased so as to achieve a higher throughput, this would come with a cost to transactions’ validation time. The challenge is even more profound in the case of smart contracts, where parallelization of tasks is not possible due to concurrency issues. In addition, the resource-constrained nature of most IoT devices stands in stark contrast to blockchain requirements in terms of computations, storage and network bandwidth. It is clear that low class IoT devices would face severe difficulties in maintaining a blockchain, so hybrid architectures (where the computational bottleneck is shifted to more powerful devices, e.g. gateways) or multiple local/multi-layer blockchains should be considered as a solution. This strategy, however, implies that mining power would be the privilege of a smaller subset of the network nodes, increasing the risk of successful collusions and unfair transaction handling. Using computationally cheaper consensus mechanisms, such as PoET or PBFT, can be also a line of action. In addition, cheaper hashing algorithms, such as Scrypt (a memory intensive password-based key derivation function), could be used in order to decrease mining energy cost. On the other hand, increased communication and storage requirements can be reduced through the use of sidechains [33] (to partially cut-through transactions and drop requirements of full history verification) or mini-blockchains [34], where old transactions are pruned, in order to decrease computational burden of full nodes, while blockchain headers are kept to maintain the ability to verify the longest blockchain.

Although not IoT-specific, challenges in terms of privacy of participants, and confidentiality and integrity of the transactions, are existent and extremely significant. Privacy issues are mainly related to the preservation of participants’ anonymity. In a public blockchain all transactions are transparent and prone to analysis by an interested party, thus privacy should be maintained by “breaking the flow of information”, so that it is difficult to identify patterns and link addresses to real identities. A number of studies [35] [36] has shown evidence of anonymity reduction by exploiting traffic analysis tools that can e.g. map Bitcoin addresses to IP addresses or link transactions by observing that an average peer-list contains addresses that mostly reside in the own autonomous systems of the peers. Mitigation of anonymity issues has been achieved by mixing protocols [37] that enable coins’ transfer between user addresses without a clear trace linking between the addresses. It is clear that this strategy works in case of cryptocurrency DLT. In a more general scenario, irrelevant to the asset transacted, the use of hierarchical deterministic wallets [38] allows the safe and controlled generation of an infinite number of public keys. Thus, a fresh key can be used for every transaction, strengthening this way the anonymity of the network.

Confidentiality of the transactions is also difficult to obtain, since transactions are stored publicly in the distributed ledger (e.g. transactions sent and stored in a smart contract). One potential solution comes in the form of a zero-knowledge proofs protocol [39] (e.g. zk-SNARKs) that enables validating the truth of a statement without revealing its content. As a result, in a zero-knowledge transaction, the network peers are able to validate a transaction that has taken place, but learn nothing about the sender, the recipient or the transferred asset and its quantity. Another approach would be to exploit the state channels paradigm, where participants exchange several cryptographically signed messages, accumulating intermediate state changes, without publishing them to the canonical chain until the channel is closed. A reference is then recorded to the blockchain, so as to avoid posting intermediate sensitive transactions. This can be of high importance in fields where the competitive advantage can be lost, in case information stored in the ledger is leaked to competitors, e.g. in industrial or financial domain.

Transactions’ integrity concerns raise in relation to miners’ faulty or malicious behavior that
can lead to the creation of blockchain forks. The PoW mechanism is designed with the assumption that honest miners control the network. If malicious miners collectively control more computational power than the legitimate ones, the network is vulnerable to the so called 51% attack. A selfish mining attack [40] is also known, where colluding miners obtain a revenue larger than their fair share by keeping discovered blocks private, thus building a private fork. The fork is published as soon as it catches up with the length of the public blockchain and has chances of becoming the longest one in the network by being accepted by the legitimate nodes. Delay in the delivery of blocks or transactions by exploiting the scalability measures implemented in the Bitcoin blockchain are also possible, enabling DoS scenarios (since a powerful attacker can in such way prevent data dissemination in the network) and facilitating selfish mining by avoiding propagating mined blocks. A summary of challenges faced in the application of DLT solutions to the IoT domain is presented in Table 2.

| Challenges           | Countermeasures                                                                                     |
|----------------------|------------------------------------------------------------------------------------------------------|
| Transaction speed    | • Adopt less expensive consensus algorithms (e.g. PBFT or PoET over PoW)                           |
|                      | • Use faster hashing algorithms, e.g. Scrypt                                                        |
|                      | • Use of sidechains-mini-blockchains for pruning transactions and reduce verification requirements  |
| User anonymity       | • Use mixing protocols                                                                             |
|                      | • Adopt hierarchical deterministic wallets for key renewal                                          |
| Storage capacity      | • Store large data off chain/store data hash instead of full data                                   |
|                      | • Use distributed file sharing systems, e.g. Inter Planetary File System (IPFS)                    |
| Data privacy         | • Impose access control/user permissions on transactions                                           |
|                      | • Offload sensitive data to sidechains                                                              |
|                      | • Use homomorphic encryption/zero-knowledge proofs                                                   |

Table 2: Challenges in DLT-supported IoT deployments

6. DLT applications in the IoT

Only recently both academia and industry have begun to experiment with the integration of DLT solutions for improving the IoT technology in terms of decentralization, security, reliability and autonomous operation. Nevertheless, a significant number of applications has emerged as a result of this effort. In this section we present the most prominent applications that highlight the positive impact DLT can have on IoT systems.
6.1. Software updates

Limited capabilities and resources of IoT devices make the use of strong and recognized security mechanisms difficult to apply. As a result, vulnerabilities in the software or firmware of the devices are a recurring issue that needs emergent response in order to avoid exploitation of the devices by malicious attackers. Nevertheless, the large scale of IoT networks makes centralized software distribution challenging and costly. Blockchain technology in cooperation with a distributed peer-to-peer file system that plays the role of an immutable storage (e.g. IPFS [41], Swarm [42]) can offer a means of automatic distribution of the most recent software binary in a verifiable and highly robust (due to the large number of the binary’s replicas) way, as shown in Figure 2. A protocol for secure firmware update of embedded IoT devices is proposed in [43]. The hash of the latest firmware is stored in the blockchain, so that an embedded device can query it for examining the validity and the freshness of the firmware version it is currently running. If validity test fails or a new version of the firmware has been released, the device can retrieve the latest valid firmware through a BitTorrent based peer-to-peer sharing network.

6.2. Supply chain

IoT-assisted supply chain management can be benefited by the adoption of a blockchain solution. Instead of using an internal database for each stakeholder being part of the supply-chain, a blockchain network can track a specific asset by exposing a shared verifiable database that can be automatically propagated along the network. Thus, the information can be trailed in an auditable manner. The process can be implemented either by following the UTXO model of atomic digital asset exchanges or by addressing signed messages to a smart contract that resides on the blockchain (e.g. Ethereum blockchain), whenever the asset changes hands from one stakeholder to the other, so as to prove satisfaction of contractual obligations between the shareholders [32].

6.3. Smart home

A plethora of household devices related to environmental control, household electronics and home security systems are present in a modern smart home. Home owners can monitor and control the installed IoT devices remotely, while information from sensing devices is usually stored
in a centralized server (or gateway) which provides access to the authorized user for information collection or home control. In order to eliminate the single point of failure due to the centralized access point, a smart home system can be benefited by a blockchain approach that can store in a verifiable manner digests of device communications, sensory data and owner access requests. This is information critical both for resilience and anomaly detection and logging. In [44] the authors propose a lightweight blockchain-based architecture for smart home management. The architecture is constituted by three tiers, namely cloud storage, overlay and smart home. Each home possesses a home miner (a high-resource device) that maintains a local private blockchain. Transactions performed by home devices are stored in the local blockchain in blocks that are mined without any hashing puzzles, in order to improve transactional processing efficiency. On the second layer, the home miners form a clustered overlay peer-to-peer network that maintains a public overlay blockchain and stores transactions sent by the cloud storage as well as owner access transactions. No cryptographic puzzles are used for mining blocks in the overlay blockchain, and a complementary distributed trust management mechanism controls the trust of clusterhead-miners. A qualitative analysis demonstrates how the system achieves confidentiality, integrity and availability and prevents attacks, such as Denial-of-Service or linking attack.

6.4. Automotive security

Wireless vehicle interface of future smart vehicles will enable communication and data exchange with other vehicles or IoT devices, on behalf of the driver, for the provision of advanced services, such as traffic management, accident response, car problem diagnosis, and integrated navigation. Data of sensitive nature are commonly exchanged, necessitating the addressing of several security and privacy challenges, in addition to scalability and maintainability issues. Blockchain offers an elegant way to achieve decentralization and tamper-proof logging of the vehicle communications and car-related data, while also ensuring security and privacy [45]. Benefits can be foreseen in applications, such as over-the-air software updates for smart vehicles (akin to the first use case described here) or flexible insurance fees based on driver behavior.

6.5. Smart energy markets

Energy markets that enable entities acting simultaneously as consumers and producers (aka prosumers) of electrical energy from renewable energy sources, balance local generation and consumption in a decentralized fashion. A DLT peer-to-peer network may provide a facilitating substrate for automatic energy trading by autonomous agents, based on a predefined set of rules (expressed through a smart contract), without the intervention of centralized trusted intermediaries. DLT enables fully decentralized market platforms by resolving conflicts and providing democratic and symmetric participation to all members, as well as providing a transparent and secure log for tracing transactions of energy. Authors in [46] present a microgrid double auction market for renewable (solar) energy trading (localized in Brooklyn, NY) that is implemented and operated by a private blockchain based on Tendermint protocol. The same authors provide in [47] a preliminary economic evaluation of their local energy market platform by showing the potential electricity cost reduction for its participants.

6.6. Smart healthcare

IoT systems have been proven suitable for applications related to medical care, by interconnecting available medical resources and providing smart and reliable healthcare services. Interplay between DLT and IoT can benefit the healthcare domain, for instance, in pharmaceutical
supply chain, clinical trials and precision medicine. In [48], the authors design and implement an architecture for monitoring temperature conditions during the transport of medical products. Parcels are equipped with temperature and humidity sensors that transfer their collected data to Ethereum blockchain. A smart contract that lies on the blockchain determines the quality of the medical product by examining if the reported values remain within the accepted range. Sensor data integrity and accessibility is guaranteed by the tamper-proof and public nature of the blockchain. In [49], an IoT architecture for secure smart healthcare is proposed that achieves dynamic configurability by utilizing Software Defined Networking (SDN) and Network Functions Virtualization (NFV). A blockchain solution is envisioned for guaranteeing security of sensitive data by tracking and protecting against unauthorized access to confidential medical records.

7. Conclusions

In this work, we explored the interplay between IoT and DLT, showing that security and performance-related challenges can be addressed, benefiting from cryptographically secure immutable ledgers. Non-trusted IoT entities (applications, sensors, etc.) are able to reach consensus over trustless communication. Significant challenges arise such as the transaction processing speed, user privacy, storage and data capacity, etc. Nevertheless, the presented applications and DLT platforms show that there is an increasing interest from both the academia and industry to advance DLT in the IoT domain.
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