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ABSTRACT
Many software systems fail to meet the needs of the diverse end-users in society and are prone to pose problems, such as accessibility and usability issues. Some of these problems (partially) stem from the failure to consider the characteristics, limitations, and abilities of diverse end-users during software development. We refer to this class of problems as human-centric issues. Despite their importance, there is a limited understanding of the types of human-centric issues encountered by developers. In-depth knowledge of these human-centric issues is needed to design software systems that better meet their diverse end-users' needs. This paper aims to provide insights for the software development and research communities on how human-centric issues are a topic of discussion for developers on GitHub. We conducted an empirical study by extracting and manually analysing 1,691 issue comments from 12 diverse projects, ranging from small to large-scale projects, including projects designed for challenged end-users, e.g., visually impaired and dyslexic users. Our analysis shows that eight categories of human-centric issues are discussed by developers. These include Inclusiveness, Privacy & Security, Compatibility, Location & Language, Preference, Satisfaction, Emotional Aspects, and Accessibility. Guided by our findings, we highlight some implications and possible future paths to further understand and incorporate human-centric issues in software development to be able to design software that meets the needs of diverse end users in society.
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LAY ABSTRACT
Many software systems fail to take into account diverse end user differences, such as age, gender, culture, language, physical and mental challenges, emotions, personality, and so on. This means for many users the software is difficult if not impossible to use, unengaging, disrespectful, increases the digital divide, excludes many – often vulnerable – members of society, and may even be unsafe or dangerous. GitHub is a very popular software platform used by software developers. We looked at several diverse online software projects and the discussions developers have about what we call these “human-centric issues” in software. We learned that some issues are quite often discussed, however, many diverse end user characteristics are not well understood and many not often discussed by developers, suggesting they are not sufficiently well thought about during software development. We make some recommendations for software engineers to help them better consider and take account of many of their software user differences during development. This includes taking into account these important issues; for some projects some end user differences are more important than others depending on the target users; users need better ways of reporting human-centric defects and developers need better ways of addressing human-centric issues for software; and developer training to consider a variety of human-centric issues needs improving.

1 INTRODUCTION
Software systems aim to deliver efficient and satisfactory solutions to fulfill the expectations of a wide range of diverse end users in society. However, complex software systems are prone to security and data breaches, massive cost overruns and project slippage, hard-to-deploy, hard-to-maintain, and even dangerous solutions and hard-to-use software [13]. Many of these problems can be traced back to a lack of understanding and addressing of human-centric issues during the software engineering process [15, 27, 40, 44]. We define human-centric issues as "the problems that diverse users face when using a software system, due to the lack of (proper) consideration of their specific characteristics, limitations, and abilities". These characteristics include differing personalities, technical proficiency, emotional reactions to software systems, socio-economic status, gender, age, culture, preferences, working environment, and language. Software users also access software from different locations through different devices and platforms, with some only being able to afford limited options.
To be able to better design software that meets the diverse needs of end-users in society, such characteristics need appropriate consideration in all aspects of the software by developers. Many software solutions are developed by professionals who are not aware of, have not experienced, or do not understand and effectively communicate the implications of differing human-centric issues of their users. For example, the underlying reason for developing apps with poor accessibility issues has been shown to be a lack of awareness and training about accessibility and its importance among developers [1]. When handling human-centric issues in software design, developers need to be aware and carefully consider the characteristics, limitations, and abilities of the end-users [23]. Lack of consideration of these human-centric characteristics leads to the software – which should primarily be designed and built to solve human needs – not meeting the end-users’ expectations and causing frustration, accessibility, and usability issues [8, 37, 45].

Some studies have previously explored particular human-centric issues (e.g., accessibility), developer’s issues and characteristics (e.g., emotions) [1, 29, 38], or specific aspect of software development, such as UI/UX [26, 33]. However, there is still very limited evidence-based knowledge about how different types of end-user human-centric issues are discussed and addressed during software development. This work aims to understand: 1) whether developers discuss these human-centric issues, and 2) provide an in-depth and comprehensive understanding of different types of human-centric issues developers discuss and how they discuss them during the software development.

Developers’ discussions can be a major factor in deciding how a system evolves, suggesting that the discussions include information beyond how a system works [5, 42]. Online software repositories, e.g., GitHub, attract a lot of discussions between developers on a variety of different topics. These repositories provide developers with perspectives on the issues they face during the software development process and how they react to them. They play a significant role in improving the capabilities of software developers/users and accelerating software development [28]. Analysing the comments that developers leave in response to the issues might reveal the consideration of diverse end-users’ human-centric issues from the viewpoint of developers.

To this end, we manually analysed 1,691 issue comments collected from 12 GitHub repositories. We considered a diverse range of applications, including apps designed for vulnerable users (e.g., visually impaired and dyslexic users), large scale end-user based project (Firefox), and software designed for unforeseeable situations (COVID 19 apps). Our analysis revealed that human-centric issues can be classified into eight categories: Inclusiveness, Privacy & Security, Compatibility, Location & Language, Preference, Satisfaction, Emotional Aspects, and Accessibility. Based on our findings, Privacy, Preference and Satisfaction are more often discussed by developers, while developers seem to discuss less Emotional aspects and Accessibility related issues. COVID 19 apps (COVIDSafe Australia and Corona-Warn-App Germany) include more human-centric discussions (Privacy, Preference and Satisfaction), while general purpose and health apps have fewer human-centric discussions. The main contributions of this work include:

- Manually analysing a relatively large number of issue comments from 12 GitHub repositories, and identifying eight categories of human-centric issues;
- Providing some implications and possible future research directions to better manage human-centric issues in software development, aiming to meet the needs of society; and
- Building and publicly releasing a replication package to enable researchers and practitioners to access all collected data and replicate and validate our study [20].

The rest of the paper is structured as follows. Section 2 provides the background and motivation of this study. Section 3 presents our research methodology. Section 4 presents the study results. Section 5 reflects on the key findings. Section 6 lists the possible threats to validity of our study. Section 7 reviews key related work. Finally, Section 8 draws conclusions and proposes avenues for future work.

2 MOTIVATION

2.1 Motivating Example

Imagine a dyslexic person who wants to access a website to get some information on their diet. This user might have specific requirements to be able to access the website content. As one of the most popular software repositories, the issue tracker in GitHub provides an option for end-users and developers to report issues and provide feedback on a software system (e.g., a diet website) hosted on GitHub.

A discussion in the issue tracker initiates with a title (issue title), followed by subsequent posts (issue comments) from reporters and contributors, including project maintainers, developers, users, or the reporter itself. Figure 1 shows such an issue in the GitHub

![Figure 1: An example human-centric issue from GitHub](image-url)
issue tracking system made by a collaborator to discuss the dyslexic user’s preferences. This is followed by a comment from another collaborator listing some other barriers and asking whether this is true: “I’m not sure I agree with it”. The reason for such disagreement is probably that the developer is not fully aware of the needs and preferences of the user. However, discussing such issues can help developers be aware of such challenges and consider such issues when designing software. This example shows the importance of paying attention to and discussing issues related to human aspects (i.e., we refer to such issues in this paper as human-centric issues) in the uptake of the software.

Awareness of and discussing human-centric issues may lead to designing more inclusive software for all members of society. Neglect of these issues can exclude diverse users of society from accessing the software. Such issues are not limited to the users with special needs. As another example, if an app has compatibility issues, it excludes a group of users with a specific device or software from using it. If an app does not provide different languages, it excludes the users who do not understand the provided languages. Therefore, there is a need for better understanding and supporting human-centric issues to be able to design software to meet the needs of the whole society. In this work, we are interested to understand how such human-centric issues are discussed in GitHub, and believe promoting awareness of such issues helps better accounting for them, and therefore designing more inclusive software.

2.2 Human Aspects
Understanding such end-user human-centric issues, or human aspects, plays an essential role in designing software that meets the requirements of diverse users of the society. Such human aspects include age, gender, culture, language and location, digital literacy, physical and mental impairments, and also emotional impacts of the software on users due to their diverse personalities and preferences [14]. Lack of consideration of diverse users’ preferences and satisfaction, leads to human-centric issues when using the software. Different age groups have different expectations, challenges, and reactions to the same software [17]. Cultural differences significantly influence the uptake of the software. Users speak different languages and access the software from various locations all around the world. Gender bias in software applications, such as smart living technologies [35, 41], reflect the importance of taking gender-related issues into account when designing a software system. Physical and mental impairments of end-users impact the ways they are able to access the software. Different users have various emotional reactions to the software and such emotional impacts can influence the uptake of applications [27]. Therefore, to be able to design software that meets the requirements of the whole society, such human-centric aspects need to be well understood, discussed, and incorporated in the software development. Taking human-centric issues into account can have a huge impact on diversity, inclusion, belonging, and representation of vulnerable groups of the users in society.

3 RESEARCH METHOD
Our study is motivated by the need to help practitioners and researchers be more aware of different types of diverse end user human-centric issues occurring in software project’s lifecycle and identify possible areas for improvement and investment in addressing these. This would ultimately help in the design of software that better meets diverse end-users needs. Hence, we formulated the following research question:

RQ. What end-user human-centric issues do developers typically discuss in their GitHub repositories?

To answer this research question, we conducted an empirical study on a subset of issue comments collected from 12 GitHub repositories. Figure 2 presents an overview of our research method. We detail our research method in this section.

3.1 Projects Selection
We selected 12 projects hosted on GitHub. Table 1 shows details of these projects. We deliberately focused on end-user-based projects with different sizes, domains, and types of users to increase the chance of identifying human-centric issues. These projects can be generally categorised in four groups:

Apps with millions of users. In this group, we selected Firefox for iOS, one of the most popular open-source mobile web browsers hosted on GitHub with millions of users. Firefox has been extensively studied in software research from different technical aspects such as security (e.g., [46]) and release engineering (e.g., [21]). However, it has not yet been studied from human aspects. As Firefox attracts large number of users with different characteristics (e.g., different ages, levels of education), we expected this may increase the chance of discussions on human-centric issues among developers.

COVID-19 contact tracing apps. Governments have been developing COVID-19 tracing apps as an effective approach to control the COVID-19 pandemic. Despite their effectiveness, this class of apps is associated with numerous social- and human-related issues such as privacy concerns [7] and ethical issues [34]. Among the existing COVID tracing apps, we chose the COVIDSafe app developed by the Australian government and Corona-Warn-App developed in Germany since both apps have GitHub repositories and Android and iOS versions.

Healthcare apps/tools. We focused on healthcare apps/tools as this type of apps may pose significant risks to patients and healthcare professionals [24]. The possible risks are enormous and range from loss of privacy and reputation to loss of life. We chose HealthChecks as it is the most popular healthcare-related GitHub repository (it has the highest number of stars in healthcare-related repositories on GitHub).

Apps for vulnerable users. We expected developers would talk more about human-centric issues (e.g., accessibility) when developing apps for vulnerable users, especially those needing visual features (e.g., visually challenged people). We searched through the Google app store to find the popular apps for vulnerable users. We looked for terms “dyslexia”, “visually impaired”, “blind people” and found 58 related apps with at least one app review on the app store. We then looked for the ones with a GitHub repository, i.e., 35 apps and selected the ones with at least one open issue. This gave us six projects as NavCog and Corsaire, designed for visually impaired users.
We conducted our data analysis in two phases:

**3.1 Phase I.** In the first step, we randomly selected 244 issue comments from HealthChecks (25 issue comments), Firefox (178 issue comments), Cwa-app-android (12 issue comments), and Cwa-app-ios (29 issue comments). As NavCog, Corsaire, Opendyslexic-chrome, eBookDys, Opendyslexic-firefox, and predict4all had a relatively small number of issue comments, we chose all issue comments (203) from these projects. The first two authors (i.e., analysts) independently inspected and classified the 447 (244+203) issue comments by following the open coding technique [12]. At the end, each analyst developed a list of the human-centric issues he/she found in the 447 issue comments. Then, the analysts held several Zoom meetings to check similarities and differences between their analysis and labelling and calibrate the identified codes. These meetings led to constructing an initial set of categories of human-centric issues: Inclusiveness, Privacy & Security, Compatibility, Location & Language, Preference, Satisfaction, Emotional Aspects, and Accessibility. The analysts also jointly provided a precise definition for each of the categories.

**3.2 Phase II.** In the second phase, we adopted power statistics [18] to calculate a proper sample size of issue comments in each project. At the 95% confidence level, we set a 5% margin of error and randomly selected the following number of issue comments (excluding the 244 samples selected for the first phase) from each project: HealthChecks (293 issue comments), Firefox (367 issue comments), Cwa-app-ios (323 issue comments), Cwa-app-android (181 issue comments), COVIDSafe-android (46 issue comments), and COVIDSafe-ios (34 issue comments). Given the apps designed for visually impaired and dyslexic users had a limited number of issue comments, and were analysed in the first phase, we did not further consider them in the second phase. The first three authors (i.e., analysts) analysed these 1,244 issue comments. Each of the analysts manually analysed 830 individual issue comments. In other words, each issue comment was analysed and labeled by two analysts. Based on the initial categories that emerged from Phase I, we created a spreadsheet and shared it with three analysts. The analysts were asked to indicate whether an issue comment included at least one human-centric issue. If so, they had to specify which of the initial categories of human-centric issues the given issue comment belonged to and put “1” in the corresponding columns in the spreadsheet. Comments could be coded with more than one issue. Although the analysts had the freedom to capture and add any new human-centric issues category that they felt did not belong to Phase I’s initial set of categories, no new human-centric issues categories were found. While this does not follow the idea of open coding, this decision was made for two reasons. First, it avoided developing a potentially very large number of possible human-centric issue categories [16]. Second, it supported the analysts to reach and use consistent labelling without introducing substantial bias [16].

Finally, the three analysts held two 3-hour Zoom meetings to compare their labelling results and resolve possible disagreements. The majority of disagreements were resolved through discussions between the two assigned analysts by providing the reason behind their choices explicitly. If the two analysts could not reach an agreement, the third analyst was asked to read and label the conflicting issue comment. Then, we voted to resolve the disagreement.

**4 FINDINGS**

Based on our analysis of 447 issue comments in the first phase of the study and 1,244 further issue comments in our second phase, we determined eight broad end-user human-centric categories in the GitHub discussions: Inclusiveness, Privacy & Security, Compatibility, Location & Language, Preference, Satisfaction, Emotional Aspects, and Accessibility. In this section, we provide definitions of these categories, and a summary of their prevalence across different repositories.
4.1 Human-Centric Issues Categories

4.1.1 Inclusiveness. This category covers all the issue comments that discuss inclusion issues or exclusion of specific groups of users. If the discussion relates to discrimination toward a specific group of users, it falls into this category. It also includes issues related to the age and gender, and socio-economic status of the users. For example, one of the issues raised in the German COVID 19 app repositories is:

- "Using a German App Store account is just not possible for many of us. ... I am surprised we don’t hear more in the media about this large group of people being locked out of participating with the app." - (Cwa-app-ios)

This comment discusses an Inclusiveness related issue due to the location of user. Another example relates to the details not provided to the user causing a large majority of the users not aware of it, to be excluded from using the app:

- "You need to start the app manually after each reboot. ... nearly NO USER knows this. I think you highly overestimate the percentage of people who even semi-regularly shutdown/reboot their phone." - (Cwa-app-ios)

The inclusion of users of different ages is another human-centric issue discussed by developers:

- "It’s important to ensure kids are able to participate in society." - (COVIDSafe-ios)

4.1.2 Privacy & Security. This category covers all the issue comments related to privacy, security, data protection, reliability, and trust. Furthermore, we classified developer discussions concerning accessing the location and private data of a user into this category. Most of the privacy-related issues we found are related to accessing the location of the user, questioning why this is required, and whether asking for users’ permission means their location is being tracked. There are also discussions emphasizing that users’ identities should not be revealed. Another interesting topic in this category was the change of privacy in different versions of the app:

- "The app always required location permission. You would had previously given the app “fine” location permission. However, as of v1.0.39 it now requires “coarse” location permission instead (but doesn’t use your existing “fine” permission that it already has)." - (COVIDSafe-android)

The main concern was related to the apps accessing the location of the users. For example, there was a concern regarding having to enable location mode in order to get Android to locate the Bluetooth device, and the fact that if its disabled, every Android device will send the same Bluetooth-ID. One of the developers’ responses to this concern was that:

- "An app does not get permission from the user to access location, and then still tracks the user’s location by BLE-scanning ... but leads to the requirement to ask the user for location permission, even though the location isn’t used within the app." - (COVIDSafe-android)

Another developer’s response to this issue was:

- "In order for the app to be fully functional (i.e. able to detect other phones running COVIDSafe) then you must have location enabled and the location permission granted. If location is disabled, then the app will still be detectable by other phones (and they connect to you). As all exchanges are bidirectional, this means that you’ll successfully encounter the other phones (and they’ll log you), but of course this requires that everyone else has location enabled so that they can detect and connect to you." - (COVIDSafe-android)

4.1.3 Compatibility. Any discussions around the compatibility of an app with different devices, operating systems, and platforms are included in this category. Compatibility issues are normally thought of as technical, not human-centric issues. However, a common reason for them occurring can be because of the users’ socio-economic status, i.e., not having access to the latest phones, or the developers’ ignorance, i.e., not taking all different platform choices into account. An example of developers not taking into account compatibility in earlier stages of developing software is:

- "I found out that dp3t uses the old bluetooth api ... which is apparently not compatible with the Google/Apple protocol." - (Cwa-app-ios)

Table 1: List of projects studied in this paper

| Project Name | Repository Name | URL | # Issue Comments | # Contributors | # Watch | # Star | # Releases |
|--------------|-----------------|-----|------------------|----------------|--------|-------|-----------|
| COVIDSafe-ios | AU-COVIDSafe/mobile-ios | https://bit.ly/3owoQpy | 34 | 2 | 57 | 279 | N/A |
| COVIDSafe-android | AU-COVIDSafe/mobile-android | https://bit.ly/39xZoUlF | 66 | 2 | 60 | 364 | N/A |
| Firefox | mozilla-mobile/firefox-ios | https://bit.ly/2Lt76O | 8228 | 190 | 483 | 9.9k | 121 |
| Cwa-app-ios | corona-wam-app/cwa-app-ios | https://bit.ly/3bOJnsm | 2010 | 72 | 88 | 1.5k | 145 |
| Cwa-app-android | corona-wam-app/cwa-app-android | https://bit.ly/3bOMf9v | 340 | 77 | 77 | 23k | 112 |
| HealthChecks | healthchecks/healthchecks | https://bit.ly/3r7T1Cg | 1227 | 55 | 90 | 3.4k | 24 |
| NacCog | hulpol/NacCogIOS | https://bit.ly/3bYytr | 95 | 9 | 13 | 10 | 5 |
| Corsaire | singh/corsaire | https://bit.ly/3bKjybe | 19 | 1 | 3 | 5 | N/A |
| OpenDyslexic-chrome | OpenDyslexic/opendyslexic-chrome | https://bit.ly/2LMDRIn | 41 | 8 | 4 | 35 | 19 |
| eBookDys | garconracher/eBookDys | https://bit.ly/2XJWZlm | 3 | N/A | 3 | 6 | N/A |
| OpenDyslexic-firefox | OpenDyslexic/firefox-extension | https://bit.ly/3bNo66a8 | 19 | N/A | 2 | 6 | N/A |
| Predict4All | mthebaud/predict4all | https://bit.ly/3w4tEh | 2 | N/A | 2 | 1 | 2 |
Compatibility-related issues may lead to some functionalities and features not accessible for a group of users. As an example, we found an issue comment discussing installing an updated version of Google Play Services would cause the app to crash, and the suggested solution was: “having an outdated Play Services version.” followed by asking whether “someone figured out whether the function calls that cause the crash can be disabled?” - (Cwa-app-android)

Compatibility issues can exclude a specific group of users as these type of issues demotivate users to use the software. An interesting example relates to a trade-off between using the notification API and supporting the older iOS versions, that would exclude the users with older iOS versions:

“... the idea of CWA is not to be a commercial app but rather a social service the value of which increases the more people use it. If this requires to support all iOS language then be it so...” - (Cwa-app-ios)

4.1.5 Preferences. Any discussion related to the user’s preferences from the point of view of the users or the developers viewpoint fall into this category. This relates to the features or functionalities that users prefer based on their specific human characteristics. Preference-related discussions include different aspects: (1) requesting new features (2) issues or requests to change an existing feature, such as the position of user interface elements (3) and privacy-related issues due to personal reasons. Preferences are sometimes discussed according to users’ feedback received through app reviews or by developers from the users’ perspective. In some apps, developers often use the app themselves and discuss their usage experiences on GitHub. A developer discussing a feature according to the users’ need is:

“widgets are meant to be highly contextual. The items in a widget can change, depending on whether it’s relevant to users’ need or not. So, instead of disabling the icon, we should hide it when there’s nothing to erase.” - (Firefox)

Another example is:

“Doing the way you suggested the fade out animation on the table view cell would start at the same moment the user tapped the cell. Meaning the user would see the cell animating to the deselected state. I did the other way because I didn’t want to do that since all other cells are always selected until the user get back to that tableView.” - (Firefox)

An example of a comment discussing a privacy-related issue that also concerns users’ preferences is related to disallowing screenshots. It was discussed that "Disallowing screenshots in an app globally is preventing users from documenting their status." - (Cwa-app-android) A user requested that screenshots should be permitted to allow them to visualise their health status (if they want this) and save it as Screenshot, unless it shows sensitive data. However, a developer has provided a comment that due to very strict time limitations, it is "not always possible to find a satisfying compromise for all parties involved." - (Cwa-app-android) and therefore, they decided to prevent in-app screenshots for all screens for the version.

4.1.6 Satisfaction. Any discussions of the users’ satisfaction, dissatisfaction, and pleasure falls into this category. This includes discussions around users’ complaints, battery usage problems, and spam messages. An example of such issue raised by a developer is:

“... With this new approach every time we go between a whitelisted page to a non whitelisted page we’d have to load/unload lists. Imagine if a user had whitelisted reddit, every time they tapped on an external link they’d load all the lists into the tab. every time they went back all the rules would be added back in.” - (Firefox)

A satisfaction issue related to battery usage that causes dissatisfaction if someone has no possibility to recharge the phone for a long period of time is captured in this comment:

“One can try to estimate what it means in absolute numbers. In my case the battery drained from 100% to 15% in 24h (85%). Multiplying with 26% relative usage of (Warn App + Covid 19 Exposure Logging)
this translates to an absolute 22% battery drain within 24 hours." - (Cwa-app-ios)
Another satisfaction-related issue with COVIDSafe is that it interacts poorly with ColorOs battery optimisation features on Oppo phones. This is also a compatibility-related issue. Unless someone can find a way to permanently disable battery optimisation, nothing can prevent it from happening.

4.1.7 Emotional Aspects. This category includes the possible emotional impacts that the software can have on the users, including making the users confused, worried, scared and bored when using the app. As an example, a developer indicated how a design decision may frustrate the users:

"Merging everything into a single setting is simple and easy to understand but it could also frustrate users that ONLY want to protect the passwords and not the app." - (Firefox)

Another example raised by a developer is that:

"Anyone using this service knows the anxiety of not having absolute and at-a-glance insight into their operations." - (HealthChecks)

4.1.8 Accessibility. This category covers issue comments discussing accessibility issues. Discussions about the users with physical and mental impairments also falls into this category. For example, an accessibility issue as a side effect of dark mode discussed by a developer, and advised to be left as-is is:

"Changing the color of the accessory view for a disabled row state would be non-standard then! It just seems to us that the indicator is enabled if its colour is more contrast than the background. ... this is a side-effect of the dark mode ... I think it should be left as-is, and I'll update those bugs with an explanation." - (Firefox)

Another technical accessibility related issues is:

"P1 for accessibility because users will be extremely confused and might inadvertently activate controls they don’t intend to activate." - (Firefox)

4.2 Human-Centric Issues in Different GitHub Repositories

Of the 12 studied projects, six (apps designed for visually impaired and dyslexic users) were small and had a very limited number of issue comments. Hence, we do not compare and contrast the prevalence of human-centric issues of these projects in this section. Table 2 provides detailed information on the human-centric issues categories in the issue comments of the six remaining projects (Firefox, Cwa-app-ios, Cwa-app-android, HealthChecks, COVIDSafe-ios, COVIDSafe-android). Overall, 22.74% of the comments (283 out of 1,244 issue comments studied in these six projects) discuss human-centric issues. How these human centric issues spread among different categories, is shown in Figure 3.

Among the 1,244 analysed issue comments, as shown in Figure 3, privacy & security (62 issue comments, 4.98%) and satisfaction (57 issue comments, 4.58%) are the main issues discussed by developers. Issues related to the location & language (44 issue comments, 3.54%), preference (42 issue comments, 3.38%), compatibility (33 issue comments, 2.65%) are the next ones. Inclusiveness-related issues are only discussed in 23 issue comments (1.85%). Accessibility issues (12 issue comments, 0.96%) and emotional effects (10 issue comments, 0.8%) are found very rarely in the discussions. However, since we are not analysing how often the other issues, such as refactoring, technical debt, performance, and so on, are discussed, we can not comment on whether they are discussed to a limited extent or not. This is out of the scope of this paper, and we encourage future research on comparing the human-centric issues with other issues.

4.2.1 How these human centric issues spread among different categories, is shown in Figure 3.

Figure 3: Number and percentage of human-centric issues out of 1,244 issue comments in Firefox, Cwa-app-ios, Cwa-app-android, HealthChecks, COVIDSafe-ios, COVIDSafe-android

Comparing different projects, according to Table 2, COVID 19 apps (COVIDSafe Australia and Corona-Warn-App Germany) include more human-centric issues related discussions, whereas the other apps have very limited discussions of human-centric aspects. Privacy, preference, and satisfaction are the most frequent issues discussed in the COVID 19 apps. Compatibility and issues related to the location of the users, including language, are the next topics of discussion. Inclusiveness, as a result of compatibility and location, is discussed to an extent, while the accessibility and emotional impacts of the way the apps and their interfaces are designed are rarely discussed. Firefox (47 issue comments, 12.8%), and HealthChecks (34 issue comments, 11.6%), although designed for a large population of users, sometimes with health issues, do not include many human-centric issues discussions.

5 DISCUSSION

A wide variety of human-centric issues are discussed in different GitHub repositories; There are different human-centric issues that developers raise during the development of software for their end-users. Some categories, such as inclusiveness, cover a wider range of human factors, for example age, gender, and culture. Some issues are more technical-related, such as compatibility, and some are applicable to a more general range of audiences, such as users’ satisfaction. Some of the human-centric issues are discussed more commonly, such as privacy, satisfaction and user preferences, whereas we found there is a limited discussion of accessibility and emotional aspects. Lack of accessibility-related discussions can reflect the fact that disabled people are a small minority of the users [1]. According to app developers’ survey responses in [1], accessibility is often not treated as importantly as other aspects of quality, such as security. This paper encourages further research for mining and exploring (1) developer-based repositories to understand human-centric discussions and also (2) end-user-based repositories to understand what the diverse end-users actually need.
This would help to understand what human-centric issues users ask for and whether they correspond with developer discussions.

**Human-centric issues are different across different projects:** Our findings show that the prevalence of human-centric issues varies across different projects. Unlike our expectation, projects designed for challenged end-users, e.g., visually impaired and dyslexic users and the ones with large scale end-users, e.g., Firefox, have very limited discussions of human-centric aspects, specifically in accessibility and inclusiveness categories. This encourages future research to study other platforms, both developer-based issues tracking systems, e.g., JIRA and end-user-based app reviews to be able to better understand the needs of the vulnerable end-users.

**There is no structured way of reporting and addressing most human-centric issues on GitHub:** We found that the human-centric issues are mostly discussed from a technical perspective by the developers. This concern has also been found in the work on usability defect reporting in general [45]. This indicates the need for a more human-centric issue reporting and follow-up process and tools. Issue reporting systems should include relevant details from not only a technical perspective but also a non-technical end-user understandable point of view. Providing the users with an option to report such issues help the underrepresented groups of users to be engaged and to bring new perspectives on research. Future work is therefore encouraged to incorporate reporting human-centric issues in a systematic way during the software development process. Such reporting tools should, of course, themselves be human-centric and support a diverse range of end-users of the reporting tools.

**Awareness of human-centric issues can help developers and researchers to incorporate and report human-centric issues more effectively:** Developers need to be more aware of the human-centric issues of their end-users in order to design more inclusive and human-centred software and to avoid negative impacts on different diverse end-user groups. Software engineers are typically very different from most end-users - a profession heavily dominated by men; relatively young; affluent; technical; most proficient in English; and while some have physical/mental challenges, these are generally different or of less severity than many users, especially for software targeted to vulnerable end-users [13, 14]. These influence the degree that developers appreciate and know how to address human-centric issues to meet the needs of their diverse end-users. Training the developers, supporting them by providing required resources, and increasing their general awareness of the human-centric issues could improve the consideration of these issues during the development process. Results from [1] indicate the importance of accessibility awareness to make app developers becoming ambassadors of accessibility in their organisations. These will ultimately help to design software that fits the needs of diverse end-users and vulnerable groups of the users in society and promotes better inclusion and belonging.

### 6 \ THREATS TO VALIDITY

**Internal Validity:** The selection of the 12 studied projects, issue comments from each project, and the qualitative analysis process may have introduced limitations to our study. First, our selection of the projects was motivated to study different types of projects (i.e., they range from small-scale projects to large-scale projects, from projects designed for millions of users to projects targeting vulnerable users). Second, manually inspecting all issue discussions was not feasible. Hence, we only analysed a subset of issue discussions from each project. We may have missed important developer human-centric issue discussions or may have found disproportionately many. Third, analysing and labelling the qualitative data might be subjective and error-prone. Our strategy to mitigate this issue was that each issue comment was independently analysed and labelled by two persons. Any disagreements between two analysts on labelling issue comments were resolved either by open discussions or involving the third analyst in the discussions. It should be noted that when it was not clear to identify the type of human-centric issue from a given issue comment, we labelled it as a non-human-centric issue in order to avoid possible risks and mistakes. Hence, we are confident that our classification of human-centric issues is credible with minimum mislabelled issue comments.

**External Validity:** Two factors can limit the generalisability of our findings. Firstly, the 12 selected projects mainly target either large-scale users or vulnerable users. We acknowledge that our findings in this paper may not be generalised to all different types of GitHub projects. For example, developers of software projects to be used by developers, engineers, and scientists (e.g., Jupyter notebook) may consider other aspects of human-centric issues. Secondly, the identified categories of human-centric issues are exclusive to GitHub and are not comprehensive. Hence, analysing other open-source software repositories (e.g., Bitbucket) and software artefacts (e.g., commits, requirement specifications) of proprietary and open-source projects may lead to identifying different and/or a more comprehensive set of human-centric issues categories.

### Table 2: Number (#) and percentage (%) of human-centric issues in different projects

| Project Name          | Inclusiveness | Privacy/Security | Compatibility | Location/Language | Preference | Satisfaction | Emotional Aspects | Accessibility | Total |
|-----------------------|---------------|------------------|---------------|-------------------|------------|--------------|------------------|---------------|-------|
| Firefox               | 3             | 6.82             | 1             | 0.27              | 3.98       | 2.72         | 0.82             | 1.36          | 47.80 |
| Cwa-app-ios           | 14            | 4.33             | 11            | 5.37              | 4.02       | 1.55         | 17               | 1.24          | 85.31 |
| Cwa-app-android       | 3             | 1.66             | 21            | 10.50             | 6.31       | 11.60        | 1.55             | 1.55          | 72.87 |
| Healthchecks          | 1             | 0.34             | 5             | 1.71              | 0.00       | 5.31         | 0.60             | 0.68          | 34.11 |
| COVIDSafe-ios         | 2             | 5.88             | 4             | 11.76             | 4.29       | 3.75         | 8.17             | 3.75          | 22.67 |
| COVIDSafe-android     | 0             | 0.00             | 15            | 32.61             | 1.21       | 0.00         | 4.80             | 0.00          | 27.86 |
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7 RELATED WORK

Online repositories, question and answer sites, and issue tracking platforms such as GitHub, StackOverflow, and Jira not only contain rich data discussing technical aspects of the software development process but also include information that provides insight into the social and human aspects of the software development process [32]. GitHub has been of considerable interest to software engineering researchers for years [19] due to many open source projects and rich technical and non-technical information that can be mined. Many of the projects hosted on GitHub are public, and therefore anyone can view the activities, including actions around issues, pull requests, and commits within those projects.

Pletea et al. focused on security-related discussions on GitHub, as mined from discussions around commits and pull requests [36]. Liao et al. studied username tagging in GitHub projects to understand and model the status and identity of who is speaking and who is being addressed [25]. Ko et al. analysed developer design discussions through Bugzilla bug reports to understand the design challenges and how the decisions are made to adapt to user needs [22]. Twidale et al. focused on usability bug reports in Bugzilla [43] while Andreassen et al. explored developers’ opinions about usability through surveys, interviews, and mining software repositories [2]. Studies have also mined social aspects in repositories. Dabbish et al. mined GitHub for transparency and collaboration in GitHub projects [9], while Dam et al. mined open-source projects for social norms [10]. Barcellini et al. analysed and visualised social, thematic temporal, and design aspects of online software repositories to understand and model the dynamics of the open source software (OSS) design process in mailing list exchanges [3]. In their paper, social aspects focus on how roles emerge during discussions, thematic temporal on how themes of discussion emerge, diverge, and are refined over time, and design dynamics on how the online discussions reflect the “workflow” of the project.

Some works have focused on mining and classifying specific human aspects of developers in software repositories and issue tracking platforms. Mining more than 2 million issues in Jira from 4 open-source software projects [31], Ortu et al. found a positive correlation between developers’ emotions and issue fixing time. Positive emotions resulted in shorter issue-fixing time while negative emotions related to longer issue-fixing time. Cabrera-Diego et al. developed classifiers for comments related to emotions on StackOverflow and Jira. Using features derived from different lexica, their results show significant improvements over the current state of the art in emotion classification [6]. Another study analysed software artefacts for the presence of emotional information in the software development process [29]. Results of an analysis of the Apache Software Foundation issue tracking show that developers do express emotion while discussing technical issues. Although these studies focus on a specific human aspect (i.e., emotion) from a developer’s perspective, they indicate that a rational view of the software development process is insufficient; human aspects such as emotions can negatively or positively affect the development process and be propagated into the resulting software artefact, e.g., happiness, a positive emotion, increases creativity [11], which is good for a successful software design [4].

Addressing the role of technical proficiency in the software development process, Rocetti et al. compared two approaches in participatory design of a large software artefact involving: 1) novice users, and 2) expert users. Their results show that most of the innovative proposals came from novice users [39]. This shows that designing human-centric software artefacts requires a more participation from novice users, in contrast to the traditional opinion that expert users provide more reliable contribution to the software design process. Alshayban et al. conducted a large-scale study to understand the state of accessibility in android apps and found that accessibility issues are rife in the 1,000 apps they studied. In some cases, mobile app developers are not educated in accessibility principles and/or are not incentivised by their organisations to make their apps more accessible [1]. Similarly, Rauf et al. analysed a dataset of app developers to examine the rationale behind developers’ prioritisation of security in the software development process [38]. The study shows that social considerations, e.g., fear of users, influenced developers’ reasoning in development activities, including security choices [38]. More recently, a study on the reflection of human values in mobile app reviews shows that a quarter of the 22,119 app reviews analysed contain perceived violation of human values in mobile apps, supporting the recommendation for the use of app reviews as a potential source for mining values requirements in software projects [30].

All of the studies discussed above focus on different human and social aspects and provide insight into how these aspects are represented in the software development process and repositories. However, none of these works provide an analysis of how human-centric aspects of the end-users are discussed by developers in repositories like GitHub. In addition, there currently does not exist a taxonomy of human-centric issues on GitHub or other repositories. Our work fills this important gap by providing a broader view perspective of these discussions, with a focus on end-user human-centric issues. While we do not propose this work to be final and immutable in its current form, it is the first to present a taxonomy of human-centric issues on GitHub. In this paper, we developed categories for these human aspects based on a manual analysis of issue comments from different software projects on GitHub and examined how and to what extent human-centric issues are discussed by developers.

8 CONCLUSION

Based on a manual analysis of 1,691 issue comments from 12 different GitHub repositories, we investigated what human-centric issues are discussed by developers and reflected on the fact that there is no standard way of reporting and addressing human-centric issues in GitHub repositories. We categorised the human-centric issues discussed by developers in GitHub repositories into eight different categories: inclusiveness, privacy & security, compatibility, location & language, preference, satisfaction, emotional aspects, and accessibility. In our future work, we plan to study human-centric issues raised by the end-users of the same projects in the corresponding app reviews and analyse how they are related. We also plan to investigate other repositories, question and answer sites, and issue tracking platforms, such as Jira and Stack Overflow. We want to explore whether developers with very different human aspects to
many of their end-users can be better helped to recognise, appreciate and understand how to address these diverse software end-user human-centric issues.
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