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1 INTRODUCTION

Users of mobile devices can easily access to a huge number of apps through well-established digital marketplaces. Marketplaces are populated with apps ranging from professional ones to those developed by hobbyists. The openness of the marketplaces facilitates software distribution but also raises relevant reliability issues. In fact, many of these apps are often not thoroughly validated and may cause troubles once installed and executed in a device.

Users regularly report issues with the apps downloaded from the marketplaces. A relevant portion of the problems experienced by the users is related to the way apps use APIs and specifically how they are used within the lifecycle of an event-driven Android object. Indeed, API misuses are pervasive and are the cause of many software errors, failures, and vulnerabilities. For instance, many apps fail to properly acquire and release resources (e.g., the camera and the microphone) within the lifecycle of an activity, causing efficiency and energy problems. In some cases, inaccurate interactions with the APIs managing the resources may even cause problems across apps. For instance, an app that does not release the camera every time its execution is suspended may prevent the other apps from acquiring the same camera.

The incorrect interaction between an app and a resource can be often recognized by looking at both the usage of the API that controls the access to the resource and the lifecycle of the components of the app that interacts with the library (e.g., the lifecycle of an Activity). For example, if the user moves to background an app that is using the microphone to record audio, the app must immediately release the microphone, otherwise the other apps might be unable to interact with the microphone because it is held by the app running in the background. Moreover, the device may unnecessarily keep the microphone active consuming extra battery. At the level of the interaction between the app and the library this means that once an app has invoked the method `startRecording()` of the Android library class `AudioRecord`, it must release the microphone by invoking the method `release()` every time a call to the
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1 https://play.google.com/store
2 https://www.apple.com/app-store
3 Android apps are composed of multiple components called activities: https://developer.android.com/guide/components/activities
Correctness policies are then formalized and encoded as enforcement models. An enforcement model defines how to react to any violation of the correctness policies. We use edit-automata to specify enforcement models since they are simple finite-state based formalizations that naturally support the specification of the behavior of the proactive module in terms of the events that must be intercepted and the events that must be inserted and suppressed as a reaction to each intercepted event. The objective of the enforcement model is to enforce a correctness policy, when the running app does not satisfy it. The enforcement model is defined uniquely using the knowledge of the library API and the Android lifecycle.
events (i.e., the callback methods) [3], which are the same for any app. Thus its definition does not require any knowledge related to the app that uses the library.

An enforcement model fully describes the behavior of the corresponding proactive module, which can be thus generated from the model. Proactive modules can be deployed in any environment where the corresponding library is used. Since proactive modules are activated by the invocation of certain methods, their execution in the user environment is controlled by a policy enforcer that intercepts the events and dispatches them to the deployed proactive modules. The policy enforcer also controls the activation and deactivation of the proactive modules.

2.1 Enforcement Models Definition
An enforcement model is a formal representation of the actions that must be undertaken to automatically enforce a correctness policy, that is, the operations that must be executed to turn an execution that violates a policy into an execution that satisfies it. Our tool lets proactive module developers visually specify enforcement models as edit automata [16] directly from within the Eclipse IDE. Our implementation focuses on the Android ecosystem and on a specific class of correctness policies, the resource usage policies, which state how an API that controls the access to a resource must be used by apps. An interesting aspect about these policies is that the usage of a resource is strongly coupled with the status of the apps and their components, that is, depending on the state of an Android component as captured by its lifecycle there are operations that must or must not be executed. These two elements, the API that handles the target resource and the Android component that interacts with the API, must be explicitly identified through their class names every time a new enforcer is defined with our tool. This information enables the possibility to later generate code that traces the state of the Android component by intercepting its callbacks, and the state of the API managing the resource by intercepting the calls to the API methods.

Callback methods are method calls produced by the Android framework when an app changes its status. For instance, the callback method onStop() is automatically invoked when the running activity of the app is no longer visible, while onDestroy() is invoked when the activity is destroyed. The API methods are the methods implemented by the library associated with the proactive module. For instance, in the case of the camera, the methods open() and release() are API methods implemented by the Camera API.

The edit automata also include the actions that must be proactively and automatically suppressed or inserted to enforce the satisfaction of a possibly violated policy. Again, the calls that can be added and/or suppressed are callback methods and API calls.

Figure 2 shows the enforcement model (i.e., an edit automaton) for the example policy about the Camera API reported in Section 2. The symbol above a transition indicates the input symbol recognized by the transition, while the sequence below a transition indicates the output sequence emitted by the automaton when the input sequence is recognized, that is, the model specifies how the execution must be modified step-by-step.

2.2 Tool Support
Since implementing proactive modules manually is an error prone and time consuming process, our tool implementation supports a Model-Driven Software Development (MDSD) process and the corresponding tool chain to obtain proactive modules automatically from the enforcement models. Our MDSD tool chain implements the four core functionalities of a MDSD environment:

Figure 2: Enforcement model for the Resource Usage Policy 1 of the Camera.
• **Modeling**, which provides the capability to model enforcement models that encode resource usage policies;
• **Validation**, which provides the capability to validate the syntactic correctness of an enforcement model;
• **Code generation**, which provides the capability to automatically generate the source code that implements the enforcement logic described by the enforcement model;
• **Compilation and deployment**, which provide the capability to compile and deploy the generated proactive module on a target platform.

We assigned these responsibilities to two main components: the **EMEditor**, which implements **modelling** and **validation** capabilities, and the **PMGenerator**, which implements **code generation**, **compilation**, and **deployment** capabilities.

A developer of proactive modules uses the **EMEditor** to visually design a model that enforces the considered policy. The output of the EMEditor is a validated enforcement model. The developer of proactive modules then provides the generated enforcement model in input to the **PMGenerator** to generate and deploy the corresponding proactive module. Code generation is based on two sets of rules that distinguish the platform independent and the platform dependent part of the process.

We implemented the EMEditor in Eclipse [9] using the Eclipse Modeling Framework (EMF) [10] and the Graphical Modeling Framework (GMF) [11] plugins. EMF provides support to create modeling and code generation tools starting from a data model. GMF provides support to implement graphical editors in Eclipse. We thus created the EMEditor by defining models in EMF and obtaining the corresponding graphical editors with GMF. To automatically generate the proactive module from the enforcement model defined with the EMEditor tool, we used Eclipse [9] augmented with the Acceleo [8] plugin, which is an open-source code generator for model-driven development.

The generated proactive modules are Xposed modules [36]. Xposed allows to cost-efficiently intercept method invocations and change the behavior of an Android app using runtime hooking and code injection mechanisms. Xposed transparently intercepts the method calls to the encapsulated resource and to the Android component with a lifecycle and propagates them to the policy enforcer, which reacts based on the behavior defined in the enforcement model. For instance, it might introduce additional method calls or suppress calls.

The generated proactive modules have been tested on version 89 of the Xposed framework which requires root privileges to be installed. There are other implementations of Xposed, such as VirtualXposed², that do not require root permissions. It is part of our future work to test the integration with these implementations of Xposed.

In addition to tools for developers of proactive modules, we also provide an app that can be used by end users to enable and disable proactive modules for those apps they deem as unreliable. Our current implementation allows direct deployment of the generated proactive modules from Eclipse to Android devices. In a more sophisticated view of this process, proactive modules could be published online, and end-users could use the app to decide what modules to download and install.

3 EVALUATION

This section summarizes the main results we obtained with Proactive Libraries. Additional details are available in [26].

To evaluate Proactive Libraries, we selected a set of Android apps that have been reported to be potentially affected by API misuses [17] and 3 faulty apps identified in GitHub for a total of 15 real-world Android apps and possible 27 misuses.

We first identified the usage policies relevant to the APIs involved in the reported misuses and then we defined the corresponding enforcement strategies. To identify the policies, we exploited the information about the usage of the Android API reported in other papers [17, 35] and official guidelines [4].

We then executed the test cases that should produce the misuses, and checked whether the misuses have been automatically detected and healed by the proactive modules. In none of the cases the proactive modules fail to heal an execution that violates an API usage policy. This result confirms the effectiveness and suitability of proactive modules to enforce correctness policies.

The overhead introduced with the proactive modules does not introduce significant differences in the execution time of the apps. This has been confirmed with an ANOVA test that revealed no significant differences (with a significance level equals to 0.05) between the apps with and without the enforcers running. Considering all 15 apps we have an average overhead of 2%, even if in several cases (7 out of 15 apps) we have multiple modules active at the same time (from 2 to 6 active modules simultaneously).

We also conducted a human subject study to investigate if the modeling and code generation tool is actually useful compared to implementing Xposed modules from scratch. In particular, we involved three developers who graduated from our department in the implementation of proactive modules. When using our development environment, all the subjects produced correct enforcers in less than 1 hour, with the most experienced user completing the task faster than all the other subjects. On the contrary only the most experienced user produced correct enforcers in less than three hours when using Xposed only.

4 RELATED WORK

Failures caused by API misuses are very popular [1]. These failures have been proven to be pervasive in software systems and different automated approaches are available to detect different types of misuses [15, 19, 33]. However, it is still impossible to completely prevent API misuses, due to limitations of the available techniques that can only detect specific classes of faults.

Even if the concept of proactive library is general, many of the cases studied in the paper are about failures caused by incorrect resource management, such as apps that acquire and release resources according to wrong patterns [5, 14, 17, 27, 35]. Although some of these problems may be discovered with ad-hoc tests and static analysis techniques [5, 17, 35], it is generally difficult to eliminate resource management problems, covering every possible situation, also considering the problem of fragmentation that affects Android [34].

²https://virtualxposed.com
Techniques for avoiding and mitigating the impact of failures at runtime have been studied in many different contexts [7, 18, 29]. However, only a few limited solutions have been designed to address an environment with limited resources such as a mobile device.

The first results in the Android domain were mainly related to dynamic patch injection, automatic suppression of faulty functionality, and healing of data loss problems. Dynamic patch injection can be used to quickly deploy fixes in apps [22, 37]. However, since patches are produced offline, healing is only achieved with the intervention of the app developer, similarly to program repair techniques [12, 13, 20]. This mechanism can be useful to solve important vulnerabilities, but it cannot be used for immediate and automatic healing of failing executions.

Automatic suppression mechanisms can be used to automatically detect crashes and avoid future occurrences of the same crashes by bypassing the execution of features that caused the crash [5]. This approach may be useful in preventing further crashes, but does not help with fixing problems.

Healing of data loss problems provides a strategy to prevent any data loss due to an incorrect implementation of mechanisms to suspend and recover the execution of the apps [24, 28].

Compared to these techniques, proactive libraries provide a design solution that is complementary to mechanisms such as dynamic patch injection, and potentially more general than approaches that address specific classes of failures, such as data loss problems.

5 CONCLUSIONS

We presented the novel concept of Proactive Libraries, which combine a regular reactive library with multiple proactive modules that can monitor the execution and enforce the satisfaction of correctness policies about how to use the API methods at runtime.

We have implemented a tool that allows developers of proactive modules to design enforcement models according to usage policies and to automatically generate the corresponding proactive modules. These modules are then deployed on the device and the users, using a specifically developed app, decide whether to use them in their own applications.

We used Proactive Libraries to enforce the correct behaviour in 15 apps. The results that we obtained show that proactive libraries can efficiently enforce the specified API usage policies.

REFERENCES

[1] S. Amman, S. Nadi, H. A. Nguyen, T. N. Nguyen, and M. Mezini. 2016. MUbench: A Benchmark for API-Misuse Detectors. In Proceedings of the International Conference on Software Engineering. 45, 12 (2019), 1170–1188.

[2] S. Amman, H. Nguyen, S. Nadi, T. N. Nguyen, and M. Mezini. 2019. A Systematic Evaluation of Static API-Misuse Detectors. IEEE Transactions on Software Engineering 45, 12 (2019), 1170–1188.

[3] Android. 2021. The Activity Lifecycle. https://developer.android.com/guide/components/activities/activity-lifecycle.html. [Online; accessed November 2021].

[4] Android. 2021. Android API. https://developer.android.com/guide/index.html. [Online; accessed November 2021].

[5] M. T. Azim, I. Neamtiu, and L. M. Marvel. 2014. Towards Self-healing Smartphone Software via Automated Patching. In Proceedings of the International Conference on Automated Software Engineering (ASE).

[6] A. Banerjee, L. Kee Chong, S. Chattopadhyay, and A. Roychoudhury. 2014. Detecting Energy Bugs and Hotspots in Mobile Apps. In Proceedings of the ACM SIGSOF International Symposium on Foundations of Software Engineering (FSE).

[7] Y. Dai, Y. Xiang, and G. Zhang. 2009. Self-healing and Hybrid Diagnosis in Cloud Computing. In Proceedings of the International Conference on Cloud Computing (CloudCom).

[8] Eclipse Foundation. 2021. Acceleo. https://www.eclipse.org/acceleo/. [Online; accessed November 2021].

[9] Eclipse Foundation. 2021. Eclipse. http://www.eclipse.org/. [Online; accessed November 2021].

[10] Eclipse Foundation. 2021. Eclipse Modeling Framework. https://www.eclipse.org/modeling/emf/. [Online; accessed November 2021].

[11] Eclipse Foundation. 2021. Graphical Modeling Project. http://www.eclipse.org/modeling/gmp/. [Online; accessed November 2021].

[12] L. Gazzola, D. Micucci, and L. Mariani. 2019. Automatic Software Repair: A Survey. IEEE Transactions on Software Engineering (TSE) 45, 1 (2019), 34–67.

[13] D. Gianelli, O. Riganelli, D. Micucci, and L. Mariani. 2021. Exception-Driven Fault Localization for Automated Program Repair. In Proceedings of the International Conference on Software Quality, Reliability and Security (QRS).

[14] D. Li and W. G. J. Halfond. 2014. An Investigation into Energy-saving Programming Practices for Android Smartphone App Development. In Proceedings of the International Workshop on Green and Sustainable Software (GREENS).

[15] Z. Li and Y. Zhou. 2005. PR-Miner: Automatically Extracting Implicit Programming Rules and Detecting Violations in Large Software Code. In Proceedings of the European Software Engineering Conference held jointly with the ACM SIGSOFT International Symposium on Foundations of Software Engineering (ESEC/FSE).

[16] J. Ligatti, L. Bauer, and D. Walker. 2005. Edit automata: enforcement mechanisms for run-time security policies. International Journal of Information Security 4, 1 (2005), 2–16.

[17] J. Liu, T. Wu, J. Yan, and J. Zhang. 2016. Fixing Resource Leaks in Android Apps with Light-Weight Static Analysis and Low-Overhead Instrumentation. In Proceedings of the International Symposium on Software Reliability Engineering (ISSRE).

[18] J. P. Magalhães and L. M. Silva. 2015. SHOWA: A Self-Healing Framework for Web-Based Applications. ACM Transactions on Autonomous and Adaptive Systems 10, 1 (2015), 4:1–4:28.

[19] L. Mariani, F. Pastore, and M. Perzé. 2011. Dynamic Analysis for Diagnosing Exception Faults. IEEE Transactions on Software Engineering (TSE) 37, 4 (2011), 486–508.

[20] M. Mobillo, O. Riganelli, D. Micucci, and L. Mariani. 2019. FILO. Fb-LOCUS Localization for Backward Incompatibilities Caused by Android Framework Upgrades. In Proceedings of the International Symposium on Software Reliability Engineering (ISSRE).

[21] M. Monperrus and M. Mezini. 2013. Detecting Missing Method Calls as Violations of the Majority Rule. ACM Trans. Softw. Eng. Methodol. 22, 1 (2013), 1–25.

[22] C. Mulliner, J. Oberheide, W. Robertson, and E. Kirda. 2013. PatchDroid: Scalable Third-party Security Patches for Android Devices. In Proceedings of the Annual Computer Security Applications Conference (ACSAC).

[23] S. Nadi, S. Krüger, M. Mezini, and E. Bodden. 2016. Jumping through Hoops: Why Do Java Developers Struggle with Cryptography APIs? In Proceedings of the 39th International Conference on Software Engineering (ICSE).

[24] O. Riganelli, D. Micucci, and L. Mariani. 2016. Healing Data Loss Problems in Android Apps. In Proceedings of the International Workshop on Software Faults (IWSF), co-located with the International Symposium on Software Reliability Engineering (ISSRE).

[25] O. Riganelli, D. Micucci, and L. Mariani. 2017. Policy enforcement with proactive libraries. In Proceedings of the International Symposium on Software Engineering for Adaptive and Self-Managing Systems (SEAMS).

[26] O. Riganelli, D. Micucci, and L. Mariani. 2019. Controlling Interactions with Libraries in Android Apps Through Runtime Enforcement. ACM Trans. Auton. Adapt. Syst. 14, 2 (2019), 1–29.

[27] O. Riganelli, D. Micucci, and L. Mariani. 2019. Finding Resume and Restart Errors in Android Apps. In Proceedings of the International Conference on Mining Software Repositories (MSR).

[28] R. Seiger, S. Huber, and T. Schlegel. 2018. Toward an execution system for self-healing workflows in cyber-physical systems. Software & Systems Modeling 17, 2 (2018), 531–572.

[29] Z. Shan, T. Azim, and I. Neamtiu. 2016. Finding Resume and Restart Errors in Android Apps. In Proceedings of the International Conference on Mining Software Repositories (MSR).

[30] Z. Shan, T. Azim, and I. Neamtiu. 2016. Finding Resume and Restart Errors in Android Apps. In Proceedings of the International Conference on Mining Software Repositories (MSR).

[31] Z. Shan, T. Azim, and I. Neamtiu. 2016. Finding Resume and Restart Errors in Android Apps. In Proceedings of the International Conference on Mining Software Repositories (MSR).

[32] W. Wang and M. W. Godfrey. 2013. Detecting API usage obstacles: A study of iOS and Android developer questions. In Proceedings of the International Conference on Mining Software Repositories (MSR).

[33] A. Wasylkowski and A. Zeller. 2009. Mining Temporal Specifications from Object Usage. In Proceedings of the IEEE/ACM International Conference on Automated
[34] L. Wei, Y. Liu, and S.-C. Cheung. 2016. Taming Android Fragmentation: Characterizing and Detecting Compatibility Issues for Android Apps. In Proceedings of the IEEE/ACM International Conference on Automated Software Engineering (ASE).

[35] T. Wu, J. Liu, Z. Xu, C. Guo, Y. Zhang, J. Yan, and J. Zhang. 2016. Light-Weight, Inter-Procedural and Callback-Aware Resource Leak Detection for Android Apps.

[36] XDA. 2021. Xposed. http://repo.xposed.info/. [Online; accessed November 2021.

[37] M. Zhang and H. Yin. 2014. AppSealer: Automatic Generation of Vulnerability-Specific Patches for Preventing Component Hijacking Attacks in Android Applications. In Proceedings of the Annual Network and Distributed System Security Symposium (NDSS).