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In this article, we advise on transitioning to a more agile delivery model for large-scale agile development projects based on experience from the Parental Benefit Project of the Norwegian Labour and Welfare Administration. The project modernized a central part of the organization’s IT portfolio and included up to ten development teams working in parallel. The project successfully changed from using a delivery model that combined traditional project management elements and agile methods to a more agile delivery model with autonomous teams and continuous deployment. This transition was completed in tandem with the project execution. We identify key lessons learned, which will be useful for other organizations considering similar changes and report how the new delivery model reduced risk and opened up a range of new possibilities for delivering the benefits of digitalization.

As part of digitalization, many organizations, in both the private and public sector, are undergoing or planning an “agile transformation” with goals such as to delivering products with increased value and enabling the more frequent deployment of product improvements. An important part of this transition is frequently “scaling-up” the use of agile processes from team to project, program, and/or organizational level.

Several studies have been conducted on the transition to more agile processes and extension of agile processes to larger parts of the organization. Lessons learned from a successful transformation at the telecom company Ericsson include that the transition should be supported by using an experimental approach, stepwise implementation, specialized teams, and provision of sufficient support for teams to learn the agile processes.

Studies reporting on challenges in such transitions find that agile processes may be difficult to implement, that requirements engineering may be more challenging, and that there may, in general, be resistance to change. However, we are not aware of any other study reporting on the experience of managing this type of transition during the execution of a large project, with a fixed budget and planned date for delivery. This type of transition is not without peril, as we know there is a high risk for organizational change programs to fail.

PARENTAL BENEFIT PROJECT

In 2016, the Norwegian Labour and Welfare Administration (“Welfare Administration”) initiated a large and highly publicised three-year project with an actual...
cost of around 75 million USD. The project aimed at developing software products that would process 100,000 applications for parental benefit annually, replacing a legacy solution. The development started in October 2016, and the software products were moved from project to product development organization in June 2019. At its peak, the development involved almost 130 people, and for a long period, ten development teams were working in parallel.\(^9\)

The first phase of the project used a delivery model with traditional project management elements, such as phases and subprojects, combined with agile process elements, such as iterative development and involvement of the business, in regular reviews.\(^10\) In this phase, the requirements were described through epics, which were broken down into user stories and detailed by domain experts. The user stories were then handed over to the development teams (Figure 1, top). The teams used Scrum and Extreme Programming (XP) practices with three-week iterations. The solutions delivered in the first phase were deployed in two large releases in a complex release process.

Why change the delivery model? There was both internal and external pressure to change. Internally, many perceived the initial delivery model of the project to be a barrier to efficient work and argued for a more agile approach. The organization of the project led to many handovers between business and development subprojects, and, although a number of arenas were established, there were challenges in the coordination of these two subprojects. The delivery model used in the first phase of the project had few and very large releases, which meant long delays in feedback on the actual product from stakeholders. Furthermore, it was not clear how to use the delivery model to support operations and maintenance of the product in use while, in parallel, developing new features on related products. This was a high risk in the project. At the same time, the Welfare Administration had started work to change the general delivery model in favor of more agile approaches.\(^11\)

To face these challenges, the project manager established a task force to give advice on changing to a new, more agile, delivery model. The advice from the task force was central to the radical changes in the last phase of the project.

In the last phase, the project changed the processes to a flow-based model with continuous deployment (Figure 1, bottom).\(^12\) Hence, both team and organizational design were changed, as were the technical platform and architecture, while the project milestones and value realization were retained. The organizational structure in the project changed from separating teams by role and phase to combining roles from business and development into cross-functional autonomous teams, separated by subdomain. The ten teams had, on average, 12 members and no formal team leadership. Each team had its own product owner.

**FIGURE 1.** Delivery models in the first and last phases of the project.
The project was completed successfully, with all planned benefits realized on time and on cost, and received the annual prize for digital projects in Norway in 2019 for “making the user journey modern and digital for new and future parents.” Users found that the time used to process applications was reduced from months to seconds. An example key objective was the degree of self-service on applications which had a target of 80% but was 99.8% in the spring of 2019. The changes were also perceived as successful internally, where informants reported a “much tighter dialogue” between business and development and that “it [the process change] strengthens the developers’ understanding of the domain, the product owners’ understanding of the technology, you save a lot of time and get more work done.”

In the following, we describe what was experienced during the transition leading to the successful delivery of the project. We hope that the lessons learned from the transition will be valuable for other private and public organizations seeking to exploit the potential of more agile processes in ongoing large-scale digitization work. Importantly, this was done without severe consequences in the event of failure, as there was an existing solution that could act as a fallback. The pilot gave the team considerable freedom and leverage to experiment, potentially fail, and learn from experience.

One benefit of the pilot work was that the introduced processes were easy to adjust, based on what the pilot team and its surroundings had learned. The team had important support from change agents from the Welfare Administration’s IT department with expertise in agile methods and a high level of trust from the IT leadership. Second, stakeholders and project leadership were given an arena in which to observe and learn how the agile approach played out in practice, instilling confidence that it was possible to make the change in the organization and domain successfully.

Running a pilot team was not without challenges. The project had to handle a “multi-speed setup” with different cadences and levels of documentation, reporting, and release routines. It made the planning of effort and coordination of the work of the teams harder, as the pilot team followed a much shorter release cycle and had different goals and priorities. The pilot team was shielded from the traditional process requirements implemented for the rest of the project, so it could focus on delivering working code and value to end-users. This situation created some tension among the remaining teams, who had to meet more stringent process requirements, such as the production of extensive documentation, detailed estimations, and detailing of solution descriptions for user stories. Before the project changed to continuous delivery, every release had to be coordinated across the

| Level of dependencies | Low | High |
|------------------------|-----|------|
| Scope                  | Small | Large |
| Number of stakeholders | Few | Many |
| Realization of functionality | Gradually | Fully |
| User centricity        | High | Low |

**FIGURE 2.** Evaluation of self-service as pilot area.

The project established a pilot team in a noncritical area to act as a frontrunner for new practices, gain experience, and learn about how to implement the new delivery model. The selection of the service subject to the pilot work was based on the five criteria shown in Figure 2. The pilot work was conducted in an autonomous, cross-functional team using a Kanban approach with continuous deployments.

The use of the pilot team enabled the organization to gain important experience about the new delivery model and created momentum for the change. Ensuring technical preparations are in place to support the transition.

Before the project changed to continuous delivery, every release had to be coordinated across the
organization in a release train every three to six months. After the transition to the new delivery model, the project made at least daily deliveries to production. To achieve the change to continuous delivery, it was essential to set up a new technical self-service platform. This platform gave the teams flexibility in creating and maintaining services and established the foundation for frequent deliveries without barriers in process or organization.

Having ten development teams working on the same codebase caused a bottleneck. In the first phase of the project, the produced solution was based on further development of a prototype following a “monolith first” approach. The product was built for automatic and semi-automatic handling of parental leave cases in a domain created by politics, negotiations, and law over decades. Boundaries between functional domains, known as “bounded contexts” in domain-driven design, had to be established, based on experience, by building the system in close collaboration with senior caseworkers. New technical modules were established as functional and technical dependencies stabilized and the case management domain was further understood. The transition focused on breaking up the product into more cohesive modules and decreasing coupling across identified boundaries. Modules with many dependencies, which gathered information from many registers or messages from users, were separated into new microservices.

Another bottleneck was related to the flow of code from commit to production. In the first phase of the project, teams made changes in branches of the codebase, using a Gitflow branching model, which were later integrated and released to various test environments in a three-week iteration. Many teams had week-long branches, which gave rise to conflicts when merging code. Small, low-risk changes would take up to half an hour to integrate across the build stages. In the transition, the project moved to trunk-based development, where individual code contributions were integrated at least daily, reducing the size of merges and making work in progress more transparent to other developers.

A team of seniors with prior experience in the platform and with continuous deployment led technical fora and meetings, including fora for “tech review,” a “tech lead forum,” meetings on “go/no-go” for production, and “blameless postmortems.” A new test regime was built on the agile test pyramid, and much effort was invested in removing slow and unstable tests from the main build to deliver on quality post-transition.

**INVOLVE THE PROJECT ORGANIZATION EARLY AND OFTEN IN THE TRANSITION PROCESS**

Early involvement in the transition process was ensured by establishing a task force long before the decision to change the delivery model was taken. The aim of establishing the task force was to create, at an early stage, a common understanding of the goal of the transition, the delivery model to use, and what it would require to succeed. The task force was asked to agree on the direction of the change, present a united goal, and create an initial plan to achieve the goal. The task force was cross-functional with, in total, 12 representatives from development, architecture, requirements engineering, quality, and management roles from both the Welfare Administration and external vendors participating in the project. It received input on wishes, needs, and worries before and during the implementation of the change. There were discussions on the uncertainty of remodeling the entire development organization of almost 130 people, changing roles and responsibilities, while being committed to external milestones and value realization. The task force concluded with a unified recommendation on moving to continuous deployment and autonomous teams.

The task force believed that early and extensive involvement would result in a high degree of willingness to change and to deal with risks and unknowns. Hence, it focused on ensuring everyone felt involved, creating excitement, and making those involved see opportunities rather than challenges.

We observed that early and extensive involvement from both the Welfare Administration and suppliers was key in both securing ownership throughout the organization and setting a common goal across previously strong borders between customers and vendors. Internal involvement at the Welfare Administration also generated these outcomes, with both functional and technical departments cheering the change to a more agile delivery model.

**GIVE AUTONOMOUS TEAMS SUFFICIENT TIME TO BECOME PRODUCTIVE**

In the first phase, business people were organized in teams that were separate from the development teams, with handovers of user stories and solution descriptions before each sprint. This model was seen as a threat to the overall success of the project in the last phase, where the users’ needs had been less analyzed and new features had to be implemented into a
The planned realization of the project’s user benefits was ambitious and included substantial time and cost savings for the Welfare Administration and external users. Planned benefits included reduced effort to process cases with automation, increased quality of data through more self-service for end-users, and reduced number of calls for guidance, errors in payments, and complaints. To ensure that the planned benefits would be realized, the organization introduced several benefits management roles and processes. These were present from the initiation of the project, but the transition improved the ability to realize the planned benefits.

The national governmental software process recommendation is that the benefits responsible should be a manager in the “line organization.” For this project, however, benefits management roles were held by people who were integrated in and very active parts of the project. This was, in particular, the case for the change manager role, but the project manager was also responsible to a considerable degree for ensuring that the planned benefits were realized. The project was able to draw on a good mix of people with responsibility, mandate, and time to act with regard to benefits management. This mix supported the project’s ability to successfully realize the planned benefits.

The transition to the new delivery model enabled continuous deliveries, which were used to gain feedback and learn how well such deliveries enabled the realization of the planned benefits. Hence, there appears to be a good fit between the chosen delivery model and good benefits management.

A “we build it, we run it” regime was implemented, implying that every team was day-to-day responsible for the products in use. Bugs, requested changes from external or internal users, and planned user stories were prioritized and treated in the same way. As part of this feedback and learning process, the benefits responsible regularly communicated and followed up the planned benefits with the development teams and other stakeholders. An “impact map” visualized the connection between deliveries, impact created, and strategic goals, acting as a constant reminder that the goal of the project was not deliverables, but positive effects for the stakeholders in terms of cost and time savings and improved service levels.

The use of agile processes as part of benefits management may not only have enabled the project to prioritize deliveries according to their benefits, but also to identify...
new benefits and change the importance of previously planned ones. An example was extending the scope of the project to redesign external web pages, which increased the volume of digital processing of applications.

KEY LEARNINGS FROM THE TRANSITION

Changing the delivery model to a more agile model is a risky process. It is even riskier when it is carried out during the execution of a large software development project of high importance and when time is constrained by a fixed completion date for new welfare legislation to be implemented. Although the general advice is to reduce the size of software projects, and some have predicted the "death of big software," it often does not make sense to modernize only a part of a legacy system. The project reported in this article managed to be successful in both changing the process and delivering a product on time. Lessons learned from this transition include the need for the careful composition of a pilot team, planning for sufficient effort for technical preparations, early and frequent involvement of stakeholders, giving autonomous teams sufficient time to establish productive work practices, and focusing on delivering benefits.
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