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Abstract—This paper focuses on the problem of detection and prevention of stolen and misused secrets (such as private keys) for authentication toward centralized services. We propose a solution for this problem, based on SmartOTPs, the two-factor authentication scheme against the blockchain, which is intended for smart contract wallets and utilizes one-time passwords (OTPs). We modify SmartOTPs for our purposes and utilize them in the setting of two-and-a-half-factor authentication against a centralized service provider. Out of two and a half factors of our solution, the first factor stands for the private key, and the second and a half factor stands for OTPs and their precursors (a.k.a., pre-images), where OTPs are obtained from the precursors by cryptographically secure hashing.

We describe the protocol for bootstrapping our approach as well as the authentication procedure. In the case of stolen credentials from the client, we show that our solution enables the user to immediately detect it and proceed to re-initialization with fresh credentials. We utilize blockchain-based identity management and decentralized identities of users to simplify the overhead of the registration process and reinitialization.

I. INTRODUCTION

A potential solution to the password problems (e.g., forgetting, weak passwords) might be resolved by third-party authentication schemes that enable delegation of authentication to service providers such as Facebook, Google, etc. The well-known solution for third-party authentication is Open Authorization (OAuth) [1]. However, even OAuth protocol v2.0 is vulnerable to phishing attacks [2], click-jacking [3], and redirect URL attacks [4]. An alternative to password-based authentication is public key cryptography. However, the malware was developed to steal private keys as well [5]. Misusing any single-factor credentials or the authentication approach by the attacker might have serious consequences. Therefore, as a general rule of thumb, the users utilize two-factor authentication (2FA) solutions.

Our approach is based on SmartOTPs [6], which serves as 2FA for non-custodial smart contract wallets. SmartOTPs enable to enrich public key-based authentication by the second factor with interesting usability properties stemming from short OTPs (i.e., 12 mnemonic words of BIP-39 [7]) and elimination of a shared secret (that is presented in HOTP [8] and TOTP [9]). The 2FA of SmartOTPs is performed in two stages of interaction with the blockchain, requiring two transactions—one for each factor: (1) initialization of the operation with the wallet using the private key and (2) the confirmation of the operation by publishing a corresponding OTP. OTPs are aggregated by a combination of Merkle tree and hash chains (see Fig. 1), and they are iterated in layers from the top to the bottom of hash chains. The root of the Merkle tree can be made public (and thus stored at e.g.,
We consider four entities: the authenticator \( A \), the user (at the client), the service provider, and the smart contract (at the blockchain). We assume that each service provider has its smart contract deployed for our solution and its code is publicly listed [11]. The first factor stands for traditional public-key authentication. The other 1.5 factors are computed from a secret seed \( k \) that is stored at \( A \). A list of \( N \) OTPs is derived together with their precursors from \( k \), denoted as \( O T P s \). OTPs from the penultimate iteration layer of SmartOTPs (i.e., \( O T P s \)) represent the second factor of authentication while revealing the precursors of OTPs stands for another “half” factor of this process. The situation is depicted in Fig. 2. In detail, precursors \( O T P s \) are stored at \( A \), while OTPs (and all nodes of Merkle tree) are stored in the client (e.g., browser). For each user, the service provider initially stores only the public key and the root hash of the Merkle tree aggregating OTPs.

### A. Bootstrapping Phase

The bootstrapping phase of our approach is to establish binding among \( A \), the client, and the service provider. The communicating entities in this phase trust each other (i.e., we assume a secure bootstrapping). The bootstrapping phase is depicted in Fig. 3, and it contains several steps: (1) The user generates the public/private key pair \( PK_U/SK_U \) at her client. (2) The user creates her decentralized identifier (DID) [10] at (external) identity-oriented blockchain and then registers it together with her \( PK_U \) at (external) identity provider, obtaining verifiable credentials. (3) \( A \) generates the secret seed \( k \). (4) The user temporarily transfers \( k \) to the client by an air-gapped transfer – e.g., transcription of mnemonic words [7]. (5) \( N \) precursors \( O T P s \) are generated from \( k \) by a pseudo-random function \( F_k(i) \) for \( i = 1, \ldots, N \) and then all \( O T P s \) are computed from the precursors by cryptographically secure hashing (see Fig. 2). The Merkle tree with its root aggregating all \( O T P s \) is computed at the client. (6) All nodes of the Merkle tree are stored at the client (enabling

\[ F_k(i) \text{ can be made from a secure hash function } h(.) \text{ as } F_k(i) = h(k || i). \]
faster computation of Merkle proofs). (7) Client deletes \( k \) and \( \text{OTPs} \) from the blockchain, only at the service provider. (8) The client sends securely her verifiable credentials (with \( PK_U \) and her DID) together with the root hash of the Merkle tree to the service provider within a signed TLS-encrypted message. (9) Using a PK of a publicly-known identity provider, the service provider verifies the identity of the user from her verifiable credentials. (10) Service provider saves \( PK_U \), DID, and the root hash of the Merkle tree.

**B. Operational Phase**

The authentication protocol is depicted in Fig. 4, and it consists of the following: (1) Client sends the TLS-encrypted signed message containing \( \text{OTP}_i \) and its Merkle proof \( \pi_{\text{OTP}_i} \) to the service provider, where \( i \) is the increment-only counter of successful user sessions, and it matches with the OTP ID in the Merkle tree. (2) Service provider verifies the signature of the user against \( PK_U \) that was extracted from her verifiable credentials. (3) Service provider verifies whether the membership of the \( \text{OTP}_i \) in the user’s Merkle tree using \( \pi_{\text{OTP}_i} \). (4) Service provider verifies whether the previous session ID stored by the service provider has been completely authenticated (thus invalidated) and is equal to \( i - 1 \). If so, the service provider increments the session ID to \( i \). Otherwise, the service provider sends an alert about the attempted misuse of the session to the client. (5) Service provider sends the transaction containing the current and the previous user’s OTPs (i.e., \( \text{OTP}_i \) and \( \text{OTP}_{i-1} \)) to the smart contract. (6) Smart contract checks whether \( \text{OTP}_i \) is not presented in the blockchain of last used OTPs, and reverts with attempted credential misuse event if so (which is listened to by the users). Smart contract deletes \( \text{OTP}_{i-1} \) from its registry and inserts \( \text{OTP}_i \). Therefore, these OTPs and their insertion into the registry cannot be linked to the particular user identity. The only information that is visible to the public is that “someone” tries to authenticate at a particular service provider. Finally, the smart contract returns success together with the transaction ID. (7) Service provider updates \( \text{OTP}_{i-1} := \text{OTP}_i \) in its user data record, which is always appended to the next transaction publishing \( \text{OTP}_i \). (8) Service provider returns the \( \text{OTP}_i \) and transaction to the client. (9) The client checks whether a returned transaction contains correct data (related to \( \text{OTP}_i \)). Then, the client fetches the inclusion proof \( \pi_{\text{inc}} \) of the transaction from the blockchain and uses her light client checks whether the transaction was indeed included in the blockchain. (10) The user enters \( i \) to the authenticator that will display the OTP precursor (i.e., \( \text{OTP}'_i \)) encoded as a mnemonic string or QR code. (11) The user transfers \( \text{OTP}'_i \) from the authenticator to the client. (12) The user sends the TLS-encrypted signed message containing the transaction, its inclusion proof, and \( \text{OTP}'_i \) to the service provider. (13) Service provider verifies the signature of the user and checks whether the session ID \( i \) extracted from the corresponding Merkle proof of \( \text{OTP}'_i \) is a valid session ID. If not, it aborts the process and returns failure. (14) Service provider verifies the precursor of \( \text{OTP}'_i \), by checking equality \( \text{OTP}'_i = h(\text{OTP}'_i) \), representing the verification of the last half factor of 2.5 factors. (15) Service provider verifies the transaction and its inclusion proof \( \pi_{\text{inc}} \). (16) The service provider grants access to the user and marks the Session ID as invalidated.

**C. Attempt of Credential Misuse & Reinitialization**

The service provider and the user can detect an attempt of credentials misuse during the authentication. However, the authentication cannot be finished by the attacker since she does not possess \( \text{OTPs} \). In such a case, the user aborts the authentication process and generates new credentials (and thus secrets). Next, the user ensures that her client and PC do not contain any malware, and then repeats the bootstrapping protocol, which will introduce a new private key and OTPs including their precursors, while the public data linked to these secrets will be updated at the service provider as well. To optimize the re-initialization, our scheme can be bootstrapped with the fresh key pair, which is signed by the original key pair registered at the service provider and identity provider.

**IV. Conclusion**

To enhance the authentication process of centralized services based on public keys, we added 1.5 OTP factors obtained from a modification of SmartOTPs. Our approach splits OTPs into precursors and OTPs that are derived from their precursors by secure hashing. OTPs are provided as the second factor, while their precursors serve as the final half factor. Our approach enables users to instantly detect stolen and misused credentials from the public registry in the blockchain that stores the last used OTP of each user. To optimize cost and performance, it is recommended to use a public permissioned blockchain operated by multiple service providers. Security analysis, performance evaluation, and discussion will be provided in the full version of our paper.
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