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Abstract

In this work, we solve the problem of finding non-intersecting paths between points on a plane with a new approach by borrowing ideas from geometric topology, in particular, from the study of polygonal schema in mathematics. We use a topological transformation on the 2-dimensional planar routing environment that simplifies the routing problem into a problem of connecting points on a circle with straight line segments that do not intersect in the interior of the circle. These points are either the points that need to be connected by non-intersecting paths or special ‘reference’ points that parametrize the topology of the original environment prior to the transformation. When all the necessary points on the circle are fully connected, the transformation is reversed such that the line segments combine to become the non-intersecting paths that connect the start and end points in the original environment. We interpret the transformed environment in which the routing problem is solved as a new data structure where any routing problem can be solved efficiently. We perform experiments and show that the routing time and success rate of the new routing algorithm outperforms the ones for the A*-algorithm.

1. Introduction

The problem of identifying non-intersecting paths that connect a set of start and end points on a plane has been one of the oldest problems in computational geometry and graph theory. Dijkstra’s algorithm [Di59] and the A*-algorithm [HN58] are examples of graph traversal algorithms that solve the problem of identifying shortest routes that connect start and end points on a plane. For our problem, we are not necessarily interested in finding the shortest or most ‘optimal’ paths that connect a set of start and end points, but rather that all start and end points are completely connected without paths intersecting with each other. As expected, the problem becomes increasingly harder when the number of points increases. By noting that the complexity of solving such problems with conventional algorithms from graph theory becomes increasingly
more difficult \cite{SS07, DSSW09} and their applications more varied \cite{ZX05, NA10, SZAHS11}, we aim to solve the general routing and the related design problem from a different angle.

Figure 1: A 2-torus and its corresponding unit cell, which is a rectangle with its opposite sides identified with each other. A closed path \( r \) on the 2-torus can be represented as a path on the unit cell, and intersections of \( r \) with the boundary of the unit cell indicate the direction of \( r \). The winding number of \( r \) is \((n_A, n_B) = (+1, 0)\).

In this work, we make use of geometrical topology in order to solve the problem of connecting a set of points with non-intersecting paths. In order to do so, we use a transformation of the planar space on which the routing is taking place. The transformation maps the routing problem to a topologically simpler space where the problem can be solved more straightforwardly. Because the transformation is reversible, after all necessary start and end points are connected, the space with the routing result is transformed back to its original environment. This transformation preserves relative rather than absolute positions of the points that need to be connected and uses concepts borrowed from geometrical topology, in particular the study of compact 2-manifolds and polygonal schema \cite{Bra21, Ful13, VY90}.

Polygonal schema were introduced in mathematics to study the topology of compact 2-manifolds and are particularly useful in representing the homotopy of paths on these manifolds \cite{Ful13}. As a result, naturally polygonal schema appeared in so-called non-crossing walk problems on compact 2-manifolds \cite{Sno91, TSN93, Pap96, EKL06, EN11}, where the problem is to find shortest paths in a topological space. A combination of techniques such as the triangulation of these surfaces, graph algorithms and the analysis of homotopy structures were used in the past to identify shortest non-crossing walks on these surfaces.

In the following sections, we give an overview of polygonal schema and how
they are used to capture the homotopy classes of paths in compact 2-manifolds. We then discuss how polygonal schema give rise to a much more advantageous environment in which solving routing problems become more straightforward. Following this introduction, we describe a new algorithm using polygonal schema for solving complex routing problems. Following the implementation of our algorithm, we test the method’s performance against the A*-algorithm and conclude with future extension and applications for computer-aided design problems.

2. Background

A useful way of looking at compact 2-manifolds such as the Riemann surface of genus 1, i.e. a torus, is to represent it in terms of its corresponding polygonal schema. The 2-torus can be represented in terms of a rectangle with opposite sides of the rectangle being identified with each other as shown in Figure 1. Any such simple convex polygon together with a boundary glueing pattern is known as a polygonal schema of the represented manifold. Using the example of the 2-torus, we learn that a rectangle with its opposite boundary sides identified with each other is topologically equivalent to a torus. Furthermore, it can be noted that even though a torus is 3-dimensional, it can be much more straightforwardly represented by a flat surface with an appropriate boundary identification. Another name for the rectangle that becomes the torus by boundary identification is the unit cell of the torus.

When one draws a closed path on a 2-torus, it can be assigned a homotopy class or so-called winding number. The winding number counts the total number of turns that the path makes around a given direction. In case of the 2-torus, the winding number is exactly the number of times the path intersects with the boundary of the rectangle in a given direction. Because in the case of the 2-torus, the unit cell has 2 pairs of identified boundary sections, there are two fundamental directions on the compact 2-manifold and the winding number is
given by a 2-vector. An example of a closed path and its winding number on the 2-torus is shown in Figure 1.

Figure 3: Illustration of how a pair of start and end points on a bounded plane can be transformed to the ‘unit cell’ of the environment by cutting the plane along 3 different cut line configurations.

From polygonal schemas and homotopy classes of paths, one can see that the boundary of unit cells play a crucial role in parametrizing how a path is drawn on a compact 2-manifold. The identified boundaries of the unit cell that form the 2-manifold cut and parametrize the direction of the path that is drawn on the 2-manifold. The question arises whether a similar approach can be used to parametrize paths that connect a set of start and end points on a bounded plane as part of the problem that we are considering in this work.

In fact, for our problem, the topology of the environment is a punctured plane where each puncture is associated to either a start or end point of our problem. Given a puncture, there are two ways that a path can pass the puncture: clockwise or anti-clockwise, as illustrated in Figure 2. In order to distinguish between these two cases, one can make use of the principle of homotopy and winding number of paths that we considered above in the context of the 2-torus. In fact, for punctures, the principle of winding numbers exactly works the same as for polygonal schema. One can introduce a cut that connects to the puncture from the overall boundary of the plane such that when the path passes the puncture it either intersects with the cut or not. By that distinction, we can identify in
each neighbourhood of a puncture the direction of a given path as illustrated in Figure 2. As such, for the parametrization to be complete, all punctures have to be connected to at least one cut and there is one cut for each puncture.

One can now cut the bounded plane along the cuts to obtain the abstract polygonal schema representing the plane with punctures as illustrated in Figure 3. This is analogous of cutting the 2-torus along its $a$- and $b$-cycles to obtain the rectangle that forms its unit cell. The identified opposite sides of the unit cell rectangle represent cuts of the 2-torus and intersections of the paths with the cuts identify the direction that the path takes on the 2-torus. For the punctured plane the same principle holds. When separated along the cut lines connected to the punctures, one obtains the representative abstract unit cell and when one glues the cut lines back together one receives back the original punctured plane.

We can simplify the unit cell of the punctured plane further by mapping it into a circle. There are points on the boundary of the circle but no points in the interior. Edges between these points correspond to either the outer boundary of the plane or the cut lines along which we separated the punctured plane. We can clearly see from here that all start and end points now lie on the boundary of the circle. We can simplify the unit cell even further by mapping the edges that correspond to cut lines with points themselves on the boundary as shown in Figure 3. This amounts to pinching each side of the cut line after separation into a point. Under this simplification, each cut line is represented by a pair of points on the boundary of the unit cell. When a path enters one of these points, it comes out of the corresponding paired point and vice and versa. This is as expected since the analogous situation is when in the punctured plane the connecting path intersects with the corresponding cut line by entering it on one

---

**Figure 4:** A path (yellow) can pass a puncture on a bounded plane either anti-clockwise (left) or clockwise (right). The exact orientation can be determined through a reference cut or path $r_i$. If the original path intersects with $r_i$, it runs anti-clockwise, if there is no intersection it is clockwise.
side and exiting it on the other side.

For simplicity, we call the original punctured plane the ‘embedded frame’, where absolute positions matter, and the circle with start, end and cut line points the ‘circular frame’, where relative positions matter. The circular frame is exactly what we identify as the abstract polygonal schema or unit cell of the original environment, the punctured plane.

A clear advantage of this representation of the original routing problem is that there are no more environmental obstacles in the interior of the routing environment. Furthermore, the only restriction that we are worried about, the fact that paths connecting start and end point do not intersect with each other, can be checked by checking the boundary of the unit cell. The ordering of two pairs of points on the boundary that are connected by two paths determines whether the two paths intersect in the interior or not as shown in Figure 4.

This holographic property of the circular frame is ideally suited for introducing a data structure that encodes connectivity information as well as intersection information between a set of points. When one goes along a fixed orientation, let’s say anti-clockwise, around the unit cell of the punctured plane, each consecutive point and the indices of paths connected to it can be stored in a list that fully encapsulates the path routing. Since each point is assigned a coordinate in the original bounded plane, the routing can be represented on the original plane by glueing together the cut lines.

Finally, we note that connecting all associated points with non-intersecting paths is always possible. With the help of the circular frame this task has become a problem of connecting points on the boundary of a circle with non-intersecting line segments, without having to worry about environmental obstacles in the interior of the circle. In the following section, we outline the full algorithm for computing routing solutions given a set of start and end points distributed in a bounded plane.

3. Method

For our problem, let there be set of start points \( S = \{s_1, \ldots, s_n\} \) and end points \( T = \{t_1, \ldots, t_n\} \) with pairwise identification \( f : s_i \mapsto t_i \). The coordinates of the vertices \( s_i \) and \( t_i \) are such that they are on a bounded plane \( P \) with a boundary \( B \). These points are identified with punctures on the plane \( P \) as illustrated in Figure 3.

The next step is to draw a tree \( R = \{r_1, \ldots, r_m\} \) or a set of trees \( \mathcal{R} = \{R\} \) such that the edges \( r_i \) are connected with points in \( S \) and \( T \) or at most one point in \( B \). The possible edges are therefore \( (s_i, s_j) \), \( (s_i, t_j) \), \( (t_i, t_j) \), \( (b_i, s_j) \) and \( (b_i, t_j) \), where \( b_i \in B \). Note that each tree needs to have at exactly one edge connected to a point. Moreover, there needs to be enough trees such that every point in \( S \) and \( E \) is connected through a tree to the boundary \( B \), as illustrated in Figure 7. The trees with their edges \( r_i \) are the cuts on the plane \( P \) that act as a parametrization of \( P \). We call these reference paths \( r_i \). Possible intersections of paths connecting \( s_i \) with \( t_i \) with the reference paths determine the direction that the path is taking in \( P \).
We cut along the reference paths $r_i$ the plane such that it becomes topologically equivalent to a circle with points on its boundary. The points are either $s_i$, $t_i$ or correspond to points related to reference paths. The reference paths after the cut are split into two sides $r_i$ and $r_i'$ that are pinched to points on the boundary of the circle as illustrated in Figure 6. For simplicity, we call the circle the ‘circular frame’ while the original setup on the plane $P$ is called the ‘embedded frame’. The circular frame is a simplified abstract polygonal schema representing the topology of the plane with punctures. Figure 9 shows the correspondence between an example of the embedded frame and the circular frame of the original routing problem.

The circular frame is the primary environment where now one can execute a variety of connection algorithms. Let us for the purpose of this work describe...
a simple connection algorithm that links all start points with the corresponding end points with non-intersecting paths in the circular frame.

1. Let there be an orientation around the boundary of the circular frame, say anti-clockwise, such that the order of appearance of starting points along the boundary under the orientation is from $s_1$ to $s_n$.

2. Starting from the first start point $s_1$, we go anti-clockwise until we reach the corresponding end point $t_1$. We draw a line connecting these two points.

3. Going to the next start point $s_i$, we go anti-clockwise until we reach: (a) the corresponding end point $t_i$, and we draw a line connecting $t_i$ with the $s_i$ and go to step 3; or (b) a point that is already connected to a line, then we go to step 4 if that point is a reference path point $r_j$ and we draw a line connecting $s_i$ with $r_j$, or step 5 if that point is not a reference path point but a point $p_k \in S \cup T$; or (c) the start point $s_i$ itself, in which case we did not encounter $t_i$ on our way, and we continue with step 6.

4. Given that we are at reference path point $r_j$, we make sure that we exit $r_j$ in the same order as our path entered its pair $r_j'$, and we move anti-
Figure 8: The order in which paths enter a reference path point $r_i$ is the same as the order in which they exit the paired point $r'_i$.

clockwise until we reach: (a) the end point $e_i$ associated to the start point $s_i$ where we started at in step 1, and connect with a line $r_j$ and $e_i$ and go to step 3; or (b) a reference point $r_k$ that is paired with $r'_k$ and already connected to a line, where we connect $r_j$ with $r_k$ and move to $r'_k$ and continue with step 4 from the beginning; or (c) we reach a point $p_k$ that is not a reference point and is already connected to a line, where we move to step 5; or (d) the start point $s_i$, where we have started in step 3, then we move to step 6. Note that in (b), if there are multiple lines connected to $r_k$, we have to make sure that the order in which our path from $r_j$, enters $r_k$ is the same as the order it exits $r'_k$ as illustrated in Figure 8.

5. We are at a start or end point $p_i$ which is not associated to the original start point where we started in step 3. $p_i$ is connected to a line that pairs it at its other end with a point $p_j$. We go to $p_j$ and continue our journey anti-clockwise until we reach: (a) the end point $e_i$ corresponding to the original start point where we started in step 3, and we draw a line connecting these two points and go to step 3; (b) a reference point $r_k$ that is paired with $r'_k$, and we move to $r'_k$ and continue with step 3; or (c) we reach a point $p_k$ that is not a reference point but already connected to a line, where we move to step 5; or (d) the start point $s_i$ itself without having passed by its end point $t_i$, where we move to step 6. Note that in (b), if there are multiple lines connected to $r_k$, we have to make sure the order in which our path enters $r_k$ is the same as the order it exits $r'_k$ as illustrated in Figure 8.

6. We have reached $s_i$ without having encountered $t_i$. In this case, we go back clockwise along the reverse sequence of points that we have passed
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so far until we reach the first reference point $r_i$ and connect the previous point with $r_i$. We then continue with step 4.

7. These steps are done until we have covered all start points $s_i \in S$. This is when all $s_i$ are connected with the corresponding $t_i$ with non-intersecting lines in the circular frame.

Note that the above algorithm in conjunction with the circular frame representation of the routing problem guarantees that the path connecting the start and end points do not intersect with each other. Figure 8 illustrated the above algorithm in terms of a simple example.

The final step of the routing algorithm is to map the routing result in the circular frame back to the original environment on the bounded plane. We note that every start and end point on the boundary of the circular frame is assigned a coordinate in the embedded frame. Furthermore, the pairs of reference path points $r_i$ and $r'_i$ are mapped to cut lines on the embedded frame whose end points are one of the following: $(s_i, s_j)$, $(s_i, t_j)$, $(t_i, t_j)$, $(b_i, s_j)$ and $(b_i, t_j)$. Each of the end points have a coordinate assigned to them in the embedded frame. When we go to the embedded frame from the circular frame, we first map the $r_i$ and $r'_i$ to the separated cut lines and then sew the cut lines together to obtain a single line ending at two points with their coordinates on the embedded frame. While doing so, we make sure that the lines entering and leaving the reference path points are distributed along the cut lines in the embedded frame in the same order as they leave and enter the points in the circular frame as illustrated in Figure 8.

Given that no paths intersect in the interior of the circular frame, there are no paths intersecting in the embedded frame due to the reversible nature of the topological transformation that exists between these two frames.
4. Experiment

Let us design an experiment to compare the performance of the proposed routing algorithm based on the circular frame (CF) with the A*-algorithm (AS). We design a planar environment with dimensions $x_{\text{min}} = -50.0$, $x_{\text{max}} = 50.0$ and $y_{\text{min}} = -50.0$, $y_{\text{max}} = 500$. The start pins $S = \{s_1, \ldots, s_n\}$ and end balls $T = \{t_1, \ldots, t_n\}$ are represented as circles with radius $r = 0.5$.

We set $n = 8$ with the coordinates of start pins $S$ set to $(50, 28)$, $(50, 20)$, $(50, 12)$, $\ldots$, $(50, -28)$. For $T$, the corresponding circles have coordinates that are randomly generated within the boundary of the plane in such a way that their center-to-center separation to other vertices in $T$ and $S$ is at least $d_{S,T}^{\text{min}} = 1.5$ and to the boundary is $d_{\text{min}}^B = 0.5$. In total, we generate $N = 5000$ end ball sets $T$.

We call each generated set $(S, T)$ as a routing environment $E_{h=1...N}$. For each environment $E_h$ we run both the A*-algorithm and the proposed algorithm from Section 3 using the circular frame. For the A*-algorithm we use a standard Python implementation with only moves allowed in the $x$- and $y$-directions of an integer square grid of the environment. The circular frame algorithm was also run using a Python implementation of the algorithm proposed in this work. For each routing run, we measure the time $t_h$ that the algorithms take to complete the routing for all connections between paired points in $S$ and $T$. Note that both the A*-algorithm and the circular frame algorithm were run on a standard laptop with CPU at 1.80 GHz (Intel i7-7550U) and standard memory size of 8GB.

5. Results

As part of the experiment we have conducted, we have run routings of $N = 5000$ samples that were randomly generated under the restrictions outlined in Section 4. Out of the $N = 5000$ sample environments the A*-algorithm successfully connected all start and end point pairs for only $N_{AS} = 1471$ environments. For the remaining environments, the A*-algorithm was not able to identify paths that are non-intersecting. This is because the algorithm sequentially attempts to find the most optimal path between start and end point pairs, and thus the more pairs it connects, there are more obstacles to overcome for the algorithm. In comparison, the circular frame algorithm was able to connect all start and end point pairs with non-intersecting paths. This is not surprising because by construction, the circular frame algorithm easily allows us to identify non-intersecting paths with paths able to avoid themselves sequentially as outlined in Sections 2 and 3. Figure 10 shows three routing results out of the $N_{AS} = 1471$ generated by the two algorithms.

We have also measured the routing completion time for each algorithm in each generated environment $h$. Table 1 shows the average routing completion times $t_h$ for the two routing algorithms as well as the corresponding standard deviations $\sigma_{t_h}$. One can see from the table that overall, the routing time under the implementation of the circular frame algorithm in Section 3 is faster than...
Table 1: The mean time $\bar{t}_n$ and corresponding standard deviation $\sigma_{t_n}$ for complete successful routing under the A*-algorithm (AS) and the circular frame algorithm (CF). Both algorithms were successful for $N = 1471$ test environments, while for the remaining environments only the circular frame algorithm was successful.

| Algorithm | $N$  | $t_n$   | $\sigma_{t_n}$ |
|-----------|------|---------|----------------|
| AS        | 1471 | 15.231  | 7.288          |
| CF        | 1471 | 0.046   | 0.023          |
| CF        | 5000 | 0.050   | 0.024          |

the routing time under the implementation of the A*-algorithm on the same computing machine.

From these preliminary experimental results, we conclude that the routing performances for cases when both algorithms are successful are comparable. The circular frame algorithm is according to our experiment successful in connecting all start and end points with non-intersecting paths in all $N = 5000$ test environments, whereas the A*-algorithm is far less reliable with $N_{AS} = 1471$ successful routing results.

6. Conclusions

In this work, we introduce methods from topology and the study of 2-manifolds to solve the problem of connecting a set of start and end points with non-intersecting paths. Specifically, we adapted the notion of polygonal schema in such a way that it provides a topologically equivalent environment where the routing problem becomes vastly easier than the original planar environment. We call this new environment the circular frame. As a circle with identified points on its boundary, the circular frame naturally represents a periodic array, which as we have shown in the above discussion, can be used to check without knowing the interior of the circle whether two lines connecting point intersect or not. This shows that the circular frame that we introduce here is a natural representation for routing problems where non-intersecting connections are important.

From a computational standpoint, the routing algorithm based on the circular frame is a well-performing alternative to known algorithms such as the Dijkstra algorithm and the A*-algorithm. Given the circular frame representation, the new algorithm relies as mentioned before on a data structure that encodes seamlessly paths that do not intersect. It also enables us to identify possible intersections within the circular frame representation without having to transform it back to the original environment where coordinates are known.

From our experiments, we have shown that the circular frame routing algorithm performs similar to the A*-algorithm in terms of the morphology of the paths that make up the computed routing. Furthermore, the success rate of completely connecting all start and end points is far higher for the circular frame algorithm than for the A*-algorithm. We see also that the time it takes
Figure 10: Three examples of randomly generated environments where both the A*-algorithm (left column) and the circular frame algorithm (right column) are applied to obtain the non-intersecting paths connecting the start and end point pairs.

To connect all points is faster for the new algorithm for the randomly generated data set that we use for our experiments.

In summary, we believe that using a topology-based approach to solving routing problems is an effective alternative way to conventional algorithms. With a focus on non-intersecting paths, our approach based on the circular frame allows us to apply this new method to various design problems in science and industry.
In future works, we are going to expand the scope of the algorithm presented in this work, with clear outlines on which design problems we can apply our methods based on the corresponding circular frame representation.
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