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Abstract: Multi-access edge computing (MEC) is one of the emerging key technologies in fifth generation (5G) mobile networks, providing reduced end-to-end latency for applications and reduced load in the transport network. This paper proposes mechanisms to enhance user privacy in MEC within 5G. We consider a basic MEC usage scenario, where the user accesses an application hosted in the MEC platform via the radio access network of the mobile network operator (MNO). First, we create a system model based on this scenario. Second, we define the adversary model and give the list of privacy requirements for this system model. We also analyze the impact on user privacy when some of the parties in our model share information that is not strictly needed for providing the service. Third, we introduce a privacy-aware access protocol for the system model and analyze this protocol against the privacy requirements.
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1. Introduction

The standardization of mobile edge computing (MEC) was initiated by the European Telecommunication Standards Institute (ETSI) in 2014. The purpose was to bring cloud computing to the mobile networks closer to the mobile users [1,2]. In 2017, ETSI changed the term Mobile Edge Computing to multi-access edge computing while keeping the acronym MEC [3]. The 3rd Generation Partnership Project (3GPP) describes edge computing as an enabler that allows the hosting of services, provided by mobile network operators or by third parties, near the mobile user [4]. The local hosting of services has the benefits of lower end-to-end latency and reduced load in the core transportation network [5].

Cloud computing is a requisite for IoT devices to manage their data, and MEC provides cloud computing resources at the edge of the network. With the increment of IoT devices, the amount of produced data is increasing along with the need for storage and computing powers [6]. Therefore, computational offloading is emerging so that these IoT devices can take advantage of performing tasks locally in MEC rather than relying on cloud servers [7]. In addition to reducing the processing time and power, it helps protect user data privacy since transferring the local data to the cloud is a threat to the privacy of the data. For example, with a deep learning framework, data can be processed in MEC, and only the output is sent to the cloud server instead of the original dataset [8]. Thus, MEC can provide efficient, reliable, and secure support to IoT networks, which would also enable improvements of AI, blockchain, and big data techniques [9]. In addition, vertical industries (e.g., smart city services and vehicle-to-everything (V2X) [10]), distributed content delivery and caching are some examples of services that would benefit from the MEC applications [11].
Fifth-generation (5G) mobile networks have been designed to provide high bandwidth, low latency, and low operational costs [12]. One other aim of the development of 5G is to provide flexible deployment of the data plane [2]. The flexibility and the advances of 5G would help to support MEC and the deployment of innovative applications and intelligent services which IoT devices provide [9]. MEC is considered as an application function (AF) in the 5G system, and it is connected to the 5G network through the user plane function (UPF) [13]. While MEC is regarded as a key technology of 5G, MEC is already used in existing 4G networks [2].

A schematic illustration of MEC deployment in 5G networks is shown in Figure 1. A client of an application in a mobile device can be served not only by the main server of the application over the internet, but also by a local MEC application server in the network of the operator. To enable the latter, a new entity that is built upon data center technologies and called MEC host is deployed near the edge of the mobile network. More specifically, it can be deployed to several locations that are within or beside the radio access network (RAN) [3]. Either the mobile network operator (MNO) or third-party cloud services providers can deploy the MEC host to the mobile network [4]. Amazon Web Services, Microsoft Azure, Google Cloud, IBM Cloud, and Oracle Cloud are examples of third-party cloud service providers [14,15].

Figure 1. Overview of the network after deployment of MEC based on [13,16].

MEC usage involves a large amount of data passing between the user at the edge of the mobile network and the MEC application in the MEC host. Parts of these data may be personal and sensitive, which raises privacy concerns. The network entities involved in MEC usage could belong to the same company or different companies. Independently of who owns the network entities, analyzing the MEC-related data could be helpful. We will come back to these privacy issues in Section 3.2.1.

Prior works on MEC security and privacy focus on protecting user privacy against outsiders. Our first contribution is to identify privacy problems in the situation where honest-but-curious parties (in our case, MNO, MEC, and MEC applications) work together to provide services to customers. Our second contribution is a set of privacy requirements for this situation. As a third contribution, we introduce a solution and analyze how it meets the privacy requirements.

Our research follows the design science methodology [17], which has six steps: problem identification and motivation, definition of the objectives for a solution, design and development, demonstration, evaluation, and communication [18].

The paper is structured as follows. Review of relevant information for the paper and related works are explained in Section 2. We continue by presenting the statement of the problem in Section 3. In this section, we introduce the system model in Section 3.1, we define the adversary model in Section 3.2, and we list the requirements that will help to protect the privacy of the user in Section 3.3. Then, Section 4 is for the results and discussions. Considering the adversary model and privacy requirements, we present a solution for privacy-preserving access to MEC applications in Section 4.1. In Section 4.2, we explain how our solution meets the privacy requirements. We finalize our paper with final remarks, which include the conclusion and the future work in Section 5.
2. Review and Related Work

In this section, we first explain the relevant concepts for our study, and then we present related work.

2.1. Review

We focus on three notions related to privacy: data confidentiality, identity confidentiality, and unlinkability.

Confidentiality is “the act of preventing unauthorized entities from reading or accessing sensitive materials” [19]. In our paper, we focus on data and identity confidentiality. Data confidentiality means “protecting data against unintentional, unlawful, or unauthorized access, disclosure, or theft” [20]. Only the entities who require these data to provide services should have access to the data.

Identity confidentiality can be defined as follows: “the permanent identity of a user to whom a service is delivered cannot be eavesdropped on the radio access link” [21]. The user might have various identifiers for MNO and MEC application. International Mobile Subscriber Identity (IMSI) is the permanent identifier of the subscriber in a mobile network. The IMSI is sent over the radio access link as rarely as possible in legacy mobile networks, and a randomly generated temporary identifier is sent instead. This randomly generated identifier is called the temporary mobile subscriber identity (TMSI) in 2G and 3G systems, and the globally unique temporary identifier (GUTI) in the 4G system. In the 5G system, the temporary user identity is called 5G-GUTI, and the permanent user identity is called the subscription permanent identifier (SUPI). For simplicity, we use the terms IMSI and TMSI to designate the permanent and the temporary identities of the mobile user throughout the rest of this paper, even when the discussion is about 5G. The identifiers should not be learned by parties who do not need them to provide services.

The definition of unlinkability is given in [22]: “unlinkability of two or more items of interest from an attacker’s perspective means that within the system, the attacker cannot sufficiently distinguish whether these items are related or not”. We require the unlinkability of both messages and user identifiers.

The following concepts are relevant to our work: virtual private network (VPN) and onion routing (OR). VPN helps to establish a secure private channel between two entities in a public network instead of building a private network by using the tunneling protocol [23]. The tunneling protocol enables a safe way of transport for network services that are not supported directly by the elemental network [24]. This way, data can be sent and received securely by cost-efficient and reliable methods in the public network. In addition to providing a secure connection, VPN helps to anonymize the traffic of the user on the internet. It also makes it harder for attackers to track the activities of the user over the internet [25].

Onion routing constructs a layered object to direct an anonymous, bi-directional, real-time virtual circuit between two entities (sender and receiver) in the network [26]. In between the two communicating parties, there are several nodes, which are called onion routers. A default route exists of three routers: entry router (sender), intermediate router, and exit router (receiver) [27]. The number of intermediate routers can vary depending on the requirements of the route. The onion proxy knows the onion routers in the network and holds the information, such as IP addresses, public keys, and bandwidth, of these routers [27]. Then, the proxy determines the intermediate routers of the virtual path. The sender encrypts the messages layer by layer with the public keys of each router and sends the message. Each router decrypts its own layer and forwards the message to the next router. The receiver decrypts the last layer and reads the plaintext [28]. It should be noted that each router knows only the previous and next routers of the path, and the rest of the path stays anonymous [27,28].
2.2. Related Work

The surveys by Ranaweera et al. [19,29] present background information on MEC and examine the security and privacy vulnerabilities of MEC deployment scenarios in 5G use cases. The security solutions and countermeasures for these use cases are also provided. Du et al. [30] describe the privacy issues in MEC and introduce a case study considering machine learning privacy-preserving for MEC. Okwuibe et al. [31] discuss the security of cloud computing and MEC in 5G. Privacy and security threats for different use cases are defined, and decent solutions are proposed for these threats. Kim et al. and Ranaweera et al. [32,33] emphasize that the MEC system hosts heterogeneous third-party applications that are based on cloud and virtualization technologies, which can cause security threats. Kim et al. [32] present the structure and the features of MEC frameworks and security threats in the 5G system. Ranaweera et al. [33] analyze the MEC-related threats in 5G and propose how to mitigate them.

He et al. [34] introduce the privacy issues due to the location of MEC-enabled IoT devices and present a learning algorithm to mitigate this privacy issue. Lee et al. [35] also raise the problems due to location privacy. They propose a protocol to improve user anonymity and allow traceability for the trusted parties for providing services.

Zhang et al. [36] raise privacy concerns related to cellular networks and introduce a solution using MEC that provides better privacy protection compared to typical VPN and cellular networks.

Kotulski et al. [37] introduce a new access control architecture for the 5G MEC network to prevent non-authorized access to edge services and to protect network and computation resources from unnecessary allocations.

Khan et al., Ahmad et al., and Carvalho et al. [38–40] deal with innovative technologies of 5G, including software-defined networking (SDN), network function virtualization (NFV), and MEC, along with security and privacy concerns when using these technologies. The survey by Khan et al. [38] explores the 5G security model and threat analysis in 5G networks. Ahmad et al. [39] describe the security challenges, possible security solutions, and security standardization activities for 5G systems. The paper by Carvalho et al. [40] proposes and analyzes a risk-aware edge server orchestrator mechanism.

Our work differs from the above prior work in the way that we consider the situation where several parties work together to provide a service to customers while at the same time trying to gather more data about these customers than what is needed to provide their part of the service. For example, these additional data could be the identities and usage patterns relevant only for other parties.

3. Statement of the Problem

In order to formalize the problem of privacy-preserving MEC usage, we introduce a system model, an adversary model, and then identify privacy requirements for the parties in the system model.

3.1. System Model

We base our system model on the scenario where a user wants to use an application APPIFY in a MEC host deployed in a network of a mobile network operator, MNO. The user does not want to reveal the contents of messages to any party other than APPIFY. For simplicity, the user is referred to as Alice in this paper, and we use quotation marks, “Alice” to point to the actual name of the user. The MEC host is also called MEC, and the application in MEC is referred to as APPIFY.

We build an abstract model with four parties: Alice, MNO, MEC, and APPIFY. In order to use APPIFY, Alice needs to send and receive messages over the networks of MNO and MEC. The visualization of the model is presented in Figure 2.
Alice is one subscriber of MNO, among other subscribers. The identifier of Alice for MNO is IMSI. Due to the subscription, MNO may have learned further details about Alice, such as her home address, real name, social security number, and email address.

MEC is deployed in a mobile network of an MNO, and it hosts several applications, including APPIFY. The messages between MNO and APPIFY are sent through MEC. Alice and MEC do not share any identifiers or credentials in our model.

APPIFY is hosted in MEC along with other MEC applications. Typically, the data in the MEC application residing in the MEC host are synchronized regularly with the main server of the application (see Figure 1) to provide up-to-date service to users of the application [41]. Therefore, APPIFY is also in contact with the main server of APPIFY. However, we do not include the main server of APPIFY in our model for simplicity.

The traffic between adjacent parties in the model, Alice-to-MNO, MNO-to-MEC, and MEC-to-APPIFY, is assumed to be secured by separate mechanisms. Therefore, the outsiders, including the other subscribers of MNO and other MEC applications in MEC, cannot learn the content of the messages. However, if there are no additional security mechanisms, MNO and MEC can see the messages between Alice and APPIFY, so they would learn which application she is using, her identity for APPIFY, and the content of the messages. Still, Alice does not want MNO to retain such information about her, and she also wants to stay anonymous toward MEC.

3.2. Adversary Model

We now define types of adversaries that are relevant to the system model described in Section 3.1. These adversary types are Dolev–Yao and honest-but-curious. The choice of these adversary types is justified in Section 3.2.1.

A Dolev–Yao adversary can listen to the traffic on the network and interact with the other entities of the network [42]. This adversary has the ability to “overhear, intercept, and synthesize any message and is only limited by the constraints of the cryptographic methods used” [43]. Nevertheless, the Dolev–Yao adversary cannot crack encrypted messages but can only decrypt them if this adversary has the right key [44].

An honest-but-curious adversary is defined as “a legitimate participant in a communication protocol who will not deviate from the defined protocol but will attempt to learn all possible information from legitimately received messages” [22]. The local information, e.g., messages in the network, is used to deduce private data without interfering with the traffic [45].

The parties in our system model, MNO, MEC, and APPIFY, are assumed to be honest-but-curious adversaries. They follow the protocol, but still, they are trying to learn as much as possible about the user. Moreover, apart from being honest but curious, MNO, MEC, and APPIFY are passive Dolev–Yao adversaries: they may see all messages sent by other parties, but they do not actively interfere with these messages.

Elements that are not visible in our system model may be Dolev–Yao adversaries. They can see, delete, add, replay, modify, reroute, and reorder the messages [46] since they do not need to be honest. MNO subscribers other than Alice may be malicious, having Dolev–Yao potential. We assume that MEC applications other than APPIFY are honest-but-curious,
passive Dolev–Yao adversaries. All these three types of entities are included in the category of outsiders.

3.2.1. Justification of the Adversary Model

The parties in the system model, MNO, MEC, and APPIFY, are assumed to be honest-but-curious and passive Dolev–Yao adversaries.

We assume that these parties are honest because they conduct business and care about their reputation. If they abuse the authority they have, for example, by selling the customer data to third parties, then they can obtain a bad reputation and lose the trust of the customers; an example case can be found in [47]. In consequence, they would likely comply with the regulations.

A malicious actor may succeed in infiltrating one of these parties, e.g., one of the MNO employees is malicious. This is called an insider attack. We assume that each party has separate mechanisms to detect such attacks and procedures to prevent them, or at least for recovering fast. Therefore, we do not include attacks by malicious insiders in our adversary model.

The parties can be curious about the customers to whom they provide services while still being honest. It is possible to learn the habits of the customers by analyzing their messages, e.g., which services they prefer, how often and when they use these services, and what, in general, is vital to customers. This analysis provides companies with an understanding of what customers want based on their previous behaviors [48]. In the system model, MNO and MEC transfer messages between Alice and APPIFY. MNO and MEC can retrieve these messages for further analysis. In addition, APPIFY might try to learn more about Alice than what she shares with the application.

We also assume that MNO, MEC, and APPIFY are passive Dolev–Yao adversaries. Both MEC and APPIFY have an opportunity to see the messages of Alice when they are sent between Alice and MNO because radio communication is used. It is not as easy to arrange for APPIFY to receive the messages between MNO and MEC or for MNO to receive the messages between MEC and APPIFY. Still, we do not want to rely on the technical difficulties of such passive eavesdropping. However, all three parties are honest, so they do not interfere with the communication by rerouting, deleting, editing, or replaying the messages. Therefore, they are passive, not active, Dolev–Yao adversaries.

We have three different types of entities that are all called outsiders. The first type contains elements that are not even visible in our system model. However, such elements can observe and interfere with the messages sent between the parties. Therefore, these elements can be viewed as Dolev–Yao adversaries. The second type consists of MNO subscribers other than Alice. They might have malicious intentions and possess Dolev–Yao capabilities. It is straightforward to obtain a subscription or buy a prepaid card from MNO, and generally, such fresh subscribers do not have any reputation to lose. These other subscribers have legitimate access to MEC applications, which helps them perform various active attacks, e.g., denial of service (DoS). The third type of outsiders contains MEC applications in the MEC host, other than APPIFY. These applications are in a similar position as APPIFY in the system model. For similar reasons as explained above for the case of APPIFY, it is natural to assume that they are honest-but-curious adversaries with passive Dolev–Yao capabilities.

Alice is not an adversary in our system model because the assets we try to protect are her identities and data.

3.3. Privacy Requirements

The system model in Section 3.1 includes the user Alice and outsiders, and on the other hand, MNO, MEC, and APPIFY, which together serve the user. The data seen by MNO, MEC, and APPIFY include the necessary information to provide the service to Alice. Outsiders do not participate in the protocol.
The security properties of data confidentiality, identity confidentiality, and unlinkability were taken into account when defining privacy requirements for the serving parties: MNO, MEC, and APPIFY, and the outsiders.

Below, we labeled by “D” the requirements related to data confidentiality. These requirements aim to prevent the party from accessing information that it does not need to know.

The requirements related to identity confidentiality are labeled by “I” below. Alice may have several identities for different parties in the system model. The goal of these requirements is to prevent the discovery of identities of the user by parties that do not need them. One party should not know the identities that Alice uses with other parties.

Below, we have labeled by “U” the requirements related to unlinkability. The goal of these requirements is to prevent distinguishing whether two messages belong to the same user, same destination, or include the same identifier.

The list of privacy requirements is given next.

R1-MNO-D: MNO should not learn which MEC application Alice is using.
R2-MNO-D: MNO should not learn the content of what Alice sends to and receives from APPIFY.
R3-MNO-I: MNO should not learn that Alice13 is the identifier of Alice for APPIFY.
R4-MNO-U: MNO should not be able to distinguish whether two messages are related to the same MEC application.
R5-MNO-U: MNO should not be able to distinguish whether two messages are related to the same user identifier for the MEC application.
R6-MEC-D: MEC should not learn the content that Alice sends to and receives from APPIFY.
R7-MEC-I: MEC should not learn that identifiers “Alice” or IMSI are relevant to the messages.
R8-MEC-I: MEC should not learn that identifier Alice13 is relevant to the messages.
R9-MEC-U: MEC should not be able to distinguish whether two messages are related to the same person or the same IMSI.
R10-MEC-U: MEC should not be able to distinguish whether two messages are related to the same user identifier for a MEC application.
R11-APP-D: APPIFY should not learn anything related to Alice in addition to what can be deduced from information that Alice provides while communicating with APPIFY.
R12-APP-I: APPIFY should not learn that “Alice” or IMSI is related to Alice13.
R13-APP-U: APPIFY should not distinguish whether two messages are coming from the same device.
R14-APP-U: APPIFY should not distinguish whether two messages are related to the same IMSI.
R15-OUT-D: Outsiders should not learn which MEC application Alice is using.
R16-OUT-D: Outsiders should not learn the content of what Alice sends and receives.
R17-OUT-I: Outsiders should not learn that the identifiers “Alice” or IMSI are relevant to Alice.
R18-OUT-I: Outsiders should not learn that identifier Alice13 is relevant to Alice.
R19-OUT-U: Outsiders should not be able to distinguish whether two messages are related to the same MEC application.
R20-OUT-U: Outsiders should not be able to distinguish whether two messages are related to the same user identifier.

3.3.1. Justification of Requirements

The privacy requirements above are defined assuming that the parties are independent, i.e., they do not share information with other parties unless it is necessary for providing services. One example of where the parties are independent is when they are parts of
different companies. In our system model, these parties cooperate with each other, but they should avoid sharing confidential information related to their business and customers.

When two parties are dependent, they may share information with each other, even when it is not necessary to provide services to the user. In this case, some privacy requirements do not apply. Dependent cases are discussed further in Section 3.3.2.

We cannot typically predict how the information will be used in the future. That is why some of our requirements, particularly those concerning unlinkability, may appear to be stringent.

Requirements about MNO (R1–R5)

Alice is one of the subscribers of MNO. While setting up the subscription, Alice may have shared her personal information with MNO. That information that Alice provided, together with the shared identity IMSI, and shared keys, should be enough for MNO to provide services to Alice in our scenario. MNO does not need to know which MEC application Alice is using, the identifiers she shares with the MEC application, or the content she receives from the MEC application.

If MNO can detect which identifiers Alice has or which MEC application Alice uses, then MNO can also figure out how often she uses the application. This information can reveal the interests of Alice and her daily habits. As a result, MNO may provide, for example, unwanted and targeted advertisements or special offers to her.

Requirements about MEC (R6–R10)

MEC delivers messages of Alice from MNO to the MEC application, and vice versa. MEC only needs to know the destination of the messages, i.e., to which MEC application should the messages be transferred. The authorization of the user is performed by MNO and the MEC application. In our scenario, services of MEC do not depend on whether the user is authorized or not. Therefore, MEC should not learn why Alice uses the MEC application or know details about her, such as her real name and her identifiers for MNO and the MEC application.

Requirements about APPIFY (R11–R14)

Alice wants to use the MEC application. Before she starts using the application, it might require authenticating or requesting some information from her. For these purposes, the MEC application should either ask for information directly from Alice or use a third-party authentication service, which both Alice and the MEC application agree with. In any case, the MEC application should not gather any information from any party other than Alice. However, Alice may give the MEC application some details about her, such as her real name or a fake name, home address, and phone number, to improve the user experience with the MEC application. In addition, APPIFY may learn some information due to the nature of the scenario, even though Alice does not provide it herself. One example is the approximate location of Alice because APPIFY finds out that she should be somewhere close to where the MEC is located.

For the quality of the service, the MEC application might want to know what type of device the user has. However, the MEC application should not know which individual device the user has when connecting to it. Furthermore, the MEC application should not relate two messages sent from the same individual device or use the same IMSI for connection to MNO. For example, assume that Bob is another user of the MEC application APPIFY and has the identifier Bob57, while the identifier of Alice is Alice13. Bob may use APPIFY in his IoT device, and this device is connected to the internet through the mobile device of Alice. Therefore, if APPIFY can be used to relate messages to each other based on the device identity or IMSI, it would conclude that Alice13 and Bob57 use the same device or have the same IMSI. Thus, APPIFY can further assume that, with high probability, either these identifiers belong to the same person or these two users have a close relationship with each other. The MEC application does not need to have this kind of knowledge.
Requirements about Outsiders (R15–R20)

MNO, MEC, and the MEC application all take part in providing services to Alice. They need to know some information regarding Alice. However, outsiders are not included in this process. Therefore, all three types of outsiders should learn nothing about Alice, for example, the content or the volume of the usage and the identifiers she shares with MNO and MEC application. They should not know which MEC application Alice uses or who uses APPIFY. In addition, outsiders should not be able to distinguish whether two messages in the network are related to the same MEC application or whether they are sent from the same user or different users.

3.3.2. Privacy Requirements for Dependent Parties

When the parties are dependent, i.e., sharing information that is not strictly needed for providing the service, some of the privacy requirements may not be applicable. The parties may be dependent, for example, when they are parts of the same company.

Next, we list the different combinations of dependent parties and analyze how these combinations affect the privacy requirements. Our model has three parties serving the user: MNO, MEC, and APPIFY. The number of dependency combinations between those three parties is five. (In general, when \( n \) parties serve the user, the number of dependency combinations equals the number of partitions of an \( n \)-element set, which is given by the Bell number \( B_n \) [49]).

Table 1 shows, among other things, the applicability of the requirements in the five dependency combinations between MNO, MEC, and APPIFY. The cells with N/A represent the requirements that are not applicable, while the rest are applicable. Observe, first, that requirements R15–R20 are applicable in all combinations since the system should always be protected against outsiders. Second, all of the requirements, R1–R20, apply when MNO, MEC, and APPIFY are independent. This combination is represented in the column ‘NONE’ of Table 1. The applicability of the requirements in the other dependency combinations is discussed later in this section.

Each of the three parties, MNO, MEC, and APPIFY, could also be dependent on outsiders. As described in Section 3.2, we have three types of outsiders: entities that are not visible in the system model, other subscribers of MNO, and other MEC applications. We do not consider dependencies with the first two types of outsiders any further. The reason is that they are potentially malicious, and collaborating with them would also make MNO, MEC, or APPIFY malicious. We do not include the third type of outsiders in Table 1 either, but we discuss dependencies with MEC applications other than APPIFY later in this section.

Several users, several applications, or both, could collaborate between themselves in an onion-routing-like manner to improve privacy [28]. For example, Alice wants to use APPIFY in MEC. In order to do this, Alice sends a message to UE1, which belongs to another user; UE1 sends it to UE2, which belongs to a third user; UE2 sends it to APP1 in MEC; APP1 sends the message to APPIFY in MEC. By following this route, the parties in the middle and the outsiders cannot learn or understand that the original message is from Alice and that it is intended for APPIFY in MEC. However, this kind of arrangement would make managing the system more complex and lead to less efficient protocols. Therefore, we assume that there is no systematic collaboration between different users or between different applications.

Another example of collaboration is when an application coordinates its communication towards different users, including fabricated traffic. For example, when Alice wants to initiate a connection with APPIFY in MEC, APPIFY initiates another connection with a similar traffic pattern with another user, e.g., Bob. The APPIFY client in the UE of Bob hides the dummy traffic from the end user. Outsiders and the parties between Alice and APPIFY would observe that both parties use APPIFY and have similar traffic patterns. Therefore, it would be hard for the other parties to understand which one of the users is really using the APPIFY in MEC. It should be noted that it is also possible that both users are intentionally
using the application simultaneously. The downside of this kind of privacy protection measure is the doubling of the network traffic and energy consumption to provide the MEC application service to an individual user. Therefore, we assume that APPIFY is not coordinating actions between its sessions with different users.

Table 1. Effect of dependency combinations on applicability of the privacy requirements and how the solution fulfills them.

| Requirements | NONE | ALL | MNO &MEC | MEC &APP | MNO &APP |
|--------------|------|-----|----------|----------|----------|
| R1-MNO-D     | ○    | N/A | N/A      | ○        | ○        |
| R2-MNO-D     | ●    | N/A | N/A      | ●        | ●        |
| R3-MNO-I     | ●    | N/A | ●        | ●        | -        |
| R4-MNO-U     | ○    | N/A | N/A      | ○        | ○        |
| R5-MNO-U     | ○    | N/A | ○        | ○        | ○        |
| R6-MEC-D     | ●    | N/A | ●        | ●        | ●        |
| R7-MEC-I     | ●    | N/A | N/A      | ●        | ●        |
| R8-MEC-I     | ●    | N/A | ●        | ○        | ●        |
| R9-MEC-U     | ○    | N/A | N/A      | ○        | ○        |
| R10-MEC-U    | ○    | N/A | ○        | N/A      | ○        |
| R11-APP-D    | ●    | N/A | ●        | ○        | -        |
| R12-APP-I    | ●    | N/A | ●        | ●        | -        |
| R13-APP-U    | ○    | N/A | ○        | ○        | -        |
| R14-APP-U    | ○    | N/A | ○        | ○        | -        |
| R15-OUT-D    | ○    | N/A | ○        | ○        | ○        |
| R16-OUT-D    | ●    | ●   | ●        | ●        | ●        |
| R17-OUT-I    | ●    | ●   | ●        | ●        | ●        |
| R18-OUT-I    | ●    | ●   | ●        | ●        | ●        |
| R19-OUT-U    | ○    | ○   | ○        | ○        | ○        |
| R20-OUT-U    | ●    | ●   | ●        | ●        | ●        |

In summary, we assume that each session instance between Alice and APPIFY is run independently of any other session instances between any user and any MEC application. As pointed out earlier, other MEC applications, which are assumed to be honest but curious, could cooperate with MNO, MEC, or APPIFY. The collaboration could be helpful for gathering extra information about Alice or APPIFY, e.g., when Alice is using another MEC application in parallel to using APPIFY. However, collaboration with other MEC applications would not make any privacy requirements non-applicable.

Combination 1: MNO, MEC, and APPIFY Are Dependent

Assume that MNO deploys its own MEC host to the network. Additionally, MNO has a mobile application for its subscribers. All three parties share information related to users with each other.

As explained above, we assume that neither Alice nor APPIFY collaborates with other users or applications. The messages of Alice pass through MNO and MEC to APPIFY. None of the privacy requirements—except those for outsiders—are applicable when all the parties are dependent because MNO, MEC, and APPIFY can learn and share information
about Alice from these messages, e.g., her identities, the services she uses, the content of
the messages.

This combination is shown in Table 1, in the column under the heading ‘ALL’.

Combination 2: MNO and MEC Are Dependent

MNO deploys its own MEC host, called MNO-MEC, to the network. In this combi-
nation, APPIFY is independent, and it shares information neither with MNO nor with
MNO-MEC. The MNO and MNO-MEC are dependent parties, so they share information
with each other.

Due to our assumption above, there is no collaboration neither between Alice and
the other users nor between APPIFY and the other applications. Therefore, some of the
requirements become not applicable because MNO and MNO-MEC share information and
can associate it with the information they have. In particular, they can form a one-to-one
mapping between messages on the UE–MNO interface and messages on the MEC–APPIFY
interface. The requirements R1 and R4 are not applicable because MNO-MEC knows
which MEC application Alice uses. Regarding the requirements on MEC, R7 and R9 are
not applicable because MNO can provide the identities mentioned in those requirements
to MNO–MEC. The rest of the requirements on MNO and MEC are still applicable. Since
APPIFY is independent of these parties, all the requirements on APPIFY are applicable.

The effect of this combination on privacy requirements is shown in Table 1, in the
column ‘MNO and MEC’.

Combination 3: MEC and APPIFY Are Dependent

A company deploys MEC to the mobile network and develops an application MEC–
APPIFY. While MEC and MEC–APPIFY share information related to users with each other,
MNO does not share information with them.

The requirements associated with MNO are not affected since MNO does not learn
any additional information from the other parties. However, MEC might learn some
information relevant to the user from MEC–APPIFY. The requirements R8 and R10 are
about the identity of the user for the MEC–APPIFY, which MEC–APPIFY can share with
MEC. Therefore, these requirements are not applicable. The rest of the requirements for
MEC and APPIFY are applicable.

This combination is summarized in Table 1, in the column ‘MEC and APPIFY’.

Combination 4: MNO and APPIFY Are Dependent

This combination occurs when MNO develops an application, which we shall call
MNO–APPIFY, for MNO subscribers; an independent MEC host is deployed to the mobile
network; MNO–APPIFY is one of the applications in the MEC host.

All the privacy requirements are applicable for this combination. Even though MNO
and APPIFY both have sensitive information about Alice, there is an independent party
between them, which is the MEC host. This independent party could prevent automatic
correlation between the messages that MNO sends to MEC and MEC sends to MNO–
APPIFY. Therefore, MNO cannot be sure if Alice is using APPIFY, and APPIFY cannot be
sure if Alice is the user.

The applicability of the requirements is presented in Table 1 in the column ‘MNO
and APPIFY’.

We assume that Alice is independent of other parties. A possible exception for the
independence of Alice can occur when she is an insider in MNO, MEC, or even APPIFY.
Now, some of the requirements are not applicable, while others should still be applicable.
However, we do not discuss this exceptional case any further.

Please note that privacy requirements could still be valid even when some of the
parties providing the service to Alice are in the same company if that company has an
appropriate privacy-preserving policy. Such a policy would be putting barriers between
MNO, MEC, and APPIFY and preventing them from sharing information with each other.
even though they are part of the same company. For instance, the policy could state that “subjects are only granted access to the data that is not in conflict with other data they possess” [50].

4. Results and Discussion

In this section, we propose a solution for the problem stated in Section 3 that aims to provide privacy-preserving communication between Alice and APPIFY. Later, we show how this solution meets the privacy requirements listed in Section 3.3.

4.1. Solution

We assume that the main server of APPIFY has a pair of public verification and private signing keys \((VK_{\text{main}}, SK_{\text{main}})\). The main server also has a (potentially self-signed root) certificate for public verification key \(cert(VK_{\text{main}})\). The main server of APPIFY provides this certificate to the APPIFY in MEC.

The main server of APPIFY issues a certificate \(cert(\text{APPIFY})\) for APPIFY in the MEC host. This certificate is given to APPIFY when deployed in the MEC host and will be used to authenticate APPIFY to Alice.

We also assume that MNO has public and private verification and signature key pair \((VK_{\text{MNO}}, SK_{\text{MNO}})\). The MNO has a (potentially self-signed root) certificate for public verification key \(cert(VK_{\text{MNO}})\). The MNO sends \(cert(VK_{\text{MNO}})\) to its subscribers, including Alice.

The MNO issues a certificate \(cert(\text{MEC})\) for MEC when MEC is deployed to the network of MNO. This certificate is signed by \(SK_{\text{MNO}}\), and it will be used later for authenticating MEC to Alice.

4.1.1. Registration

Before Alice can access APPIFY in MEC, she has to register to the main server of APPIFY. During the sign up, Alice generates a device-specific asymmetric key pair and chooses her user identity for APPIFY (Alice13) and password \((psw)\). The main server of APPIFY checks whether the user identity is reserved. If yes, then Alice is prompted to pick another user identity. If no, the main server stores Alice13 and \(psw\) to its database. The main server of APPIFY issues a certificate \(cert(Alice13)\), which includes the information of Alice13 being a valid user and which services Alice is authorized to receive. The main server also sends \(cert(VK_{\text{main}})\) to Alice. For example, the enrollment over secure transport (EST) protocol can be used for issuing the certificate [51]. Alice can start using APPIFY in MEC, after receiving the certificates \(cert(Alice13)\) and \(cert(VK_{\text{main}})\).

The password is widely used to authenticate the user identity of the application. In our scenario, the password is related to Alice13, not to Alice or the UE of Alice. In addition, the public and private key pairs are valid for just one UE. If Alice wants to use APPIFY with another UE, those key pairs cannot be used. Therefore, the password is a necessary part of the solution.

4.1.2. Subsequent Access to the Main Server of APPIFY

After Alice signs up for the application to the main server of APPIFY, explained above in Section 4.1.1, there could be three reasons for subsequent access to the main server. The first is to renew the certificate \(cert(Alice13)\). Alice may require obtaining a new certificate due to the change of the user device, adding a new authorized device, or loss of the previous certificates. For renewing the certificate, Alice needs to sign in by using her user identity Alice13 and password \(psw\).

The second reason is to update service settings and user profile. Alice can use either her existing certificate to sign in or her user identity and password pair for this access. After a successful update, the main server of APPIFY should issue a new certificate \(cert(Alice13)\), according to the updated service settings.

The third reason for subsequent access to the main server is that no suitable MEC host is deployed near Alice. If she wants to use APPIFY, but there is no MEC with APPIFY around her, she should receive the service from the main server of APPIFY. Alice can use...
either her existing certificate to sign in or her user identity and password pair for this access. In this case, the main server does not need to renew the certificate.

When Alice uses her certificate for signing in to the main server, the access could be done using TLS (transport layer security) with mutual authentication based on the certificates. The certificate \( \text{cert}(\text{Alice13}) \) should be sent to the main server after the TLS handshake to protect the privacy of Alice in this case. Note that Alice receives a certificate \( \text{cert}(VK_{\text{main}}) \) for the main server during the registration.

Alice could use her username and password to sign in to the main server. The procedures are similar except that Alice sends her username and password instead of authenticating with a certificate after the server-authenticated TLS session is established.

4.1.3. Access to APPIFY in MEC

Alice can access APPIFY in MEC after completing the registration. If there are no accessible MEC hosts around Alice, she then falls back to receive the services from the main server of APPIFY. In that case, Alice would not be able to experience the benefits of the MEC host. In what follows, we assume that a suitable MEC host is deployed near the user for simplicity.

Similar to the legacy systems, the 5G system includes a secure connection between UE and MNO. In addition to this, we also assume secure channels between MNO and MEC and between MEC and APPIFY, as mentioned earlier in Section 3.1.

Schematic illustration of our solution idea is presented in Figure 3. The solution idea includes two other secure channels and the three channels mentioned earlier. These new channels are authenticated, confidential, and integrity protected. The two secure channels could be called an outer channel, between UE and MEC, and an inner channel, between UE and APPIFY. A part of the inner channel, between UE and MEC, runs inside the outer channel.

Figure 3. Solution idea for accessing APPIFY in MEC.

Several different protocols can be chosen for the outer and inner channels for realizing our solution. Next, we describe a solution variant which uses datagram transport layer security (DTLS) [52] over user datagram protocol (UDP) for the outer channel and transport layer security (TLS) 1.3 [53] over the transmission control protocol (TCP) for the inner channel.

The DTLS handshake includes server authentication based on the certificate of the server, where the MEC host is the server for the outer channel. The TLS handshake also includes server authentication based on the server certificate, where APPIFY is the server in the case of the inner channel. APPIFY authenticates the client, Alice, after the TLS handshake is completed by using the post-handshake client authentication extension of TLS 1.3 [53]. Therefore, while only Alice authenticates the MEC host in the DTLS connection, in the TLS connection, Alice and APPIFY have mutual authentication.
The solution for accessing APPIFY in MEC is explained step by step and is summarized in Figure 4.

1. UE of Alice and MNO run the 5G authentication and key agreement (AKA) procedure. As the result of this procedure, a secure connection is established between the UE of Alice and MNO. During the AKA procedure, IMSI is used as an identifier of Alice, and in the end, a temporary identifier TMSI is shared. After this step, the UE of Alice uses TMSI for further identification to MNO.

2. Alice sends a request to MNO for establishing DTLS over UDP connection toward MEC.

3. If there is no deployed MEC in the network of MNO, then MNO replies to Alice with an error message. In this case, Alice connects to the main server of APPIFY. Otherwise, MNO sends the IP address of MEC to Alice.

4. Alice and MEC complete the DTLS handshake. MEC sends $cert(MEC)$ to Alice during the handshake, and Alice verifies this certificate by using the verification key of MNO, $VK_{MNO}$.

5. Alice sends a request for communication with APPIFY to MEC through the DTLS channel.

6. If there is no APPIFY in MEC, then MEC replies to Alice with an error message. In this case, Alice connects to the main server of APPIFY, similarly as in Step 3. Otherwise, MEC assigns a session number $N$ to the DTLS connection and links it with APPIFY.

7. MEC confirms to the UE that APPIFY is hosted in MEC.
8. Alice sends a request for TLS over the TCP connection with APPIFY through MEC. When MEC receives the request, it inserts the session number $N$ to the message and forwards it to APPIFY. The APPIFY also includes $N$ in the messages directed to Alice in further messages. This way, MEC will deliver the messages to the correct DTLS channels (without the session number). We do not go further into the communication details inside the MEC host.

APPIFY sends the certificate $\text{cert}(\text{APPIFY})$ to the UE of Alice during the TLS handshake. The UE verifies this certificate by using the verification key of the main server of APPIFY, $V_{\text{main}}$. The TLS connection is established between Alice and APPIFY after successfully completing the handshake.

9. The TLS handshake ensures that Alice is talking with the correct entity. For the mutual authentication, Alice reveals her identity to APPIFY by initiating a post-handshake client authentication with APPIFY. In this phase, Alice sends her certificate $\text{cert}(\text{Alice13})$ to APPIFY, and APPIFY verifies it with the verification key of the main server of APPIFY, $V_{\text{main}}$.

10. Alice sends a service request to APPIFY through the TLS connection.

11. APPIFY replies with the service response to Alice through the TLS connection.

12. The communication between Alice and APPIFY continues as in Steps 10 and 11.

The DTLS and TLS connections stay open during the session. When the session ends, both DTLS and TLS connections are terminated. If Alice13 wants to contact APPIFY again after the session is closed, the procedure starts again from Step 1 or Step 2.

### 4.2. Analysis

Let us first compare our solution with onion routing. Our solution uses one of the principles of onion routing (OR) [28]: the communication channels between UE and MNO and between MNO and MEC can be viewed as the first and second intermediate hops of an OR path, respectively. On the other hand, an OR path typically includes three or more intermediate nodes that are randomly chosen from a group of onion routers. Our solution has two nonrandom intermediate nodes on the path between Alice and APPIFY: MNO and MEC. Better protection of user privacy, e.g., from colluding MNO and MEC, could be achieved by adding a third node to the path. However, this would also increase the delay in the communication, and the solution would be more complex.

Different variants of the solution would result from choosing different protocols for outer and inner channels. In the variant presented here, DTLS/UDP and TLS/TCP are used for the outer and inner channels, respectively. Reardon et al. [54] show that it is feasible to run TCP on top of DTLS in transport between onion routers: each stream of data has its own TCP connection, but the TCP packets are sent over DTLS protocol, which protects the TCP headers. An advantage of choosing these widely used protocols over custom-made protocols is that the solution is easier to deploy. On the other hand, variants based on custom-made protocols could be more efficient than variants based on standard protocols.

The deployed solution should include measures against denial of service (DoS) attacks. In order to overload the servers, an attacker could try to open many DTLS connections towards the MEC host or TLS connections to APPIFY. Several mechanisms for mitigating DoS attacks exist [52,53,55–57] but we do not discuss those further.

Below, we analyze how the solution in Section 4.1 meets the privacy requirements defined in Section 3.3. We assume that MNO, MEC, and APPIFY are honest but curious throughout our analysis. We start in Section 4.2.1 with the case where all the parties are independent. Then we consider the dependent cases in Section 4.2.2. The summary of the relation between the privacy requirements and the solution is presented in Table 1. As explained in Section 3.3.2, this table shows which of the privacy requirements apply in different dependency cases: if it is written N/A in the cell, then the privacy requirement is not applicable; otherwise, the privacy requirement is applicable. Table 1 also shows how the solution in Section 4.1 fulfills the privacy requirements: a black circle means that the
privacy requirement is fully met, an empty circle means that the privacy requirement is partially fulfilled, and a dash means that the privacy requirement is not fulfilled.

We will see that most of the requirements can be fulfilled by using outer and inner channels. Improved results could be obtained by using more sophisticated mechanisms, e.g., a fully-fledged onion routing between the parties. However, as discussed earlier, more sophisticated mechanisms would increase the complexity and cost of the solution, which would decrease the possibility of deployment.

4.2.1. Independent Case

Let us first analyze the case where all three parties, MNO, MEC, and APPIFY, are independent of each other.

Data and Identity Confidentiality

As explained in Section 4.1, we use secure channels between UE and MNO, MNO and MEC, and MEC and APPIFY. Hop-by-hop protection of the path between UE and APPIFY protects the traffic against outsiders. In addition, the messages of other MEC applications might be in the same UE-MNO or MNO-MEC secure channels as APPIFY. However, this does not mean that the other MEC application can extract the communication between Alice and APPIFY. Thus, the requirements R16-OUT-D, R17-OUT-I, R18-OUT-I, and R20-OUT-U are fulfilled. This hop-by-hop protection is not enough to protect against the honest-but-curious parties who are nodes in the traffic path.

The request for APPIFY in Step 5 of the procedure, see Figure 4, and subsequent messages between Alice and APPIFY are delivered inside the DTLS channel. This prevents MNO from learning the identities, APPIFY and Alice13, as well as the content of messages exchanged between Alice and APPIFY. The MNO can only observe that Alice is using some MEC application. We can conclude that the requirements R2-MNO-D and R3-MNO-I are fulfilled for the independent case.

Alice does not send any messages to APPIFY, including her personal information, until the TLS handshake between UE and APPIFY is completed. After the handshake, all the communication between Alice and APPIFY is concealed by the TLS channel. Alice introduces herself as Alice13 by sending $\text{cert}(Alice_{13})$ to APPIFY inside a secure channel to perform the post-handshake client authentication. This way, APPIFY authenticates Alice13, and MEC does not learn the identity of Alice13. The real identity of Alice is not used in any messages of the procedure, and it is only known by MNO. The IMSI is only used between Alice and MNO. Therefore, MEC cannot learn any of these identifiers. We can conclude that the requirements R6-MEC-D, R7-MEC-I, R8-MEC-I are fulfilled.

APPIFY is at the end of the communication path. Since all the information between Alice and APPIFY, similarly as between MEC and APPIFY, is transferred inside an integrity-protected channel, APPIFY receives only the information that other parties have intended for it. Therefore, APPIFY cannot learn more information than what Alice provides. Similarly, as we explained earlier for MEC, we can conclude that APPIFY does not learn either of the identifiers “Alice” and IMSI. Therefore, APPIFY cannot relate these identifiers with Alice13. Thus, the requirements R11-APP-D and R12-APP-I are fulfilled.

It should be noted that after Step 11, Alice might choose to share her IMSI, her real name “Alice”, or some other information with APPIFY, e.g., to receive better service. The protocol cannot protect against such disclosure of information. However, the same is probably true for any protocol that allows the free-format exchange of information.

Outsiders and MNO cannot see the identifier of APPIFY because it is carried inside secure channels. Still, traffic analysis may help in identifying the MEC application in use; see [58,59]. For that reason, our solution does not fully meet the requirements R1-MNO-D and R15-OUT-D. Another example of gathering information indirectly is when the other MEC application observes a load on the MEC host. The other MEC application could then correlate the observed load to observed traffic patterns related to a particular user, e.g., on the radio interface. This may help in concluding that the user is connected to APPIFY. If the
application cannot be recognized by studying encrypted traffic patterns or other indirect means, then R1-MNO-D and R15-OUT-D are met.

Unlinkability

The requirements about unlinkability are partially met with our solution. In Step 6, MEC creates a one-to-one mapping from the DTLS session between Alice and MEC to the TLS session between Alice and APPIFY. This means that anybody who can recognize that two messages belong to the same DTLS session (or the same TLS session) also learns that these messages are between the same user and the same MEC application. There are many ways for even an outsider to find out that two protected messages belong to the same (D)TLS session (see, for example, [60]). Therefore, we limit the discussion of unlinkability requirements to the case where the two messages under consideration belong to two different DTLS or TLS sessions.

Our solution generates new DTLS and TLS channels from scratch for every new connection between the user and APPIFY. This makes it more difficult for parties other than Alice and APPIFY to link different TLS channels to each other.

As explained earlier, the MNO cannot identify either APPIFY or Alice. When a new DTLS connection is established, MNO cannot know whether this connection is for the same MEC application as an earlier connection, except by analyzing traffic patterns. Thus, requirement R4-MNO-U is partially met.

MNO could assume that if the same UE connects to the same MEC application, then the identifier of the user toward that application is also the same. However, MNO cannot know this for sure. For example, the UE could act as a hotspot and be shared by several users. We conclude that the requirement R5-MNO-U is partially met.

Similar reasoning as for MNO and R4-MNO-U above can be carried out for the case of outsiders. Therefore, only by traffic analysis can other users and parties not visible in the system model learn that two UEs use the same MEC application. Similarly, only by traffic analysis can these types of outsiders learn that two messages from two different DTLS sessions relate to the same MEC application. The third type of outsiders, i.e., the other MEC applications, can additionally gather information about the internal state of the MEC host. However, it is still limited as to how well this kind of indirect information could help identify the used MEC application. Therefore, the requirement R19-OUT-U is partially met.

When establishing the outer DTLS channel, Alice authenticates MEC, but MEC does not authenticate Alice. This prevents MEC from linking Alice to APPIFY. In the established session, MEC knows which MEC application is used, but the identities of Alice are not revealed to MEC. However, the IP addresses in the messages might reveal that the same device is used in two different DTLS connections. In that case, these two connections are likely from the same user. Still, MEC cannot be sure about that, as explained above for the case of MNO. We can conclude that the requirements R9-MEC-U and R10-MEC-U are partially fulfilled.

We now discuss the unlinkability requirements R13-APP-U and R14-APP-U for APPIFY in the case where two messages are from two different TLS sessions. In that case, APPIFY can conclude that the user is probably using the same device if the user sends the same certificate to APPIFY in both TLS sessions. On the other hand, having different certificates does not imply that different devices are used. We can conclude that requirement R13-APP-U is partially met.

Typically there is a one-to-one mapping between the user device and IMSI. However, there may be several SIM cards in a single device, or the same SIM card could be moved from one device to another. The APPIFY cannot distinguish between any of these cases. We can conclude that R14-APP-U is partially met.

In summary, our solution meets the privacy requirements well, except for the unlinkability part. An adversary may recognize that messages belong to the same DTLS or TLS session and conduct traffic analysis. However, similar arguments against unlinkability can be made in the setting where applications are used without the help of MEC technology.
4.2.2. Dependent Cases

In Section 3.3.2, we identified which privacy requirements are applicable for the dependency combinations. Now, we analyze how the solution in Section 4.1 meets the applicable privacy requirements for dependent cases.

How our solution fulfills the privacy requirements for outsiders of the first two types (parties non-visible in the system model and other MNO subscribers than Alice) is not affected by the dependency between the parties participating in the protocol. For that reason, our solution fulfills requirements R15–R20 in the case of the first two types of outsiders for all dependency cases in the same way as for the case where all parties are independent.

Let us now consider the third type of outsiders, i.e., the other MEC applications inside the same MEC host, where APPIFY is located. It can be possible that some other MEC applications are dependent on MNO, MEC, or APPIFY, e.g., these parties have their own applications in the MEC host. As an example of how such dependency may have an effect on privacy, assume that Alice establishes two DTLS sessions from the same device, which also has the same IP address, to APPIFY and another MEC application. Suppose the MEC host is dependent on this other MEC application. In that case, MEC knows that the same user is establishing the two DTLS sessions, and the other MEC application knows that its user, say, Alice64, also uses APPIFY with some username. However, the combination of the MEC host and the other MEC application still cannot conclude that this username Alice13, even if they somehow see that Alice13 is active on APPIFY. This example shows that collaboration between the MEC host and some MEC application could reveal some hints about communication between Alice and APPIFY. However, obtaining such indirect information still depends on coincidences, and therefore it does not change substantially how our solution fulfills the requirements about MEC.

The collaboration of MNO and other MEC applications would not provide many benefits because the MEC host is between MNO and the other MEC application. Finally, if APPIFY collaborates with some other MEC application, these two applications can be considered only one service, where the other MEC application is just an extension of APPIFY.

In summary, none of the possible dependencies between other MEC applications and parties that provide a service to Alice have a substantial impact on how our solution meets the requirements.

The dependence of two out of three parties (MNO, MEC, and APPIFY) would not impact the privacy requirements of the independent party. For example, in the case where MEC and APPIFY are dependent, the requirements for MNO, R1–R5, are fulfilled by the solution similarly as when all three parties are independent. This is because the dependency of MEC and APPIFY does not help MNO to obtain any extra information. Likewise, the dependency of MNO and APPIFY does not change how the privacy requirements for MEC, R6–R10, are fulfilled. Furthermore, the dependency of MNO and MEC does not affect how the solution fulfills the privacy requirements for APPIFY, R11–R14.

MNO and MEC Combination

Combining with MEC does not help MNO, and vice versa, to obtain information that APPIFY has because of the secure channel between Alice and APPIFY in the solution. Therefore, the applicable requirements R2, R3, R5, R6, R8, and R10 are fulfilled similarly to how they are fulfilled in the independent case.

MEC and APPIFY Combination

The requirement R6 is partially fulfilled for this combination because APPIFY knows all the content sent to it but does not know which content is sent by Alice. Combining with APPIFY does not help MEC to obtain information that MNO has, and vice versa, due to the secure channel between Alice and MNO. This is why the requirements R7, R9, R11, R12, and R14 are fulfilled similarly to how they are fulfilled in the independent case. On
the other hand, combining with MEC helps APPIFY to obtain the IP address of the sender, which could help to find out that two messages are coming from the same device. However, the IP address of the device could change, and MNO could allocate the same IP address to another device after some time. Therefore, R13 is still partially fulfilled.

MNO and APPIFY Combination

Combining with APPIFY would clearly help MNO to identify that Alice is using APPIFY, but that would not help to determine which other MEC applications Alice or another user might be using. Therefore, the requirements R1, R4, and R5 are partially fulfilled. APPIFY would also help MNO to identify what Alice is sending to and receiving from APPIFY and help APPIFY to identify IMSI and the device from which it receives messages. Hence, the solution does not fulfill R2, R3, R11, R12, R13, or R14 in this combination. However, MEC could delay and reorder messages to hide which messages from the MNO side relate to the messages on the MEC application side and vice versa. Therefore, we can argue that the solution could be enhanced to partially meet R2, R3, R11, R12, R13, and R14 in this case.

In summary, our solution fulfills the applicable privacy requirements for the MNO and MEC combination in the same way as for the case where MNO, MEC, and APPIFY are independent. Additionally, in the case where MEC and APPIFY share information, the requirements are fulfilled similarly to the independent case, except for one requirement, which is still partially fulfilled in the dependent case. However, when MNO and APPIFY share information, our solution does not fulfill six of the privacy requirements unless the solution is enhanced for the MEC host.

Sharing information between honest-but-curious parties increases their power to attack the user privacy while remaining honest but curious. Thus, a protocol that fulfills a set of privacy requirements when the parties are independent does not necessarily fulfill them in the dependent cases.

5. Final Remarks

We have considered privacy challenges when using multi-access edge computing (MEC) applications in 5G in the basic scenario, where a user wants to access a MEC application in a MEC host that is deployed in a network of a mobile network operator (MNO). Since the network entities in this scenario may have different owners, the privacy of the MEC user should be protected not only against external attackers (outsiders) but also against entities that serve the user.

We defined a system model of this situation and then determined an adversary model and privacy requirements for the entities in the system model. We then introduced a privacy-preserving solution for accessing a MEC application and analyzed how this solution meets the privacy requirements.

The defined system model can be applied to cases other than the one that includes MEC, e.g., three parties provide services to Alice. These possibilities are to be considered in future work.

Formal verification and formal modeling of our solution are left for future work. The future work also includes the experiments of our solution through simulation or other means of concrete examples of executing APPIFY by Alice and privacy requirements when the network is under attack, as well as the numerical results of such experiments. Another direction for future work is to protect user privacy in more complicated scenarios, such as (i) where the user switches from one MEC host to another while moving and (ii) roaming situations involving more than one MNO. Privacy-preserving protocols could be developed and analyzed for those scenarios.
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Abbreviations
The following abbreviations are used in this manuscript:

3GPP 3rd Generation Partnership Project
5G Fifth Generation
AKA Authentication and Key Agreement
AF Application Function
DoS Denial of Service
DTLS Datagram Transport Layer Security
EST Enrollment over Secure Transport
ETSI European Telecommunication Standards Institute
GUTI Globally Unique Temporary Identifier
IMSI International Mobile Subscriber Identity
IoT Internet of Things
MEC Multi-Access Edge Computing
MNO Mobile Network Operator
NFV Network Function Virtualization
OR Onion Routing
SDN Software-Defined Networking
SUPI Subscription Permanent Identifier
TCP Transmission Control Protocol
TLS Transport Layer Security
TMSI Temporary Mobile Subscriber Identity
UDP User Datagram Protocol
UE User Equipment
UPF User Plane Function
V2X Vehicle-to-Everything
VPN Virtual Private Network
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