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Abstract—Since IoT systems provide services over the Internet, they must continue to operate safely even if malicious users attack them. Since the computational resources of edge devices connected to the IoT are limited, lightweight platforms and network protocols are often used. Lightweight platforms and network protocols are less resistant to attacks, increasing the risk that developers will embed vulnerabilities. The code clone research community has been developing approaches to fix buggy (e.g., vulnerable) clones simultaneously. However, there has been little research on IoT-related vulnerable clones. It is unclear whether existing code clone detection techniques can perform simultaneous fixes of the vulnerable clones. In this study, we first created two datasets of IoT-related vulnerable code. We then conducted a preliminary investigation to show whether existing code clone detection tools (e.g., NiCad, CCFinderSW) are capable of detecting IoT-related vulnerable clones by applying them to the created datasets. The preliminary result shows that the existing tools can detect them partially. The datasets are available at: https://zenodo.org/record/5090430#.YOqP_Q2w

I. INTRODUCTION

Internet of Things (IoT) envisions a self-configuring, adaptive, complex network that interconnects ‘things’ to the Internet through the use of standard communication protocols [1], [2]. The interconnected things have physical or virtual representation in the digital world, sensing/actuation capability, a programmability feature, and are uniquely identifiable [1], [2]. By 2020, Gartner estimates IoT connected devices will outnumber humans 4-to-1 [3], and it is estimated that there will be more than 75 billion IoT connected devices worldwide by 2025 [2], [4]. Since IoT systems provide services over the Internet, they must continue to operate safely even if malicious users attack them. Since the computational resources of edge devices connected to the IoT are limited, lightweight platforms and network protocols are often used. Lightweight platforms and network protocols are less resistant to attacks, increasing the risk that developers will embed vulnerabilities. Driven by the above considerations, the concept of IoT-related vulnerability is more complicated than traditional software systems [2].

So far, the software engineering and security research communities have been developing approaches to fix vulnerable clones simultaneously [3], [5], [6]. For example, Pham et al. developed SecureSync [5]. This supporting tool is able to automatically detect recurring software vulnerabilities in different systems that share source code or libraries, which are the most frequent types of recurring vulnerabilities. Kim and Lee proposed VUDDY [6], an approach to scalable and accurate code clone detection, which adopts robust parsing and a novel fingerprinting mechanism for functions. Despite the IoT-related vulnerabilities being more complex than other vulnerabilities described in the previous paragraph, little research has been done on IoT-related vulnerable clones. It is unclear whether existing code clone detection techniques can be used to perform simultaneous fixes of IoT-related vulnerable clones.

In this study, we first present CVE-Based Dataset (CBD) and Issue-based Dataset (IBD) as datasets of IoT-related vulnerable code [7]. CBD is created by collecting programs obtained by searching CVE (Common Vulnerabilities and Exposures) IDs [8] of IoT-related vulnerabilities using the GitHub search engine. IBD is created by collecting files from pull requests and issues on IoT published by Makhshari and Mesbah [2] before any patches were applied. We then conducted a preliminary investigation to show whether existing multilingual code clone detection tools (e.g., NiCad [9], CCFinderSW [10], [11], [12]) are capable of detecting IoT-related vulnerable clones by applying them to the created datasets.

Section [1] describes how to create the proposed datasets, followed by an overview of the datasets in Section [3]. Section [11] shows the results of applying two code clone detection tools to the datasets as an example of their use. Section [12] describes related works, and Section [13] summarizes and discusses future work.

II. DATA COLLECTION METHODOLOGY

The primary data of our datasets is the source code related to vulnerabilities. We begin by collecting source code reported as a vulnerability in GitHub by issues, comments, or pull requests. Then, we obtain the source code before vulnerability fixing using the Blame function of GitHub or the patch files. According to the search approaches, we built two datasets:

- CBD (CVE-Based Dataset)
- IBD (Issue-Based Dataset)

The approaches are as follows.

A. CVE-Based approach

This approach is based on CVEs (Common Vulnerabilities and Exposures) [8]. Fig. 1 shows the process of building CBD.

1) Search for the target keywords in the CVEList repository: CVE is a list of records for publicly known cybersecurity and can be searched in CVEList [13], built by CVE Numbering Authorities (CNAs). From [14], there are three principal attack...
approaches for IoT systems: attacks via web management systems, attacks during remote software updates, and Mirai Attack. Among them, attacks via web management systems appear most frequently. Consequently, we selected the top four keywords reported in the attacks via the web management system: SQL injection, CSRF (Cross-Site Request Forgeries), XSS (Cross-Site Scripting), and weak passwords.

2) Search for CVE-IDs that include the target keywords on GitHub: In this way, we collected the source code related to CVEs, including target keywords. We checked the code, commit messages, issues, and pull requests of the search result to find the source code related to the target keywords [13].

3) Get the source code containing vulnerabilities: We collected source code before modification using the Blame function of GitHub or patch files.

As a result of the search, there are CVEs for which the source code was unable to be obtained. This may be because there are no changes based on that CVEs, or neither the source code nor the patch files with the vulnerability have not been uploaded to GitHub.

B. Issue-Based approach

This approach is based on bugs described in issues on GitHub. Fig. 2 shows the process of building IBD.

1) Get the data from the dataset of Makhshari and Mesbah: Get the repository owner, repository name, and issue number or pull request number from the dataset of Makhshari and Mesbah [16]. The dataset summarizes 5565 issues or pull requests related to IoT bugs. Makhshari and Mesbah used this dataset to classify bugs in IoT systems.

2) Search for pull request number by issue number: We searched for pull request numbers by issue numbers using the REST API on GitHub [17]. It is impossible to get the patch files or the files modified by the patch files directly from the issues. Instead, we tried to search for pull request numbers by the repository owner, repository name, and issue number. However, since the corresponding relationship between an issue and a pull request is not a one-to-one correspondence, it is impossible to obtain all pull request numbers.

With this command, it is able to get the pull request number.

3) Get the files modified by the patch file: From the acquired issue information and pull request number information, the patch files and the files changed by the patch files can be accessed by REST API on GitHub [17].

With this command, it is able to get the URL that points to the files modified by the patch files with this command.

It is able to get the files modified by the patch files with this command.

4) Get the source code containing the vulnerability: We collected source code containing the vulnerability using patch files and the files changed by the patch files.

It is able to get source code before modification with this command.

III. DATASETS

This section describes the size and composition of the CBD and IBD built in Section III. We searched 1800 CVEs by a method, including 500 for SQL injection, 500 for CSRF, 500 for XSS, and 300 for weak passwords. As a result, 20 CVEs are collected in CBD. Table I shows the list of the collected CVE-IDs.

The number of Issues searched by II-B approach is 5565 bugs. The number of patch files in IBD collected by this approach is 619. Table II shows the number of patch files per repository.

CBD has 20 CVEs related to IoT systems. In the XSS, SQL injection, and CSRF directories, files before and after the modifying are included. Fig. 3 shows a part of the structure of CBD.

IBD has 619 patch files used to fix the vulnerability of all files. A directory with the pull request number is created,
### TABLE II

| owner/repository         | number of files |
|--------------------------|-----------------|
| eclipse/kapua            | 386 patch files |
| eclipse/hono             | 101 patch files |
| AlCalzone/node-tradfi-client | 47 patch files |
| GladysAssistent/Gladys   | 24 patch files  |
| mainflux/mainflux        | 18 patch files  |
| kubeedge/kubeedge        | 10 patch files  |
| eclipse/kura             | 7 patch files   |
| particle-iot/device-os   | 7 patch files   |
| yodaos-project/yoda.js   | 4 patch files   |
| openhab/openhab-core     | 3 patch files   |
| ikalchev/HAP-python      | 2 patch files   |
| OpenZWave/Zwave2Mqtt     | 2 patch files   |
| Azure/azure-iot-sdk-c    | 1 patch file    |
| codetheweb/tuyapi       | 1 patch file    |
| eclipse/eqm              | 1 patch file    |
| homieio/homie-esp8266   | 1 patch file    |
| MCS-Lite/mcs-lite-app    | 1 patch file    |
| mynsensors/NodeManager   | 1 patch file    |
| openhab/openhab-ios      | 1 patch file    |
| phome-shc/phome          | 1 patch file    |

...and the patch file and the files modified by the patch file are included. Fig. 3 shows a part of the structure of CBD.

We have put the dataset into a JSON file. This file is included in IBD.

The file contains the following fields:
- “ID”
- “owner”: repository owner
- “repo”: repository name

### IV. PRELIMINARY INVESTIGATION

Based on CBD and IBD, we investigated whether vulnerabilities in IoT systems could be detected using code clone detection tools. Fig. 5 shows the process of vulnerabilities detection by code clone detection. This process is mainly comprised of the following three steps:

a) **Datasets creation**
   - See Section II and Section III

b) **Clone detection**
   - We used NiCad [9] and CCFinderSW [10], [11], [12] to detect code clones in source code from CBD and IBD.

c) **Vulnerability judgment**
   - We compared the source code reported as code clones with the vulnerabilities contained in the patch files to judge whether the vulnerabilities have been detected.

#### A. Settings

1) **Investigation target**: CVEs with multiple files in CBD (8 CVE-IDs in total) and patch files with multiple modifications in IBD (randomly choose 12 patch files) were investigated.

If only one code fragment contains a vulnerability, the code fragment containing the vulnerability is unable to be detected. In IBD, the entire source code was investigated by following the procedure below to conduct an investigation, assuming that detection would be performed.

- **Select patch files**: We selected the target patch files randomly.
- **Git clone**: Copy the entire cloned software to a directory. IBD contains the patch files and the unmodified files. Therefore, the overlapping files are skipped.

2) **Criterion**: If the detected code clone matches or resembles a code fragment containing the vulnerability, it is judged that the vulnerability has been detected. Fig. 6 shows an example of the detection result on NiCad, and Listing 1 shows an example of a diff file. In such a case, it is judged that the vulnerability could be detected because the detection result of the code clone matches the modified code fragment.
erSW. In NiCad, we compared when the similarity was 40% and 70%. In the evaluation of CBD, the items that serve as investigation indicators are defined as shown in Table VI. The indicator D shows the percentage of code clones containing vulnerabilities in the detection results. The indicator E shows the percentage of code clones that contain the vulnerabilities found in the files.

C. Investigation Using IBD

In IBD, we detect the vulnerabilities using NiCad (similarity threshold is set to 70%). The granularities are blocks and functions. In the evaluation of IBD, the items that serve as investigation indicators are defined as shown in Table VII.

The indicator D means precision. This shows the percentage of code clones containing vulnerabilities in the detection results. The indicator E means recall. This shows the percentage of code clones that contain the vulnerabilities found in the patch.

D. Results

1) Result from CBD: The evaluation results in NiCad are shown in Table IX and Table X and the evaluation results in CCFinderSW are shown in Table XI.

NiCad and CCFinderSW were able to detect 84% of CVE-2011-2711. NiCad (similarity threshold is set to 40%) was able to detect all CVE-2012-1936, but NiCad (similarity threshold is set to 70%) was unable to. CCFinderSW was able to detect 50% of CVE-2012-1936. NiCad was unable to detect CVE-2015-8604 and CVE-2020-7996, but CCFinderSW could. Neither NiCad nor CCFinderSW could detect CVE-2014-8351, CVE-2015-4342, CVE-2019-0213, and CVE-2020-8166.

2) Result from IBD: The investigation results in IBD are shown in Table X and XI. NiCad was able to detect an average of 32% of vulnerabilities by function and block. On the other hand, precision was 0.85 by function detection and 0.77 by block detection, showing a difference.

Some vulnerabilities were able to be detected, but some were unable to be detected. This investigation shows that
As a result of this investigation, it was found that vulnerabilities in IoT systems can be partially detected. This section will discuss the situations for vulnerabilities not detected in two aspects: datasets and detection tools.

1) Datasets: We visually considered the cause of the vulnerabilities in the IoT system that was unable to be detected. The first cause is that there may be only one code fragment containing the vulnerability in the project. Because there is no other code fragment contains the same vulnerability, there would be no code clone result.

The second cause is that it is unable to be detected due to the setting of the clone detection tools. Clone detection tools can often set the degree of similarity by parameterizing how similar the code fragments are compared. The lower the similarity threshold is, the more vulnerable code clones could be detected, but the more code fragments will be reported as clones falsely. Based on the recommended configurations, we set the similarity threshold of Nicad to 70% and set the minimum number of matching tokens of CCFinderSW to 50. If the code fragments containing vulnerabilities are smaller than 50 tokens, or the similarity is lower than 70%, they are unable to be detected by the tools. In this case, we need to consider the balance between precision and recall.

The third cause is that a vulnerability in a project may consist of multiple files. In such a case, it is necessary to detect code clones consists of several code fragments from multiple files. Because the used tools are unable to detect clones consist of multiple files, this part is unable to be detected.

2) Detection Tools: Different detection tools have different features. It is necessary to find out which kind of detection tools are better for detecting vulnerabilities. In this investigation, we used two clone detection tools, Nicad and CCFinderSW. Nicad detects code clones by functions or blocks and can detect Type-1, Type-2, and Type-3 code clones. As a token-based detection tool, CCFinderSW can detect Type-1 and Type-2 code clones.

Comparing the results of the two clone detection tools in CBD, detection tools with token sequence granularity and detection tools with Type-3 detection ability show effectiveness in detecting vulnerabilities in IoT systems. For example, CVE-2015-8604 and CVE-2020-7996 are only detected by CCFinderSW, the detection tool with token sequences...
granularity. They were unable to be detected in functions granularity because CVE-2015-8604 does not have a symbol indicating function, and CVE-2020-7996 has only a few lines of vulnerability code for one function. As for the detection ability of Type-3 clones, when detection clones in CVE-2012-1936, NiCad detected all vulnerabilities, but CCFinderSW only detected half of them.

Investigation of IBD shows that detection by functions is effective in detecting vulnerabilities in IoT systems. This is because when clone detection was performed on 712, 1324, and 2240 in IBD, Precision in function granularity was higher than in block granularity. On the other hand, the detection at function granularity showed the possibility of detecting the same degree of vulnerabilities as the block granularity.

V. RELATED WORK

A. Clone detection tools

Various clone detection tools have been developed to solve code clone problems such as defeats propagation in software projects. According to source code normalization and similarity calculation, the detection ability of tools is different. Typical features include the types of code clones that can be detected and granularity. In addition, many tools can set the degree of similarity by parameterizing how similar the code fragments are. The lower the similarity threshold is, the more vulnerable code clones could be detected, but the more code fragments will be reported as clones falsely. Furthermore, different tools may support different programming languages. CCFinderSW [10], [11], [12] supports various languages by giving a syntax definition description as input. NiCad [9] (ver. 6.2) supports C, C#, Java, Python, PHP, Ruby, WSDL, and ATL. CCFinderSW can detect Type-1 and Type-2 [13] code clones, and NiCad can detect Type-1, Type-2 and Type-3 [18] code clones.

CCFinderSW [10] [11] is a clone detection tool that can detect code clones in various programming languages. This is achieved by giving the syntax definition description of ANTLR, one of the parser generator generation systems, as an input. CCFinderSW performs clone detection through three steps: lexical analysis, variable processing, and clone detection/output shaping.

NiCad [9] is a clone detection tool that uses a hybrid approach to generate structurally meaningful Type-3 clones by combining language-dependent analysis and language-independent similarity analysis. NiCad has three main stages: analysis, normalization, and comparison/cloning detection.

B. VUDDY

VUDDY [6] is a tool for the scalable detection of vulnerable code clones in C and C++, which is capable of detecting security vulnerabilities in large software programs efficiently and accurately. VUDDY searches for vulnerabilities by comparing functions from a dictionary of vulnerability with target files and detecting clones. Clone detection tools aim to detect code clones, while vulnerability detection tools, including VUDDY, aim to find vulnerabilities. Therefore, the detection results are also different. The clone detection tool detects \( N(N \geq 0) \) of similar code clones containing \( M(M \geq 2) \) of code fragments. On the other hand, VUDDY detects code fragments with \( M(M \geq 0) \) vulnerabilities for one of the \( N(N \geq 0) \) functions in the vulnerability code dictionary.

VUDDY detects vulnerabilities through two stages: preprocessing and clone detection. The preprocessing consists of functions search, abstraction/standardization, and fingerprint generation and must be performed on functions of target files and the vulnerability code dictionary. However, if the vulnerability code dictionary is not added, the functions of the vulnerability code dictionary can be reused by preprocessing as a dictionary once. Clone detection consists of key search and hash search. The key search searches for the same key in the dictionary, and if there is the same key, the hash search is performed. The Hash search searches for the same hash value in the same key, and if there is the same hash value, it is judged as a code clone.

VI. SUMMARY

In this paper, we collected datasets of vulnerabilities in IoT systems. We used the datasets to confirm the effectiveness of the clone detection tool in detecting vulnerabilities in IoT systems. It turned out that the vulnerability can be partially detected. In addition, we considered the reasons why the vulnerability was unable to be detected and the detection rate due to the characteristics of clone detection.

As a future work, we are considering developing a tool that can detect vulnerabilities in IoT systems using clone detection technology. Therefore, it is necessary to add datasets and examine the tool configuration to increase the precision and recall.
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