Abstract
The paper introduces a hardware-in-the-loop (HIL) driving simulator with the implementation of a look-ahead cruise control considering forward road information. The vehicle dynamics are simulated real-time in the high fidelity heavy duty vehicle simulation environment TruckSim, while the proposed look-ahead control algorithm also runs real-time on dSPACE MicroAutoBox II. The latter functions as a vehicle electronic control unit (ECU) and is used for rapid control prototyping (RCP), hence the proposed look-ahead driver assistance system can be tested and tuned in a real-time HIL vehicle simulator before installing dSPACE MicroAutoBox II in a real vehicle.
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1 Introduction and motivation
Software-in-the-loop (SIL) and hardware-in-the-loop (HIL) simulation systems are powerful tools for developing production ready controllers. The integration of a compiled software codes in simulation systems have multiple purposes: it can increase simulation speed, verify the control algorithm in a production controller, etc. The development of SIL and HIL simulation environments are getting more and more widespread among automotive companies and researchers as well, see (Bringmann and Krämer, 2008; Vandi et al., 2014). In (Szalay et al., 2012) a HIL vehicle driving simulator has been developed based on a real vehicle. In (Gietelink et al. 2007) a HIL environment served for the development of intelligent driver assistant systems, while in (Deng et al., 2008) a laboratory environment has been developed to test and verify autonomous vehicle functions. In (Aradi et al., 2014) and (Törő et al., 2016) camera related autonomous vehicle functions have been tested in HIL environment with the intention of applying the developed algorithm on go-cart vehicle.

Present paper deals with the HIL environment of a real-time driving simulator with the aim of testing and tuning of a previously introduced look-ahead cruise controller. The parameter dependency of the operation of the look-ahead control algorithm has been already presented in earlier papers, see Németh and Gáspár (2015). The speed selection of the look-ahead cruise control has been compared to that of a human driver, as discussed in Mihály et al. (2012; 2013). The HIL environment presented in the paper enables the driver/developer to test the operation of the proposed look-ahead cruise control along with a conventional cruise control or manual driving in a real-time simulation environment.

The procedure to convert from HIL environment into a real system working on a vehicle has the following steps: First, the function of the software components are developed (here implanted into dSPACE MicroAutoBox II which is connected to TruckSim during the HIL tests). Next, communication lines valid on the real vehicle must be formed, tested. After the validation of the communication lines MicroAutoBox II can be separated from the HIL environment and inserted into the real system.
vehicle. This phase paves the way to prototype production. The development follows the so-called V-model because each phase fits flexibly to each other and one can return to earlier phase without any loss.

The paper is organized as follows. Section 2 shows the interface between TruckSim and dSPACE MicroAutoBox II. Section 3 introduces the simulation models running under both the desktop computer and MicroAutoBox II. Section 4 shows the operation of the real-time HIL environment. Finally, some concluding remarks are presented in Section 5.

2 Architecture of the TruckSim/dSPACE interface

The HIL simulation environment is shown in Fig. 1. The left side represents the vehicle simulator with the driver seat, vehicle control devices (steering wheel, brake/accelerator pedal, gearbox) and the desktop computer with the TruckSim/ Simulink vehicle simulation environment, while the right side shows dSPACE MicroAutoBox II on which the proposed look-ahead cruise control algorithm is running.

TruckSim is a simulation environment with high complexity models of trucks, buses, and other heavy duty vehicles. The software package includes the Driving Simulator, which enables real-time measurements. The purpose of the proposed HIL environment is to perform real-time tests of the look-ahead controller designed for a specific heavy duty vehicle. Another aim of the presented platform, is to enable the driver/developer of the simulator to tune the parameters of the controller and observe the effect on the operation of the vehicle. TruckSim/ dSPACE interface is important to ensure that the developed controller can easily be implemented on a real vehicle.

dSPACE MicroAutoBox II serves as a testing and fast function prototyping ECU. It operates real-time without user intervention and virtually may carry out any task on the vehicle. A desktop or laptop can be connected to MicroAutoBox II for software downloading, data analysis or controller calibration. Here, dSPACE MicroAutoBox II 1401 software downloading, data analysis or controller calibration. While the main interface with the desktop computer is based on a CAN configuration block.

The look-ahead cruise control algorithm implemented in dSPACE MicroAutoBox II then calculates the optimal velocity for the vehicle based on the received CAN signals from TruckSim/ Simulink, and sends back the result to the CAN Receive block with a sampling time of $T_s = 0.01s$. Finally, the CAN Unpack block transforms the CAN message for MATLAB/Simulink and dSPACE MicroAutoBox II via CAN communication channel. The latter consists of multiple dialog blocks from MATLAB Vehicle Network Toolbox. First, the CAN Pack block transforms the measured real-time vehicle and steering wheel button signals into CAN messages with a given identifier (ID). The measured vehicle signals generated by TruckSim are the position, velocity and acceleration of the vehicle, while there are six buttons altering the three controller parameters (look-ahead distance: $L$, number of section points: $n$, performance weight: $R_L$) with a predefined scaling. Next, the CAN Transmit blocks transmit the CAN messages to MicroAutoBox II via Vector CANboardXL.

The look-ahead cruise control algorithm implemented in MicroAutoBox II then calculates the optimal velocity for the vehicle based on the received CAN signals from TruckSim/ Simulink, and sends back the result to the CAN Receive block with a sampling time of $T_s = 0.01s$. Finally, the CAN Unpack block transforms the CAN message for MATLAB/Simulink and serves as the reference signal for the PI cruise controller. Note, that a CAN Configuration block is also needed in order to define the interface device (Vector CANboardXL) and bus speed.

3 Simulation models

3.1 TruckSim/Simulink model

The MATLAB/Simulink model implemented in TruckSim real-time driving simulator environment is depicted in Fig. 2. The red blocks represent the PI speed controller, the yellow block contains the vehicle model used to generate the throttle/ brake inputs for TruckSim, the green blocks define the GPS position of the vehicle, while the orange blocks stands for the connection between TruckSim and dSPACE MicroAutoBox II via CAN communication channel. The latter consists of multiple dialog blocks from MATLAB Vehicle Network Toolbox. First, the CAN Pack block transforms the measured real-time vehicle and steering wheel button signals into CAN messages with a given identifier (ID). The measured vehicle signals generated by TruckSim are the position, velocity and acceleration of the vehicle, while there are six buttons altering the three controller parameters (look-ahead distance: $L$, number of section points: $n$, performance weight: $R_L$) with a predefined scaling. Next, the CAN Transmit blocks transmit the CAN messages to MicroAutoBox II via Vector CANboardXL.

The look-ahead cruise control algorithm implemented in MicroAutoBox II then calculates the optimal velocity for the vehicle based on the received CAN signals from TruckSim/ Simulink, and sends back the result to the CAN Receive block with a sampling time of $T_s = 0.01s$. Finally, the CAN Unpack block transforms the CAN message for MATLAB/Simulink and serves as the reference signal for the PI cruise controller. Note, that a CAN Configuration block is also needed in order to define the interface device (Vector CANboardXL) and bus speed.

3.2 dSPACE control model

The MATLAB/Simulink model of the look-ahead cruise control implemented in dSPACE MicroAutoBox II is shown in Fig. 3. There are three main parts of the model: Receiving, processing, transmitting. The receiving block obtains the data from CAN and transforms it to operable signals. The processing block gathers these signals and the algorithm calculates the optimal velocity for the vehicle based on the look-ahead method. Finally, the last transmitting block sends information through serial and CAN interface.
The model includes the necessary CAN and serial communication boxes, which handles Vector CANCase card. The vehicle position, velocity and acceleration data along with the algorithm parameters ($L$, $R_1$, $n$) are obtained via CAN communication. Note, that the calculated optimal velocity is also sent back to TruckSim on the same CAN communication channel. The block in the middle of Fig. 3 contains the velocity optimization, and gives an energy optimal velocity as a result. The optimal velocity calculation for given road characteristics has already been introduced in Németh and Gáspár (2011; 2013). Here, instead of the computationally cumbersome optimization methods an analytical solution is given since MicroAutobox II has limited capacity. Hence in case the algorithm cycle calculation takes too much time, the embedded operating system gives task overflow exception, which is handled with restarting the algorithm with reduced cycle size. Note, that the computational time of MicroAutobox II heavily depends on the number of section points $n$ set by the driver during the controller tuning process.

After the MATLAB/Simulink model of the look-ahead controller is set up in dSPACE ControlDesk the compiling, linking and downloading of the program code can be evaluated. Here, a sampling time of $T_s = 0.01s.$ has been set. Finally, the C code of the look-ahead controller is created and can be called during the HIL simulation.

### 4 Real-time simulations

The real-time bus simulator has three driving modes, which can be activated by the use of the steering wheel buttons, as depicted in Fig. 4.

In manual driving the driver has full control over the bus, thus steering, throttle and brake pedal usage is a driver task. In this mode, the vehicle speed is also set by the driver. Pushing the SET/RESET button activates the conventional cruise control and sets the bus velocity to the actual speed. This speed can then be adjusted by pulling the left/right steering wheel paddles. This driving mode only requires steering intervention of the driver.

In case the driver pushes the OPTIMAL button on the steering wheel, the reference velocity is set by the look-ahead control algorithm running under dSPACE MicroAutoBox II. Note, that the parameters of the look-ahead controller can be adjusted real-time by the driver using gearbox console buttons shown in Fig. 4. The look-ahead distance $L \in [0,5000]$ can be adjusted with 500 m intervals, the number of division points $n \in [10,100]$ can be incremented/decremented by 10, while the optimization weight $R_1 \in [0,1]$ can also be adjusted by 0.1 steps.

The real-time CAN signals of MicroAutoBox II can be visualized in dSPACE ControlDesk. Fig. 5 shows an example of a real-time simulation section. In Fig. 5(a) the reference optimal velocity and the actual vehicle velocity is depicted, with the following tuning parameter settings: $L = 2000m$, $n = 20m$, $R_1 = 0.5$. It is well demonstrated, that the simulated bus follows the reference velocity with minimal error. In Fig. 5(b) the measured acceleration is depicted.
Above real-time simulation has been performed based on the road characteristics of the Hungarian highway road section between Gyöngyös and Kápolna, see Fig. 6(a). The terrain characteristics of the road is shown in Fig. 6(b).

An other example of controller tuning is depicted in Figure 8. Here, the motion of the bus has been simulated with different look-ahead distance settings, but with similar segment lengths \(L/n = 50\)m and optimization weighting parameters \(R_1 = 0.5\). It is well demonstrated in Fig. 8(a), that the velocity selection of the bus greatly depends on the look-ahead distance, and generally bigger distance induces bigger deviation from the speed limit. Fig. 8(b) suggests that the overall fuel consumption is the least in case of a look-ahead distance \(L\) between 1500–2000m. Although the travel time increases with the increasing look-ahead distance (see Fig. 8(c)), the difference between the two extremes is less than 2 minutes.
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5 Conclusion

The paper presented a HIL driving simulator based on real-time TruckSim vehicle simulator and dSPACE MicroAutoBox II prototyping system for in-vehicle applications. The purpose of the HIL driving simulator is to develop, test and tune a look-ahead cruise controller. The real-time HIL simulation environment enables the developer to adjust the parameters of look-ahead controller real-time. The simulation results suggest that calibration of the look-ahead control parameters are necessary to guarantee optimal performances. The presented HIL environment contributes in a fast and cheap ECU software development, which can then simply be adopted to a real vehicle for prototype testing.
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