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Abstract—Inter-Component Communication (ICC) is a key mechanism in Android. It enables developers to compose rich functionalities and explore reuse within and across apps. Unfortunately, as reported by a large body of literature, ICC is rather “complex and largely unconstrained”, leaving room to a lack of precision in apps modeling. To address the challenge of rather “complex and largely unconstrained”, leaving room to a lack of precision in apps modeling, we propose RAICC a static approach for modeling new ICC links and thus boosting previous analysis tasks such as ICC vulnerability detection, privacy leaks detection, malware detection, etc. We have evaluated RAICC on 20 benchmark apps, demonstrating that it improves the precision and recall of uncovered leaks in state of the art tools. We have also performed a large empirical investigation showing that Atypical ICC methods are largely used in Android apps, although not necessarily for data transfer. We also show that RAICC increases the number of ICC links found by 61.6% on a dataset of real-world malicious apps, and that RAICC enables the detection of new ICC vulnerabilities.

I. INTRODUCTION

Android apps heavily rely on the Inter-component communication (ICC) mechanism to implement a variety of interactions such as sharing data [1], triggering the switch between UI components or asynchronously controlling the execution of background tasks. Given its importance, the research community has taken a particular interest in ICC, reporting on various studies that show how ICC can be exploited in malicious scenarios: ICC can be leveraged to easily connect malicious payloads to a benign app [2], leak private data [3]–[5], or perform app collusion [6]. These scenarios are generally executed by passing Intent objects, which carry the data and information about explicitly/implicitly targeted components [7]. Tracking information across Intents to link components that may be connected via ICC thus becomes an important challenge for the analysis of Android apps.

The resolution of ICC links (identification of the source and target components, type of the components, etc.) is a well-studied topic in the literature. Approaches such as EPICC [8], COAL/IC3 [9], SPARTA [10] or DroidRa [11] have contributed with analysis building blocks in this respect. The ICC links (also called ICC models) generated by these tools are key and even mandatory for several Android app analysis tasks. (1) In the case of data flow analysis, ICC poses an important challenge in the community: ICC indeed introduces a discontinuity in the flow of the analysis, since there is no direct call to the target component life-cycle methods in the super-graph (aggregation of control flow graphs [12] of caller and callee methods in the absence of a single Main method). Several tool-supported approaches such as AMANDROID [4], IccTA [5] and DroidSAFE [3] have been proposed in the literature to cope with this issue. To overcome the discontinuity in the flow of the analysis, all these three tools rely on an inferred ICC model to identify the target component and the ICC methods in order to artificially connect components. (2) In the case of Android malware detection, a tool such as ICCDETECTOR [7] leverages the ICC model generated by EPICC to derive ICC specific features that are used to produce a Machine-Learning model in order to detect new type of Android malware. (3) In the case of vulnerability detection, EPICC leverages its own ICC model to detect ICC vulnerabilities, defined in [8] as the sending an Intent that may be intercepted by a malicious component, or when legitimate app components, –e.g., a component sending sms messages– are activated via malicious Intent.

In all these cases, the proposed tools rely on a comprehensive modeling of the ICC links. However, a major limitation in ICC resolution relates to the fact that state of the art approaches consider only well-documented ICC methods such as startActivity(). Indeed, we have discovered that several methods from the Android framework can also be used to implement ICC although the official Android documentation does not specifically discuss it [13]–[15]. Actually, ICC can also be performed by leveraging Android objects (e.g., PendingIntent or IntentSender) that have been little studied in the literature, and through framework methods that can atypically be used to launch other components.

We have initially observed an atypical ICC implementation during the manual reverse engineering of an Android app that we identified as part of research on logic bomb detection. This app uses the method set(int, long, PendingIntent) of the AlarmManager class for triggering a BroadcastReceiver which in turn is used to launch a Service component. Such an implementation appeared suspicious since it seems artificially complex: it is possible to directly call the sendBroadcast method instead of leveraging an AlarmManager. We further performed extensive investigations and found that several dozens of methods of
the Android framework can atypically start a component with objects of type PendingIntent and/or IntentSender. We use the term “atypical” to reflect the fact that, according to the method definitions, their role is not primarily to start a component (as ICC methods typically do) but to perform some action (e.g., set an alarm or send an SMS). Unfortunately, with such possibilities, an attacker could rely on such methods to perform ICC-related malicious actions. Existing state-of-the-art approaches, because they do not account for atypical methods in their models, would miss detecting such ICC links.

Our work explores the prevalence of Atypical ICC (AICC) methods in the Android framework as well as their usages in Android apps. We then propose an approach for resolving those AICC methods and an instrumentation-based framework to support state-of-the-art tools in their analysis of ICC.

In summary, we present the following contributions:

- We present findings of a large empirical study on the use of AICC methods in malicious and benign apps.
- We propose a tool-supported approach named RAICC for resolving AICC methods using code instrumentations in order to generate a new APK with standard ICC methods.
- We demonstrate that this instrumentation boosts state of the art tools in various Android analysis tasks.
- We improve DROIDBENCH [16] with 20 new apps using AICC methods for assessing data leak detection tools.

The rest of the paper is organized as follows. First, we present how state-of-the-art performs with ICC in Section II. Then, in Section III, we give an example and explain why we are studying atypical inter-component communication. In Section IV, we detail RAICC, our tool-supported approach. We evaluate RAICC and present our results in Section V. In section VI, we present the limitations of the approach. Finally, we discuss the related-work in Section VII and conclude in Section VIII.

II. HOW DO STATE OF THE ART ANALYZERS HANDLE ICC?

Android apps are composed of components that are bridged together through the ICC mechanism. The Activity component implements the UI visible to users while Service components run background tasks and Content Provider components expose shared databases. An app may also include a Broadcast Receiver component to be notified of system events. The Manifest file generally enumerates these components with the relevant permission requests.

Components are activated by calling relevant ICC methods provided in the Android framework. These ICC methods are also used to pass data through an Intent object, which may explicitly target a specific component or may implicitly refer to all components that have been declared (through Intent Filters) capable of performing the Intent actions.

The ICC mechanism challenges static analysis of apps. Indeed, consider Listing 1 in which the MainActivity component launches the TargetActivity component. The discontinuity in the control-flow is clear since there is no direct method call between MainActivity and TargetActivity. Off-the-shelf Java static analyzers that analyze normal method calls would not be able to detect the link between the ICC method startActivity and the TargetActivity component. Hence, if a data flow analysis is performed, none of the data-flow values can be propagated correctly. This is since ICC methods trigger internal Android system mechanisms which redirect the call to the specified component.

Therefore, Android static analyzers have to preprocess the application in order to add explicit method calls. That is what state-of-the-art tools like ICCTA [5], DROIDSafe [3] and AMANDROID [4] do with different techniques. If we take the example of ICCTA, it first relies on IC3 [9] to infer the ICC links. Among other information, IC3 identifies the ICC methods (e.g., startActivity in Listing 1) and resolves the target components (e.g., TargetActivity in Listing 1). Then, ICCTA replaces any ICC method call with a direct method call that passes the correct Intent. Thus, the discontinuity disappears and the link to the target component is directly available in the super-graph (see Figure 3 of ICCTA paper [5]).

Nevertheless, in this paper, we will see that state-of-the-art approaches only rely on well-documented methods for performing inter-component communication. We aim at improving their precision by revealing previously un-modeled ICC links.

III. ATYPICAL ICC METHODS

Static analysis of Android applications is challenging due to the specificity of the Android system’s inter-component communication (ICC) mechanism. Therefore, as we have overviewed in Section II, researchers have to come up with approaches for considering and resolving ICC. In this section, we show that one developer can perform atypical ICC by taking advantage of specific methods of the Android framework.

We define an atypical ICC method (AICC method) as a method allowing to perform an inter-component communication while it is not its primary purpose. These AICC methods rely on PendingIntents and IntentSenders. PendingIntents objects are wrappers for Intents. They can only be generated from existing Intents and describe those latter. They can be passed to different components and especially to different applications. When doing so, the receiving app is granted the right to perform the action described in the PendingIntent with the same permissions and identity of the source app. This introduces a security threat in which a component could perform an action for which it does not have the permission but it is granted this latter through the

Listing 1: An example of how ICC is performed between two components.

```java
public class MainActivity extends Activity {
    protected void onCreate(Bundle b) { ... 
        Intent i = new Intent(this, TargetActivity.class);
        startActivity(i);
    }
}

public class TargetActivity extends Activity {
    protected void onCreate(Bundle b) { ... }
}
```

Section VIII.
PendingIntent. This security threat has been studied by Groß et al. [17]. An important fact is that PendingIntents are maintained by the system and represent a copy of the original data used to create it. The PendingIntents can thus still be used if the original app is killed. IntentSenders objects are encapsulated into PendingIntents. They can be retrieved from a PendingIntent object via the method getIntentSender(). Basically, they can be used the same way than PendingIntents and represent the same artifact.

The abstract representation of AICC methods is shown in Figure 1. The upper part of the figure shows how standard ICC methods behave. They communicate with the Android system via Intents to execute another component. The lower part represents how AICC methods behave. They perform the action they are meant to do through the Android system and at the same time the PendingIntent or the IntentSender is registered in a token list in the Android system [18], [19]. The action may or may not influence the decision for the system to launch the component, depending on the AICC method. For example, a PendingIntent could only be launched in case of the success of the action. Also, the Android system can receive a cancellation of a token from the app. (e.g., cancel an alarm). In that case, the target component would not be launched.

The tokens represent the original data used for generating a PendingIntent or an IntentSender. It means that if the application modifies the Intent used to construct the PendingIntent, it does not affect the token as it is a copy of the original data. More importantly, if the application is killed, the list is maintained in the Android Framework and the components can still be executed.

Listing 2: A simplified example of how the method set of the AlarmManager class is used in a malware.

```
1 public void reconnectionAttempts() {
2     Calendar cal = Calendar.getInstance();
3     cal.add(Calendar.DAY_OF_MONTH, 0,
4             Calendar.ELAPSED_TIME_IN_MILLIS);  
5     intent.putExtra("alarm_message", "Wake up Dude ");
6     PendingIntent pi = PendingIntent.getBroadcast(this,
7             0, 1, 134217728);
8     AlarmManager am = (AlarmManager)
9     getSystemService("alarm");
10     am.set(0, cal.getTimeInMillis(), pi);
11 }
```

When we focus more on the way PendingIntent works, we understand why the developer used this technique. Indeed, in this example, the alarm is set up to go off after 5, 10, or 30 minutes. But what happens if the user closes the app before it goes off? In fact, the alarm will go off anyway and execute the target component. This is due to the fact that when setting an alarm, the PendingIntent is maintained by the Android system until it goes off or gets canceled. We can see the power of such a method to perform ICC. It could be used in different scenarios by an attacker to perform its malicious activities.

Furthermore, AICC methods carry information in Intent objects that are also embedded in PendingIntent or IntentSender objects. Therefore, they can carry different types of information, leading to potential sensitive data leaks. Our benchmark includes examples scenarios for such leaks.

IV. APPROACH

In this paper, we aim at resolving those AICC methods through app instrumentation [20]. The goal for the new app is to be analyzable by state-of-the-art Android static analyzers. We first introduce in section IV-A how we gather a comprehensive list of AICC methods. Then, in section IV-B we describe how we leveraged this list of methods to improve the detection of inter-component communications leading to the increase of precision metrics of existing Android-specific static analyzers.

A. List of Atypical ICC Methods

As explained in previous sections, during the reverse-engineering of Android applications, we stumbled upon a malicious app making the use of the set() method of the AlarmManager class with a PendingIntent as parameter to stealthy perform an ICC (in this case, to start a BroadcastReceiver). Thanks to this example, we realized that (1) Intent and method such as startActivity are not the only main starting points of ICC, (2) other objects (e.g. PendingIntent) and other methods (e.g. AlarmManager.set()) can play a similar role.

Motivated by this discovery, we were eager to check if this atypical mechanism is restricted to this set() method and this PendingIntent object. In other words, are there other atypical methods in the Android framework? Are there other classes such as PendingIntent? To answer these
questions, we performed a comprehensive analysis of the Android framework.

We retrieved from the Android framework, from SDK version 3 to 29 (versions 1 and 2 being unavailable), all the methods that take as a parameter an object of type PendingIntent. We obtained a list of 163 unique methods. The next step was to manually analyze all of them in order to only keep those allowing to perform ICC. The list reduced to 85 methods, indeed some methods have a PendingIntent as a parameter but cannot perform ICC (e.g., android.bluetooth.le.BluetoothLeScanner.stopScan(PendingIntent)).

To identify classes similar to PendingIntent, we followed a simple heuristic. We search for all class names containing the string Intent. This search yielded 19 classes that we manually checked. Finally, we identified one new class, IntentSender, which, according to the Android documentation, has the same purpose as PendingIntent. We scanned again the Android framework to retrieve all the methods that take as a parameter an object of type IntentSender, and we discovered 17 new methods for performing atypical inter-component communication.

To improve the confidence in our list of AICC methods, we performed further analyses. In particular, we downloaded the source code of Android and studied the implementation of some of the AICC methods we gathered. This approach aimed at finding patterns that we used to find similar usage in the Android framework, we assumed that other AICC methods use the same patterns. We also made some assumptions, e.g., considering the subclasses of those studied. Unfortunately, we were not able to uncover additional AICC methods.

At this stage, our list reached a length of 102 (85 + 17) methods. It was all without counting the 9 methods of PendingIntent and IntentSender classes that directly allow launching a component. For example, the send() method of the PendingIntent class allows to directly communicate with a targeted component, likewise for method sendIntent() of class IntentSender. Finally, our list reached 111 methods.

In Listing 3 we illustrate the usage of four AICC methods (chosen for their brevity). On the first lines (4-8) objects necessary to the AICC methods are instantiated. An Intent is instantiated at line 4. At lines 5-6, a sensitive information, the device unique identifier, is retrieved and stored in the imei variable. At line 7, the IMEI is added as an extra information in the intent. At line 8, the PendingIntent is instantiated with the intent containing the IMEI. Then, from line 10, we present four ways of launching the TargetActivity component through AICC methods.

We gathered a comprehensive list of 111 methods, called AICC methods, allowing to perform atypical inter-component communication.
RAICC is able to recover the `Intent` used to create the `PendingIntent` for using it as a parameter for the new standard ICC method call.

1. `Intent i = new Intent(this, TargetActivity.class);
2. PendingIntent p = PendingIntent.getActivity(this, 0, i, 0);
3. LocationManager l = (LocationManager) getSystemService("location");
4. Criteria c = new Criteria();
5. // program point of interest
6. l.requestSingleUpdate(l.getBestProvider(c, false), p);
7. startActivity(i);

Listing 4: How RAICC would instrument an app. (Lines with "*" represent added lines)

**Details of each step involved in RAICC:**

**Step 1:** The app is transformed into Jimple [21], the internal representation of the Soot framework [22] using Dexpler [23].

**Step 2:** RAICC leverages IC3 [9] which is able to infer all possible values of ICC objects using composite constant propagation at specific program points. To this end, we created model files using the COAL [9] declarative language to query each of the AICC methods during program analysis and retrieve the values of the parameters we need (i.e., `PendingIntent` and `IntentSender`).

Given that they are built from `Intent` objects, IC3 is able to identify all subparts which compose the objects (e.g., action, category, extras, URI, etc.). The most important artifact for our instrumentation is the types of potential target components. It is inferred by COAL given its specification, i.e., it is able to get the target component type by recognizing methods for creating `PendingIntents` (e.g., `getActivity`). Indeed, one can easily see the difference between a conventional ICC method and an AICC method: standard ICC methods explicitly describe the type of component that will be launched (e.g., `startActivity()` for an activity, `startService()` for a service, `sendBroadcast()` for BroadcastReceiver, etc.), whereas with AICC method we cannot statically directly know the type of those components (e.g., the signature of the `set()` method gives no information about the type of the target component, and it is the same for most of the AICC methods such as `sendTextMessage()`, `requestLocationUpdates()`, etc.).

Depending on the control-flow of the program during execution, the target component can change, hence its type too. Consequently, we have to take into account all possible types for different components. The main idea of our instrumentation approach is to add as many new standard ICC method calls as there are target components types and `Intent` objects for creating `PendingIntent` and `IntentSender` right after the program points of interest. The type is represented by a single character in the COAL specification for a given class. For example, the target type of a `PendingIntent` can take the following values: 1) "a" for an Activity, 2) "r" for a BroadcastReceiver and 3) "s" for a Service.

**Step 3:** After retrieving the possible target component types of the AICC methods, RAICC has to recover the right `Intent` that has been used for creating the `PendingIntent` or the `IntentSender` which will be the parameter of the generated standard ICC method(s). To tackle this issue, RAICC first recovers the `PendingIntent` or `IntentSender` reference used in the AICC method. Note that it can be used as a parameter in the AICC method (e.g., `sendTextMessage()` or as the caller object (e.g., `send()`) we annotated each AICC method for having this information and, in the case it is a parameter, the index in the list of parameters. Afterwards, RAICC interprocedurally searches for the `Intent` used for creating the `PendingIntent`. In the case of `IntentSender`, RAICC interprocedurally searches for the `PendingIntent`, then recursively apply the previous process for retrieving the `Intent`. Of course, different `Intent` objects could be used in the code (not shown in Listing 4). Therefore for correctly propagating the "context information" among components for further analysis, they should all be taken into account, as RAICC does.

**Step 4:** At this point, for each point of interest (AICC method), RAICC leverages the list of potential target component type and the list of potential `Intents`. The source code modification of the app to explicitly set the ICC methods is straightforward. After each AICC method, RAICC generates as many invoke statements as there are combinations of potential target types and potential `Intents` recovered. The new generated invoke statements will depend on the type(s) inferred at step 2, i.e., `startActivity` for "a", `startService` for "s" and `sendBroadcast` for "r". Intent objects are used as parameters of the new method calls.

Note that some of the AICC methods, likewise `startActivityForResult()`, expect a result returned if the target component type is an Activity. We have carefully annotated the corresponding AICC methods, therefore RAICC generates the right method call in this case, i.e., `startActivityForResult()`.

**Step 5:** Finally, RAICC packages the newly generated application, and any existing tool dealing with standard ICC methods can be used to perform further static analysis.

Note that although instrumentation can lead to non-runnable apps, in this study, apps are not meant to be executed after being processed by RAICC. Indeed, RAICC acts as a pre-processor for other static analyses.

**V. Evaluation**

We address the following research questions:

**RQ1:** Do AICC methods deserve attention? In other words, are AICC methods often used in Android apps?

**RQ2:** Are AICC methods new in the Android Ecosystem?

**RQ3:** Can RAICC boost the precision of ICC-based data leak detectors on benchmark apps?

**RQ4:** Does RAICC reveal previously undetected ICC links in real-world apps? If so, are these newly detected ICC links security-sensitive?

**RQ5:** What are the runtime performance and the overhead introduced by RAICC?
A. Atypical ICC Methods Deserve Attention

In section IV-A, we described how we build a list of atypical ICC methods. We used this list to conduct empirical analyses assessing the use of AICC methods in the wild.

In a first study, we randomly selected 50,000 malicious apps and 50,000 benign apps from the Androzoo dataset [24]. For qualifying the maliciousness of the apps, we used the VirusTotal [25] score (number of antivirus products that flag an app as malicious) available in the metadata of the app in Androzoo. Every app of our malicious set has a VirusTotal score strictly greater than 20, those from the benign have a score equal to 0.

Library code vs. developer code: It has been shown [26] than libraries present in Android apps can seriously impact empirical investigation performed on Android apps. Indeed, code related to libraries is often larger than the code written by the developers of the apps. For this reason, in this study, we perform two experiments: (1) we count the number of AICC methods present in each collected app by considering the entire code (i.e., including library code); (2) we count the number of AICC methods only present in the developer code. In practice, to exclude library code, we rely on Soot, which can discard third party libraries from a given list (in our experiments, we use the list from [26]) and system classes with simple heuristics (e.g., discard if the signature starts with "androidx." or "org.w3c.dom.", etc.)

Table I shows our findings. We can see that among the benign apps, considering only the developer code, 24,884 apps (∼50%) use at least one AICC method, and overall, 124,226 AICC methods are used. If we take into account the libraries, it is no less than 43,754 apps (87.5%) using in total 115,425 AICC methods. Clearly, in benign apps, the large majority of AICC methods are leveraged by libraries. In the malicious set, we face a different situation. The reported figures considering libraries or not are much closer. Finally, if we compare both datasets, we note that overall, benign apps tend to use much more AICC methods than malicious apps, but when considering only the code written by the developers of the apps, the situation is reversed, i.e., developers use much more AICC methods in malicious apps than in benign apps.

| Dataset          | Without libs | With libs | ratio¹ | Without libs | With libs | ratio¹ |
|------------------|--------------|-----------|--------|--------------|-----------|--------|
| 50k benign       | 124,226      | 24,884    | 5/app  | 1,154,425    | 43,754    | 26.4/app|
| 50k malicious    | 402,468      | 34,710    | 11.6/app| 522,126      | 39,645    | 13.1/app|

¹The ratio is computed by considering apps with at least one AICC method.

Table I: Number of apps using at least one AICC method in different datasets (AICCM: AICC method).

RQ1 Answer: AICC methods are prevalent in Android apps, and thus definitely deserve attention. They are used in both malicious and benign apps, but significantly more by malicious developers. Only a fraction of the AICC methods that are used, are more frequently used.

B. Atypical ICC Methods exist since the beginning

To the best of our knowledge, state of the art approaches do not consider AICC methods. One of the reasons could be the fact that AICC methods have only been introduced recently in the Android Framework. To validate this hypothesis, we further check the use of AICC methods over time. For this purpose, we considered 5 sets of 5000 benign apps from Androzoo (ordered by the creation date of the dex file), and 4 sets of malicious apps. Androzoo only contains a few
malicious apps from 2019 and no malicious app from 2020. Thus, the 2019 malicious set is reduced compared to the benign one and there is no 2020 malicious set. The sets, their content and the results of the analyses are provided in Table III.

First, overall these results confirm the results of Table I. For instance, in benign apps, AICC methods are mostly used in libraries. Malicious developers still use more AICC methods in their code, even if the difference between with or without libraries is less pronounced. Regarding temporal evolution, we note that in both datasets, the metrics are pretty stable, except maybe in 2019 -malicious set- which seems to be an outlier (weak ratio and high % of number of apps). This could be explained by the low number of apps (548) collected for 2019.

| Dataset | # AICC | Without libs | # apps | # AICC | With libs | # apps | ratio |
|---------|--------|--------------|--------|--------|-----------|--------|-------|
| 2016 (500) | 113.30 | 2620 (52.40%) | 5.4/app | 129.09 | 4.54 (91.64%) | 28.2/app |
| 2017 (500) | 115.40 | 2456 (49.72%) | 4.6/app | 133.80 | 4.01 (92.02%) | 29.1/app |
| 2018 (500) | 15.167 | 2457 (49.74%) | 6.2/app | 143.09 | 4.76 (94.16%) | 30.3/app |
| 2019 (500) | 15.923 | 2629 (52.58%) | 6.0/app | 144.97 | 4.52 (90.56%) | 31.5/app |
| 2020 (500) | 15.300 | 2453 (48.06%) | 6.4/app | 106.019 | 4.84 (67.76%) | 30.4/app |

Table III: Temporal evolution of the usage of AICC methods in benign and malicious apps.

To deep our investigation about temporal evolution, we also study the "introduction time" of the 111 AICC methods. To that end, we count the number of AICC methods introduced in benign and malicious apps.

Fig. 4: API levels in which AICC methods have been added.

**RQ2 Answer:** AICC methods are not new in the Android framework, they indeed exist since the very beginning.

C. Precision improvement after applying RAICC

RQ3 aims at investigating the efficiency of state-of-the-art ICC data leak detector IcctA and AMANDROID after applying RAICC. To do so, we launched the tools before and after executing RAICC against 20 new apps that we plan to integrate into DROIDBENCH [27], an open test suite containing more than 200 hand-crafted Android apps for evaluating the efficiency of taint analyzers. DROIDBENCH is used as a ground-truth by the research community in order to assess the efficiency of static and dynamic analyzers. It contains different types of leaks, e.g., intra-component, inter-component, inter-app, etc. However, among the ICC leaks, none of them uses AICC methods. Thus, our idea is to extend DROIDBENCH with 20 additional test cases focusing on ICC leaks (concrete application of taint tracking) performed via AICC methods. Note that, to detect false positives, we included 4 apps without leak among the 20 apps (i.e., only 16 apps contain a leak).

**Benchmark construction** To develop those 20 apps, we considered the most representative AICC methods for both malicious and benign apps identified in Section V-A. More specifically, we considered the top 10 AICC methods (in terms of occurrences) in both datasets leading to 14 AICC methods (10+10-6 duplicates). We also randomly picked 4 additional AICC methods to reach the final number of 18 AICC methods (2 AICC methods have been used twice), which represent 93.5% and 91.1% of the AICC methods occurrences in our datasets of 50,000 benign apps and 50,000 malicious apps respectively.

The implementation of most of our bench apps was straightforward as well as the triggering of the underlying inter-component communication. Excerpts of such bench apps are similar to the ones presented in Listing 3. However, some AICC methods have required more sophisticated code, e.g., those manipulating Notification objects, for instance the addAction AICC method. Another example of more complex bench app is related to the AICC method setOnC lickPendingIntent of the android.widget.RemoteViews class. The PendingIntent set as parameter of this method is triggered after the user clicks on a widget appearing in the home screen of the device. The widget (declared in the AndroidManifest.xml file) has to be installed on the home screen before the user can click on it to trigger the target component.

Note that, beside developing applications using AICC methods, we combine multiple aspects of the way ICC can be performed. For example, in several apps, we considered the data flow within three different components or a data flow looping back into the first component to check the behavior or RAICC.

Table IV lists the 20 bench apps. For the sake of space, we cannot give more details about this benchmark, but we invite the interested reader to refer to the project repository\(^1\) which contains the source code of each bench app.

**Results** Table IV shows the results of our experiment. Since IcctA and AMANDROID are not designed to detect ICC data leaks via AICC methods, it is not surprising to see that they performs very badly without applying RAICC (precision and recall of 0%). Indeed, IcctA and AMANDROID are not able to construct the links between the components for the 16

\(^1\)https://github.com/JordanSamhi/RAICC
Amandroid

TABLE IV: Additional DROIDBENCH apps and results of applying IccTA and Amandroid before and after RAICC. A more complete Table is available in the supplementary material document.

| Test Case                  | # C. | Leak | UI  | IccTA | Amandroid |
|----------------------------|------|------|-----|-------|-----------|
| sendTextMessage1           | 2    | •    | o   | o     | o         |
| setSndDataMessage          | 3    | •    | o   | o     | o         |
| sendTextMessage2           | 2    | •    | o   | o     | o         |
| addAction1                 | 2    | •    | o   | o     | o         |
| addAction2                 | 2    | •    | o   | o     | o         |
| requestNetwork             | 2    | •    | o   | o     | o         |
| requestLocationUpdates     | 3    | •    | o   | o     | o         |
| startActivitySenderFor      | 2    | •    | o   | o     | o         |
| send                      | 3    | •    | o   | o     | o         |
| startActivity               | 2    | •    | o   | o     | o         |
| setWEventHandler           | 3    | •    | o   | o     | o         |
| setRepeating               | 2    | •    | o   | o     | o         |
| setIntentFiringIntent      | 3    | •    | o   | o     | o         |
| sendLocationUpdateRequest  | 2    | •    | o   | o     | o         |
| setExact                   | 2    | •    | o   | o     | o         |
| setExactAndAllowWhileIdle  | 2    | •    | o   | o     | o         |
| setWindow                  | 2    | •    | o   | o     | o         |
| setDeleteIntent            | 2    | •    | o   | o     | o         |
| setPendingIntentTemplate   | 3    | •    | o   | o     | o         |
|                           |      | Sum  |     | Precision | Recall |
|                           |      | higher is better | 0     | 16       | 0       | 15      |
|                           |      | lower is better   | 0     | 2        | 0       | 3       |
|                           |      | Precision p = (‡)/(‡ + ∗) | 0% | 88.90%    | 0% | 83.33%  |
|                           |      | Recall  = 2pr/(p + r) | 0% | 93.75%    | 0% | 93.75%  |

D. Experimental results on real-world apps

In this section, we first investigate to what extent RAICC discovers previously undetected ICC links in real-world apps. Then, we perform two checks on these newly detected ICC links: (1) we check if they are used to transfer data across components or even to perform some privacy leaks; (2) we check if they lead to ICC vulnerabilities.

1) Revealing new ICC links: In this section, we study the capacity of RAICC in revealing new ICC links in real-world apps. To that end, we extract, from AndroZoo, two datasets of 5000 randomly selected apps containing respectively only benign and malicious apps. Then for each app, we count the number of ICC links discovered without RAICC (by relying on the results yielded by IC3), as well as the number of additional ICC links discovered by RAICC. Note that we only consider the developer code in this study (i.e., we exclude the libraries). Table V presents our results.

Among 5000 benign apps, 5408 new ICC links were revealed by RAICC, corresponding to an increase of more than 25% in comparison with IC3. The most used target component type is Activity with 45% of the new links. However, while for IC3 the large majority of ICC links are related to Activity, the distribution among the 3 types of component is more balanced with RAICC. As regards to malicious apps, while the number if ICC links revealed by IC3 is relatively close to the number of ICC links revealed in the benign dataset (20300 vs. 16222), the number of ICC links revealed by RAICC is much higher, almost twice as much as benign apps (5408 vs. 10001). Overall, RAICC increases the number of ICC links by 61% in malicious apps.

All three types of components are impacted by RAICC. However, the increase of the number of ICC links is impressive for BroadcastReceiver: 156% for benign apps, and almost 200% for malicious apps. This suggests that developers tend to use AICC methods more than traditional ICC methods to "broadcast" an event. Through manual inspection, we indeed notice that, for instance, an AICC method attached to an "alarm" is often used to trigger a BroadcastReceiver.
Finally, note that we also randomly picked 40 benign and malicious apps to manually verify if RAICC had correctly instrumented the real-world apps. The standard ICC methods are correctly added right after the AICC methods, allowing other tools to correctly model ICC.

2) Atypical ICC methods are largely used in real-world apps, although not to transfer or leak data: For this study, we only consider a set of 5000 malicious apps (the underlying intuition is that malicious apps tend to leak more data than benign apps). We first run RAICC on this dataset (to resolve the atypical ICC links), and then we leverage IccTA to perform the detection of ICC leaks (IccTA uses a set of well-defined sources (i.e. sensitive information) and sinks to perform the detection). Overall, IccTA was able to detect 6129 intra-component data leaks (i.e., leaks inside a single method) and 114 ICC data leaks. We manually inspect all 114 ICC data leaks to check if the data is transferred via AICC methods or standard ICC methods such as startActivity(). We did not find a single case where sensitive information is leaked via AICC methods.

We manually analyzed 60 apps to verify how AICC methods were used. In the majority of cases the target component is used likewise a callback method, i.e., this mechanism is used to "activate" a given component. Actually, when data is put inside the Intent used for constructing the PendingIntent or the IntentSender, it is generally non-sensitive data (most of the time simple constants). Let us consider a concrete example, for instance the "M1 Trafik" app from the Google PlayStore. In method setAlarm of class com.ml.trafik.AlarmManagerBroadcastReceiver, an Intent is created with an extra value representing the Boolean false value. Information attached to this intent also informs us that the target component is the current class itself (i.e. the class AlarmManagerBroadcastReceiver). A PendingIntent is then retrieved from this Intent using method getBroadcast(). Afterwards, the AICC method setRepeating() of class AlarmManager is leveraged for setting an alarm. When this alarm goes off, the method onReceive of the target component (in our case the same class) is executed. When analyzing this method we can see no use of the extra value put in the Intent. When applying RAICC, we can see the new method call sendBroadcast() right after the call to setRepeating(). Although it helps IccTA constructing the link between the components, the data transferred is not sensitive. In this example, we see that AICC methods are mostly used to leverage the powerful "token" mechanism explained in Section III, i.e., the target component will be launched even if the application is closed.

3) RAICC & EPICC - revealing new ICC vulnerabilities: EPICC [8] is a state-of-the-art ICC links resolver able to detect ICC vulnerabilities. Such vulnerabilities are defined by Chin et al. in [1]. Examples include (1) when an app sends an Intent that may be intercepted by a malicious component, or (2) when legitimate app components, e.g., a component sending sms messages– are activated via malicious Intent. In this section we aim at showing that RAICC boosts EPICC by enabling the detection of previously unnoticed ICC vulnerabilities. To this end, we considered a dataset of 1000 randomly selected benign apps, and a dataset of 1000 randomly selected malicious apps. We ran EPICC on those two datasets before and after applying RAICC, results are available in Table VI.

|                          | 1000 benign apps | 1000 malicious apps |
|--------------------------|------------------|---------------------|
| Before RAICC             | 4796             | 95-64               |
| After RAICC              | 5632             | 98-68               |
| Improvement              | +236 (+4.9%)     | +324 (+3.4%)        |

TABLE VI: Number of ICC vulnerabilities found by EPICC before and after applying RAICC

Besides the significant difference between benign and malicious apps, we can see that after applying RAICC, i.e., modeling previously unrevealed ICC links, EPICC can detect more ICC vulnerabilities, with an increase of 4.9% for benign apps and 3.4% for malicious apps. This experiment shows that RAICC boosts state-of-the-art tool EPICC by modeling new ICC links and revealing new ICC vulnerabilities.

**RQ4 Answer:** RAICC significantly increases the number of resolved ICC links in real-world apps compared to the state-of-the-art approach. While AICC methods seem to not be used to leak sensitive information, they are used to activate components (and thus potentially trigger malicious payloads). RAICC boosts EPICC by allowing to reveal new ICC vulnerabilities.

**E. Runtime performance of RAICC**

In this section, we evaluate the runtime performance of RAICC. We also evaluate the overhead introduced by our tool by considering a typical usage of RAICC, for instance when RAICC is used to boost the results of IccTA. Since IccTA leverages itself IC3, we investigate the runtime performance of IC3 and IccTA before and after applying RAICC on the 10 benchmark apps used in Section V-C.

The results are presented in Figure 5. First, we can see that the RAICC execution time does not exceed 80 seconds. Since RAICC allows IC3 and IccTA to resolve more additional ICC links, we expect that the analysis time of both tools will increase. We indeed note that the two box-plots on the right are higher confirming the overhead caused by RAICC. On average, the overheads for IC3 and IccTA are 13.3 seconds and 10 seconds respectively (36.74% and 24.74% overhead respectively).

![Fig. 5: Runtime performance of RAICC, IC3 and IccTA with (R- means with RAICC) and without AICCM preprocessing. (left: on Droidbench, right: in the wild).](image-url)
To confirm the results obtained on the benchmark apps, we perform the same study but on a set of 1000 real-world apps. The results are reported in Figure 5. Overall, we can see that the performances (in time) reported on both figures are quite similar. However, slight differences can be noticed. First, the runtime values are more scattered in Figure 5 than with the benchmark apps. This could be explained by the fact that real-world apps are more diverse. Second, the average performances of the three tools are closer.

Regarding the overhead introduced by RAICC, we again notice that this overhead exists. This is expected since the constant propagation of IC3 has to process more values/methods. Likewise, IccTA has to build more links and to consider more paths for the taint analysis. On this dataset, on average, the overheads for IC3 and IccTA are 21.8 seconds and 5.8 seconds respectively (+43.8% and +6.5% overhead respectively).

**RQ5 Answer:** The runtime performance of RAICC is higher than IC3 and IccTA, but still in the same order of magnitude. On average, RAICC requires less than 2 minutes to analyze and instrument a real-world application.

**VI. LIMITATIONS**

The core component of our approach lies in the list of AICC methods that we compiled during our research. Even though we followed a systematic approach for retrieving a maximum of AICC methods, we might have missed some of them in the Android Framework. There are potentially other ways to perform such ICC, nevertheless, our study is reproducible and provides insight for future research in this direction.

By leveraging IC3 to infer the values of ICC objects, RAICC inherits the limitations of IC3. Moreover, like most of the static analysis approaches, RAICC is subject to false-positives. Currently, RAICC does not handle native calls, reflective calls nor dynamic class loading, though some state-of-the-art approach could be integrated [11], [28]. Besides, although inter-app communication (IAC) is performed using the same mechanisms as ICC [29], we did not investigate in this direction.

Furthermore, obfuscation is a confounding factor impacting studies based on APKs [30], [31]. Therefore, RAICC’s effectiveness is impacted by obfuscated code, especially if AICC method calls are disguised (e.g., using reflection).

**VII. RELATED WORK**

To the best of our knowledge, we have presented the first approach taking into account AICC methods for connecting Android components. However, as explained in a systematic literature review [32], the research literature has proposed a large body of works focusing on statically analyzing Android apps. One of the most popular topics is the use of static analysis for checking security properties, and in particular for checking data leaks. The pioneer tools such as FlowDroid, Scandal, and others [27], [33]–[36] have started to focus on the detection of intra-component data leaks. They all face the limitations of not being able to detect ICC leaks.

Several approaches have been developed to perform data leak detection between components. We will present these approaches in the following. **ICCTA** [5] leverages IC3 [9] to identify ICC methods and their parameters, and then instruments the app by matching and connecting ICC methods with their target components. The identification of ICC methods and the instrumentation part rely on a list of ICC methods that only contain well documented ICC methods. By considering additional ICC methods (i.e., AICC methods), our tool complements a tool such as IccTA. In the same way, **DroidSafe** [3] transforms ICC calls into appropriate method calls to the destination component. Likewise, IccTA, the ICC methods considered by DroidSafe are only the well-documented ICC methods. As a result both DroidSafe and IccTA share the same limitation, i.e., they miss the AICC methods. Unlike the previously described tools, **AMANDROID** [4] constructs an inter-component data flow graph (IDFG) and a data dependence graph (DDG) in which it can run its analysis. Again, it only considers documented ICC methods manipulating Intents.

Other tools leverage ICC links to detect malicious apps. **ICCDetector** [7], for instance, uses Machine Learning (ML) to detect Android malware. The ML model is built by using ICC-related features extracted with EPICC [8]. As it relies on EPICC to extract ICC features, it is dependent on EPICC for the considered ICC methods. Yet, EPICC, just as IC3 only considers documented ICC methods for inter-component communication. In the same way, Li & al. [37] set up a ML approach for detecting malicious applications. The feature set used is based on Potential Component Leaks (PCL) in Android apps. PCLs are defined using components as entry and/or exit points. Again, they consider traditional ICC methods as exit points for transferring data through components.

**ICCMATT** [38] aims at conceptually modeling ICC in Android apps to generate test cases. The purpose is to identify components vulnerable to malicious data injection and privacy leaks. The approach of the researchers takes into account PendingIntent objects, but only at the conceptual level. They describe them as Intent wrappers able to be shared between components, mainly used in notifications and/or alarm services as we have seen throughout this paper. They do not directly refer to methods for performing inter-component communication atypically with PendingIntent objects.

In the same way, Enck et al. [39] describe the overall functioning of PendingIntent for integration with third-party applications. Nevertheless, they do not explain, as in [17], the security threats that it poses as well as the difficulty it induces for ICC modeling in static analyzers. PiAnalyzer [17] models specific vulnerabilities where other apps can intercept broadcasted PendingIntents. In contrast, RAICC generically models ICC links where PendingIntent (as well as Intentsender) are involved. The goals of PiAnalyzer and RAICC are thus different. Hence, RAICC was not compared to PiAnalyzer in this study.

Besides static analysis approaches, dynamic analysis solu-
tions have also been studied for the detection of ICC data leaks. For example, **CopperDroid** [40] is able to reconstruct the app behavior by observing interactions between the app and the underlying Linux system. **TaintDroid** [41] dynamically tracks sensitive information with a modified Dalvik virtual machine. Monitoring the behavior of an Android app is also popular in dynamic data leak detection [42]–[45]. Depending on the taint policy set up for propagating tainted data, a dynamic analysis could consider and therefore detect atypical ICC data leaks. Nonetheless, precise methods exist [46] for bypassing taint-tracking, leading to false-negatives as well as more general approaches for tackling ICC-related security issues [47], [48].

VIII. Conclusion

We addressed the challenge of precisely modeling inter-component communication in Android apps. After empirically showing that Android apps can leverage atypical ways for performing ICC, we discuss the implications for state of the art ICC modeling-based analysis. We contribute towards using methods not primarily made for this purpose. We have developed and open-sourced RAICC, which reveals AICC methods and further resolves them into standard ICC through instrumentation. We demonstrate that RAICC can boost existing analyzers such as AMANDROID and ICCTA, enabling them to substantially increase their data leak detection rates.

IX. Data Availability

We provide a complete set of artefacts for reproducibility purposes. In particular, we provide the datasets used in our study, third-party tools used as well as scripts to run them. We also provide the entire source code of our tool RAICC. All artifacts are available online at:

https://github.com/JordanSamhi/RAICC
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