Software developments for an electric motor test bench developed at the Faculty of Engineering of the University of Debrecen

É Ádámkó¹, A Szántó² and G Á Sziki³

¹,²,³University of Debrecen, Faculty of Engineering, 4028 Debrecen, Ötemető street 2-4. Hungary

adamko.eva@eng.unideb.hu

Abstract. At the Faculty of Engineering of the University of Debrecen, our research group has long-term experience in the dynamic modeling and simulation of electric motors. Several simulation modules have been developed during the last few years. The input data of the developed simulation modules are the technical parameters and characteristics of the analyzed motors. The mentioned technical data from the manufacturers is either not provided or it’s incomplete, thus, it is necessary to measure it. Additionally, the accuracy of the output dynamic functions, generated by the simulation modules, has to be tested experimentally. As a consequence, it was decided by the research group to realize a Measurement System for performing both above-mentioned experimental tasks routinely, at high accuracy and at a precision level. In this paper, a brief description of the Hardware Component of the Measurement System and a full detailed one of the developed Software Component is given. The Software Component of the Measurement System is implemented in NI LabVIEW, Java SE, and VBA with an underlying MySQL database. Applying the Software Component, the measured quantities can be monitored in real-time, displayed graphically while being stored in a database for later use.

1. Introduction

Our research group at the Faculty of Engineering of the University of Debrecen has long-term experience in the modeling and simulation of electric motors and powertrains [1] [2] [3] [4]. To be able to simulate the above motors, their electromagnetic and dynamic characteristics have to be precisely known, since these data serve as input of the simulation program. Most of these data are not given in the catalog – specification – of the motor, so they have to be measured. These missing parameters was the main motivation to develop a complex Measurement System (MS) for the experimental study and testing of electric motors. By applying the MS, all of the electromagnetic and dynamic characteristics of a motor can be measured, additionally, test measurements can be performed on it too [5] [6]. The MS consists of a Hardware Component (HC) and a Software Component (SC). In Figure 1, that particular part of the HC is shown, which is used to perform test measurements on electric motors.
In the course of a typical test measurement, additional loads are applied to the motor with different moment of inertias. As voltage is switched on the motor, its rotor spins up from a state of rest until it reaches the maximum speed possible. During spin up, the angular speed and torque of the motor are measured in real-time. Additionally, the intensity of the electric current flowing through the windings of the motor, and the terminal voltage of the battery is measured, also in real-time. Several sensors are installed into the MS, e.g., optical LED and rotary torque sensors. The output signals of the optical LED and rotary torque sensors – for angular speed and torque measurements –, and also the intensity of the electric current, flowing through the motor, are converted to voltage signals. As it is shown in Figure 1, the output voltage signals of the different sensors and resistors are fed into an(n) NI 9239 voltage input module, which is connected to a PC through a CompactDAQ Chassis. To be able to collect, separate, display, and analyze the digital data transmitted by the connector, a suitable software is necessary. That is the reason for the decision, why a self-developed SC was realized. The SC is primarily implemented in the NI LabVIEW environment [7][8]. In Section 2 the HC is briefly presented, and in Section 3 a detailed description of the SC of the MS is given.

2. Description of the Hardware Component
The wiring diagram of that particular part of the HC which is used during the test measurements on electric motors is shown in Figure 2. As it is mentioned earlier the output voltage signals of the different sensors and resistors are fed into an(n) NI 9239 voltage input module, which is connected to a PC through a CompactDAQ Chassis.
The angular speed of the rotor is measured by an optical led sensor – *Model: ROS-P, Monarch Instrument*. The laser light emitted by the instrument is reflected by small foils fixed on the circumference of the rotor at equal distances. The reflected light then hits the sensor inside the instrument which generates a voltage signal in its output. The height of the output voltage signal is equal to the supply voltage of the sensor \((U_{OLS} = 6 \text{ V})\). A typical output voltage signal of the optical led sensor vs. time can be seen in Figure 3.

The time gap between two neighboring signals is calculated as:

\[
T = \frac{60}{n \cdot N} \quad (1)
\]

Where \(n\) is the RPM of the motor, and \(N\) is the number of the light reflecting foils fixed on the rotor. The torque of the motor is measured by a rotary torque transducer – *HBM, T22/200 Nm* –, with an accuracy class of 0.5. The applied torque on this transducer is linearly proportional to its output voltage \((U_{RTD})\):

\[
M = C \cdot U_{RTD} \quad (2)
\]
The value of constant $C$ is equal to 40 Nm/V. The intensity of the electric current flowing through the windings of the motor is measured as a voltage drop on a shunt resistor with an electric resistance ($R_{SHUNT}$). Thus, the intensity of the electric current is calculated from the measured output voltage as:

$$ I = \frac{U_{SHUNT}}{R_{SHUNT}} \quad (3) $$

The terminal voltage of the battery – since it is usually bigger than the maximum allowed input voltage of the NI 9239 module –10 V – is measured by applying a voltage divider with a ratio of $M:N$, typically 1:100. The connection between the output voltage measured on the divider ($U_{DIV}$) and the terminal voltage of the battery is:

$$ U_{BATTERY} = \frac{M + N}{M} \cdot U_{DIV} \quad (4) $$

### 3. Description of the Software Component

As it is explained above, the MS consists of two parts the HC and the SC. The main purposes of the SC are to separate, collect, store, process, analyze and graphically display the measured and the calculated data. In Figure 4, the structure of the SC is presented.

The SC contains four different modules; the first one was implemented in NI LabVIEW and provides the collection, separation, and text file output of the measured data that is coming from the sensors. Furthermore, it is capable of displaying both the raw voltage signals graphically, and the calculated output values numerically in real-time. The Front Panel of the VI serves as a User Interface for the whole SC. The second module is a command-line application that was implemented in Java SE [9], with the help of the Apache NetBeans IDE. The Java application provides the tool to pre-process aka clean and filter the raw data collected by the NI LabVIEW VI, and to make the connection – insert and retrieve data – with the underlying MySQL database. The third module is a VBA Macro, which was created for Microsoft Excel, which is the most frequently used software by engineers, although it is not commonly referred to as an engineering software by definition. Excel itself has limitations when it comes to processing a huge amount of data. That is why it was necessary to insert the command-line Java application into the process flow. For example, it took more than ten minutes (that was the upper limit of the developer’s patience) for Microsoft Excel to filter an NI LabVIEW measurement file – which consists of almost three hundred thousand lines; while the Java command-line application solved the same problem in 1 second. The VBA Macro generates the desired output values and visualizes them,
by using Microsoft Excel charts. The fourth module is the MySQL database, which is a simple OLTP database, with two tables to provide a long-term storage place for the measured data.

3.1. NI LabVIEW VI

Four analog input channels are used for collecting analog voltage signals by the NI 9239 measurement card. The channels collect signals from different sensors which are then converted to a digital signal by the built-in analog-digital converter of the card. The input circuitry of the measurement card can be seen in Figure 5.

![Figure 5. The input circuitry of the NI 9239](image)

The resulting digital voltage signal serves as an input for the NI LabVIEW VI. To be able to process the input, first it is necessary to insert a DAQ I/O control for the physical channel in the Block Diagram of the VI. Several solutions are available in the NI LabVIEW to retrieve data from a physical channel, and in the NI DAQmx collection as well. For faster processing, the step-by-step solution was chosen by the developer instead of the DAQAssistant; which provides an off-the-shelf, but much slower solution. The step-by-step solution gives more freedom when it comes to deciding how to process the input data. Typical steps of data processing with the DAQmx VI-s can be seen in Figure 6. The displayed data flow reads from a physical channel which transmits a voltage signal on a single channel. The processing steps are the following according to Figure 6:.

- Firstly, a virtual channel is made for acquiring voltage input from the physical channel.
- Secondly, the properties of the reading process are set by a timing VI. The sampling rate and mode must be given here.
- Thirdly, – before reading – a data acquisition task is started.
- Fourthly, the suitable read VI – number of channels and number of samples fit to the physical channel – is called to read data with different purposes.
- Fifthly, methods and operations are executed to meet the purpose of the VI. In that particular example, the measured data is written into a(n) NI LabVIEW measurement file.
- Sixthly, when the reading is finished the task has to be stopped and cleared.

![Figure 6. Typical data process flow with the DAQmx VI collection (voltage signal, single-channel, finite sampling mode and 1000 sample rate)](image)
In our case, not one, but four voltage signals have to be processed because the measurement card has four analog inputs. Thus, instead of using a one-channel one-sample type of read VI, a multi-channel multi-sample type was used. The NI LabVIEW VI is capable of separating the data arriving from the four different output channels and displaying them on waveform charts versus the number of samples in the actual loop. Also, by applying some data manipulation methods and mathematical operations – with predefined input parameters, set on the User Interface, – the voltage, current, RPM, and torque output values can be calculated and displayed in indicators on the Front Panel of the self-developed VI. The VI provides collect and store functionality, by writing the measured data into the NI LabVIEW measurement file.

![User Interface aka Front Panel of the self-developed NI LabVIEW VI](image)

**Figure 7.** User Interface aka Front Panel of the self-developed NI LabVIEW VI

3.2. *Java command-line application*

The output data of the above-mentioned NI LabVIEW VI is one or more NI LabVIEW measurement files, which – according to the length of the measurement – can contain a few, but mostly a huge quantity of measured data in rows. Every row contains a time column and one to the four measured value columns, based on the number of input channels used. The developed Java command-line application inputs are the aforesaid NI LabVIEW measurement files (.lvm). Two main tasks have to be realized by the java application:

- The first is to insert measured values from all of the row input found in the NI LabVIEW measurement file/files into the underlying MySQL database, thus realizing the store feature of the SC.
- The second is to filter the rows based on the time gap between two measurements (dt); given by the user on the User Interface of the SC, to pre-process the data.

In default, measurements are recorded every 0.0001 seconds, by the self-developed VI. By applying a filter in the time gap values, a much smaller file size can be achieved. The third step of the process method is analyzing the data with Microsoft Excel. As it is mentioned earlier above, the application cannot deal easily with too many lines. The Java command-line application converts the input NI LabVIEW measurement files into ‘comma-delimited’ text files (.csv) because of compatibility issues.
3.3. VBA Macro
Microsoft Excel is easily automatable with the help of macros written in Visual Basic for Applications. It is a high-level, object-oriented programming language. The main task of the developed VBA Macro is to **analyze and display the processed results graphically** in charts. When the “comma-separated values” text file is opened in Microsoft Excel, the macro converts it into a Microsoft Excel workbook (.xlsx). Then, based on the input parameters given in the User Interface of the SC, all of the calculations—explained previously in Section 2—are done, to gain the desired output values, like the voltage, current intensity, RPM, and/or the torque. As the last step, one or more graphs are built and displayed to be viewed later for investigation of the output values from the experimental tests. In Figure 8, one output Microsoft Excel workbook is presented, which was made during an experiment where the RPM needed to be calculated.

![Figure 8. Results of test measurement for RPM with the self-developed VBA Macro](image)

3.4. MySQL database
The MySQL database serves as a long-term storage place for the measured data, collected during different experimental test measurements. The collected data can provide a solid base for statistical research about the investigated motors, or the properties and behavior of the applied sensors as well. It is a relational database that contains two tables connected by a foreign key—which is labeled as `sensor_id` and `id` in the two tables, they share the same data type (which is a string with a length of thirty). The foreign key is important because it restricts the storage of any measured data into the database, if the corresponding sensor type is nonexistent in the sensor table. The model of the database is shown in Figure 10. First of all, it was necessary to design a table to store all the vital data about the different sensors available in the MS, like the type, manufacturer, measured unit, or the valid operating range of it. Storing information like the previously mentioned parameters is useful because several errors can be found without any human interactions during measurements. The main table of the database contains all of the previously measured data during experimental tests. The records are identified by the `sensor_id` which was used to measure the value stored in the actual record, along with the date-time attribute, which consists of the date and the precise time when the measurement was taken. Every row contains only one measured value and the corresponding input parameters. The others remain empty. For example, 6V is measured during an RPM test, then the record will be the following:

![Figure 9. Sample record of the Measured Data table](image)
Figure 10. Database model of the underlying MySQL database of the Software Component

4. Summary

The Software Component of an electric motor test bench was realized in the NI LabVIEW environment. The main purposes of the developed Software Component are to separate, collect, store, process, analyze and graphically display the data measured from an electric motor. These data are the angular speed, torque, voltage of the motor, and the intensity of the electric current flowing through it. The NI LabVIEW VI was completed with a Java command-line application for faster pre-processing, a VBA Macro for data analysis, and a MySQL database which serves as a long-term storage place for the measured data. The developed Software Component was partly tested during measurements on a three-phase induction motor, and it has met the requirements while proving to be user-friendly. After having more experience with the Measurement System, we intend to realize additional improvements on the Software Component and complete it with additional features answering the arising demands during the experimental work.
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