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Abstract
Proactive security plays a vital role in preventing the attack before entering active mode. In the modern information environment, it depends on the vulnerability management practitioners of an organization in which the critical factor is the prioritization of threats. The existing models and methodology follow the traditional approaches of a Common Vulnerability Scoring System (CVSS) to prioritize threats and vulnerabilities. The CVSS is not able to provide effectiveness to the security of the business of an organization. In contrast, the vulnerability analysis needs a model which can give significance to the prioritization policies. The model depends on the CVSS score of threats and compares various features of vulnerability like threat vectors, inputs, environments used by threat agent’s groups, and potential outputs of threat agents. Therefore, the research aims to design a semi-automatic model for vulnerability analysis of threats for the National Institute of Standards and Technology (NIST) database of cyber-crime. We have developed a semi-automatic model that simulates the CVE (Common Vulnerabilities and Exposures) list of the NIST database between 1999 and 2021, concerning the resources used by the threat agents, pre-requisites input, attack vectors, and dormant results. The semi-automatic approach of the model to perform the vulnerability analysis of threat agent groups identified in a network makes the model more efficient and effective to
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addresses the profiling of threat agents and evaluating the CTI (Critical Threat intelligence feed). Our experimental results imply that the semi-automatic model implements the vulnerability prioritization based on the CVSS score and uses the comparative analysis based on the threat agent’s vectors identified. It also provides potency and optimized complexity to an organization’s business to mitigate the vulnerability identified in a network.
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1 Introduction

Analysis and implementation of vulnerabilities is a challenging snag faced by the organization and business of the society. However, in the modern information environment of the electronic era, there is an obvious need to design a semi-automatic model to analyze and implement the vulnerabilities of the NIST database. The risk management practitioners should develop the exposure implementations to provide security to their organization and business for the newly identified threats in situational awareness data collected in the future. In obedience to the national vulnerability database (NIST) [30], which is developed by the USA (United States of America) and maintains all acknowledged records of cybercrime and vulnerability registered with them by the various organization of the countries in the world. The vulnerability exploitation registered with the NIST database in 2020 is nearly 18,000, and approximately 50 CVE lists are being telerecording every day. It shows that attacking an organization is exponentially increasing every year [37]. Helsinki University press reported that each year nearly 43% increase in vulnerability registration from different sources of organizations in the world [17]. Since the reported vulnerability is very high in pattern, the organization of other countries is constantly facing threat agents’ snags in their environment. The various organizations spend lots of money on security practitioners to maintain their environment risk-free from the threat agents. Therefore, the National Infrastructure Advisory Council (NIAC) introduced the CVSS scoring system for vulnerability exploitation faced by various organizations. It can be proposed for drafting with NIST, which the security risk management team may use as a reference to address the new threat in an organization’s network. The research question for the “Analysis and Implementation of Semi-Automatic Model for Vulnerability Exploitations of Threat Agents in NIST Databases” is CTI (Cyber Threat Intelligence) data-driven threat agent profiling can be used for calculating the motivation and capabilities attributes of threat agents under the context of a continuous threat assessment. The research aims to introduce a novel approach that will enable us to take advantage of the vast amount of data collected by a large number of platforms designed to identify suspicious traffic, malicious intentions, and network attacks in an automated manner.

Cyber-crime and vulnerability exploitation exponentially increase every year, as seen in Fig. 1. Referencing the covid 19, the work from home trends are rising in most organizations. Due to this, essential files, documents, and meetings with clients or teams are going into an online mode with the help of applications or web browsers. Most of the work is accomplished via VPN (a virtual private network) connections, and work-related files share with clients and the other team members via VPN or online. Therefore, in 2020, the exploitation of vulnerability increases at a rate of 8.3%, which can be observed in histogram Fig. 1 [18].
As the CVSS score is accepted widely by the vulnerability management tools but only with the CVSS score, we cannot effectively address vulnerability exploitation. To improve the prediction ability of risk management teams, they need more attributes about the vulnerability exploitations in detail [21]. Later they can use them as references to compare with characteristics and features of the newly identified threats in the network. To solve a problem, our research introduces a semi-automatic model for vulnerability analysis, which handles all the CVE lists of the vulnerability available in the database of NIST between the years 1999–2021. The semi-automatic model extracts all the information related to the CVE from the database based on the attributes shown in Tables 1 and 2 below.

In the existing models and methodology for vulnerability exploitation analysis, there is no general solution for addressing the vulnerability exploitation of the CVE list of the NIST database. The need arises for all risk assessment management practitioners to provide a proper solution for vulnerability exploitation. All these models analyze the footprints of the threat agents and the approaches followed by the threat agent for exploiting the system’s vulnerability with the help of the vulnerability tools available. So, our work must provide a novel tincture to

![Fig. 1 Vulnerability exploitation of NIST database [15]](image)

| Environments used by a threat agent to exploit the network | Attack vectors of threat agents |
|----------------------------------------------------------|--------------------------------|
| Windows 10.                                              | Physical.                      |
| Windows 8.                                                | Network.                       |
| Linux Kernel Version.                                     | Adjacent.                      |
| MY SQL.                                                  | Local.                         |
| Post Gres.                                               |                                |
| Apache.                                                  |                                |
| Apple (Xcode 1.5).                                       |                                |
| Samba (2.18.13).                                         |                                |

Table 1 Environments and attack vectors of threat agents
such a snag with optimized time complexity and effectiveness of the system. The existing model addresses vulnerability exploitation manually or uses traditional tools like NESSUS, Netsparker, OpenVAS, Arachni, NMAP, Acunetix, etc. Due to this, the time complexity of the system is very high [13]. To provide an effective solution for optimizing the time complexity, our model uses semi-automatic approaches to address the vulnerability list of the NIST database. The main contribution of this research work is as follows:

(a) We are implementing a semi-automatic model for the analysis of vulnerability exploitation of the NIST database.
(b) The traditional approaches to vulnerability prioritization depend on the CVSS score. In contrast, our work prioritizes the vulnerability with the help of the CVSS score. It includes the other attributes of threat agents like environment, attack vectors, Pre-requisites inputs, and potential outputs.
(c) This work implements the groups of threat agents lists based on the vulnerability analysis achieved by the model between the years 1999–2021.

The rest of the manuscript is as follows. Section 2 presents the related work of the vulnerability analysis. Section 3 manifests the Implementation of Model and Evaluation of Vulnerability from the NIST database. Section 4 exhibit a discussion on the possible results of experiments. Finally, Section 5 concludes the paper and suggests future works.

2 Related work

A standard vulnerability scoring system (CVSS) is characterized based on numerous risk assessment models [5, 40], vendor-independent, and a universal scoring system that can in used for the quantitative measurement of the sternness of various software vulnerabilities [5]. The software vulnerabilities possess many risks, and CVSS neutralizes these effects depending upon the risk [15]. This vulnerability exploitation of software identification depends on several factors like the environment, the platform used by the threat agent’s groups, the number of inputs used to penetrate the network, the number of identified attack vectors of the threat agents, and the potential outputs of the threat agents. The scores in CVSS are premeditated based on three attributes and equations, namely Temporal, Environmental, and Base. The vulnerabilities alter over time, and the temporal attributes provide information about the same. The information environment of system owners of organizations, on the other hand, can provide circumstantial information on an environment, and this is delivered by Environmental

| Pre-Requisites inputs of threat agents | Potential results of the threat agents |
|---------------------------------------|--------------------------------------|
| Credential                            | Credential acquisitions.              |
| Root privileges.                      | Privilege escalation.                 |
| Remote access.                        | Remote access.                        |
| Local access.                         | Denial of services.                   |
| Network access.                       | Run arbitrary commands.               |
|                                       | Data access.                          |
|                                       | Data manipulation.                    |

Table 2 Inputs and potential result of threat agents
attributes [15]. Unlike Temporal and Environmental attributes, the values and scores of base attributes are openly accessible in NVD and signify inherent vulnerability physiognomies [20].

CVSS has various weaknesses, and the Vulnerability Rating and Scoring System (VRSS), on the contrary, have a better assortment of scores [27, 32]. One of the many drawbacks of CVSS is that dissemination of base score is extremely bimodal, and numerous blends of attributes yield the matching concluding score. The accuracy of these calculated scores is also suspicious [3, 27]. Sometimes, the CVSS score found in the NIST database is not determined the same when risk management practitioners mapped with newly identified threat agents in the network. It might have happened because the environment and inputs used by the threat agents changed with time and the modernization in the informational settings. However, there is no indication that VRSS scores are further illustrative than CVSS scores [6]. Moreover, numerous categories of prejudice (bias) influence the data in vulnerability databases, which overpower detailed statistical investigation [31]. There are shreds of evidence in the literature that the CVSS base score, when tested unaided, is unsuitable for targeting vulnerability prioritization [10, 28]. Therefore, there is no likelihood of being vulnerability exploitation. This metric was not enough to elaborate on the information context in which risk management practitioners can deploy their approach to analyze the vulnerability. The probabilistic rate of attack or exploitation iteration is impossible to undaunted regarding conditions, or the environments used by the threat agent groups that may exist in the early stage of the design phase. It reckons on hypothesizing and theorizing, which does not help identify and incorporate appropriate security of mitigations. In [4], the authors claimed that using CVSS scores is practical as a random tactic. The cause of such assumptions is that many vulnerabilities that have high severity have not been exploited much [3]. Security experts in [3] articulated the requirement of temporal data. CVSS temporal data provides information that can avail oneself to make predictions about forthcoming exploitations in the black market [4]. Still unfortunately, this information is not available in NVD (National Vulnerability Database) [17]. The end users cannot find this information conveniently, as they exist in various forms and limited sizes on the vendor sites. In these above-stated circumstances, unconventional methods are indispensable to advance proactive security. It can be effectuated by predicting the vulnerable software components on the development side [4] or expecting how many vulnerabilities will be there in the future [24].

Moreover, the tricky part is the deployment, as it requires information on already existing vulnerabilities. The authors of CVSS try to advance its extensiveness by providing improved portrayals of vulnerabilities. Every new work of the CVSS standard has presented some chief additions and variations in the given set of attributes [12, 16]. However, many additional aspects sturdily influence the threat and are not counted with the prevailing methodologies. There is a human agent behind every attack with an incentive [23]. That is why we have presumed that considering the attacker’s characteristics in the vulnerability polarization may progress in the system security.

3 Implementation of model and evaluation of vulnerability

The model delineates collecting the DataStream or network traffic from the server’s name ESXi at the University of Hertfordshire in the cybersecurity laboratory. This data collection can be consummate with the help of several software tools available like SolarWinds Deep Packet Inspection and Analysis, Paessler Packet Capture, ManageEngine NetFlow Analyzer,
In this work, we have used the Wireshark tool to collect the data from the server. The impetus stipulates the Wireshark tool for collecting data because it provides the facility to save the collected data in a CSV format file. The uprooting of information about the vulnerability exploitation perpetrated by threat agents on the captured data from the little server utilitarian to be unsheathed from CSV formatted files compared to the other tools available. To ascertain the vulnerability exploitation for the collected data from the server is achieved by several phases followed by the semi-automatic model.

a) Phase 1- Extraction of threat agent attributes from DataStream.
b) Phase 2- Extraction of threat agent source and destination IP address.
c) Phase 3- Extraction of CVE list based on source IP address of threat agent.
d) Phase 4- Implement the vulnerability analysis for the identified CVE list of threat agents.
e) Phase 5- Implement the vulnerability exploitation based on the CVE list of the NIST database.

In Fig. 2, the data collected from the server is uprooted based on the attributes like source IP address, destination IP address, protocols used, number of ports open, operating on which layer, and location of threat agents. When the model achieves identification of attributes, then concerning the characteristics identified for the threat agent groups, evaluation of the CVE list started with the help of various vulnerability scanning tools like NESSUS and OpenVAS, etc. Later, the cybersecurity practitioners mapped this CVE list with the NIST database and identified the vulnerable ports for the particular CVE number. These traditional approaches are followed by the existing models and methodology to address the vulnerability exploitation of the threat agents identified in their network. Due to which, the complexity of vulnerability analysis is tremendously outrageous for the subsisting models. Our model provides the semi-automatic features for analysis of vulnerability exploitation for the identified threat in a network, which helps to revamp the system’s complexity.
3.1 Proposed semi-automatic model

The deduced CVE list from the model’s collected data is delineating with the CVE list of the NIST database. After that, prioritization will be consummated based on the CVSS score available in the database and the attributes determined by the vulnerability tree analysis of the semi-automatic model. The model design spawns the characteristics for the CVE list of vulnerability exploitation available in the NIST database. To motif, such a list model uses approaches of machine learning library of python available on Jupyter notebook and designed the algorithm wherefore. The algorithm takes all the databases of the NIST between the years 1999–2021 as input. It produces the eviscerate data of all CVE lists excluding all the rejected files, corrupt files, and connection lost data files from it. The eviscerate data becomes the algorithm’s input and produces the attributes of the threat agents like Environments, Pre-requisite input, attack vectors, and potentials outputs identified in the database as results. Similarly, the algorithm created an excel sheet of all the CVE lists of the NIST database based on the following information about threat agents:

a) The threat agent uses the environment or the system’s configuration to exploit the vulnerable ports of the network.

b) The inputs and the list of tools used to exploit the vulnerable ports of the network.

c) The attack vectors or the footprints used to exploit the network.

d) The potential aftermath of a threat agent group’s exploitation of a network of an informational environment.

The below algorithm is contriving for producing the Eviscerate data from the NIST database.

Algorithm 1:

Step 1: i=0
Step 2: index= []
Step 3: for value in df["Description"]:  
Step 4: if "** RESERVED **" in value or "** REJECT **" in value:  
Step 5: index. Append(i)  
Step 6: print(value)  
Step 7: i += 1  
Step 8: df. Drop (index, in place=True)  
Step 9: print (df. shape)

3.2 Evaluation of vulnerability exploitation

The evaluation of vulnerability exploitation can be procuring by designing the vulnerability tree analysis for the NIST database by the model. In Fig. 3, the dataflow diagram of tree analysis from root to bottom is proclaiming. Here the core consists of all the NIST databases available on the NVD. This root consists of all the registered CVEs listed from various world organizations, including the corrupt, rejected, and no information open CVEs. A vulnerability assessment is a process of identifying, classifying, defining, and prioritizing vulnerabilities in computer systems, applications, and network underpinnings and providing the organization assessing with the necessary awareness, knowledge, and risk background to understand the
threats to its environment and retaliate judiciously. The vulnerability tree analysis can be cast-off to evaluate exploitation of a particular CVE of the threat agent as:

\[
f(x) = \text{Asset value} + \sum_{n=1}^{\infty} (\text{Threat agents} + \text{Vulnerability} + \text{Impact})
\]

Here, in the above equation, the function \( f(x) \) typifies the vulnerability exploitation of CVE. Asset value stands for the value of an organization’s assets, and the summation function represents the threat agent’s attributes.

Vulnerability typifies for the vulnerable ports, and the impact stands for the threat agent group’s impact on the network. In the evaluation phase of the vulnerability exploitation for the NIST database, 205,773 vulnerabilities were cataloged from 1999 to 2021. Our model ascertains the attack vectors and the potential outputs for all these vulnerabilities in a semi-automatic manner, optimizing complexity compared to subsisting approaches.

The vulnerability tree analysis of exploitation for the CVE list of the NIST database traversing the threat agent group’s source and destination IP address from root to bottom leaves (Left and Right child) of the trees. Our model sways the capability and level of bits of knowledge for these threat agent’s groups concerning the CVE identified in the database, designs the Vulnerability trees, and provides the position to the various CVEs in the tree followed by top to a bottom approach of traversing. In Table 3, the model’s vulnerability levels

| Country     | No of Attacks |
|-------------|---------------|
| US          | 28,519        |
| Brazil      | 6,204         |
| UK          | 5,099         |
| Germany     | 4,736         |
| Italy       | 2,738         |
| Canada      | 2,345         |
| France      | 2,022         |
| Denmark     | 2,004         |
| Australia   | 1,317         |
| South Korea | 1,259         |
can be assigned to the identified threat agents in the network, corroborating to CVEs hypothe-
ecated to those threat agents in the NIST database. Based on the information available for the
CVE in the database, our model can extract the capability, opportunity, motivations, and level of
knowledge acquired by threat agents to penetrate an organization’s network (Tables 4, 5 and 6).

According to “The Basics of Hacking and Penetration Testing by Dr. Patrick Engebreston”
[14], threat agents are generally two types. One is enacting penetration testing with permission,
known as white-hat hacking, and the second is performing unethical hacking, known as black-
hat hacking. As in Table 3, Concerning hacker studies, our model provides the levels of
indexing for particular threat agents according to their capability, motivation for the exploita-
tion, and the level of knowledge they used against the vulnerable port of an organization. In
general, for those hackers who are performing penetration testing as ethical hackers, our model
provides them with a number and alphabet according to their level of knowledge. While on the
other hand, for those who are performing unethical hacking, our model offers them an alphabet ‘C’ in obedience to the level of knowledge, which has a very high priority or main concern for
any business of an organization.

4 Results and discussions

This section will discuss the aftermaths of the semi-automatic model for vulnerability exploi-
tation analysis of the NIST database. We have described the environment used for the
collection of data from the network in the previous section. Concerning the characteristics of
DataStream, our model determined the CVE list for the identified threat agent in a network.
Based on the CVE list analysis, risk management practitioners can suggest the priority lists for
the vulnerable ports available in the information environment network of an organization.
Similarly, our model used a machine learning library of python [39] available on the Jupyter
notebook to optimize the process of determining the vulnerable ports manually from the CVE
list available on the NIST database. To aid snags, our model designs an algorithm in such a
way that reads all the registered CVE lists of the NIST database. These lists consist of all types
of cybersecurity exudes registered with them from different world organizations.

These CVEs consist of a list of Vulnerable ports from the number of different platforms and
environments targeted by the number of threat agent groups identified in an informational setting.

| Table 4 | Vulnerability exploitation flatten |
|-----------------------------|----------------------------------|
| Vulnerability Level | Knowledge Level                  | Incognito            |
| 1) | No knowledge of computer level 0 | None                 |
| 2) | Primary education level 1       | Not enough            |
| 3) | Secondary education level 2     | Not enough            |
| 4) | High school level 3             | Not enough            |
| 5) | Intermediate school level 4     | Not enough            |
| 6) | B-tech in computer science level 4 | Script                |
| 7) | M-tech in computer science level 5 | Amateur            |
| 8) | MPhil in computer level 6       | Amateur               |
| 9) | Ph.D. in computers level 7      | Hacker                |
| 10) | Postdoc in computer level 8     | Good hacker           |
| A) | Ph.D. and post-doc level 9      | Better hacker         |
| B) | High knowledge of computer level 10 | Best hacker        |
| C) | Criminal record in cyberspace Level expert | Expert/Criminal hacker |
| Models/Methodology | Threat Agent Identification | Vulnerability Identification | Assets | Stakeholder Identification | ISO Standards & Control (17,799 & 15,408) | Probabilistic approach | Hierarchical approach |
|--------------------|-----------------------------|----------------------------|--------|---------------------------|------------------------------------------|------------------------|----------------------|
| CRAMM [11]         | ✗                           | ✓                          | ✗      | ✗                         | ✓ & ✗                                    | ✗                      | ✗                    |
| ARIES [9]          | ✗                           | ✗                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| Pfleeger [29]      | ✗                           | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| Caroll [45]        | ✗                           | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| Summers [38]       | ✓                            | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| COBRA [1]          | ✗                           | ✓                          | ✗      | ✗                         | ✓ & ✗                                    | ✗                      | ✗                    |
| FRAP [43]          | ✗                           | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| OCTAVE [2]         | ✓                            | ✓                          | ✗      | ✗                         | ✓ & ✗                                    | ✗                      | ✗                    |
| TAME [44]          | ✓                            | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| Jones [25]         | ✓                            | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| Amenza [22]        | ✓                            | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| VIM [41]           | ✓                            | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
| SATAM [34]         | ✓                            | ✓                          | ✗      | ✗                         | ✗                                        | ✗                      | ✗                    |
To address the threat agent group’s specifications of the system used to penetrate an organization’s network, our model implements an algorithm that analyses all the data available on the NIST database between 1999 and 2021 [36]. The data analysis is carried out in several steps as follows:

a) Initially, the algorithm runs against the NIST database, determines all the data registered with NVD., and must consist of information regarding the minimum parameters assigned by the NVD for each CVE to be inscribing with them.

b) The list of cleaned CVEs is available as an output, consisting of only those CVEs that passed the minimum NVD requirement to be inscribed with them.

c) The algorithm of the semi-automatic model takes these Cleaned CVEs list as input and performs the analysis based on the characteristic features available to them.

d) The algorithm carried out the analysis for the CVE list concerning the environment or the platform used by the threat agent groups.

e) The subsequent analysis is carried out based on the input and the resources used by threat agent groups for penetrating the network.

f) The subsequent analysis carries through based on determining the attack vectors for the threat agent groups.

g) Finally, we got the potential outputs for the threat agent’s groups from the NIST database.

Figure 4 shows that when the model runs the first phase of an algorithm, we determine that there are 205,763 entities of CVE in the database. After that, the algorithm starts picking the CVE list of data, excluding the rejected, reserved, and corrupt files from it. The semi-automatic model determines that there are 151,833 entities of CVE available in the database between 1999 and 2021 [36], as shown in Fig. 4. Simultaneously, the next phase of the algorithm is guillotined and runs arbitrary commands on the CVE List excluding from the reject, reverse, and corrupting the file. Furthermore, the model starts implementing and analyzing the number of rows and the columns available in the cleaned data sets.

The first iteration of 2000 rows executed by the model identified 3690 entities in the attributes list available for the vulnerability exploitation of the ports. In the same way, the next 2000 rows placed 8819 entities, again the next 2000 rows found 12,353 entities, and the last iteration determined that 20,079 entities were in the outputs.

In the next phase, the semi-automatic model determines the number of attacks executed with the help of different environments or the platforms used by the threat agents. The number of attacks identified on Windows 10 is 1102, Windows 8 is 927, Linux is 18,815, SQL is 9288, postgres is 255, Apache is 2182, apple iOS is 7222, and samba is 14,864. The model’s input

| Threats                                                                 | % of Respondents |
|------------------------------------------------------------------------|------------------|
| Denial of Service                                                      | 52%              |
| Web Site Defacement                                                    | 27%              |
| Viruses                                                                | 59%              |
| E-Mail Interception                                                    | 39%              |
| Internal Fraud                                                         | 39%              |
| Fraud affecting a third-party service such as a credit card             | 23%              |
| Theft of confidential information of electronic documents              | 58%              |
| Threats from disgruntled employees or contractors                      | 43%              |
| Interception of wireless LAN communications                            | 45%              |

Table 6 Threats to IT security

To address the threat agent group’s specifications of the system used to penetrate an organization’s network, our model implements an algorithm that analyses all the data available on the NIST database between 1999 and 2021 [36]. The data analysis is carried out in several steps as follows:

a) Initially, the algorithm runs against the NIST database, determines all the data registered with NVD., and must consist of information regarding the minimum parameters assigned by the NVD for each CVE to be inscribing with them.

b) The list of cleaned CVEs is available as an output, consisting of only those CVEs that passed the minimum NVD requirement to be inscribed with them.

c) The algorithm of the semi-automatic model takes these Cleaned CVEs list as input and performs the analysis based on the characteristic features available to them.

d) The algorithm carried out the analysis for the CVE list concerning the environment or the platform used by the threat agent groups.

e) The subsequent analysis is carried out based on the input and the resources used by threat agent groups for penetrating the network.

f) The subsequent analysis carries through based on determining the attack vectors for the threat agent groups.

g) Finally, we got the potential outputs for the threat agent’s groups from the NIST database.

Figure 4 shows that when the model runs the first phase of an algorithm, we determine that there are 205,763 entities of CVE in the database. After that, the algorithm starts picking the CVE list of data, excluding the rejected, reserved, and corrupt files from it. The semi-automatic model determines that there are 151,833 entities of CVE available in the database between 1999 and 2021 [36], as shown in Fig. 4. Simultaneously, the next phase of the algorithm is guillotined and runs arbitrary commands on the CVE List excluding from the reject, reverse, and corrupting the file. Furthermore, the model starts implementing and analyzing the number of rows and the columns available in the cleaned data sets.

The first iteration of 2000 rows executed by the model identified 3690 entities in the attributes list available for the vulnerability exploitation of the ports. In the same way, the next 2000 rows placed 8819 entities, again the next 2000 rows found 12,353 entities, and the last iteration determined that 20,079 entities were in the outputs.

In the next phase, the semi-automatic model determines the number of attacks executed with the help of different environments or the platforms used by the threat agents. The number of attacks identified on Windows 10 is 1102, Windows 8 is 927, Linux is 18,815, SQL is 9288, postgres is 255, Apache is 2182, apple iOS is 7222, and samba is 14,864. The model’s input
Opening cleaned_data.csv file in python.

Number of Data Entries: 151833 Rows and 4 Columns

Press enter to continue ...

Total number of rows of data to check: 151833

Rows of data checked: 20000    Number of Entries created: 3690
Rows of data checked: 40000    Number of Entries created: 8818
Rows of data checked: 60000    Number of Entries created: 12353
Rows of data checked: 80000    Number of Entries created: 15069
Rows of data checked: 100000   Number of Entries created: 17551
Rows of data checked: 120000   Number of Entries created: 19032
Rows of data checked: 140000   Number of Entries created: 20079

Number of attacks on Windows 10 found: 1102
Number of attacks on Windows 8 found: 927
Number of attackers targeting Linux OS found: 18815
Number of attackers getting into SQL things: 9288
Number of attacks using Post Gres: 255
Number of attacks through Apache: 2182
Number of attacks on Apple things: 7222
Number of attacks on Samba things: 14864

Number of attackers attacking Physical Layer: 74252
Number of attackers attacking Network Layer: 55180
Number of attackers attacking Adjacent (Not over layer 3) Layer: 32141
Number of attackers attacking Local (Permission) Layer: 37395

Number of attackers who hijacked Credentials: 21854
Number of Root Access attacks found: 1434
Number of attackers obtaining remote access: 30822
Number of attackers doing local stuff: 31835
Number of attackers obtaining network access: 39028

Fig. 4 Analysis of eviscerate data of NIST

and resources in the database can be unyielding by the information (Input) and resources used by these threat agent groups in the database. The risk management team illustrates the loopholes or the vulnerable ports available in an organization’s network. In this way, the prioritization of vulnerable ports and the identification of open ports can be persistent. Later, which could be cast-off for referencing the opportunity available for the threat agents in a network of an informational environment.
The model determines the attack vectors inputs of threat agent groups like user credentials, root access, remote access, local access, network access, etc., based on the environment, the information (Input), and the resources or tools used by the threat agents to penetrate the network. The identification of attack vector inputs plays an essential role in prioritizing the vulnerability identified for a network. Suppose the attack vector input list of the NIST database is already available in a semi-automatic way. In that case, the potential outputs of the attack vectors can be handed down to reference the newly identified threat from the network. In this way, the time complexity of determining the vulnerable ports of a network would be low as compared to the conventional approaches followed by a model and methodologies [8, 33]. Finally, the last iteration of the algorithm is executed on the NIST database. The model uses identified environments, inputs, and attack vectors for all the CVE of a clean database as input and determines the embryonic consequences of outputs for the Vulnerability analysis. These potential outputs illustrated the Credential acquisitions, privilege escalation, remote access, denial of services, running arbitrary commands, data access, and data manipulation as the embryonic results of the threat agents determined from the CVE list of the NIST database.

![Figure 5](image)

**Fig. 5** Analysis of eviscerate data of NIST
Figure 5 indicates the identified threats vectors and the potential outputs of threat agent groups from the NIST database. The threat vectors analysis is attained through the database’s model by determining the threat agent group’s footprints information available in the CVE list. The threat agents used different layers like Physical, Network, Adjacent, and Local of the network to attack the particular network of an organization. Once the risk management practitioners list the layers used by the threat agent groups to penetrate the network, the identification of threat agent pigeonholes can be effectuated by the model. Attack vectors are the methods that antagonists use to breach the network level or pervade the particular network of an organization. Attack vectors range in many different forms, such as man-in-the-middle attacks, malware, ransomware attacks, compromised credentials, phishing, etc. There are mainly two categories of attack vectors [19, 42]; one is active, and the other is passive. The dynamic attack vectors exploit the alteration of the system by generating some system commands run against the organization, such as untrodden vulnerabilities, man-in-middle attacks, domain hacking, email spoofing, malware, and ransomware. On the other hand, the passive attack vectors exploit the system in such a way as to gain unauthorized access to the system, such as phishing, social engineering attacks, and Typos-squatting attacks.

In Fig. 6, the sample of the excel sheet generated by our proposed model and consists of all the CVEs listed. The algorithm determines the attributes of the threat agent’s groups concerning the environments, Pre-requisites input, attack vectors, and potential output. As the number of CVE lists is very prodigious in size, the outcome is also generated in prodigious size and can perceive at https://github.com/Gauravsbim/Exploitation-of-Vulnerability-for-NIST-Database-1999-2021-. The semi-automatic model collects the DataStream or PCAP files from the ESXi server of the University of Hertfordshire. The PCAP files are captured by the number of virtual machines installed on the system to follow the activities performed by the threat agents in a network of the informational environment. In the first phase, a semi-automatic model extracts the valuable information of the threat agents from the PCAP files. Simultaneously, the extraction of critical intelligence feeds from the identified threat agent groups in a network and designing the profiles for the threat agent groups. The list of IP addresses used by the threat agents to attack the target machine is devised. Concerning the IP address of the threat agent, the associated list of CVEs can be indefatigable by mapping activities executed by the threat agent on a network with the NIST database.

In Fig. 7, the semi-automatic threat assessment (platform) model groups the identified threat agent considering the environment cast off by hackers. The CVE list of the NIST database consists of practical information about the threat agents like a type of platform used to attack the network, script run by the threat agents, level of knowledge or skills acquired by the threat agents, and the capability of attackers, etc. The identification of attributes is accomplished by the model and mapping them with the associated CVE list of the NIST database. Based on the operating system used by the hackers to attack the network is evaluated by the model and with the help of the machine learning library of python available on the Jupyter notebook. Furthermore, the model plots a histogram between the number of CVE entities and the operating system used by the attackers to execute the attacks against a network of an organization.

In Fig. 8, the model plots a histogram between the number of CVE entries and the pre-requisites inputs cast off by the threat agents groups. The semi-automatic model evaluates the pre-requisites inputs used by the threat agents to execute the codes, script, or malicious activities against an organization’s network. The model mapped the CVE list of source IP addresses from the captured packets of DataStream with the CVE list of the NIST database based on the identified inputs of the threat agents. The groups of threat agents associated with
the particular type of input used during the execution attacks against the network are manifest in the histogram between the years 1999–2021.

In Fig. 9, the semi-automatic threat assessment model plots a histogram between the groups of threat agent’s attack vectors cast-off to executes the attacks against the server of the University of Hertfordshire and the number of CVE list entries associated with the NIST database between 1999 and 2021. The above histogram shows the groups of threat agents operating on which layer and execution of the target machine achieved.

In Fig. 10, the histogram dreams up by the threat assessment model between the number of CVE list entries of the NIST database and the potential outputs of the threat agents groups. The activities performed by the group of CVE list associated with the threat agents groups determined in the PCAP files from the server are manifest in the histogram like access of privileges, running arbitrary commands, data access, data manipulation, credential

---

**Fig. 6** Generation of excels sheets with attributes of threat agents
acquisitions, etc. The existing model and methodology follow the evaluation process for the environments or platform, inputs of threat agents, attack vectors, and potential results manually used by the threat agents. Due to the manual process of identification of attributes for vulnerability exploitation. The time complexity increased, and simultaneously the performance of the existing model and methodology dwindled. While the semi-automatic model already evaluates the attributes of threat agents available in the CVE list of the NIST database. As the list of features generated by our model in the form of excel sheets. When identifying threat agents in a network and the associated list of CVEs with them is dextrous. The mapping of the identified CVEs to the excel sheet of results helps evaluate the organization’s vulnerable port. Due to the automation process of identifying attributes of threat agents, the process’s time complexity is reinforced. The results of the vulnerability exploitation of the NIST database would be used for commercial purposes by other existing models and methodology. When the exiting model identifies the associated list of CVEs, it can then check for the attributes from the excel sheet by clicking on Ctrl+F and placing the CVE number for the search. The associated results with the particular CVE can be tenacious.

Fig. 7 Environments used by a threat agent to exploit the network

Fig. 8 Pre-requisites inputs of threat agents
5 Conclusion and future work

The main focus of the research is to provide proactive security to the networks. Similarly, the identified pivotal vulnerable ports need to prioritize or addressed first in an eloquent manner. Vulnerability exploitation risks materialize in the vulnerability analysis for the threat agent groups available in an organization’s network and the company’s business. The risk management team should apply the prioritization policy to the vulnerable ports in an eloquent manner and optimize time complexity. Moreover, this work lodges a semi-automatic evaluation model for exploiting vulnerability available in the NIST database in the form of a CVE list. The analysis and implementation of all the CVE lists effectuate the CVSS score and the attributes of the threat agent groups used while exploiting the vulnerable ports of a network. This approach helps potential results be more accurate, precise, practical, or eloquent. While analyzing an organization’s network in an informational environment, the time complexity is also optimized using the semi-automatic model approach. In the future, our research would

Fig. 9  Attack vectors of threat agents

Fig. 10  Potential results of the threat agentstrun -1
suggest that the model work for both vulnerability analysis as well the threat agent attributes calculation (TAC) simultaneously with optimized time and area complexity.
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