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ABSTRACT

Complex numbers find various applications in the field of engineering. To avoid excessive delays in production of results obtained by implementing divide-and-conquer technique in dealing with arithmetic operations involving this type of numbers in today’s computer systems, Complex Binary Number System with base(−1+j) has been proposed in scientific literature. In this paper, we have investigated the effects of bit-wise shift left operations (from 1-8 bits) on the complex binary representation of complex numbers and analyzed these results using mathematical equations.
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1. INTRODUCTION

Complex numbers find various applications in the field of engineering. In today’s computer systems, addition of two complex numbers \((a + jb)\) and \((c + jd)\) involves two individual additions, one for the real parts \((a + c)\) and one for the imaginary parts \((b + d)\). Similarly, the subtraction of these two complex numbers involves two individual subtractions, one for the real parts \((a - c)\) and one for the imaginary parts \((b - d)\). Multiplication involves four individual multiplications \(ac, ad, bc, bd\), one subtraction \(j^2bd = -bd\), and one addition \(ad + bc\). And finally, division involves six individual multiplications \(ac, ad, bc, bd, c^2, d^2\), two additions \(ad + bc\) and \(c^2 + d^2\), one subtraction \(bc - ad\), and then two individual divisions \(\frac{ac + bd}{c^2 + d^2}\) and \(\frac{bc - ad}{c^2 + d^2}\). These sub-operations within an operation dealing with complex numbers increase the delay in the calculation of overall result of the operation and hence degrades the performance of the computer system. The quest to find a better concise method for representing complex numbers has yielded the formulation of a unique number system referred to as Complex Binary Number System (CBNS) [1]. Extensive details of the arithmetic algorithms to be followed in CBNS for binary representations and operations of complex numbers can be found in [1,2,3] and the hardware designs and implementations of the arithmetic circuits based on this number system can be found in [4,5,6,7]. In this paper, we have presented the effects of multiple-bit (from 1 bit to 8 bits) shift-left operations on a complex number represented in CBNS.

This paper is organized as follows: In section 2, we’ll present basic information about CBNS and how to represent an integer-only complex number into this new number system. Then we’ll take the CBNS representation of complex numbers and, in section 3, give a comprehensive analysis of the effects of
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multiple-bit shift left operations on the complex numbers. Conclusion is presented in section 4, which is followed by acknowledgements and references.

2. \((-1 + j)\)-BASE COMPLEX BINARY NUMBER SYSTEM

Mathematically, the value of an n-bit binary number with base \((-1 + j)\) can be written in the form of a power series as

\[ a_{n-1}(-1 + j)^{n-1} + a_{n-2}(-1 + j)^{n-2} + a_{n-3}(-1 + j)^{n-3} + \ldots + a_2(-1 + j)^2 + a_1(-1 + j) + a_0 \]

where the co-effecients \(a_{n-1}, a_{n-2}, a_{n-3}, \ldots, a_2, a_1, a_0\) are binary in nature (0 or 1) and belong to complex binary number system. Using the conversion algorithms given in [1], we are able to obtain a base \((-1 + j)\) binary representation of any given complex number (whether it is made from integers, fractions, or floating point numbers) in Complex Binary Number System (CBNS).

For example, as shown in [1],

\[ +2012_{10} = 111000000000111000010000_{Base (-1+j)} \]
\[ -2012_{10} = 110000000000110111010000_{Base (-1+j)} \]
\[ +2012_{10} = 10000000000010000110000_{Base (-1+j)} \]
\[ -2012_{10} = 10110000001111000110000_{Base (-1+j)} \]

3. MULTIPLE-BIT SHIFT-LEFT OPERATIONS IN CBNS

To analyze the effects of shift-left operations on a complex number represented in CBNS format, a computer program in C++ language was written which allowed for auto-variations in magnitude and sign of both real and imaginary components of a complex number in a linear fashion, and then decomposed the complex binary number after the shift-left operation into its real and imaginary components. The length of the original binary bit array was limited to 800 bits and 0s were padded on the left-side of the binary data when the given complex number required less than maximum allowable bits for representation in CBNS format.

To better understand these restrictions, let’s consider the following complex number:

Original complex number represented in CBNS before padding:

\[ 90_{10} + j90_{10} = 110100010001000_{Base (-1+j)} \]

Padded complex binary array such that the total size of the array is 800 bits.

\[ 90_{10} + j90_{10} = 0...0110100010001000_{Base (-1+j)} \]

Shifting this binary array by 1-bit to the left will yield

\[ 0...0110100010000000_{Base (-1+j)} \]

ensuring that total array-size remains 800 bits. This was done by removing one 0 from the left-side and inserting one 0 on the right-side of the number.

Similarly, shifting of the original binary array by 2,3,4,5,6,7,8-bits to the left will yield respectively:

\[ 0...0110100010000000_{Base (-1+j)} \]
\[ 0...0110100010000000_{Base (-1+j)} \]
\[ 0...0110100010000000_{Base (-1+j)} \]
\[ 0...0110100010000000_{Base (-1+j)} \]
\[ 0...0110100010000000_{Base (-1+j)} \]
\[ 0...0110100010000000_{Base (-1+j)} \]

Table 1 presents an overall summary of the effect on the signs of the complex numbers, represented in CBNS format, because of multiple-bit shift-left operations (1 to 8 bits).

Shift-left operations on complex binary numbers affect not only the signs of the given complex numbers (as shown in Table 1) but also have impact on the magnitudes of the complex numbers according to various mathematical relationships. To find out the effects of shift-left operations on the magnitudes of the complex numbers, we varied the magnitude of real and imaginary components of the original complex numbers in a linear fashion (Figure 1). The complex numbers obtained after shift-left operations were analyzed by obtaining mathematical equations describing their behavior, as given in Figures. 2-9.
To fully understand the variations in the sign and magnitude of the complex numbers before and after the shift-left operation, we used Microsoft Excel to draw graphs as shown in the Figures. 10-17.

Table 1. Effect on signs of complex numbers in CBNS format after shift-left operations

| Before Shift-Left | After Shift-Left by 1-bit | After Shift-Left by 2-bits | After Shift-Left by 3-bits | After Shift-Left by 4-bits |
|-------------------|--------------------------|---------------------------|---------------------------|---------------------------|
| Real | Imaginary | Real | Imaginary | Real | Imaginary | Real | Imaginary | Real | Imaginary |
| + | 0 | - | + | 0 | - | + | 0 | - | + |
| - | 0 | + | - | 0 | + | - | 0 | + | - |
| 0 | + | - | + | 0 | + | - | 0 | + | - |
| + | + | - | 0 | + | - | 0 | + | - | - |
| - | + | 0 | + | - | 0 | - | 0 | + | - |
| 0 | - | 0 | - | 0 | - | 0 | - | 0 | - |

| Before Shift-Left | After Shift-Left by 5-bits | After Shift-Left by 6-bits | After Shift-Left by 7-bits | After Shift-Left by 8-bits |
|-------------------|---------------------------|---------------------------|---------------------------|---------------------------|
| Real | Imaginary | Real | Imaginary | Real | Imaginary | Real | Imaginary | Real | Imaginary |
| + | 0 | + | - | + | - | + | - | + | - |
| - | 0 | + | - | 0 | + | - | 0 | + | - |
| 0 | + | + | - | 0 | + | - | 0 | + | - |
| + | + | - | - | + | - | - | + | - | - |
| - | + | - | - | + | - | - | + | - | - |
| 0 | - | - | - | 0 | - | - | 0 | - | - |

Figure 1. Before shift-left
Figure 2. After shift-left by 1-bit
Figure 3. After shift-left by 2-bits
Figure 4. After shift-left by 3-bits
Figure 5. After shift-left by 4-bits
Figure 6. After shift-left by 5-bits
Figure 7. After shift-left by 6-bits
Figure 8. After shift-left by 7-bits
Figure 9. After shift-left by 8-bits
Figure 10. Effects of shift-left operation on sign and magnitude of a positive real-only complex number (1-8 bits)

Figure 11. Effects of shift-left operation on sign and magnitude of a negative real-only complex number (1-8 bits)

Figure 12. Effects of shift-left operation on sign and magnitude of a positive imaginary-only complex number (1-8 bits)

Figure 13. Effects of shift-left operation on sign and magnitude of a negative imaginary-only complex number (1-8 bits)
After analyzing Figures 1-17, we are able to obtain the characteristic equations describing complex numbers in CBNS format after shift-left operations. These equations are given in Table 2.
### Table 2. Characteristic equations describing complex numbers in CBNS format after shift-left operations

| Before Shift-Left | After Shift-Left by 1-bit | After Shift-Left by 2-bits |
|-------------------|--------------------------|---------------------------|
| Real<sub>old</sub> | Imaginary<sub>old</sub>  | Real<sub>new</sub> | Imaginary<sub>new</sub>  | Real<sub>new</sub> | Imaginary<sub>new</sub>  |
| + 0               | -Real<sub>old</sub>      | +Real<sub>old</sub>       | 0                          | -2Real<sub>old</sub> |
| - 0               | -Real<sub>old</sub>      | +Real<sub>old</sub>       | 0                          | -2Real<sub>old</sub> |
| 0 +               | -Imag<sub>old</sub>      | -Imag<sub>old</sub>      | +2Imag<sub>old</sub>       | 0                          |
| 0 -               | -Imag<sub>old</sub>      | -Imag<sub>old</sub>      | +2Imag<sub>old</sub>       | 0                          |
| + -               | -2Real<sub>old</sub>     | 0                        | 0                          | -2Imag<sub>old</sub>      |
| + –               | 0                        | -2Imag<sub>old</sub>     | -2Real<sub>old</sub>       | +2Imag<sub>old</sub>      |
| – +               | 0                        | -2Imag<sub>old</sub>     | -2Real<sub>old</sub>       | +2Imag<sub>old</sub>      |
| – –               | -2Real<sub>old</sub>     | 0                        | +2Imag<sub>old</sub>       | -2Imag<sub>old</sub>      |

| Before Shift-Left | After Shift-Left by 3-bits | After Shift-Left by 4-bits |
|-------------------|---------------------------|---------------------------|
| Real<sub>old</sub> | Imaginary<sub>old</sub>  | Real<sub>new</sub> | Imaginary<sub>new</sub>  | Real<sub>new</sub> | Imaginary<sub>new</sub>  |
| + 0               | +2Real<sub>old</sub>     | +2Real<sub>old</sub>     | 0                          | -4Real<sub>old</sub>     |
| - 0               | +2Real<sub>old</sub>     | +2Real<sub>old</sub>     | 0                          | -4Real<sub>old</sub>     |
| 0 +               | -2Imag<sub>old</sub>     | +2Imag<sub>old</sub>     | 0                          | -4Imag<sub>old</sub>     |
| 0 –               | -2Imag<sub>old</sub>     | +2Imag<sub>old</sub>     | 0                          | -4Imag<sub>old</sub>     |
| + –               | 0                        | +4Imag<sub>old</sub>     | -4Real<sub>old</sub>       | -4Imag<sub>old</sub>     |
| + –               | +4Real<sub>old</sub>     | 0                        | -4Real<sub>old</sub>       | -4Imag<sub>old</sub>     |
| – +               | +4Real<sub>old</sub>     | 0                        | -4Real<sub>old</sub>       | -4Imag<sub>old</sub>     |
| – –               | +4Real<sub>old</sub>     | 0                        | -4Real<sub>old</sub>       | -4Imag<sub>old</sub>     |

| Before Shift-Left | After Shift-Left by 5-bits | After Shift-Left by 6-bits |
|-------------------|---------------------------|---------------------------|
| Real<sub>old</sub> | Imaginary<sub>old</sub>  | Real<sub>new</sub> | Imaginary<sub>new</sub>  | Real<sub>new</sub> | Imaginary<sub>new</sub>  |
| + 0               | +4Real<sub>old</sub> + 1 | -4Real<sub>old</sub> + ¼ | 0                          | -8Real<sub>old</sub> + 1 ¼ |
| – 0               | -4Real<sub>old</sub>     | +4Real<sub>old</sub>     | 0                          | -8Real<sub>old</sub>     |
| 0 +               | +4Imag<sub>old</sub> - ¼ | +4Imag<sub>old</sub> - ¼ | 0                          | 8Imag<sub>old</sub> - ¼ |
| 0 –               | -4Imag<sub>old</sub> + ½ | -4Imag<sub>old</sub> + ½ | 0                          | 8Imag<sub>old</sub> + ½ |
| + –               | +8Real<sub>old</sub> - ½ | +8Real<sub>old</sub> - ½ | 0                          | 8Real<sub>old</sub> - ½ |
| + –               | +8Imag<sub>old</sub> + ½ | +8Imag<sub>old</sub> + ½ | 0                          | 8Imag<sub>old</sub> + ½ |
| – –               | -8Real<sub>old</sub> - ½ | +8Real<sub>old</sub> + ½ | -8Imag<sub>old</sub> - ½ |

| Before Shift-Left | After Shift-Left by 7-bits | After Shift-Left by 8-bits |
|-------------------|---------------------------|---------------------------|
| Real<sub>old</sub> | Imaginary<sub>old</sub>  | Real<sub>new</sub> | Imaginary<sub>new</sub>  | Real<sub>new</sub> | Imaginary<sub>new</sub>  |
| + 0               | -8Real<sub>old</sub> + ½ | -8Real<sub>old</sub> - 2 | 0                          | 16Real<sub>old</sub> + ½ |
| – 0               | +8Real<sub>old</sub>     | +8Real<sub>old</sub> - ¼ | 0                          | 16Real<sub>old</sub> + ½ |
| 0 +               | +8Imag<sub>old</sub> + ½ | -8Imag<sub>old</sub> + ½ | 0                          | 16Imag<sub>old</sub> + ½ |
| 0 –               | -8Imag<sub>old</sub> - ¼ | +8Imag<sub>old</sub> - ¼ | 0                          | 16Imag<sub>old</sub> - ¼ |
| + –               | +10Real<sub>old</sub> + ½ | -16Real<sub>old</sub> + ½ | 0                          | 16Real<sub>old</sub> + ½ |
| + –               | +16Real<sub>old</sub> – ½ | +3½                       | -16Real<sub>old</sub> - 4¼ |
| – +               | +16Real<sub>old</sub> – ½ | +3½                       | -16Real<sub>old</sub> - 4¼ |
| – –               | +16Real<sub>old</sub>     | 0                         | -16Real<sub>old</sub> - 4¼ | 16Imag<sub>old</sub> - 3  |
4. CONCLUSION

The important role of complex numbers in all types of engineering applications cannot be understated. To improve the performance of arithmetic operations involving these type of numbers, CBNS provides a viable alternative to represent these numbers in a concise format with the expectation of substantial enhancement in the speed of arithmetic operations dealing with these types of numbers. In this paper, we have looked in detail on how shift-left operations of 1-8 bits on a complex number represented in CBNS affect the signs and magnitudes of these numbers.
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