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Abstract. JavaScript Object Notation (JSON) is a popular data format based on the data types of JavaScript programming language. As a lightweight semi-structured data format language, it has become the main data exchange format over the World Wide Web in the past several years, and gained popularity in database community research. JSON data model describes the basic data structures and semantics of the underlying JSON data, so it is the fundamental and key aspects for JSON data format. As JSON data model is also the key and foundation for other data management technologies, such as data indexing, data querying, data searching, data mapping, data integrating, and data mining, how to design an efficient and powerful model for JSON data is necessary and important to other related research topics, such as data integration, data search and query, data quality and evaluation, etc. In this paper, we investigate some approaches to modelling JSON data and corresponding JSON schemas, which are mainly based on tree models. The advantages and disadvantages of each method are analyzed and compared.

1. Introduction

JSON (JavaScript Object Notation) [1-3] is a popular lightweight semi-structured data format based on the data types of programming language JavaScript. It has become the main data exchange format over the World Wide Web in the past few years. JSON has also gained popularity in database community research. As a semi-structured data format, JSON not only can be integrated in traditional database systems, but also widely used in NoSQL database systems[4-5]. Some query languages for JOSN such as JSONiq [6,7] and SQL++[8] are already proposed to support JSON data querying.

Data model describes the basic data structures and semantics of the underlying data, so it is the fundamental and key aspects for any data format including JSON data. As data model is also the key and foundation for other data management technologies, such as data indexing, data querying, data searching, data mapping, data integrating, and data mining, how to design an efficient and powerful model for JSON data is necessary and important to other related research topics, such as data integration, data search and query, data quality and evaluation, etc. Now researchers proposed some approaches to modelling JSON documents mainly based on tree models [9-11].

The rest of the paper is organized as follows. A JOSN document is a set of objects, and each JOSN object is a set of key-value pairs. We first discussed JSON object and tree models in Section 2. For arrays in JSON documents, there are two approaches namely ordered approach and unordered approach, which are given in Section 3. As an object can be again its own sub-objects in JSON data, recursions must be considered in JSON model, which are given in Section 4. JOSN schema definition
and their related schema definitions are also discussed in Section 4. We conclude the paper and point out the future directions of the topic in Section 5.

2. Objects and JSON Trees
As each JSON object in a JSON document is a set of key-value pairs, a JSON document can be naturally represented as a data tree structure called a JSON tree. A value can be an atomic value such as a string, an integer, a number, an array, or null. To capture the compositional structure of JSON data, each value can again be a set of JSON objects. We first give the definition of a JSON document as follows:

**Definition 1 (JSON document).** A JSON document \( D \) is defined as

\[
D := \{ \text{Object}[, \text{Object}, …] \},
\]

where

\[
\begin{align*}
\text{Object} & := \{ \text{Key} : \{ \text{Value} \} [, \text{Key} : \{ \text{Value} \}, …] \}, \\
\text{Key} & := \text{String}, \\
\text{Value} & := \text{String|Integer|Number|Array|Null|Object}.
\end{align*}
\]

For example, consider the following JSON document \( D_1 \):

\[
\{
  \text{"name"} : {
    \text{"FirstName"} : \text{"Bill"},
    \text{"LastName"} : \text{"Bush"}
  },
  \text{"age"} : 30
\}
\]

JSON document \( D_1 \) contains 2 objects \( O_1 \) and \( O_2 \) as following:

\[
O_1 := \{
  \text{"name"} : {
    \text{"FirstName"} : \text{"Bill"},
    \text{"LastName"} : \text{"Bush"}
  },
\]

with key “name” and

\[
O_2 := \{
  \text{"age"} : 30
\}
\]

with key “age” and an atomic integer value “30”.

The value of key of \( O_1 \) again contains 2 objects \( O_{11} \) and \( O_{12} \) as following:

\[
O_{11} := \{
  \text{"FirstName"} : \text{"Bill"},
\]

with key “FirstName” and an atomic string value “Bill” and

\[
O_{12} := \{
  \text{"LastName"} : \text{"Bush"}
\]

with key “LastName” and an atomic string value “Bush”.

Of course, a value may contain nothing, which can be represented by type “Null”. For type “Array” and “Number”, we will explained in Section 3.

3. Arrays and Numbers
Suppose we have the following 2 children \( O_3 \) and \( O_4 \) of “Bill Bush” in JSON document \( D_1 \):

\[
O_3 := \{
  \text{"name"} : {
\}
\]

\[
O_4 := \{
  \text{"age"} : 30
\}
\]

with key “age” and an atomic integer value “30.”
“FirstName”: “John”,
    “LastName”: “Bush”
},
“age”: 10
}

O4::={
    “name”: {
        “FirstName”: “Mary”,
        “LastName”: “Bush”
    },
    “age”: 12
}

To combine O3 and O4 in JSON document D1, we add a new key “children” in D1 and arrange O3 and O4 as an array [O3, O4] and numbered by numbers “1” and “2” sequentially as {1: O3, 2: O4}:

```
{
    “name”: {
        “FirstName”: “Bill”,
        “LastName”: “Bush”
    },
    “age”: 30,
    “children”: {1: O3, 2: O4}
}
```

For the problem of whether an array is ordered or unordered, there are two different treatments. Ref.[10] treated an array to be unordered based on the following two reasons: First, as JSON navigation instructions use random access to access elements in arrays, treat arrays as ordered list will naturally suggest that the navigation instructions support different access methods to access elements of array. Second, no system actually supports the navigation from one element to other element in an array. Ref.[11] also mainly concentrated on unordered arrays, but proposed a total order on atomic keys which can model ordered arrays. We think that arrays to be ordered will add feasibility and flexibility in JSON navigation in the future, which can provide more access functionalities such as accessing the first, accessing the last, accessing the previous, and accessing the next element from a given element or position in an array, etc.

4. Recursions
Back to object O3 and O4. From the definition of D1, we can see that the structures of O3 and O4 are identical to the structure of D1. Suppose that we want to represent a family tree such that children O3 and O4 will have children several years later, we can use recursion to achieve this goal. We apply a JSON Schema to specify what a JSON document must look like, the ways to extract information from it, and how to interact with it. We first give the schema definition S0 based on Ref.[9] as following:

```
{
    “definitions”: {
        “type”: “Object”,
        “properties”: {
            “Name”: { “type”: “Object”,
            “properties”: {
                “FirstName”: { “type”: “String”},
                “LastName”: { “type”: “String”} }
        },
        “type”: “Object”,
        “properties”: {
            “age”: { “type”: “Integer” }
        }
    }
```

```
“type”: “Object”,
“properties”: {
  “children”: {
    “type”: “Array”,
    “minItems”: 0,
    “maxItems”: unlimited,
    “items”: [
      {“$ref”: “#/definitions/S0”},
      {“$ref”: “#/definitions/S0”}
    ]
  }
}

Schema S0 defines an object which has sub-objects “Name”, “age”, and “children”, respectively. For sub-object “Name”, there are two sub-objects “FirstName” and “LastName”, which are both String types. For sub-object “age”, it is an Integer type (atomic type). For sub-object “children”, it is an Array type (atomic type), which again contains 0-unlimited numbers of object of type S0. Now we give the recursion schema definition of JSON document D1 as the following schema S1:

```
{“$ref”: “#/definitions/S0”}
```

which is obviously a recursion definition of S0.

Ref.[12] provides detailed JSON Schema definition and formal grammar specification for the JSON Schema documents. Other schema specification and proposals related to JSON are proposed, which are either formal specification standards, or are accepted only for specific use cases, or applied in a specific application. For example, JSON Schema[13] defines the media type "application/schema+json", a JSON-based format for describing the structure of JSON data. The "application/schema-instance+json" media type provides additional feature-rich integration with "application/schema+json" beyond what can be offered for "application/json" documents. Swagger[14] is a framework of API developer tools for the OpenAPI Specification(OAS), enabling development across the entire API lifecycle, from design to test and deployment based on JSON. RAML(RESTful API Modeling Language) [15] makes it easy to manage the whole API lifecycle from design to sharing based on JSON. You only write what you need to define, which can be reused later. It is a machine readable API design that is also human friendly. JSON-LD[16] is a JSON-based format to serialize Linked Data. It is designed to easily integrate into deployed systems that already use JSON, and provides a smooth upgrade path from JSON to JSON-LD. One of its primary goals is to store Linked Data in JSON-based storage engines.

5. Conclusions
This paper presents a survey study of different kinds of models of uncertain data in relational databases, XML data, and graph data. We mainly discuss and review probabilistic uncertain data models as they not only are widely used in many applications and areas nowadays, but also have better tradeoffs between simplicity and expressive power.

The open problems of modelling JSON data include both semantic and computation aspects. For semantic aspect, there is no accepted unified model by all community for JOSN data. In real applications, such semantic problems may dependent on specific applications. It is difficult to give a general guideline to design good JSON document and model. For computational aspect, one major problem of recursions in JSON document and schema definition is that processing JOSN document and schema efficiently is a challenge. Algorithms of non-recursions are difficult to deal with the recursions in JOSN data, which are usually exponential scale. One possible approach is use parallel algorithms to deal with recursions, such as the popular Map Reduce framework. Another open problem is to propose some criteria for modelling JOSN data, such as expressive power,
functionalities, complexity, efficiency, extension, etc. But how to combine all these criteria is also a challenge. A practical approach is a trade-off of all these criteria.
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