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Abstract. Many service systems rely on verifiable identity-related information of their users. Manipulation and unwanted exposure of this privacy-relevant information, however, must at the same time be prevented and avoided. Peer-to-peer blockchain-based decentralization with a smart contract-based execution model and verifiable off-chain computations leveraging zero-knowledge proofs promise to provide the basis for next-generation, non-disclosing credential management solutions. In this paper, we propose a novel credential on-chaining system that ensures blockchain-based transparency while preserving pseudonymity. We present a general model compliant to the W3C verifiable credential recommendation and demonstrate how it can be applied to solve existing problems that require computational identity-related attribute verification. Our zkSNARKs-based reference implementation and evaluation show that, compared to related approaches based on, e.g., CL-signatures, our approach provides significant performance advantages and more flexible proof mechanisms, underpinning our vision of increasingly decentralized, transparent, and trustworthy service systems.
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1 Introduction

Blockchain-based Decentralized Applications (DApps) are service systems where the backend code runs on a peer-to-peer blockchain network, using smart contracts for the application logic. DApps are increasingly applied in distrusted, multi-stakeholder environments to overcome reliance and dependence on trusted and often centralized third parties (TTPs) and associated risks of failure, manipulation, or opportunistic behavior. Traditional architectures are transitioned into decentralized ones in that core functionalities provided by previously centralized TTPs are now implemented in smart contracts, which are executed on the blockchain by each peer [32]. This way, involved stakeholders do not have to trust TTPs anymore to act as intended, resulting in a service system that is more transparent and manipulation-resistant.

Even when using permissionless blockchains, a DApp may still define roles, permissions, or assets and assign them to particular users and other parties.
DApps therefore depend on reliably distinguishing the users by some kind of distinct attributes that only a single participant or a group of users possesses and for which a proof can be provided. In decentralized finance (DeFi) lending DApps [30], for instance, lenders and borrowers may be required to prove possession of a valid citizenship or tax number, in IoT DApps [25], devices may have to prove official calibration or certain configuration parameters, and participants of marketplaces [20] may be required to prove creditworthiness before they are allowed to engage into trading. The attestation of such attributes can come from different issuers such as tax offices, calibration authorities, or credit bureaus. Parties having to prove attributes can then do so by presenting credentials allowing another party to verify the fulfillment of attribute requirements.

In state-of-the-art service systems, DApps which need to verify user attributes typically employ some off-chain authority for this purpose acting as a TTP and providing respective services. For example, DApps running on permissioned blockchains rely on identity and access management (IAM) services that are provided at platform-level through a trusted committee of nodes, e.g., the Membership Service Providers authority in Hyperledger Fabric [18]. However, in many DApps, off-chain verification of user attributes is not appropriate as it violates design goals. DeFi and marketplace DApps, for example, implement cryptocurrency-based transaction logic that may depend on the on-chain verification of user attributes. In IoT DApps that typically characterize through uncertain, dynamic, and distrusted settings, it may simply not be possible to employ an off-chain TTP service for authentication that is tamper-resistant and always online. Furthermore, many DApps call for independent verifiability of all transactions, including attribute verification, e.g., for external auditing.

Alternatively, credential verification can be implemented as smart contract-based logic as well and be executed as part of the blockchain’s consensus protocol [23]. This mitigates the problems described above, however, it also introduces other challenges originating from the blockchain’s natural design, most importantly related to users’ privacy: While users of DApps running on permissionless blockchains can veil their identity behind pseudonymous account addresses, on-chain credential verification threatens this pseudonymity since consensus-based validation reveals confidential user attributes to the blockchain network. Existing approaches that, for example, leverage zero-knowledge proofs (ZKP) to keep such attributes off the blockchain, either suffer from severe performance limitations making their usage impractical [23] or are limited to a specific use case and credential type which restricts general applicability [12, 14, 27].

In face of the on-going debate about measures for Know-Your-Customer (KYC) and Anti-Money Laundering (AML), and consequential blockchain regulations\textsuperscript{3} and\textsuperscript{4}, we consider the need for on-chain credential verification as real and technical approaches essential to pave the way for general purpose adoption of DApps as well as presenting an alternative to using traditional off-chain IAM services. To this end, we herein provide an approach to make...
attribute-specific user credentials verifiable on the blockchain while preserving pseudonymity properties. We, thereby, make three individual contributions:

– First, we propose a novel credential on-chaining system. This system leverages verifiable off-chain computations (VOC) [9] for executing logic on confidential identity attributes through the holder and for only presenting a non-revealing ZKP to the peer network.

– Second, we show how the proposed model can be employed to solve typical computational identity-related problems by proposing different types of credential conditions to be verified.

– Third, we demonstrate technical feasibility by providing a reference implementation for each type of condition using ZoKrates [11], a tool for realizing VOC on Ethereum [31]. Our implementation exhibits significant performance advantages over on-chain verification of established Camenisch-Lysyanskaya (CL) signature-based ZKPs [23].

In the remainder of this paper, we first describe relevant concepts and related work in Section 2. Then, we present a general system design for credential on-chaining in Section 3. On this basis, in Section 4 we show how to apply the design to realize different proof types. Details on the implementation and an evaluation based on our proofs-of-concept (PoC) are described in Section 5. Finally, we conclude with some final remarks in Section 6.

2 Preliminaries

As relevant preliminaries, we first introduce the core idea of on-chaining credentials underlying our approach along with its benefits and challenges. Then, we describe existing concepts and approaches that are relevant to our contributions.

2.1 On-chaining Verifiable Credentials

Within this paper, on-chaining verifiable credentials describes the process of providing credentials originating from off-chain to smart contracts in a verifiable manner. Instead of having a blockchain-external entity checking the validity of an attribute-based credential (such as holding a particular citizenship or being creditworthy) and acting as a centralized TTP service provider, the issuer-generated credential is verified on-chain as a smart contract-based transaction that is validated through the blockchain’s consensus protocol by each peer in the network.

**Benefits**: For DApps, on-chain credential verification has some considerable benefits over off-chain verification:

– **Transparency**: Credentials are independently verifiable throughout and, in public blockchains, even beyond the network.

– **Tamper-resistance**: While off-chain authorities could previously manipulate credential verification unnoticelly, on-chain verification prevents this.

– **Passive verification**: The credential verification is self-executed and automatically verified by all blockchain peers to maintain global consensus [1].
Availability: It is not required to have an off-chain authority to be online all the time. Availability is guaranteed by the blockchain network.

Immediate usage: The output of the credential verification can immediately be used on-chain as part of the smart contract-based application logic.

Challenges: On-chain credential verification also introduces challenges that originate from the nature of blockchains.

Privacy: Given that the blockchain-based system is a fully replicated one with full transparency and an immutable, append-only data structure, confidential information contained in credentials must not be revealed on-chain.

Verification costs: Given fully redundant transaction execution as part of expensive consensus protocols, e.g., Proof-of-Work, the computational costs for verifying credentials on-chain should be kept at a minimum.

On-/Off-chain interactions: Given an isolated execution environment that restricts interactivity with off-chain systems, the DApp cannot directly call the issuer to check, e.g., credential authenticity. Therefore, credentials must become non-interactively verifiable and function without trusted oracles [16].

2.2 Related Work and Concepts

Our contributions build upon the concepts of verifiable credentials (VC), anonymous credentials (AC), and verifiable off-chain computations (VOC), and intersect with related work around these existing concepts.

Verifiable Credentials: The W3C recommendation for VCs [28] advocates a user-centric identity management model where claims on identity attributes are assumed to be attested by a trusted issuer and issued as VC to the holder where they are securely stored, e.g., in a wallet. The holder can then independently present a selection of verifiable attribute claims as a verifiable presentation (VP) to a verifier, as illustrated in Figure 1. Different from the objective of this paper, the VC model assumes the verifier to be executed off the blockchain. Blockchains are applied only to realize Verifiable Data Registries (VDR) that are used to store public artifacts, such as identifiers, public keys, or credential schemas (CS) which describe what VC consist of and how they are verified.

Blockchain-based implementations of this model include credential management systems such as uPort [24], Jolocom [19], or Hyperledger Indy [17]. None of these does, however, implement on-chain credential verification.

![Fig. 1. W3C Verifiable Credential Model](image-url)
Anonymous Credentials: AC have been proposed to enable the verification of credentials without revealing confidential user attributes to the verifier. A ZKP is generated to convince a verifier about certain aspects of the credential. Common proof types for credentials include range proofs to verify that a value is within a given range or set membership proofs to verify that an element is part of a predefined set [3].

CL signature-based ZKPs [4] are a well-known approach to AC that have been implemented, for example, in IBM’s attribute-based credential system, Identity Mixer [5], which, in turn, has been adopted in Hyperledger Indy [17]. As another zero-knowledge protocol class that distinguishes through non-interactivity and succinct proof size, zkSNARKs (zero-knowledge succinct non-interactive argument of knowledge) have also been applied to enable non-revealing credential verification [26].

Verifiable Off-chain Computation Another essential concept for on-chain credential verification is VOC [9] which has been introduced to mitigate blockchain’s limitations regarding privacy and scalability. Here, the result of any off-chain computation can be verified on-chain without revealing private inputs to the computation. VOC has conceptually be extended in [15] where it is considered as an intermediate pre-processing step in data on-chaining workflows between an off-chain data source and an on-chain verifier. To technically realize VOC, ZoKrates [11] has been proposed, a toolbox and language for the construction of on-chain verifiable ZKPs based on zkSNARKs.

ZoKrates has been adopted in various use-cases to enable non-revealing authentication of DApp users. Examples include smart vehicle authentication at charging stations [12], user authentication for car sharing [14], or patient authentication in health care [27]. These works so far do, however, focus on the verification of a specific identity attribute only, consider comparably trivial authentication schemes, or lack general applicability. A rather general approach to on-chain credential verification is described in [23]. Here, it has been shown how CL signature-based ZKPs can be verified on-chain, albeit with considerable performance limitations currently rendering the approach impractical.

3 System Design

Seizing on the previously described challenges and limitations of existing approaches, in this section, we present our credential on-chaining system that applies VOC [9] as pre-processing step [15] to the W3C recommendations for VCs [28]. Instead of verifying the issuer-generated VC directly on-chain, it is pre-processed by the user as a VOC that returns a ZKP which can be verified by the DApp in a non-disclosing manner.

As illustrated in Figure 2, our system works along four stages, each of them executed by a different system role.

1. During attestation which is considered a pre-requisite of our system the issuer signs identity claims contained in a credential and sends them as VC to the user.
The setup describes all activities executed by the developer to create the artifacts required for proving and verification, i.e., the proof program (PP) that implements the verification logic as a VOC, the ZKP keys used to sign and verify the verifiable presentation (VP), and the verifier smart contract (VSC) that is required by the DApp to verify the VP.

3. During proving, a DApp user creates a VP from her VC using the PP and the proving key (PP_key).

4. The verification of the VP consisting of a ZKP and a computational result is executed on-chain by the VSC using the verification key (VSC_key).

### 3.1 Attestation

During the attestation, the issuer creates a VC from a credential (CR) according to a public credential schema: \( \text{Attest}(\text{CR}, \text{SK}) \rightarrow (\text{VC}) \). A CR consists of a set of claims (CL) such that \( \text{CR} = \{\text{CL}_1, ..., \text{CL}_n\} \). A claim, in turn, consists of a 3-tuple comprising subject, attribute, and value, e.g., \( (Alice, \text{age}, 31) \). The issuer signs the credential with its individual issuer secret key SK which can be verified with the corresponding issuer public key PK. To enable users to select single claims from a VC (and, hence, enable selective disclosure) the issuer needs to sign each claim of a credential individually instead of all claims collectively. This results in a VC consisting of a set of verifiable claims (VCL) such that \( \text{VC} = \{\text{VCL}_1, ..., \text{VCL}_n\} \). A VCL in turn consists of a claim-signature pair: \( \text{VCL} = \{\text{CL}, \text{SIG}\} \). Once attested through the issuer, the VC is stored by the
Fig. 3. In- and outputs of the proof program and the verifier smart contracts

holder in her personal wallet. While VCs of different issuers may be used, for simplicity, we describe the following stages assuming a single issuer.

3.2 Setup

During the setup, the developer creates required artifacts which enable the construction and verification of ZKPs. Therefore, she obtains the public credential schema from the issuer (or indirectly from a public VDR as described in Section 2.2). Without compromising generality of our approach, we consider a zkSNARKs-based setup that takes the technological capabilities of ZoKrates [11] into account and consists of the following three steps:

First, the verification logic and required input types are implemented for an execution environment that represents the PP and enables the assertion of computational correctness through a ZKP. Using ZoKrates, its high-level language can be leveraged for this purpose which compiles into an executable constraint system represented in the ZoKrates Intermediate Representation format [11].

Second, the developer generates the ZKP keys from the PP: \( \text{KeyGen}(\text{PP}) \rightarrow (\text{PP_key}, \text{VSC_key}) \). The ZKP keys are bound to the PP and enable a prover, here the user, to create a verifiable PP-specific ZKP with the proving key (PP_key) and a verifier, here the DApp, to verify the ZKP with the corresponding verification key (VSC_key).

As a third step, the developer implements the VPs-verification logic in the verifier smart contracts (VSC), integrates all artifacts, i.e., the PP, the PK, the VSC, the VSC_key, into the DApp and deploys it. While the deployed DApp only requires the VSC and the VSC_key for the verification, it makes the PP and PK, which are required for proving, accessible to the users.

3.3 Proving

In the proving stage, the user first obtains the PP and PP_key from the DApp and selects the required VCLs from her personal wallet. Based on that, she ex-
ecutes the proving: \( \text{Prove}(\text{PP}_\text{key}, \text{In}_{\text{pub}}, \text{In}_{\text{priv}}) \rightarrow (\text{ZKP}, \text{VP}_{\text{out}}) \). The PP takes two types of inputs: public inputs (\( \text{In}_{\text{pub}} \)) are required on-chain for ZKP verification and are, hence, revealed to the blockchain network whereas private inputs (\( \text{In}_{\text{priv}} \)) are kept off-chain. To keep confidential attributes hidden, VCLs are treated as \( \text{In}_{\text{priv}} \), but conditional parameters (CP) and PKs that need to be reviewed on-chain are treated as \( \text{In}_{\text{pub}} \). As depicted in Figure 3, the PP executes two checks on each verifiable claim contained in a VC:

(i) **Authenticity Check**: To guarantee that a verifiable claim has been attested to by the right issuer (trusted by the developer), its signature is verified with the issuer’s PK: \( F_{\text{auth}} : (\text{VCL}, \text{PK}) \rightarrow (\text{bool}) \). Furthermore, the integrity of the attribute is reviewed, i.e., that the user provides the correct attribute to the PP, by comparing the provided attribute identifier contained in the claim against an attribute identifier predefined by the developer.

(ii) **Compliance Check**: To prove compliance with context- and credential-specific conditions that the developer defines based on the DApp logic, the CL’s attribute value is checked against some CP, e.g., age higher than 21:

\[
F_{\text{comp}} : (\text{CL}, \text{CP}) \rightarrow (\text{bool})
\]

The output is a VP that contains a ZKP for the correct PP execution and the corresponding computational output (\( \text{VP}_{\text{out}} \)), e.g., a boolean value indicating if the Authenticity and Compliance Checks succeed. The VP does not contain \( \text{In}_{\text{priv}} \) anymore; hence, it can be presented without risking the VCs confidentiality.

### 3.4 Verification

The verification is executed on-chain through the verifier smart contracts (VSCs): \( \text{Verify}(\text{VSC}_\text{key}, \text{ZKP}, \text{VP}_{\text{out}}, \text{CP}, \text{PK}) \rightarrow (\text{bool}) \). Inputs to the VSCs are the VP consisting of the ZKP and the \( \text{VP}_{\text{out}} \) and the public inputs used for proving, i.e., the conditional parameters CP and the issuers’ public key PK. As depicted in Figure 3, the VSCs implement two checks:

(i) **ZKP Check**: To verify that the proving has correctly been executed on the expected public inputs, the ZKP Check is executed on the VP and the public inputs: \( F_{\text{zkp}} : (\text{ZKP}, \text{VP}_{\text{out}}, \text{PK}_i, \text{CP}) \rightarrow (\text{bool}) \).

(ii) **Compliance Check**: Optionally, an additional on-chain Compliance Check is executed on \( \text{VP}_{\text{out}} \) as, for example, required for the Uniqueness Proof mechanism presented in Section 4.4.

### 4 Application

Given the proposed credential on-chaining system, in this section, we demonstrate the system’s proving abilities through a set of proof mechanisms. On the one hand, we show how established concepts, e.g., range and membership proofs [3], can be realized with our system, on the other hand, we introduce novel mechanisms to on-chain credential verification in DApps, namely, relative time-dependent proofs and uniqueness proofs.
To describe the proof mechanisms, we set a particular focus on the off- and on-chain Compliance Checks (CompCheck) and the conditional parameters (CP) used to validate credential-specific conditions. In contrast to the off-chain Authenticity Check (AuthCheck) and the on-chain ZKP Check which are conceptionally application-agnostic, the CompChecks are application-specific.

4.1 Range and Equality Proofs

A DApp requires a numeric attribute to be in a specific range indicated through an upper and/or lower bound. This may, for example, be required in referendum DApps [22], to guarantee that only DApp users in a specific zip code range are eligible to participate.

Off-chain Proving: For range proofs, the CompCheck validates if the attribute value is within the range defined by the developer through one or two boundaries. Given a Turing-complete language as with ZoKrates, range proofs can be implemented as simple predicated statements. CPs are range boundaries that are provided as public inputs to the PP. Thereby, the same PP can be used for different ranges simply by setting different range boundaries as public inputs.

On-chain Verification: Since the range boundaries are required as public inputs for the ZKP Check, it can independently be verified that the range has been set correctly. No further on-chain CompCheck is required.

Discussion: A range proof will not reveal identity attributes to the verifier as they are defined as private inputs, but if the boundaries of a range proof are too small, the private attribute can be approximated or even completely exposed. It is also possible that past proofs with different boundaries can be combined, so that the intersections of all proofs reveal insights of the VC or even the exact attribute value. This is especially dangerous with a publicly available transaction history, e.g., in permissionless blockchains. To avoid this, proofs should not be linkable to each other or with a single blockchain account.

A special type of range is the equality proof which can be implemented with the described range proof mechanism. Here, the range is set to a single value that needs to match the user’s attribute value. While we consider equality proofs with private attributes pointless since a successful verification discloses the attribute on-chain, DApps may have reasons to require clear text attributes from a user. However, once published, attributes are publicly revealed and cannot be removed due to the permanent nature of a blockchain, so we advise the greatest attention to privacy for such proofs. Also, it needs to be mentioned, that while equality proofs can easily be realized with our system, there are more efficient approaches, e.g., by verifying the issuer’s signature directly on-chain.

4.2 Relative Time-dependent Proofs

A DApp requires a date- or time-based attribute to be in a range that has boundaries relative to the current date or timestamp. This is, for example, required if the users’ age needs to be checked or if an expiration date of a credential needs to be verified. Realizing such proofs with our system is challenging in that...
a timestamp is required off-chain for ZKP generation, however, the off-chain timestamp is not verified on-chain as part of the consensus protocol and, hence, can be manipulated unnoticedly. To describe our approach to that, we assume that a DApp needs to verify that the age of its users is above 21, i.e., a range proof with a single boundary, and the required time-dependent user attribute is the date of birth (cf. Figure 4).

**Off-chain Proving:** CPs are the range boundary, e.g., age 21, that is predefined by the developer, and the relative timestamp that is pre-calculated by the user as the current date minus the range boundary, i.e., \( 2022 - 21 = 2001 \). For simplicity, timestamps are here indicated in years, although more fine-grained timestamps are applicable. Both, the relative timestamp and the range boundary, are provided to the PP as public inputs. As part of the off-chain CompCheck, the PP compares the relative timestamp to the date of birth that is part of the VC and, hence, provided as private inputs to the PP. If the relative timestamp is larger than the date of birth, the off-chain CompCheck is successful.

**On-chain Verification:** On-chain, an additional CompCheck is required to make sure that the off-chain timestamp has not been faked by the user. Therefore, the DApp takes the on-chain timestamp from the current block header which can be considered trusted as it is validated through the blockchain’s consensus protocol, and compares it against the off-chain timestamp. If on- and off-chain timestamp are within an acceptable timespan pre-determined by the developer the on-chain CompCheck succeeds.

**Discussion:** Relative time-dependent proofs are broadly applicable, especially considering their usage for validating expiration dates of credentials, e.g., for driver’s licenses or credit cards. In this case, the expiration date needs to be signed by the issuer together with the corresponding attribute(s) to make sure that both belong together. However, it must also be noted that only rough periods can be verified with the proposed mechanism. For example, the acceptable time span between proving and verification is strongly dependent on peculiarities of the applied blockchain’s consensus protocol, e.g., block interval and confirmation time, which may vary in orders of several minutes.

### 4.3 Set Membership Proofs

A DApp requires that a holder’s attribute value \( val \) is in a predefined finite set \( S = \{s_1, s_2, ..., s_n\} \) such that \( val \in S \). Such proofs can be used to show that
a holder belongs to a set of authorized users in permissioned settings as, for example, required in referendum DApps where eligible participants are, a priori, equipped with a referendum voucher. To prove set membership without revealing val on-chain, we leverage path proofs in Merkle Trees similar to the one described here\textsuperscript{5}.

**Off-chain Proving:** In addition to the user’s set attribute contained in the set that is provided as private input, the PP requires three CPs that need to be pre-computed by the holder and are provided as public inputs to the PP: (1) the root hash of the Merkle Tree constructed over $S$, (2) an array of hash values situated on the path from the leaf hash (hashed attribute), to the root hash, and (3) a same-size array of left-right indicators that determine in which order two child hashes are concatenated as the pre-image of the parent hash. During the PP’s CompCheck, first the attribute’s hash is calculated. Then, the PP iterates over both, the hash and indicator arrays, and, in each iteration, calculates the next upper hash in the Merkle Tree. If the resulting hash is equal to the root hash provided as public input, set membership is proven.

**On-chain Verification:** On-chain, correctness of the PP computation and its public inputs is reviewed during the ZKP Check. No further on-chain CompCheck is required.

**Discussion:** Different types of set membership proofs are well-known and have extensively been discussed in the literature \cite{2,21}. We consider the set entries to be confidential such that they must not be revealed on the blockchain. An access list for DApp users generated off-chain, for example, must not reveal the user identifiers, e.g., to prevent attackers to simply use them for registration. In the proposed mechanism, only hashes of entries are revealed on-chain but the pre-images which are required for successful ZKP generation remain off-chain, kept secret by the user. It should be noted that privacy guarantees become stronger with an increasing size of set $S$, although the verification complexity grows only logarithmically due to the tree data structure.

In some cases, set membership proofs can be used interchangeably with range proofs. If DApp users need to prove that they live in a specific city without revealing it, a set membership proof can be leveraged that builds upon city identifiers in a given state or a range proof can be constructed based on the zip code applicable for the city.

### 4.4 Uniqueness Proof

A DApp requires a unique pseudonymous identifier (UPI), to distinguish different users. This allows DApps to prevent Sybil-attacks \cite{7} and to establish user accountability, e.g., function calls can be mapped to users even if different account addresses are used. Such UPIs are, for example, required if user-specific access control policies need to be verified as part of the DApp. However, with respect to the user privacy, the UPI must provide unlinkability (1) to off-chain

\textsuperscript{5} https://github.com/Zokrates/ZoKrates/tree/deploy/zokrates_cli/examples/merkleTree
activities of the user, i.e., a relation to the real off-chain identity must not be revealed, and (2) to on-chain activities of the user, i.e., UPIs of the same user used in different DApps must not be linkable with each other.

For this mechanism, we assume that a user can uniquely be identified through the issuer, either through a single unique identifier, e.g., a tax identification number, or through a set of attributes that jointly enable unique identification. Latter is assumed in the following. Furthermore, we assume that a unique DApp identifier is available, e.g., the address of the verifier smart contract.

**Off-chain Proving:** The set of predefined attributes is provided to the PP by the user as private inputs and individually validated as part of the AuthCheck. As a single conditional parameter, the unique DApp identifier is provided as public input. The UPI construction is executed as part of the CompCheck: The attribute values and the DApp identifier are concatenated in a predefined order and the resulting concatenation is hashed representing the UPI: \( \text{Hash}(\text{att}_1, ..., \text{att}_n, \text{ID}_{DApp}) \). Together with the ZKP, the UPI is returned as VP.

**On-chain Verification:** On receiving the VP, first, the ZKP is checked together with all public inputs, i.e., the DApp identifier and the public keys. A successful validation attests correct construction of the UPI, but unique user registration has not yet been proven. Therefore, the DApp checks during the on-chain CompCheck if the UPI has already been registered in a user registry that is maintained by the DApp and contains the UPIs and account addresses of all registered users. If the UPI is already part of the list, the CompCheck fails. Otherwise, the UPI is recorded to the list and the user is officially registered.

**Discussion:** The proposed mechanism provides unlinkability to off- and on-chain activities of users: since the preimage of the hash is a concatenation of both, user attributes and the DApp identifier, the attributes applied for UPI construction cannot be traced back and the UPI changes for each DApp that a user registers at. This provides for user privacy and makes the mechanism applicable to various DApp contexts where uniqueness is required, e.g., votings, token airdrops, and access control.

However, the mechanism only provides uniqueness of users if the previous assumptions hold. If the attributes change, the user can create a different UPI and use it for registering twice with different blockchain accounts, which eliminates Sybil-resistance.

5 Evaluation

To evaluate our credential on-chaining system and its applicability to the proposed proof mechanisms, in this section, we first provide technical details for the ZoKrates-based implementations of the proof mechanisms, then analyze performance aspects, particularly in comparison with a similar CL-signature-based approach, and finally discuss open issues and refinements.
Table 1. Gas costs, artifact sizes, and execution times for proof generation and verification with ZoKrates.

| Proof     | TX Cost (Gas) | Witness (s) | Setup (s) | Proof (s) | Compiled PP\_key (MB) | VSC\_key (KB) |
|-----------|---------------|-------------|-----------|-----------|-----------------------|---------------|
| Equality  | 511k          | 4           | 63        | 13        | 352                   | 38            | 8             |
| Range     | 532k          | 3           | 62        | 14        | 352                   | 38            | 8             |
| Uniqueness| 675k          | 8           | 89        | 27        | 864                   | 47            | 12            |
| Rel. Time | 627k          | 4           | 61        | 14        | 352                   | 38            | 8             |
| Membership| 532k          | 6           | 147       | 26        | 656                   | 90            | 8             |

5.1 Implementation

We implement each proof mechanisms prototypically to demonstrate the technical feasibility of our proposal and provide the source codes on GitHub\(^6\).

For *attestation* we provide a Python script which constructs a EDDSA signature on a test credential – employing a Python library for ZoKrates-compatible cryptographic instructions\(^7\) – and returns a VC. For the *setup*, we implement the PP using the ZoKrates language which can be compiled using the ZoKrates command line interface (CLI) which also enables the creation of the ZKP keys (i.e., PP\_key and VSC\_key) and the verifier smart contract VSC. Once the artifacts are created, the *proving* is executed in two CLI-aided steps: First, a *witness* is generated with the command `compute-witness` which represents an input-specific variable assignment of the executable constraint system. Second, the ZKP is created based on the witness and the proving key with the command `generate-proof`. For *verification*, a Solidity VSC that is automatically generated by means of the ZoKrates toolbox implements the routines required to verify the ZKP in the `verytx()` function using the integrated VSC\_key. The optional on-chain Compliance Check is implemented in a separate smart contract.

To execute these processes we provide scripts that also measure the execution times, the artifact sizes, and the verification costs with the latter being enabled through a Truffle\(^8\) test project on a simulated Ethereum [31] blockchain.

5.2 Performance Analysis

Based on our ZoKrates-based reference implementations, we execute an experimental test case for each proof mechanism using test credentials that consist of a single claim, such that, the Authenticity and Compliance check are only executed once. All experiments were executed on a MacBook Pro (13"', 2018) with a 2.3 GHz Quad-Core Intel i5 and 8 GB memory.

**ZoKrates-based Credential On-chaining Proof Mechanisms** The measurements of our ZoKrates proof mechanism test cases are depicted in Table 1

---

\(^6\) [https://github.com/JonathanHeiss/ZoKrates-Credential-Verification](https://github.com/JonathanHeiss/ZoKrates-Credential-Verification)

\(^7\) [https://github.com/Zokrates/pycrypto](https://github.com/Zokrates/pycrypto)

\(^8\) [https://trufflesuite.com](https://trufflesuite.com)
Table 2. Gas costs for on-chain proof verification with the same test credentials as in [23] for our implementation approach and with on-chain CL-signature verification.

| Proof          | ZoKrates | CL-Signature |
|----------------|----------|--------------|
| Test: Equality | 593k     | 32,001k      |
| Test: Range    | 521k     | 84,826k      |
| Test: Combined | 870k     | 84,033k      |

which shows the corresponding blockchain transaction costs in Gas\(^9\), execution runtimes in seconds, and artifact file sizes in MB.

The transaction costs range between 511k and 675k Gas. The costs are higher if more public inputs are passed to the PP, e.g., compared to the equality proof, the range proof additionally requires CPs. Furthermore, if an additional compliance check is executed as, for example, for uniqueness and relative time-dependent proofs, transaction costs increase as well.

Execution times are measured for the ZKP setup, which in ZoKrates is required for generating the ZKP keys, and the proving, which consists of the witness and proof generation. Most time-intensive is the setup which, however, is only executed once by the developer and, hence, does not impact the operation of the system where different users submit VPs to the DApp. For operations, the proof generation time takes the longest, however, the longest proving time does only slightly exceed half a minute considering witness and proof generation together. Regarding the different proving mechanisms, it can, as expected, be observed that with increasing computational complexity, the execution times increase as well. An in-depth analysis about the behavior of ZoKrates for varying inputs and computations can be found in [8].

The artifacts size varies between artifact types, e.g., the compiled PP size lies between 352 and 864MB and the PP_key size between 38 and 90MB, whereas the VSC_key size is considerably smaller, ranging between 8 and 12KB. This makes the latter suitable to be used on-chain where resources are scarce. Consequences of large artifacts regarding the system deployment are discussed in Section 5.3.

Comparison to CL-Signatures Furthermore, to establish comparability of performance behavior beyond our own proof mechanisms, we implement and conduct three test cases that mirror the experimental evaluation of smart contract-based verification with CL-signatures as described in [23]. These test cases are executed on multiple attributes and implement (1) an equality proof, (2) a range proof, and (3) a combination of both.

In comparison, as depicted in Table 2, with our approach, we are able to reduce the transactions costs in Gas by a factor of \(\approx 50\) to \(100\) in all three test cases. This distinct performance improvement shows that currently, in face of expensive on-chain computations, zkSNARKs are better suited for on-chain credential verification than CL-signatures-based approaches.

\(^9\) Gas is an Ethereum-specific metric for measuring blockchain transaction complexity.
5.3 Discussion

Deployment: Referring to Table 1, we consider the size of the PP and the proving key as too large to be stored on the blockchain. Consequently, provisioning of both artifacts to the user needs to be solved differently. As one solution, we propose to apply a content addressable storage pattern [10] as for example realizable with IPFS and adopted for managing off-chain assets associated with Non-fungible Tokens (NFTs). Instead of storing both artifacts on-chain, only the artifacts’ hash is stored on-chain and serves as a pointer to the artifacts that are stored off-chain in IPFS. By comparing the on-chain hash-based address with the hash of the off-chain stored artifacts, integrity can be reviewed. However, availability is not guaranteed per se [6]. Therefore, an additional protocol, e.g., Filecoin, could be applied that introduces redundant storage and provides incentives for keeping off-chain files available.

Revocation: A credential may be required to be revoked by the issuer, e.g., if a driver license is invalidated by a public authority. Since revocation is not in the scope of this work, we propose to leverage dedicated blockchain-based revocation systems as an extension to our credential on-chaining system similar to the ones proposed for educational credentials in [29]. Also, in some cases, revocation can be replaced with expiration dates on credentials which can be realized with the relative time-dependent proofs (see Section 4.2).

Attacks: For identification purposes, especially for secret credentials, replay attacks render a severe problem on blockchains. Since proofs become available to everyone on the blockchain after the on-chain verification, they can be used by anybody else on the blockchain to fake a different identity or to gain unauthorized access. To address this problem, developers can leverage the uniqueness proofs that enable the DApp to identify repeated submissions of the same proof from different users. Also, we recommend to use a proving scheme other than Groth16 [13] which is vulnerable to malleability attacks, or to implement countermeasures.

6 Conclusion

How can identity-related attribute information and computations on such information be shared in both a fully transparent but pseudonymity-preserving manner? This question is not easy to answer, especially in service systems that comprise multiple autonomous service providers and consumers for which no mutual trust assumptions can and should be made. State-of-the-art, typically centralized trusted third parties providing IAM services, stop short when it comes to the trust assumptions expected and the associated risks of manipulation or opportunistic behavior existing.

In this paper, we present a novel, non-disclosing credential management system that builds on peer-to-peer decentralization through blockchain, smart contract-based execution, and VOC using ZKPs. We introduce a W3C recommendation-compliant VC model, demonstrate and discuss typical identity-related computational problems that can now be addressed in such settings, and
show technical feasibility through reference implementations with a cost and performance assessment. The significant transaction cost improvements towards a comparable approach based on established CL-signatures underline the relevance of our approach for its application in practical settings.

Our work is in line with prior work on data on-chaining and contributes to the larger question on what data and what computation to handle on-chain, that is, on the blockchain when a blockchain is part of a larger service system, and what data and what computation to handle off-chain – that is, anywhere but the blockchain – while ensuring and not violating key system properties related to performance, security, trustworthiness, and other system quality criteria.
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