Vehicle routing problem with simulated annealing using python programming
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Abstract. Vehicle Routing Problems (VRP) are a type of linear programming problem. This paper tries to explain the completion of VRP using Python Programming with the Simulated Annealing algorithm. Python Programming is used as a tool by utilizing the wealth of packages in python. Python is a popular programming language. Python is easy to learn for beginners. However, there is still no example and guide for solving VRP using simulated annealing in python programming with a process paradigm. This design can be a reference and guide for beginners in dealing with similar problems or the development of existing problems.
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1. Introduction

The transportation system is one of the important systems in human life. The transportation system connects one location to another. Between locations there are entities that move using the Transportation system. Transportation is a waste. As much as possible the movement is minimized. However, transportation is often very difficult to avoid. So humans try to find ways so that transportation activities can be minimized.

One form of transportation is the delivery of goods in a network. One vehicle must take many items to many places in turns. The simple model of moving goods is the Traveling Salesman Problem (TSP). Several studies have examined the mathematical modelling of the TSP. Other research studies the method of its solution using certain algorithms [1] [2]

The form of development of the Traveling Salesman Problem is the VRP. In VRP, there are more than one vehicle involved in the transportation process. Each vehicle has a capacity. VRP has developed rapidly and one of the studies has mapped various variations of the VRP model. Some of our research has also discussed Transportation problem, especially VRP [3] [4] [5] [6].

On the other hand, programming is growing and advancing rapidly. Academics have begun to explore several alternative programming languages that can be used. Among students in Indonesia and also many researcher around the world, many solve transportation problems using MATLAB [7] [8] [9] [10] [11]. But not enough literature has tried to solve the problem of the use of open source programming software such as Python, Julia, and others. Therefore, this research tries to contribute the programming design using Python Programming to solve VRP Heterogenous Fleet. It is hoped that the results of this research can be a reference for academics and students to solve the transportation problems they face.
2. Method
The research process goes through several stages. The framework used is mathematical modelling. The process of mathematical modelling begins with understanding the problem. After that, an interpretation of the variables representing the problem elements is carried out. After that the relationship between variables is examined. The relationship between these variables is modelled in the form of mathematical equations. After the mathematical model is formed, the next step is to validate and verify the mathematical model.

In designing source code and algorithms, mathematical equations are converted into functions in programming. The paradigm we use in this study is a functional approach. These functions are interrelated with one another to form systems and sub-systems.

The last step is to test the mathematical model and test the software that has been designed. Then evaluate the efficiency and computational time.

3. Result and Discussion
Here is the designed programming code

```python
import functools, operator, os, pandas, math, random, numpy, copy, matplotlib.pyplot as plt
xls = pandas.ExcelFile('data node VRP.xls')
sheet1 = pandas.read_excel(xls,'Sheet1')
sheet2 = pandas.read_excel(xls, 'Sheet2')
nodes = sheet1.as_matrix()
depot = nodes[len(nodes) - 1]
cities = nodes[:len(nodes) - 1]
vehicle = sheet2.as_matrix()
tour = [0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20]
n = len(cities)

def distance(x1, y1, x2, y2):
    return math.sqrt((x1 - x2)**2 + (y1 - y2)**2)

def totaldistancetour(tour):
    d = 0
    for i in range(1, len(tour)):
        x1 = cities[tour[i - 1]][0]
        y1 = cities[tour[i - 1]][1]
        x2 = cities[tour[i]][0]
        y2 = cities[tour[i]][1]
        d = d + distance(x1, y1, x2, y2)
    x1 = cities[tour[len(tour) - 1]][0]
    y1 = cities[tour[len(tour) - 1]][1]
    x2 = depot[0]
    y2 = depot[1]
    d = d + distance(x1, y1, x2, y2)
    x1 = cities[tour[0]][0]
    y1 = cities[tour[0]][1]
    x2 = depot[0]
    y2 = depot[1]
    d = d + distance(x1, y1, x2, y2)
    return d
```
Programming begins with import packages or libraries that will help the programming process become more efficient and faster. After that, in the second row import the spreadsheet file which is used as reference data. The data used is dummy data. Line 3 and line 4 are the specific import process sheets containing data to be processed. The fifth to seventh lines are instructions for defining the point that is the depot and the point that is the destination. This programming imports the coordinate data and not the distance matrix.

The distance function is to measure the distance between two Cartesian coordinates. Whereas the totaldistance tour function is a function whose task is to measure the total distance at which the tour becomes an input. Example tour is located in line 9. Tour is an array that contains the destination city numbers ranging from 1 to 20.

```
def subtour(slice,tour):
    capacityused=numpy.zeros(len(vehicle))
    k=0
    slice=[]
    mass=[]
    for i in range(len(vehicle)):
        while capacityused[i] <= vehicle[i][1] and k<=(len(tour)-1):
            capacityused[i]=capacityused[i]+cities[tour[k]][2]
            if capacityused[i] > vehicle[i][1]:
                capacityused[i]=capacityused[i]-cities[tour[k]][2]
            k=k-1
            slice.append(k)
            k=k+1
            break
        k=k+1
    sub=[]
    sub.append(tour[:slice[0]+1])
    for i in range(0,len(slice)-1):
        sub.append(tour[(slice[i]+1):(slice[i+1]+1)])
    return sub
```

In code above there are two functions, namely subtourslice and subtour. The function of the subtourslice is to cut a long tour into a small tour. Each small tour will be assigned to a different vehicle. Then each deduction is based on the capacity of each vehicle. If for example between tours 1,2,3,4,5,6 have a total weight of goods that must be transported beyond the capacity of vehicle 1, then this algorithm will cut off so that vehicle one only goes to subtour 1,2,3. Whereas the function of subotour is to combine all the subtours that have been cut by the subtourslice function.

In code below, it starts with the allvehicle distance function. This function is used to measure the total distance of all vehicles that have each subtour. While the tour distance function is a function whose task is to summarize the function of the previous line, so that when inputting the initial tour, and the vehicle capacity, this function will automatically generate the total distance travelled by all vehicles.

```
lines 80 to 90 contain the iteration process that operates functions from the previous line. Iteration is performed using the Simulated Annealing Algorithm [12].
```

Figure 1 shows the final appearance of the programming that has been designed. The system can generate routes from many vehicles. Each circle shows one vehicle route. It tries to find solutions that produce optimum performance, which is the minimum mileage. Each point shows the coordinates of the Destination city while the point in the centre of the picture is the depot where the vehicle will start departing and will return after delivering to several points.
def allvehicledistance(sub):
    alldistance = functools.reduce(operator.add, (totaldistancetour(x) for x in sub), 0)
    return alldistance

def tourtodistance(tour, vehicle):
    u = subtourslice(tour, vehicle)
    v = subtour(u[0], tour)
    total = allvehicledistance(v)
    return total

for temp in numpy.logspace(0, 5, num=100000)[::-1]:
    existingDistances = tourtodistance(tour, vehicle)
    [i, j] = sorted(random.sample(range(n), 2))
    updateTour = tour[i] + tour[j:j+1] + tour[i+1:j] + tour[i:i+1] + tour[j+1:]
    updateDistances = tourtodistance(updateTour, vehicle)
    if math.exp((existingDistances - updateDistances) / temp) > random.random():
        tour = copy.copy(updateTour)
        betterDistances = copy.copy(updateDistances)
        betterslice = subtourslice(tour, vehicle)
        bettersubtour = subtour(betterslice[0], tour)
        combinesubtour = numpy.concatenate([x+[21] for x in bettersubtour])
        combinesubtour = numpy.append([21], combinesubtour)
        plt.plot([nodes[combinesubtour[i]][0] for i in range(len(combinesubtour))],
                 [nodes[combinesubtour[i]][1] for i in range(len(combinesubtour))], 'xb-')
        plt.annotate(combinesubtour[i], xy=(nodes[combinesubtour[i]][0], nodes[combinesubtour[i]][1]))
        plt.show()

4. Conclusion
Based on the research, Python programming code has been obtained to solve VRP using the Simulated Annealing algorithm. The function uses 6 functions. Programming is also assisted by 9 libraries; functools, operators, os, pandas, math, random, numpy, copy, matplotlib. It is hoped that this programming will become a reference for academics to solve VRP problems using open source software.
Python is a preferrable programming language for Meta heuristic Optimization, both for learning and for professional practice.

The next research can continue the programming design using the Genetic Algorithm algorithm or other algorithms. You can also use alternative open source programming code like Julia.
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