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Abstract. Evolution of smartphones and smart devices affected one of the most used operating systems on smartphones and smart device is Android. Android growth with fast and affected the growth of applications used by that operating system. That application developed by many developers and can be downloadable on the play store. Besides the benefits and features that operating systems are given and support from the application can affect security to users. The purpose of this research is to know vulnerability and technics that used to find a vulnerability in Android operating systems and Android applications. In addition, to give recommendations and prevention from the vulnerability. Technics and methods that used based on research from the OWASP Foundation consisting of 10 main vulnerability in Android application that is improper platform usage, insecure data storage, insecure communication, insecure authentication, insufficient cryptography, insecure authorization, client code quality, code tampering, reverse engineering, and extraneous functionality. The results from testing of five applications downloaded from Play Store. 4 application have vulnerability based on OWASP Mobile Top Ten documentation. The OWASP documentation can give an illustration of the vulnerability that most found in Android applications from the market.

1. Introduction

Android is an operating system that is widely used for mobile or smartphone. The development of Android can be said to be very fast so that a lot of updates from the previous operating system version. Android has applications that are used to do various things, such as word or data processing, image processing, sound processing, video processing, and various other application features.

The application was developed using Java and Kotlin programming languages. The Kotlin programming language is a new, more practical programming language. However, at this time many developers have developed a framework for the creation and development of other mobile applications, both Android and IOS. The framework was developed using various programming languages and various technologies. Examples of such frameworks are React Native, Flutter, and Kivy. The rapid development of the Android operating system resulted in this operating system being widely used for mobile or smartphone platforms. This development ultimately makes the application
that comes from the developer only concerned with the function without regard to the security of the application. Tests conducted on mobile applications since 2012, found several general categories from the client side that cause weaknesses in mobile applications, these weaknesses include insecure data storage with a percentage of 63%, insecure transmission of data with a percentage of 57%, lack of binary protection with a percentage of 92%, client-side injection with a percentage of 40%, hard-coded password / keys with a percentage of 23%, and leakage of sensitive data with a percentage of 69%.[1]

2. Literature Review
A. OWASP
OWASP stands for Open Web Application Security Project is a non-profit organization located in the United States and was established on April 21, 2004. The OWASP Foundation itself was online on December 1, 2001, and has become an international organization and supports all OWASP activities in the world. OWASP is an open community that focuses on understanding, developing, obtaining, operating and maintaining applications that can be trusted. All OWASP tools, documents, and forums are free and open to anyone interested in improving and learning application security.[2] One product of OWASP on mobile application security is documentation of the top 10 weaknesses that exist in mobile applications under the name OWASP Mobile Top Ten. OWASP Mobile Top Ten consists of the 10 most common weaknesses found during the development of mobile applications.

| No | Vulnerabilities |
|----|-----------------|
| 1  | Improper Platform Usage |
| 2  | Insecure Data Storage |
| 3  | Insecure Communication |
| 4  | Insecure Authentication |
| 5  | Insufficient Cryptography |
| 6  | Insecure Authorization |
| 7  | Client Code Quality |
| 8  | Code Tampering |
| 9  | Reverse Engineering |
| 10 | Extraneous Functionality |

B. Penetration Testing
Penetration testing is a very useful measurement tool for finding and finding weaknesses in network infrastructure, showing how vulnerable the network is when attacked. Penetration testing has proven effective in helping to deal with security issues on the network. Penetration testing techniques are not only aimed at applications, but can also be applied to networks, and operating systems, where the main purpose is to find and then try to exploit vulnerabilities that are known or detected in previous evaluations contained in certain technologies [3]. Mobile devices such as smartphones and tablets are widely used for personal and business purposes. A mobile device may carry sensitive data and becomes an easy target for cyber criminals.[4] Penetration testing, also referred to as pentest or white hat hacking, is the process of a company hiring computer security professionals to try to break into their IT infrastructure with the intent to find where
the greatest vulnerabilities lie. Basically, a company hires security professionals to evaluate and hack into their network, servers, and services before the malicious users can do the same thing.[5] Most penetration tests tend to focus on the exploitation of networks and the extraction of sensitive data, the loss of service and the inability of an organization to utilize its own wireless network can also have a significant impact on their productivity.[6]

3. Methodology

This research uses internal network penetration testing method. The steps that will be carried out in this research can be seen in the picture below.

Figure 1. Methodology

1. Preparation, which is the stage that defines the scope of security testing, which includes the identification of security controls used, testing objectives, and sensitive data. In general, the preparation stage is all synchronization with the client in which there is an agreement between the examiner and the client to protect the examiner from legal actions.[7]

2. Intelligence Gathering is a stage to analyze the scope and architecture of the application to get a general understanding of the application.

3. Mapping the Application, is the next step to complete the previous stage by scanning automatically and manually exploring applications. Mapping can provide a deeper understanding of the application to be tested such as entry points, data held, and other potential major weaknesses.

4. Exploitation is the stage where security testers penetrate an application by exploiting the weaknesses that have been identified during the previous process. At this stage also the determination of real weaknesses and true positives.
   At this stage, using the attack reference found in OWASP top 10 to get the type of attack most often faced by mobile applications. At this stage several attack techniques will be carried out that are likely to be carried out on mobile applications.
   The OWASP Security Knowledge Framework is intended to be a tool that is used as a guide for building and verifying secure software. It can also be used to train developers about application security. Education is the first step in the Secure Software Development Lifecycle.

5. Reporting, an important stage for the client, security testers provide weakness reports regarding the applications found and can explain the adverse effects of application weaknesses.
4. Result and Discussion
Application testing is based on documentation and methods contained in OWASP, which consists of 10 security issues in mobile applications that have been researched and are often encountered in the development of mobile applications.

| Code | Vulnerabilities                      |
|------|--------------------------------------|
| M1   | Improper Platform Usage              |
| M2   | Insecure Data Storage                |
| M3   | Insecure Communication               |
| M4   | Insecure Authentication              |
| M5   | Insufficient Cryptography            |
| M6   | Insecure Authorization               |
| M7   | Client Code Quality                  |
| M8   | Code Tampering                       |
| M9   | Reverse Engineering                  |
| M10  | Extraneous Functionality             |

A. Improper Platform Usage
Testing conducted for this weakness is an abuse of one of the android features, Intent. The intent is used to move from one activity to another. Testing to be done is to do sniffing or tapping the application to get data from the intent that is processed when there is change inactivity. This can happen if the developer implements BroadcastReceiver which is used to communicate with other systems or applications, so that broadcast messages are sent through interprocess-communication and can be tapped, so developers shouldn't use BroadcastReceiver to send sensitive or confidential data.
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**Figure 2. M1 Testing**

The results of the test are in the form of data sent to the system log. The data sent can also be known by the application, so it can cause danger if the data contains sensitive information. The summary table of the test is listed in Table 3.
Table 3. Testing Result for M1

| Code  | M1         |
|-------|------------|
| Vulnerability | Improper Platform Usage |
| Risk Level | High |
| Impact | Theft of sensitive information and control of application logic |
| Recommendation | Implement secure coding and pay attention to application development security advice from the official documentation. |

B. M2-Insecure Data Storage

Testing of unsafe data storage is done in many ways, namely by testing the security of internal storage, external storage, content service providers, log files, XML data, binary data, cookies, SQL database (SQLite). The stored data can be used by attackers and malicious applications to obtain sensitive and confidential data that can result in misuse of data. One that will be discussed is regarding internal storage, which is shared preference. Developers often use MODE_WORLD_READABLE & MODE_WORLD_WRITABLE for storing data in applications that can be accessed by other applications or attackers and also do not use encryption to store sensitive information.

![Image of data storage testing](image_url)

Figure 3. M2 Testing

The results of the above test allow a user's login account to be stolen and used by other applications for certain purposes. As for the summary of the above test described in Table 4.

Table 4 Testing Result for M2

| Code  | M2         |
|-------|------------|
| Vulnerability | Insecure Data Storage |
| Risk Level | High |
| Impact | Theft of sensitive information, privacy violations, fraud, reputation damage, and violations of external policies. |
| Recommendation | 1. Pay attention to the data stored. 2. Use strong encryption for data storage. |
C. M3 - Insecure Communication

Security testing is done by analyzing the use of communication in sending data between the backend and the client-side.

![Figure 4. M3 Testing](image)

The results of the above test are in the form of login account information that is sent in the form of the original text so that the information could be stolen and can harm the user. The summary of the tests above is described in table 5.

| Code   | M3                  |
|--------|---------------------|
| Vulnerability | Insecure Communication |
| Risk Level     | High                |
| Impact         | Theft of sensitive information, violation of privacy, violation of user rights. |
| Recommendation | 1. Use strong encryption on the data sent.  
2. Use SSL / TLS in communication between server and client. |

D. M4 - Insecure Authentication

Insecure authentication is the weakness of the application regarding the user management of the application. Weaknesses that occur caused by users who are not entitled to access the application features without having to perform authentication. This can be done by bypassing the application and exploiting weaknesses in the application authentication process.

![Figure 5. M4 Testing](image)
The results of testing obtained are bypass logins that can be performed so that users can enter the main page of the application without authentication. The summary of the tests is described in Table 6.

Table 6. Testing Result M4

| Code | M4 |
|------|----|
| Vulnerability | Insecure Authentication |
| Risk Level | High |
| Impact | Identity theft, violation of data access rights |
| Recommendation | 1. Make sure use of true on android: exported.  
  2. Make sure all authentication is done on the server side and not locally on the application. |

E. M5-Insufficient Cryptography

The use of cryptography on data or information contained in the application is highly recommended so that the data can be safer and cannot be easily obtained by irresponsible users. Poor use of cryptography will not be able to protect the data or confidential information, because irresponsible users can easily obtain the data or information. Tests on M5 are performed to provide a description of poor cryptographic examples.

![Figure 6. M5 Testing](image)

The results obtained in testing the weaknesses of the use of cryptography are poor cryptographic implementation so it is easy to decrypt. The summary of the test is described in Table 7.

Table 7 Testing Result M5

| Code | M5 |
|------|----|
| Vulnerability | Kriptografi yang tidak cukup |
| Risk Level | High |
| Impact | Identity theft, violation of data access rights |
| Recommendation | 1. Avoid storing sensitive data on internal storage.  
  2. Use cryptographic standards the past 10 years. |
3. Use a strong cryptographic algorithm in accordance with NIST’s recommendations.

F. M6-Insecure Authorization

The issue of authorization has a close relationship with the problem of authentication and is sometimes combined. Managing the wrong authorization can result in unauthorized use of the feature and can cause problems for other users. Tests on M6 are carried out to give an idea of the application of bad authorization.

![M6 Testing](image)

Figure 7. M6 Testing

A summary of the test results regarding authorization issues is explained in Table 8

| Code   | M6 |
|--------|----|
| Vulnerability | Insecure Authorization |
| Risk Level   | High |
| Impact       | Identity theft, violation of data access rights |
| Recommendation | 1. Verify that access rights can only be obtained from the backend system. 2. The backend system must be able to verify every request that comes. 3. Does not use storage or source code to set permissions. |

G. M7-Poor Code Quality

Poor code quality can cause errors in the application so that the application does not run as it should even stop working. Applications that cannot filter input can cause irresponsible parties to run services without the need for authentication or authorization, change the application workflow and do what they want.

![M7 Testing](image)

Figure 8. M7 Testing
The results of testing regarding poor code quality are application services that can be run through applications or other sources aside from the application itself and do not need to authenticate even run applications. A summary of the test results regarding authorization issues is explained in Table 9

| Code  | M7       |
|-------|----------|
| Vulnerability | Poor Code Quality |
| Risk Level     | Medium    |
| Impact         | Identity theft, violation of data access rights |
| Recommendation | 1. Menulis kode yang baik sesuai dokumentasi dan mudah dimengerti.  
2. Gunakan penyaringan terhadap semua input pada aplikasi.  
3. Memperhatikan penggunaan *permission* pada aplikasi. |

**H. M8-Code Tampering**

Code tampering is a problem that occurs with an application due to changing and tampering with the application code by another party. This can cause changes to the logic and running of the application so that unauthorized parties can benefit from changing the application code.

![Figure 9. M8 Testing](image)

The result of testing regarding bad code tampering is that the process and logic in the application can be changed with the desire so that it can make the application no longer detect the root of the device. A summary of the test results regarding the problem of code tampering is explained in table 10

| Code  | M8       |
|-------|----------|
| Vulnerability | Code Tampering |
| Risk Level     | Tinggi (Parah) |
| Impact         | Loss of income by piracy, damage to reputation. |
### Recommendation

1. The application must be able to check changes or additions to the code in the application.
2. Using anti-tampering.

### I. M9-Reverse Engineering

Reverse engineering is a technique that is widely used to make changes to behavior and analysis of source code in the field of application development. Using reverse engineering techniques each party can get important information about the application starting from the application flow, application algorithms, cryptography used, information about backend server and other valuable information.

![Figure 10. M9 Testing](image)

The results of tests regarding reverse engineering are important information from the application, namely the user database management process. A summary of the test results regarding authorization issues is explained in Table 11

| Code          | M9                                          |
|---------------|---------------------------------------------|
| Vulnerability | Reverse Engineering                         |
| Risk Level    | Medium                                      |
| Impact        | Identity theft, intellectual property theft, and destruction of the backend. |
| Recommendation| using obfuscation tool                      |

### J. M10-Extraneous Functionality

Extraneous Functionality that is usually found in applications is a backdoor. This backdoor planted by the developer on the application is developed, it could aim to facilitate the developers to improve the application when it was damaged, but can also be used to break into systems or applications for malicious purposes.
The test results regarding foreign functions are in the form of a backdoor in the application in the application login function so that the developer or those who know it can access the main page of the application by only using the username "devadmin" without requiring a password. A summary of the test results regarding authorization issues is explained in Table 12.

Table 12. Testing Result M10

| Code | Vulnerability            | Risk Level | Impact                                                     | Recommendation                                      |
|------|--------------------------|------------|------------------------------------------------------------|-----------------------------------------------------|
|      | Extraneous Functionality | High       | Unauthorized access to sensitive functions and theft of intellectual property | 1. Check the application configuration to find hidden functions.  
2. Did not enter a trial code in the production application.  
3. Check the application log so that it does not display sensitive data from the backend. |

From the 10 weaknesses discussed earlier in this study also tested several applications that can be downloaded at Playstore. The results of security testing on 5 applications in PlayStore can be seen in Table 13.

Table 13. Penetration Testing Result

| Applications | M1 | M2 | M3 | M4 | M5 | M6 | M7 | M8 | M9 | M10 |
|--------------|----|----|----|----|----|----|----|----|----|-----|
| App A        |    | √  |    |    |    |    |    |    |    |     |
| App B        | √  |    |    |    |    |    |    |    |    |     |
| App C        |    |    |    |    |    |    |    |    |    |     |
| App D        |    |    | √  |    |    |    |    |    |    |     |
| App E        |    |    |    |    |    |    |    | √  |    |     |

5. Conclusion

In this research do some assessments for the weaknesses in mobile applications based on OWASP Mobile top 10. From the results of testing several android applications on Playstore applications have
vulnerabilities. 80% vulnerability the same as on OWASP Mobile to 10. In addition to testing, it also provides recommendations for various vulnerabilities of mobile applications so it can increase application security.
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