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Abstract Internet of Things (IoT) has been rapidly growing in the past few years in all life disciplines. IoT provides automation and smart control to its users in different domains such as home automation, healthcare systems, automotive, and many more. Given the tremendous number of connected IoT devices, this growth leads to enormous automatic interactions among sizeable IoT apps in their environment, making IoT apps more intelligent and more enjoyable to their users. But some unforeseen interactions of IoT apps and any potential malicious behaviour can seriously cause insecure and unsafe consequences to its users, primarily non-experts, who lack the required knowledge regarding the potential impact of their IoT automation processes. In this paper, we study the problem of security and safety verification of IoT systems. We survey techniques that utilize program analysis to verify IoT applications’ security and safety properties. The study proposes a set of categorization and classification attributes to enhance our understanding of the research landscape in this domain. Moreover, we discuss the main challenges considered in the surveyed work and potential solutions that could be adopted to ensure the security and safety of IoT systems.
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1 Introduction

Internet of Things (IoT) interconnects smart objects embedded with sensors or actuators to the internet through the use of communication protocols [1]. In recent years, IoT technology has been rapidly evolving; billions of IoT-enabled
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devices are connected and being globally used, which significantly impacts the way we control devices and the environment. Therefore, it redefines the daily routines performed and changes the way industrial tasks are done. IoT has been deployed in many different domains, e.g., healthcare, education, homes, automotive, manufacturing, entertainment, agriculture, etc. Referring to Statista, the number of connected IoT devices in 2021 jumps to over 13 billion devices, and it is expected to reach 30.9 billion devices by 2025 \cite{2}. 70\% of automotive vehicles will be connected to the internet in 2023 \cite{3}. Similar numbers are announced recently by IoTanalytics as shown in Figure 1 \cite{4}. The figure shows the number of connected IoT devices in the past few years and an estimate of how these IoT connections would rapidly grow over time in the coming few years.

New IoT platforms are being developed, and more competitive technologies are being used in this context. Moreover, more industries are switching to use IoT technologies, leading to more complex IoT apps, more interactions among different IoT apps, and more interactions with the user. On the other hand, the growth of new IoT platforms allows heterogeneous IoT platforms to be operating in one environment. Complex interactions in heterogeneous platforms may lead to unpredicted behaviours that may affect the user or the environment, specifically, the security and safety requirements. For example, if the front door is opened, switch on the foyer light. And, if it is daytime, switch off the foyer light. This scenario shows two possible contradicting rules, when they are applied in one environment. But some rules could be more serious if they run in one environment. For instance, if smoke is detected, then set the alarm on, and water sprinklers on. And if moisture is detected, then set the water valve off. These two rules are not just possibly contradicting; they may cause serious consequences if applied in one environment. Existing IoT platforms lack the tools to verify the IoT apps’ safety and security. More analysis needs to be researched and performed on IoT apps when interacting in one environment with many heterogeneous IoT platforms. Some existing studies already covered safety and security analysis in two different scenarios:
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the first, analyzing a standalone IoT app in its environment. And another is considering multi-apps interaction in their running environment. Most of the current research considers three popular IoT platforms; SmartThings [5], OpenHab [6], and IFTTT [7]. In this survey, we explore the current research in ensuring the security and safety requirements in IoT apps by considering two main search criteria. First, the program analysis techniques used in the surveyed works; secondly, how these explored studies verify the safety and security properties. Our survey explores the most recent research techniques and tools that analyze IoT apps toward safety properties, security properties, or both. Thus, this work provides the following contributions:

- To the best of our knowledge, our survey is the first study that discusses different program analysis techniques applied for verifying the safety and security of IoT apps, considering apps interactions.
- Our survey explores whether the researched techniques detect, prevent, or mitigate IoT apps violations, and if the surveyed techniques can be generalized to verify the safety and security properties. Moreover, how these techniques deal with the different representations of the safety and security requirements associated with the considered IoT apps in order to be verified.
- Finally, we discuss our findings and present the research gaps in the domain of IoT safety and security verification and validation.

2 Research Method

**Motivation and Scope** Our motivation is to make a comprehensive study in the area of safety and security analysis for IoT Apps, and that to find research gaps in this domain. Some related works have surveyed the safety and security in the IoT domain, but these studies did not consider all aspects related to security and safety in IoT.

Celik et al. [8,9], and Goyal et al. [10] explored security and privacy aspects in IoT apps. Jurcut et al. [11], Ammar et al. [12], and Oracevic et al. [13] focused on security aspects in IoT. Paniagua et al. [14] conducted a survey to study the current state-of-art in the industrial IoT apps, while Dhanvijay et al.’s [15] explored the state-of-the-art of healthcare IoT. Finally, Ibrhim et al. [16] explored and classified the conflicts in the interacting IoT apps.

Unlike the above mentioned surveys, the scope of our survey aims to explore the current research work, specifically with tools, that consider the safety issues raised from security aspects in IoT apps. Considering different comparison aspects, such as the analysis techniques, safety and security requirements specification and verification in IoT apps, how to represent these requirements, and considering the interacting environment. Therefore, we can bring light to the main gaps and problems in the analysis of safety and security for IoT Apps.
Since our primary research scope is to explore research methods on how to verify the safety of an IoT system that is caused by a security violation, we used the following research questions to guide our search process:

1. What are the existing work to ensure IoT safety and security? What are the applied program analysis techniques to conduct the verification and validation? (addressed in section 4)

2. How are these tools and techniques identify the safety and security requirements, what are the considered factors for analysis, and how these requirements are represented as input properties to the analysis process? (addressed in section 5)

3. What is the current gap found in the safety and security in IoT, and what are the lessons learned? (addressed in section 6)

**Inclusion and exclusion criteria:** Our search process was conducted using popular academic search engines, namely IEEE [17], ACM [18], and ScienceDirect [19]. We started by aligning our search with exploring one of the most related conference in Security and Safety in IoT, Usenix [20], and explored some recently published work on this conference. Using Google scholar [21], we explored the citations of most relevant papers in this domain to find any related and recent work in the security and safety of IoT. A combination of words was used to search the domain of IoT and Security/Safety verification together, and that to find any related work in a combined domain. We explored related papers that focused on developing smart cities, automotive, industrial and medical systems while considering security and safety validation and verification. An example of the pattern of queries used in our study is as follows

(“Security” AND “Safety”) AND (“IoT” OR “automation” OR “Smart cities” OR “Automotive” OR “Healthcare” OR “Medical” OR “Industry”)  

Exploring the resulting papers’ abstract, introduction, and conclusion to determine if the paper proposes any related approach or tool to handle any of our research questions. The final phase considered understanding each proposed work to fit our study.

**Organization:** We try to handle each research question in separate section, in order to make this study smooth and easily understood. Starting with section three, a general background is presented about the related technologies; such as IoT, program analysis and the security and safety properties in IoT systems. The fourth section brings the light to our contribution and how the study has been developed. Then, we handle the first research question in Section 5, that shows our study for the related surveyed papers considering the program analysis techniques. While section 6 shows the study for the literature work to discuss our second research question, that focuses on security and safety properties in IoT systems. Finally section 7 illustrate our discussion and observations resulted from comparing the surveyed tools, that discuss the last research question in our study.
3 Background

3.1 Internet of Things

Internet of Things (IoT) connects physical devices embedded with sensors or actuators to provide automated processes that could vary from simple automation like switching off the light to more complex ones, such as injecting insulin in a diabetes patient’s blood. The device sensor monitors and measures some physical properties such as room temperature. In the occurrence of a specific event, these properties’ values are sent to a cloud service through an IoT gateway. Such events are handled to actuate the IoT device in a predefined way.

IoT Platform is a multi-layer platform consisting of several software components that facilitate develop, manage and maintain IoT automation systems. Several IoT platforms are available in the market, e.g., Samsung SmartThings [5], Apple HomeKit [22], Home Assistant [23], OpenHab [6], Amazon AWS [24], etc [9]. Many industries have switched recently to automate their business by taking advantage of IoT automation, e.g., Eva ICS in the industrial domain [25], WeCon in agriculture and smart farming [27], HealthSaaS in healthcare [28], and many more in manufacturing, Smart cities, etc. Trigger-action programming (TAP) is an end-user development approach that allows the IoT users to develop their own rule in the format of “If trigger- Then Action,” i.e., when a rule is triggered by the specified trigger, then the associated action will be executed. TAP programming is used in IoT apps to run the action in specific events without user involvement automatically [29, 30].

One of the main issues raises when considering IoT automation is the apps interaction problem. IoT apps can perform securely and safely when each runs in isolation in its environment. But when these apps run interactively in one environment, it may cause serious security and safety issues. The interacting IoT apps could be developed or maintained using the same IoT platform or different IoT platforms. Referring back to the example of contradicting rules; When Smoke is detected, then activate the sprinkler. When moisture is detected, switch off the water valve. If both smoke detectors and smart valve devices work interactively in the same environment, we should consider the shared environment properties. The action of one device is triggering an event associated with another device that is set up in the same environment.

3.2 Program Analysis

Program analysis provides analytical techniques to ensure software correctness. Different analysis techniques are adopted in the literature to ensure security, safety or both properties.

Static analysis conducts the program analysis by exploring the program code without the need to execute the program, in contrast to dynamic analysis, which requires the program execution to conduct the analysis [31, 32].
Literature studies adopt different program analysis techniques to analyze and verify IoT apps properties.

### 3.2.1 Static Analysis

- **Abstract Syntax Representation**: helps extract the possible set of states of the program. The code is analyzed and represented using an Abstract Syntax Tree (AST).
- **Symbolic Execution** is one of the program analysis techniques and it is well-adopted in both static and dynamic analysis. Symbolic execution uses some mathematical expressions using symbols for the program inputs and specifies which execution path will be taken. Typically Satisfiability modulo theories (SMT) solvers are used for Symbolic execution [33].
- **Control Flow Graph**: building a graph to represent each possible traversed path in the analyzed program [34].
- **Model checking**: a technique to explore a finite set of possible program states and check whether it meets a given specification.
- **Data-driven analysis**: a method to find a possible set of specific values calculated out from tracing the program codes
3.2.2 Dynamic Analysis

- **Symbolic Execution**: The dynamic symbolic execution aims to change the decision conditions in the program under check to build new execution paths and check if the newly generated paths are reachable [33,35].
- **Tracing and instrumentation**: Aims to analyze executable data and verify logs to diagnose errors and trace logs; as a technique to measure apps performance.
- **Input generation for testing**: Generating input data to run apps testing. Some AI and ML techniques could be utilized to improve this process.
- **Security test**: A testing technique that monitors and assesses the app’s security to detect security problems.
- **Run-time enforcement**: A technique used to monitor the app’s behaviour in its execution. When a predefined property is violated, the execution is blocked.

3.2.3 Hybrid Analysis

Hybrid program analysis takes advantage of combining both static and dynamic techniques in order to improve the quality of the analysis results.

3.3 Security and Safety

Many recent research studies highlight the challenges of securing IoT systems, especially in open internet networks and heterogeneous technologies. Therefore, developing large-scale IoT systems will increase security threats [36,37]. The increasing number of connected IoT devices involved in daily life routines makes security breaches critical to the users’ safety. The literature shows the close relationship between the safety and security of IoT systems. Safety ensures that deploying IoT systems does not impact its users’ and environment safety while ensuring that the IoT environment does not cause any security breaches to the IoT system [38]. One exciting example we like to mention here is when hackers attempted to remotely kill a Jeep Cherokee system, which was a big motivation to dig more into this domain. The hackers have shown how the security breach in an automotive IoT system could seriously impact its users’ safety [39].

4 Program Analysis Techniques

To answer RQ[1] mentioned in the research method in section 2, this study considers exploring program analysis techniques applied to ensure that the IoT systems meet the specified security and safety requirements when deployed in their running environment. This section focuses on how the related published tools analyze the IoT apps and the applied analysis pattern in their logic,
compares some tools and highlights if they use other techniques to improve the tool effectiveness. The surveyed tools are categorized into groups based on their analysis type: static, dynamic, or hybrid. Each group is shown in Table 1 with the main factors we are surveying. In static analysis, the IoT app execution is not required to be analyzed, whereas dynamic analysis requires the app to run to analyze it. In comparison, the hybrid analysis combines both static and dynamic analyses to analyze the application. The following subsections cover the three groups in the surveyed works.

4.1 Static Analysis

Different static analysis techniques were utilized in the surveyed tools. Soteria translates the groovy code of a given IoT app into Intermediate Representation (IR) and then to State-machine models. The NuSMV model checker is used to verify its conformance towards the specified security and safety properties [40].

IoTSAN analyzes IoT apps interactions by constructing Dependency Graphs (DG). And by using Bandera Tool Set, IoTSAN feeds the generated Promela models into the SPIN model checker to detect any potential safety violations [41].

IoTMON proposes exploring all possible physical interactions among IoT apps by running intra-app interaction analysis [42]. IoTMon tool built on three main steps: (i) Model the safety properties using General Policy Model. (ii) Perform the intra-app interaction analysis by extracting the Abstract Syntax Tree (AST) of the given IoT apps. (iii) Trace the control flow to capture triggers and actions. IoTMon is not designed to detect policies’ violation in real environments [42].

ProvThings provides a complete history of IoT system interactions, which may guide the analysis to the potential malicious behaviour. ProvThings uses provenance-based tracing to generate a data provenance graph to perform the analysis [43].

ForeSEE validates an IoT system’s security properties by building a multi-layer IoT hypothesis graph and performing model checking using the SPIN model checker [44].

VISCR translates IoT groovy programs into vendor-independent graph-based abstractions, then it validates these generated abstractions and detects potential conflicts or violations [45].

HomeGuard extracts rules automation from IoT apps by applying symbolic execution and identifies Cross-App Interference (CAI) threats by encoding each of these threats type into Satisfiability Modulo Theory [46], i.e., HomeGuard analyzes each pair of automation rules and its specified configuration towards SMT. The prototype provides symbolic execution to statically analyze the Abstract syntax Tree to extract the rules of IoT apps and conducts an app instrumentation approach to fetch the users’ configurations. Moreover, HomeGuard provides a risk ranking technique that assesses the risk seriousness as high, medium or low, based on the impact of rule execution, its functionality,
and criticality of the device security. Based on the work evaluation, they were able to identify 663 CIA violations in 146 SmartThings real apps. IoTCOM translates the groovy code of an IoT app to interprocedural control flow graphs (ICFG) and then to Behavioral Rule Graph (BRG) to run model checking [47]. iRuler analyzes IoT app inter-rules security violations by building Rule Representations (RR) models along with the information flow model [48]. RemedIoT uses programming abstractions, actuation graphs, actuation modules, and policy grammar [49]. AutoTap performs Rule-based Analysis. AutoTap allows the users to specify their desired properties. It uses Buchi Automaton to translate these properties into linear temporal logic (LTL) and ensure it follows the TAP rules [50].

4.2 Dynamic Analysis

The literature introduces different dynamic analysis techniques that have been utilized in verifying the security and safety of IoT systems. Users can create their daily recipes, IFTTT applets in 2016; these recipes can be published on social media and captured by others. Surbatovich et al. [51] proposed an information flow model to analyze such IFTTT recipes to detect any security or privacy risks that could be harmful if used by attackers. The model and the dataset are coded using Prolog facts, and then the analysis is run using Prolog queries. The analysis assigns labels to IFTTT triggers and actions based on the description associated with each recipe. Then, it finds the direct links between any two existing recipes and determines the existence of any physical connections, which should have been previously tracked when triggers and actions were labelled. The evaluation shows 49.9% of the dataset recipes were unsafe due to secrecy or integrity violations.

SafeTap tool was developed to allow TAP users to check their apps toward their desired behaviours [52]. SafeTap was proposed to analyze TAP apps on performing Symbolic Model Checking SMC. In comparison, SafeTapΔ has improved SafeTap by extending the SMC to deal with the updated TAP rules to detect any newly introduced violations. SafetTap takes IoT apps rules as a labelled-transition system and the desired behaviour by representing the properties in computational Tree Language (CTL). After that, it monitors the current state of the running IoT apps to perform its analysis. Model checking verifies if the modelled system satisfies the set of specified properties. SafeTapDelta is extending SafeTap by applying incremental analysis for any updated rules and providing feedback to the user in case of any violations. Their study shows that SafetTap helped its users to perform better to identify the properties’ violations.

PFirewall system monitors the data between the IoT device and the hub, and filters the data based on specified privacy policies [53]. Therefore, the system’s primary role is to ensure privacy protection by monitoring the data flow without changing the existing IoT apps or platforms. PFirewall overcomes the hub encryption challenge by applying the man-in-middle technique; it connects
with all existing devices as a hub. It then establishes a set of the same number of virtual devices to be paired with the actual hub. Applying PFirewall ensures data minimization and enforces users’ privacy. It runs on both SmartThings and OpenHab platforms, and its evaluation shows a 97% reduction in the sent data.

Birnbach et al. have introduced Peeves to predict event spoofing in smart homes, which is an event that could trigger an action, but it did not physically happen due to a sensor fault or attack attempt [54]. Peeves system uses data from the connected sensors to automatically verify the physical events. Peeves makes use of supervised learning to utilize events signatures and sensors’ physical signatures. The evaluation was run over two weeks in an actual real-world smart home environment with 48 connected sensors and 22 event types with 100% detection rate [54].

IoTGuard is a dynamic policy enforcement tool that supports safety and security violations detection and enforcement in IoT apps [55]. IoTGuard provides three main components to dynamically analyzing the IoT app. First, it applies the instrumentation component to collect the app’s runtime-related information. Then, IoTGuard observes the execution behaviour to build the dynamic execution model of the IoT app. Last, it specifies the policies to be enforced on the execution model. This process detects violations on an individual IoT app or a group of IoT apps interacting in one environment. The app’s users can allow the violations to be executed or let IoTGuard block these violations. IoTGuard is evaluated on SmartThings apps and IFTTT applets.

Another dynamic detection approach was proposed by Yahyazadeh et al. [26], PATRIoT, for Policy violation detection. PATRIoT main idea is to monitor the IoT app during its execution, and when any specified policy is violated, PATRIoT will block the app’s action. PATRIoT targets three IoT platforms, EVA ICS for industrial automation, and SmartThings and OpenHAB for home automation. PATRIoT evaluation was tested using 33 policies in 122 SmartThings apps, 10 policies in 20 OpenHab rules, and 6 policies in 8 EVA ICS automation sets.

Another dynamic technique, IoTBox, uses sandbox mining to prevent undesired behaviour [56]. IoTBox observes the current behaviours of smart homes. If any behaviour is not previously explored, e.g., the app is updated, or malicious code exists, IoTBox prevents the behaviour if it violates its rules, and this behaviour is reported. The user may revise the action and allow the behaviour if it is trusted. IoTBox adds this behaviour to the sandbox to be relearned for future behaviours. IoTBox utilizes formal models and model checking to ensure the conformance of the expected behaviour and the actual execution. If not, IoTBox warns the user.

Yu and Chen [57] has introduced the SmartAttack framework that relies on deep learning and machine learning to design and build attack models for IoT-based apps. Users can configure the attack model in the best suitable to their needs. It enables evaluating the security and privacy properties in smart home automation systems. SmartAttack has been evaluated using two
datasets, UNSW Sydney smart home dataset and a mock smart home dataset, SmartFIU.

IoT-Praetor system detects the undesired behaviour of an IoT app by using Device Usage Description (DUD) and generating the behaviour model, Device usage rules (DUR), including the app’s interactions and communications. It dynamically collects the app behavior and designs a behavioural rule engine to expand its flexibility in analyzing real-time behaviours. IoT-Praetor was evaluated using SmartThings apps and IFTTT applets, and it has shown 94.5% detection rate of malicious interactions and over 98% in detecting malicious communications [58].

HAWatcher approach is an anomaly detection system for SmartThings IoT apps [59]. HAWatcher first builds a simulation model for normal home automation behaviour by capturing both events logs and system semantics, and it observes the automation process at runtime. This process enables HAWatcher to explore the differences and inconsistencies between the real world and the simulation model to detect violations. HAWatcher was evaluated using four Smartthings datasets against 62 different violations.

4.3 Hybrid Analysis

MenShen is a framework to automatically build and check the Linear Hybrid Automata (LHA) model of the IoT system [60]. The checking process of MenShen is to detect violations and propose fixing suggestions to its users. MenShen conducts its verification process by implementing three main steps: (i) Linear Hybrid Automata Automatic Modeling to generate LHA models, (ii) Analyzing LHA model reachability to check the system against good and bad states based on path-oriented checking, (iii) and lastly Fix suggestions synthesis to provide fixing suggestions if the verification fails. The evaluation was conducted on sets of real HA-IoT 46 devices and 65 rules, with results showing a run time of 10 seconds to detect violations and provide fix suggestions.

SOK proposes an abstract graph model to represent IoT deployments and their topologies. SOK uses the security properties, attack vectors, mitigations, and stakeholders, to build a systematization approach that uses the proposed abstract model and then assesses the security properties. SOK has been evaluated by observing 45 devices and found a total of 84 running services and 39 issues related to those running services [61]. VETPLC is a framework for safety vetting in Industrial Controller systems (ICS), mainly to detect Safety violations caused by programs faults or attack attempts [62]. What bought our attention to include this study is two main reasons. First, we recently see a vast revolution in applying IoT in the industrial domain, and some IoT platforms are specially dedicated to handling industrial automation, such as Eve ICS. Second, analyzing systems to detect safety violations using a causality graph differed from other studies we have explored. VETPLC is used for automatic safety vetting by building timed event causality graphs to explore causal relations among events in the code. Then VETPLC mines temporal invariants
from data traces collected in Industrial Control System (ICS) to verify any
temporal dependencies.

IoTGaze framework considers detecting security vulnerabilities in IoT sys-
tems by analyzing the connected wireless traffic [63]. IoTGaze first identifies
events sequential interactions between apps and devices. IoTGaze uses all IoT
context by extracting user interfaces, app descriptions, and specified expecta-
tions. Therefore, IoTGaze can detect anomalies when the wireless context
analysis does not match the IoT context expectations. The evaluation is con-
ducted using the Samsung SmartThings framework.

SmartMon is a network monitoring platform that monitors network events
and verifies the behaviours of smart home devices by collecting and analyzing
network traffic [64]. SmartMon is intended to detect security violations by
analyzing IoT apps statically by analyzing the app source code and building
its Abstract Syntax Tree, and dynamically by monitoring the app at runtime
and device states changes. Then SmartMon applies a match module to verify
the device state change happens correctly to confirm the trigger-action chain.
SmartMon evaluation reached more than 95% of violations detection, and it
was evaluated in an environment where multiple apps were executed simulta-
neously with some dependencies. SmartFuzz Is an automated test generation
approach based on static analysis by constructing inter-procedural control flow
graph (ICFG) using ContexIoT, and dynamic analysis by extracting the pos-
sible values of IoT apps attributes to improve the test coverage. SmartFuzz
then uses Selenium-based and combinatorial testing for test cases generation.
Finally, SmartFuzz produces test reports after running its testing on the Smar-
tApp using the generated test cases. Evaluating smartFuzz was only examined
on 60 SmartThings apps and IoTBench [65].

Jarvis is a Reinforcement Learning technique for predicting the optimal and
safe IoT systems decisions [66]. Jarvis models the simulated IoT environment
based on the states and actions. And then, agents in RL explore the optimal
actions based on users’ specifications or goals. Therefore, by utilizing agents in
reinforcement learning, Jarvis can predict the optimal behaviour and actions.
Deep Q learning is used to decide the best optimal actions concerning timing
period and user goals, while agents are trained using a deep neural network
(DNN).

IoTSafe is an approach for dynamic security and safety enforcement in an
IoT environment [67]. The proposed IoTSafe is built on analyzing physical
interaction, including temporal, in multi-app IoT systems by utilizing static
and dynamic testing techniques. IoTSafe analyzes SmartThings apps. IoTSafe
evaluation was run on 130 potential physical interactions, and it has success-
fully identified 39 real physical interactions

IoTSEER is proposed to detect undesired security behaviour caused by
potential physical interaction [68]. IoTSEER explores the IoT app source code
and translates it to a hybrid automaton to define the physical interaction and
builds a new automaton for the joint behaviour representing the interacting
IoT apps. Then, IoTSEER checks whether the actual IoT system conforms
to the specified policies and provides a violation cause report to guide the
users. The evaluation of IoTSeer was conducted in a real home automation environment with 37 installed apps using 13 actuators and six sensors.

5 IoT apps Security and Safety Verification

Verifying security and safety in IoT apps doesn’t only analyze the system, but it also needs to have a set of properties input to the verification engine. Hence, we should consider the IoT analysis process itself and how the properties are represented and fed to the analysis process. Some of the literature tools don’t consider defining the security and safety properties, and rely on analyzing the system towards well-known issues; e.g., security attacks [57, 61, 64, 69], wireless network security, shared space problem, etc. Some of the explored tools apply their approach by comparing the system execution obtained from dynamic testing techniques, with the system specification that is analyzed statically [54,59,65].

To address RQ2 mentioned in section 2, we first discuss and categorize various security and safety properties used by researchers, then we discuss the various representations used to describe the security/safety properties to be input to the verification engine, and finally, we demonstrate the different approaches used to verify the IoT app against these described properties. Table 2 summarize the explored techniques, the domain of properties they consider, and the tools relation to Security and Safety properties.

5.1 IoT app Security and Safety properties

General properties

1. Individual: one app with some violations
   (a) Conflicting values in one control path; e.g., Motion detector, can’t change the value of switch attribute to on and off in the same control flow branch
   (b) An attribute value changes many times in the same path to the same value. Example: Motion detector, must not give the same value of switch attribute multiple times in the same control flow branch.

2. Interacting Apps
   (a) Race condition in many event handlers: two or more handlers must not change one attribute value. Example: door unlocked changes the switch attribute value to on, while sunrise event changes the switch to off. Even if it is the same value, we should consider it.
   (b) Simultaneous events/action: two or more handlers are triggered at the same time; One can finish before the other one. This mean the environment values could be changed by the first one while the second is still working on the previous environment value. Example:

   \( \text{SmokeDetected} \rightarrow \text{AlarmOn & SprinklersOn} \),
While the alarm is still on.

3. Dependent Apps
   (a) Cyclic events/loops; When an Event triggers a handler that triggers the first event. E.g.

   \[ \text{DoorLocked} \rightarrow \text{SwitchOn}, \]

   \[ \text{SwitchOn} \rightarrow \text{DoorLocked}. \]

**App Specific properties**

1. Professional/expert defined: in which developers or customers specify the requirements based on the business needs.
2. User defined: in this type of properties, the IoT app allows app’s end users to specify and customize their properties based on their own needs.
5.2 Environment Impact on IoT apps interactions

Some of the techniques we explored consider the environmental factors surrounding the IoT apps in where they work or interact. At the same time, many other techniques do not consider the environmental factors. Figure 2 shows the techniques that consider physical environment or channels.

5.3 Representing IoT Security and Safety properties

Different representations for Security and Safety properties have been employed when these properties were given as input to the analysis process. Table 3 shows the literature tools and how Security and Safety properties are represented in each tool, along with the verification type used.
| Properties Representation | Tool                  | Verification                                      |
|---------------------------|-----------------------|---------------------------------------------------|
| **Policy Language**       |                       |                                                   |
| Model-based Representation |                       |                                                   |
| Linear Temporal Logic (LTL) | AutoTap [50]         | Filing Rules                                     |
| Computational Tree Logic (CTL) | TapInspector [74] | Model checking                                   |
| Metric Temporal Logic (MTL) | SafeTAP [52]         | Incremental Symbolic Model Checker               |
| CONTEXT & Calculus        | iRuler [48]           | SMT + Model checking                              |
|                          | VISCR [45]            | Policy mappings + Conflict Resolution            |
|                          | IoTGaze [63]          | Event Dependencies discovery and comparison      |
| **Assertions**            |                       |                                                   |
|                          | IoTCoM [47]           | Model checking                                   |
|                          | IoTBox [56]           | Rules Mining to detect behavioral changes        |
| **Graph-based**           |                       |                                                   |
|                          | Unsafe Control Actions (UCA) | STPA [73] | Risk analysis based on a safety analysis method |
|                          | Others                |                                                   |
|                          | Device Usage Rules (DURs) | IoTPriester [58] | Comparing real-time device behaviors with DURs |
|                          | Bad states            | IoTSAN [49]                                      | Dependency extractions + Model checking          |
|                          | Safe states           | Jarvis [66]                                      | RL comparison between normal vs safe behavior    |

Table 3 Summary of Requirements Representation & verification in the surveyed tools

5.3.1 Model-based Representation

The properties representation used in these tools is based on graphs models. Most of the tools use this kind of representation to facilitate the model-checking process for analysis [45, 48, 63]. iRuler represents inter-rule vulnerabilities as flow graphs [48]. IoTGaze utilizes the dependency graphs to conclude security properties [63]. VISCR generates dynamic graph based along with Access Control List (ACL) policies for the specified properties [45]. VISCR can also represents the policies using finite state automation. For example, Figure 3 shows an example for a state where the IoT device detects heat and the trigger condition occurs, heat > 75°F. Thus, a state of emergency is applied as an action; turning both camera and exhaust On, turning water heater off and
windows open. The symbol $\parallel$ is used to indicate that these actions are parallel, while the symbol $\gg$ is used to indicate the sequential actions.

5.3.2 Policy Language/specification

Some existing studies propose policy language in order to verify the system correctness against its properties. For instance, ProvThings deploys a Policy Monitor as one main component of its verification server. The Policy Monitor component ensures that the execution conforms to the defined policies; when the action allows a specific function to perform, the control executes the action. Otherwise, the control code goes to the following statement and skips the action’s function execution. All of PatrIoT [26], IoTSafe [67], Expat [70], and IoTGuard [55] follow the same semantic in enforcing the predefined policies. While both PFireWall and RemedIoT implement their own conflict detection engine to verify the policies conformance [49, 53]. Whereas IoTMoN relies on risk analysis techniques to ensure the policies well met [42]. ProvThings provides a policy monitor to keep ensuring that the system provenance flow still conforms to the specified policies [43]. For example, ProvThings policy description is shown in Figure 4. The figure shows three parts: The policy pattern to search for while the system is running, whether the need is to check the pattern existence or absence from the system execution, and if the pattern matched to exist or not, what is the necessary action to be enforced in this situation.

```
pattern: ( )
check: exist | not exist
action: notify | allow | deny
```

Fig. 4 ProvThings Policy Language Description [43]
Some more tools use Policy Language to represent the Safety or Security properties, e.g., Expat [70], IoTGuard [55], PatrIoT [26], RemedIoT [49].

5.3.3 Properties as Formal Assertions

Some of the explored tools describe the properties as assertions in order to verify the IoT app against these properties. For instance, IoTCoM translates the specified properties to Alloy Assertions, then they were used by the Alloy model checker in verifying the home model [47]. IoTBox uses the same policies representation and deployed Alloy Assertions as the system defined policies [56]. Mohannad et al. [47] provided the assertion representation in Fig 5 to describe the property “DON’T unlock door WHEN location mode is Away.”
5.3.4 Formal and Mathematical representations

IoTSEER uses Metric Temporal Logic (MTL) to describe physical interactions with undesired consequences on the system behaviour, which then can be used by Grid-based testing to validate the IoT system [68]. MTL representation are formulas used to describe the specified properties. For instance, IoTSEER describes an example policy "Multiple intended physical channels must not influence a sensor event in opposite ways" [68] using the MTL representation in Figure 6. The MTL representation uses $Int$ for intended influence, $unInt$ for unintended influence, and $isOppImp$ for opposing influence from different actions. Similarly, temporal logic representation is used by SafeTAP [52], AutoTap [50] and TapInspector [71]. ForeSee correctness properties specified as Linear Temporal Logic (LTL) formulas [44]. While Jarvis represents safe states and transitions in defined formulas [66]. On the other hand, FriendlyFire uses calculus in representing the properties [72].

![Fig. 5 IoTCoM Alloy Assertion](image)

$$\forall t. \neg(isOppImp(\text{imp}(\text{Int}_1,t), \text{imp}(\text{Int}_2,t)))$$

![Fig. 6 IoTSEER Policy using MTL](image)

5.3.5 Descriptive representation

STPA uses Unsafe Control Actions (UCA) to describe undesired safety behaviour [73]. STPA relies on three main descriptions in their analysis: Accidents which are Undesirable events, Hazards describing the conditions that leads to the accidents and finally the Safety constraints (SC) Constraints to prevent hazards. All the factors are described by text along with a probability value which is given to the accidents. The example in Table 4 shows the basic tabular descriptive representation of the used safety properties in STPA.
Soteria describes the properties in text, but it uses use/misuse requirement engineering technique to formalize it to be used in model checking.

![Diagram of a dependency graph and related sets.](image)

**Fig. 7 IoTSan Dependency Extraction [41].**

### 5.3.6 Other representations

Some tools deploy dependency extractions of bad states as violations like IoTSan [41]. Figure 7 shows an example how to extract the dependency from state model in order to extract bad states. IoTSan identifies the safety properties violations as bad physical states to be used in model checking and the modelled system.

On the other hand, Jarvis relies on safe states to be able to run Reinforcement Learning (RL) to compare the the normal behavior vs the safe behavior [66]. IoTPractor uses the Device Usage Rules in order to compare the device behavior with these predefined rules [58].
5.4 Different verification domains

When analyzing IoT apps for Security and Safety requirements, we can classify tools presented in the literature into four main categories:

- The first category was the first target, those tools target analyzing IoT apps towards their Security and Safety requirements. E.g., Soteria [40], IoTCom [47], IoTSan [41], HomeGuard [46], etc.
- The second set of tools focuses on analyzing IoT apps for Safety properties only. E.g., TapInspector [71], VetPLC [62].
- Third is the set that focuses on analyzing IoT apps toward their conformance to security properties. For instance, SmartMon [64], IoTGaze [63], ForeSee [44], Savoir [74].
- The last set analyzes IoT apps towards some general requirements, which can be customized to Security and Safety. For example, Expat [70], SafeTap [52], MenShen [60] and AutoTap [50].

Figure 8 summarizes the four categories showing tools in the literature that analyze Security and Safety properties.

6 Discussion and Lessons learned

This section discuss the last research question RQ3 presented in section 2, highlighting the main discussion points, observations and gaps found while exploring the literature work.
6.1 Optimization Techniques

Some literature tools improve their analysis techniques by utilizing different techniques, e.g., AI and ML techniques, or even combining both static and dynamic analysis to produce better results. IoTGaze [63], SmartMon [64], IotSafe [67], IotSee [68], and more tools, shown in Table 1, applied Hybrid analysis by combining both static and dynamic analysis to achieve better results. Some Literature tools consider applying different Artificial Intelligence (AI) and Machine Learning (ML) techniques to improve the analysis of IoT systems. For example, Jarvis [66] uses Reinforcement Learning, Deep Q learning network, along with deep neural network to train the agent in order to improve the detection and achieve the best quality of the results. IoTMon [42], iRuler [48], and IoT-Praetor [58], uses Natural Language Processing (NLP) in their IoT apps analysis. Applying such techniques helps improve the quality of the results and enhances the analysis process.

6.2 Tools Availability

Some tools are available to be used publicly; for instance, IotSan [41], SmartAttack [57], IoTCom [47], SoK [61]. But many more are not available for public, e.g. Soteria [40].

6.3 Heterogeneous Platforms

Recently we can see a rapid growth of new IoT platforms, which can introduce a new challenge; How to deal with heterogeneous IoT platforms in one operating environment? This issue can be more explored. Some of the literature tools could be improved to conduct the analysis process in one environment with different IoT apps from various IoT platforms.

6.4 Early Developmental Consideration

A few tools proposed risk analysis by applying risk scores to the IoT actions and considering them while performing the analysis. This approach could improve the analysis process, especially when it’s considered in the early IoT developmental stages; it helps formalize the critical properties needed to be considered in analyzing the security and safety of IoT systems.

6.5 Further Discussion and Observations

Some literature approaches don’t consider formalizing Security and Safety properties to be fully automated when conducting the analysis process. We noticed the focus is more on analyzing the IoT system by understanding its
components while feeding the system with the Security and Safety properties was not formally utilized in many of the literature tools. Some tools use a text-based description for security and safety properties and conduct manual conformance to IoT system analysis toward these properties. Some other tools have paid attention to this issue, but their analysis technique was based on transforming the IoT system to many representations, which affect the general analysis performance. The lack of Security and Safety standards in IoT systems also adds difficulties to this process.

7 Related Work

The swift growth of the IoT automation systems makes the research area in this domain rapidly developed. Many new tools explored in this study are just released, e.g. IoTBox [56], HAWatcher [59], IoTSEER [68], IoTSafe [67], HybridDiagnostic [69], Tapinspector [71], etc. Therefore, many previous survey studies do not include these newly released tools in their comparison. Some related surveys focus on a specific property, analysis type or improvement technique, while our research combines all and discusses some related issues and challenges in this regard.

Oracevic et al. [13] explore and focus only on the security of IoT systems and associated challenges and open issues. This survey was published in 2017 many new studies have been added since then.

Ammar et al. [12] discuss the security architecture, requirements and standards in eight IoT platforms, referring to the hardware compatibility and software requirements.

ML techniques to detect security intrusion in IoT networks were identified in a survey on machine learning (ML) intrusion detection approaches [75]. It discusses how these techniques can improve IoT security, and presents some issues of those techniques and how those issues can be solved.

Another related survey considers the healthcare system [15]; it explores the security and privacy issues in healthcare IoT systems built on the Wireless Body Area Network (WBAN). The survey describes the network topologies and security features and highlights the quality of service and real-time issues in health monitoring systems.

Celik et al. [8] consider exploring privacy and security issues in IoT and the program-analysis techniques that help identify security threats against IoT systems. The study discusses the main problems challenging IoT security and privacy and how these could be tackled, considering the program analysis design and implementation for ensuring IoT security. A security Considerations survey was conducted by Jurcut et al. [11], describing general security threats and attacks against IoT devices, how they can be prevented, and possible solutions. The survey mentions its contribution to the safety issues, but it was not well identified. The study discusses risk mitigation and prevention associated with security breaches and how they can be improved.
In the IoT conflict comparison domain, Ibrahim et al. identified their primary contribution as finding out the conflict’s classifications in recent IoT research work and the detection techniques for the identified conflicts [16]. The survey work focuses on security and safety violations in IoT systems, considering the program analysis techniques and techniques to improve the results. On the other hand, some recent tools are not explored in this work as these tools are just recently published.

In addition to security and privacy, other issues were explored, e.g., Legal accountability [10]. The paper highlights the main shortage in the domain, e.g., Universal standardization and protocols. It also suggests providing technologies for interoperability could contribute to solving IoT issues.

A survey in industrial frameworks for the internet of things [14] explores seven Industrial IoT (IIoT) frameworks and compares them in terms of the provided features and capabilities. The discussed frameworks are Arrowhead, AutoSAR, BaSys, FiWare, Industrial Data Space (IDS), Open Connectivity Foundation (OCF) and IoTivity, Open Mobile Alliance (OMA) SpecWorks-LWM2M, and Potential Frameworks and Standards. The study provides a comparison based on industrial requirements. The main features discussed in this study are Entry to the market Barriers, Interoperability, Security, and Functional features (including Real-Time Features, Runtime features, Centralized or Distributed Approach, Hardware Requirements, Quality of Service.).

8 Conclusion

IoT systems are overgrowing, which results in more connected IoT devices, more developed IoT apps, and more deployed IoT platforms. This growth introduces new challenges to the IoT systems and their environments. One challenge could be the interactions among different IoT apps developed using different IoT platforms and could run together in one environment. Some motivating example highlights the safety impact of IoT system on its users or environment due to a security breach. This study surveys the recent approaches developed to tackle this problem or contribute to it. The study highlights the main analysis techniques used in the surveyed tools, the utilization of IoT security and safety verification when conducting the analysis, and whether the studied tools consider the surrounding IoT environment.
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