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Abstract: This paper proposes a two-layer hierarchical control scheme for trajectory tracking of a multicopter system using attitude quaternion. We first present the differential flatness properties of the system and then, exploit them to design the feedback linearization laws for the position controller at the high control level. Next, the computed-torque control method is employed for stabilizing the attitude quaternion. The whole control scheme is illustrated through simulations while the position controller is further tested under experiments over a nano-drone quadcopter platform.
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1. INTRODUCTION

Multicopters (also referred to as multirotor aerial vehicles) are receiving a growing interest in both research and industry communities due to their broad range of aerial applications such as target tracking, package delivery, and structural inspection (Floreano and Wood, 2015). In most of the applications involving multicopter systems, trajectory tracking is an indispensable control task and hence, the number of related research works has substantially been increasing since the early 2000s (Nascimento andaska, 2019). A popular solution is to decouple the multicopter dynamics by employing a hierarchical two-layer control scheme (Mellinger and Kumar, 2011; Formentin and Lovera, 2011), which not only guarantees stability by singular perturbation theory (Nascimento andaska, 2019), but is also convenient for autonomous trajectory tracking task on real multicopters.

Regarding the control designs within each layer, we can classify the existing approaches by their attitude representations: i) Euler angles (Formentin and Lovera, 2011; Nguyen et al., 2017), ii) intrinsic rotation matrix (Mellinger and Kumar, 2011), and iii) quaternion (Carino et al., 2015; Johnson and Leang, 2014; Alaimo et al., 2013; Fresk and Nikolakopoulos, 2013). Between the three of them, using Euler angles (roll, pitch, yaw) is the most popular method due to its straightforward interpretation (e.g., the vehicle’s direction is measured by the yaw angle). The Euler angles representation suits various control designs such as PD, LQR, Lyapunov-based control, feedback linearization, Model Predictive Control, etc., as pointed out by Nascimento andaska (2019), and the references therein. However, some serious drawbacks of this representation are the presence of singularities that can occur in some specific circumstances (e.g., when the vehicle rotates up to a perpendicular position), and the “gimbal lock”, which happens when two axes of rotation align together, and the quadcopter loses a degree of freedom (Diebel, 2006). Moreover, using Euler angles requires repeatedly calculating their trigonometric functions which are time-consuming and occupy significant computational resources (Fresk and Nikolakopoulos, 2013).

In order to avoid the aforementioned issues, a feasible solution is to employ the attitude quaternion. Various control methods are applied for the quaternion-based dynamics of the multicopters, such as PD, LQR, backstepping, and feedback linearization (Chovancová et al., 2016; Johnson and Leang, 2014; Alaimo et al., 2013; Fresk and Nikolakopoulos, 2013). Next, based on the unit norm property of the quaternion, Yang (2012) used his own proposed “reduced quaternion model” for a spacecraft by using only 3 quaternion components that always satisfy the norm constraint, in order to design an LQR controller. Carino et al. (2015) exploited the relation between quaternion and...
axis-angle representation to derive a feedback linearization controller for the attitude, subsequently, they continued with a feedback linearization for the position controller.

Even though the foregoing works are technically sound, we believe that these contributions still lack several important considerations. E.g., the model is linearized around the hovering condition (Chovancová et al., 2016), and hence, under more challenging scenarios, the control performances cannot be guaranteed. Moreover, the unit quaternion norm constraint is not strictly examined (Johnson and Leang, 2014; Alaimo et al., 2013; Fresk and Nikolakopoulos, 2013), or is simply guaranteed by renormalization after each iteration (Carino et al., 2015), which probably introduces error into the system due to analytical drift through multiple integrations, and may eventually cause divergence and instability (Whitmore, 2000).

Therefore, we present in this paper, several contributions which can compensate for the drawbacks and provide significant advantages w.r.t. the aforementioned works:

- a complete flatness-based representation of the nonlinear multicopter dynamics using the attitude quaternion;
- a feedback linearization control law constructed based on the foregoing flatness property, able to linearize the multicopter translational dynamics without any simplifications;
- a computed-torque attitude controller that fully exploits the attitude quaternion and guarantees their unit norm property.

The remainder of the paper is organized as follows. Section 2 presents the mathematical model of a standard multicopter system using the attitude quaternion and its differential flatness property. Section 3 details the hierarchical control design for trajectory tracking. Next, the simulation and experimental results are given and discussed in Section 4. Finally, Section 5 provides conclusions and considers future works.

2. MULTICOPTER MODEL

In this section, we recapitulate the multicopter dynamics expressed by using the attitude quaternion as given in Carino et al. (2015); Chovancová et al. (2016). Next, the differential flatness properties of the system are derived from its mathematical model.

2.1 Rotation kinematics with quaternion

The attitude of the multicopter system is described by a unit quaternion $q \triangleq [q_0 \ q_1 \ q_2 \ q_3]^\top \in \mathbb{R}^4$ in which, $q_0 \geq 0$ and $q \triangleq [q_1 \ q_2 \ q_3]^\top \in \mathbb{R}^3$, all satisfy:

$$q_0^2 + q_1^2 + q_2^2 + q_3^2 = 1.$$  (1)

The orientation of the body frame attached to the vehicle w.r.t. the global frame fixed to the ground is given through the following rotation matrix (Chovancová et al., 2016):

$$R = \begin{bmatrix}
1 - 2(q_2^2 + q_3^2) & 2(q_1q_2 - q_0q_3) & 2(q_0q_2 + q_1q_3) \\
2(q_1q_2 + q_0q_3) & 1 - 2(q_1^2 + q_3^2) & 2(q_2q_3 - q_0q_1) \\
2(q_1q_3 - q_0q_2) & 2(q_0q_1 + q_2q_3) & 1 - 2(q_1^2 + q_2^2)
\end{bmatrix}.$$  (2)

Also, the relation between the quaternion derivative and the multicopter angle rate is given by Carino et al. (2015):

$$\dot{q} = \frac{1}{2}q \otimes \dot{\omega},$$  (3)

in which, $\dot{\omega} = [0 \ \omega^\top]^\top \in \mathbb{R}^4$ extends the angle rate vector $\omega = [\omega_x \ \omega_y \ \omega_z]^\top \in \mathbb{R}^3$ and the operation $\otimes$ is defined in Carino et al. (2015); Chovancová et al. (2016). Hereinafter, we provide explicitly the inverse formulation of (3) which will be employed in later analysis:

$$\begin{bmatrix}
\dot{\omega}_x \\
\dot{\omega}_y \\
\dot{\omega}_z
\end{bmatrix} = 2\begin{bmatrix}
q_0 \\
q_1 \\
q_2 \\
q_3
\end{bmatrix} - \begin{bmatrix}
q_1 q_2 - q_0 q_3 \\
-q_2 q_3 - q_0 q_1 \\
-q_3 q_2 + q_0 q_1 \\
q_3 q_1 - q_2 q_0
\end{bmatrix},$$  (4)

which can be more synthetically expressed by:

$$\omega = Q(q)\dot{q},$$  (5)

with $q = [q_1 \ q_2 \ q_3]^\top$ as in (1). Note that (5) is obtained by introducing the following relation to (4):

$$q_0 = \sqrt{1 - (q_1^2 + q_2^2 + q_3^2)},$$  (6)

which follows from the unit norm (1).

2.2 Multicopter dynamics with the quaternion formulation

The translational dynamics of the multicopter system are obtained by using Newton’s second law of motion (Formentin and Lovera, 2011; Nguyen et al., 2017):

$$m\ddot{\xi} = mg + RezT,$$  (7)

with $\xi \triangleq [x \ y \ z]^\top \in \mathbb{R}^3$, the position, $g = [0 \ 0 \ -g]^\top$, the gravity pointing downward, $m$, the system mass, $R$ the rotation matrix from (2), $e_z \triangleq [0 \ 0 \ 1]^\top$ the unit vector of the $z$-axis, and $T \in \mathbb{R}_+$ the input thrust.

Next, the rotational dynamics of the multicopter are considered as those of a 3-dimensional rigid body and hence, are given by Carino et al. (2015); Nguyen et al. (2017):

$$J\dot{\omega} + \omega \times (J\omega) = \tau,$$  (8)

with $J = \text{diag}\{J_x, J_y, J_z\} \in \mathbb{R}^{3 \times 3}$ the inertia tensor, $\omega$ the angle rate as in (3), and $\tau \triangleq [\tau_x \ \tau_y \ \tau_z]^\top \in \mathbb{R}^3$ gathering the input torques.

It will be more convenient to consider the matrix forms of the dynamics (7)–(8), which are explicitly given as follows:

$$\begin{bmatrix}
\ddot{x} \\
\ddot{y} \\
\ddot{z}
\end{bmatrix} = \begin{bmatrix}
0 \\
0 \\
0
\end{bmatrix} + \frac{T}{m} \begin{bmatrix}
2(q_0q_2 + q_1q_3) \\
2(q_0q_3 - q_1q_2) \\
q_0^2 - q_1^2 - q_2^2 - q_3^2
\end{bmatrix},$$  (9)

$$\begin{bmatrix}
\dot{\omega}_x \\
\dot{\omega}_y \\
\dot{\omega}_z
\end{bmatrix} = \begin{bmatrix}
(J_y - J_z)J_x^{-1}\omega_y \omega_z \\
(J_z - J_x)J_y^{-1}\omega_z \omega_x \\
(J_x - J_y)J_z^{-1}\omega_x \omega_y
\end{bmatrix} + \begin{bmatrix}
\frac{1}{J_x}\tau_x \\
\frac{1}{J_y}\tau_y \\
\frac{1}{J_z}\tau_z
\end{bmatrix}.$$  (10)

Remark 1. By comparing the quaternion-based rotation matrix (2) with the one resulted from the Euler angles approach detailed in Formentin and Lovera (2011); Nguyen et al. (2017), the relations between quaternion and Euler angles are as follows:

$$\begin{bmatrix}
\phi \\
\theta \\
\psi
\end{bmatrix} = \begin{bmatrix}
\arctan(2(q_0q_1 + q_2q_3)) \\
\arcsin(2(q_0q_2 - q_1q_3)) \\
\arctan(2(q_0q_3 + q_1q_2))
\end{bmatrix} = \begin{bmatrix}
\arctan(\frac{2(q_0q_1 + q_2q_3)}{1 - 2(q_1^2 + q_2^2)}) \\
\arcsin(\frac{2(q_0q_2 - q_1q_3)}{1 - 2(q_1^2 + q_2^2)}) \\
\arctan(\frac{2(q_0q_3 + q_1q_2)}{1 - 2(q_1^2 + q_2^2)})
\end{bmatrix}.$$  (11)
being \((\phi, \theta, \psi)\), the roll, pitch and yaw angles, respectively. Similar results can also be found in Diebel (2006).

2.3 Flatness-based representation

\textbf{Differential flatness definition:} Consider the nonlinear system in general form:

\[ x(t) = f(x(t), u(t)), \]

(12)

with the state \(x(t) \in \mathbb{R}^n\) and input vectors \(u(t) \in \mathbb{R}^m\). The system (12) is differentially flat if there exists a flat output \(z(t) \in \mathbb{R}^m\) (Fließ et al., 1995):

\[ z(t) = \Upsilon(x(t), u(t), u(\cdot), \ldots, u^{(\ell)}(t)) \]

(13)

such that the states and inputs can be algebraically expressed in terms of \(z(t)\) and a finite number of its higher-order derivatives:\footnote{Any system admitting a flat description has the number of flat outputs \(z(t)\) equal to the number of inputs \(u(t)\) (Fließ et al., 1995).}

\[ x(t) = \Upsilon_x(z(t), x(t), \cdot \cdot \cdot, z(t^{(r)})t), \]

(14a)

\[ u(t) = \Upsilon_u(z(t), x(t), \cdot \cdot \cdot, z(t^{(r+1)})(t)). \]

(14b)

\textbf{Flatness properties of the multicopter:}

The multicopter system (5)–(10) is differentially flat with the flat output \(z \in \mathbb{R}^4\) defined as follows:

\[ z = [x \ y \ z \ q_3]^{\top}, \]

(15)

with \((x, y, z)\) the 3D position from (9) and \(q_3\) the fourth element of the quaternion \(q\) from (1).

Hereinafter, we will show the flatness-based representation of the multicopter’s states and inputs. First, from (9), the first three elements of the quaternion \(q\) as in (1) are expressed as follows:

\[ q_0 = \Gamma_{q_0}(\bar{x}, \bar{y}, \bar{z}, q_3, g), \]  

(16a)

\[ q_1 = \Gamma_{q_1}(\bar{x}, \bar{y}, \bar{z}, q_3, g), \]  

(16b)

\[ q_2 = \Gamma_{q_2}(\bar{x}, \bar{y}, \bar{z}, q_3, g), \]  

(16c)

and the thrust \(T\) is obtained as:

\[ T = m\sqrt{\bar{x}^2 + \bar{y}^2 + (\bar{z} + g)^2}, \]

(17)

with \([x \ y \ z \ q_3]\) the flat output chosen as in (15) and \(g\) the gravity. The explicit expressions for (16)–(17) are derived in the Appendix A. For further use, we shorten the descriptions (16)–(17) to \(q_i = \Gamma_{q_i}(\xi, q_3)\) with \(i \in \{0,1,2\}\) and \(T = \Gamma_T(\xi)\).

Next, by introducing (5) into (8), we obtain the input torque \(\tau\) as follows:

\[ \tau = JQ(q)\dot{q} + D_q[qQ(q)\dot{q}] + [qQQ(q)\dot{q}] \times [JQ(q)\dot{q}], \]

(18)

with \(JQ(\cdot)\) the Jacobian w.r.t. \(q\). (18) can be easily interpreted in the flat output space by introducing (16b)–(16c).

The flatness representations of the multicopter system as in (16)–(18) can be used for various applications such as constrained trajectory generation and control designs (Nguyen et al., 2018). In the next section, we will exploit them to design feedback linearization control laws.

3. TRACKING CONTROL DESIGN FOR THE MULTICOPTER

This section addresses the tracking control design for the multicopter system (9)–(10). We make use of the standard hierarchical two-layer control scheme illustrated in Fig. 1 which is usually employed in the literature (Carino et al., 2015; Nguyen et al., 2017). The position controller at the high control level compares the reference position \(\xi_r\) with the actual position \(\xi\) received as feedback from the system, in order to calculate the thrust \(T\) and the reference quaternion \(q_r = [q_0, q_2, q_3]^\top\). Then, the last three components of the latter term, \(q_r = [q_0, q_2, q_3]^\top\), are sent to the attitude controller at the low control level to track. Note that, the low control level is required to run at a higher frequency than the high-level to establish the closed-loop stability for the whole scheme (Nascimento and Sasha, 2019).

\subsection{Feedback linearization position controller}

\begin{figure}[h]
\centering
\includegraphics[width=\textwidth]{Fig_1.png}
\caption{Hierarchical control scheme of the multicopter.}
\end{figure}

For the position controller at the high-level, we employ the flat representations (16)–(17) to design the feedback linearization controller as follows:

\begin{align*}
q_i &= \Gamma_{q_i}(\xi, q_3), \quad (19a) \\
T &= \Gamma_T(\xi), \quad (19b)
\end{align*}

with \(i \in \{0,1,2\}\), \(q_3\) the reference of \(q_3\) defined by the users and the corrective term \(\xi \hat{\xi} = [x \ y \ z \ q_3]^{\top}\) given by:

\[ \hat{\xi} = \xi_r + K_p e_\xi + K_d_\xi \dot{e}_\xi + K_i_\xi \int e_\xi dt, \]

(20)

with \(e_\xi = \xi - \xi_r\) and \(K_p, K_d, K_i\) are diagonal positive definite matrices from \(\mathbb{R}^{3\times3}\).

\textbf{Proposition 2.} By applying the controller (19a)–(19b) to (9), it follows that the closed loop linear system (21) is stable.

\[ \dot{\xi} + K_p e_\xi + K_d_\xi \dot{e}_\xi + K_i_\xi \int e_\xi dt = 0. \]

(21)

\textbf{Proof.} From (19), with \(z^* \geq -g\), we obtain the following relations:

\begin{align*}
2(g_0 g_2 + q_1, q_3)T/m &= \bar{x}^*; \\
2(q_2, g_3 - q_0, q_1)T/m &= \bar{y}^*; \\
(q_0^2 - q_1^2 - q_2^2 + g_3^2)T/m - g &= \bar{z}^*; \\
q_0^2 + q_1^2 + q_2^2 + q_3^2 &= 1.
\end{align*}

(22a)–(22c)

From (22a)–(22c), the control law (19) drives the translational dynamics (9) to:

\[ \bar{x} \ y \ z]^{\top} = [\bar{x}^* \ y^* \ z^*]^{\top}, \]

(23)

or,

\[ \dot{x} = A_x x + B_x \xi^*, \]

(24)

with \(x \triangleq [\xi \ \xi \ \xi]^\top \triangleq [x \ y \ z \ \bar{x}^* \ \bar{y}^* \ \bar{z}^*]^{\top}\) being the translational position and velocity, \(\xi^* \triangleq [\bar{x}^* \ \bar{y}^* \ \bar{z}^*]^{\top}\) denoting virtual control inputs designed as in (20). The two matrices \(A_x \in \mathbb{R}^{3\times6}\) and \(B_x \in \mathbb{R}^{3\times3}\) are defined as:

\[ A_x = \begin{bmatrix} 0_{3\times3} & I_{3\times3} \\ 0_{3\times3} & 0_{3\times3} \end{bmatrix}, \quad B_x = \begin{bmatrix} 0_{3\times3} \end{bmatrix}. \]

(25)
Remark 1. In Carino et al. (2015), the authors introduce different feedback linearization designs for the position controller in more compact forms. However, their controllers implicitly constrain the fourth element of the reference quaternion, $q_3$, as in (19), to be zero, which does not hold for applications requiring yawing such as aerial photography and filming. Therefore, the flatness-based feedback linearization controller proposed in (19), which takes into account a general value of $q_3$, provides more flexibility for the users.

### 3.2 Computed-torque attitude controller

For the low control level, we apply the CTC (Computed Torque Control) method (Tzafestas, 2013), a special feedback linearization design for nonlinear systems admitting Lagrangian dynamics, to design the attitude controller. Let us consider the rotational dynamics written in the form of (18). Then the CTC method provides the input torque as follows:

$$
\tau = JQ(q)\dot{q} + JDq\dot{q}q + [Qjqjq] \times [JQq],
$$

in which, $J$ is the inertial tensor from (8), $Qjqj$ is as in (5), $Dq(\cdot)$ is the Jacobian w.r.t. $q$, and $\tau'$ is a corrective term given by:

$$
\tau' = \ddot{q}_0 + K_{p_1} \varepsilon_q + K_{d_1} \dot{\varepsilon}_q + K_{i_1} \int \varepsilon_q dt,
$$

with $\varepsilon_q = q_r - q$. $q_r$ the reference quaternion from the position controller, and $K_{p_1}$, $K_{d_1}$, $K_{i_1}$ are diagonal positive definite matrices from $\mathbb{R}^3$.

Remark 2. Even though the attitude controller (26) tracks the first component $q_1$, $q_2$, $q_3$ of the quaternion, the first component $q_0$ still converges to $q_0$. This is proved by the following assertions obtained from (6) and (22d):

$$
q_0 = \sqrt{1 - (q_1^2 + q_2^2 + q_3^2)},
$$

$$
q_0 = \sqrt{1 - (q_1^2 + q_2^2 + q_3^2)},
$$

in which, $[q_1, q_2, q_3]'$ converges to $[q_1, q_2, q_3]'$, and hence, the attitude tracking capability is always guaranteed. Furthermore, it is important to choose the gains of both attitude and position controllers such that $\varepsilon_q$ as in (27) converges to 0 faster than $\varepsilon$ from (21) in order to ensure good tracking capability (Nguyen et al., 2017).

### 4. SIMULATION AND EXPERIMENTAL RESULTS

This section provides first the simulation results of the feedback linearization controllers proposed in Section 3. Subsequently, the high-level position controller (19) is further illustrated through real experiments over a nano-drone platform.

#### 4.1 Simulation model

For the simulation model to be realistic, we add the drag force (Fox and McDonald, 1994) to dynamics (7):

$$
m\ddot{\xi} = mg + Re,T + FD,
$$

in which, the drag $FD$ is calculated by:

$$
FD = -\frac{1}{2} \rho C_D A |\dot{\xi}| \dot{\xi},
$$

with $C_D$ the drag coefficient, $\rho$ the fluid density, $\dot{\xi}$ the velocity and $A$ the cross-section of the multicopter as used in Nguyen et al. (2017).

The parameters of the quadcopter used for simulation are chosen as:

- $m = 0.025$ [kg], $J_x = J_y = 4.856 \times 10^{-3}$ [kgm$^2$], $J_z = 8.801 \times 10^{-4}$ [kgm$^2$], $C_D = 0.8$, $\rho = 1.225$ [kg/m$^3$], $A = 0.01425$ [m$^2$].

#### 4.2 Simulation results

We first generate a reference trajectory starting from the initial position $[1.8 2.27 0.6]'$ at $t = 0s$, which hovers at the position $[2.9 3 1.2]'$ during the time period 6s $\leq t \leq 14s$, and finally, arrives to the final position $[3.6 2 0.6]'$ at $t = 20s$. The reference $q_0$, as employed in (19) is fixed at zero. The simulation is performed in Matlab/Simulink 2017a with Yalmip (Löfberg, 2004) and MPT Toolboxes (Herceg et al., 2013) using the solver ode4 with sampling time 0.01s.

The control gains of the two controllers introduced in Section 3 are gathered in Table 1.

| Controller | Control gains | Unit |
|------------|---------------|------|
| Position controller | $K_{p_1} = \text{diag}(60, 60, 60)$ | $[s^{-2}]$ |
| $K_{d_1} = \text{diag}(6, 6, 6)$ | $[s^{-1}]$ |
| $K_{i_1} = \text{diag}(0.1, 0.1, 0.1)$ | $[s^{-3}]$ |
| Attitude controller | $K_{p_3} = \text{diag}(2000, 2000, 2000)$ | $[s^{-2}]$ |
| $K_{d_3} = \text{diag}(10, 10, 10)$ | $[s^{-1}]$ |
| $K_{i_3} = \text{diag}(10, 10, 5)$ | $[s^{-3}]$ |

Fig. 2. Quaternion tracking results under simulation.

At first, we provide the quaternion tracking results of the attitude controller (26)–(27) in Fig. 2. We observe that besides some chattering behavior in $q_3$ around $t = 1s$ due to the instability inherent in the numerical differentiation, the three components $q_1$, $q_2$, $q_3$ generally track well their references. Thus, even though $q_0$ is not explicitly controlled by the CTC controller (26)–(27), it still follows the reference $q_0$, as shown in the first plot of Fig. 2.

Next, the position references (plotted in red dashed lines) and their tracking results under simulation (plotted in blue...
solid lines) are given in Fig. 3. Without any noticeable tracking errors, the position controller (19)–(20) shows its robustness, albeit the drag in (30) is not taken into account during the controller design procedure. In the next section, we will apply this position controller for controlling a real quadcopter platform under the same tracking scenario.

4.3 Experimental results

The experimental video could be viewed online at: https://youtu.be/NldC6FJXHM. The experiment is done indoor, with no wind disturbance.

The experimental platform includes a quadcopter Crazyflie (CF) and a Loco Positioning System (LPS) (Bitcraze, 2019; Nguyen et al., 2018), which comprises of 6 fixed, known position anchors in the room and a tag attached to the Crazyflie. The platform provides feedback on the quadcopter position, by continuously measuring the distances between the tag and the anchors. The data transmission between the ground station PC and the Crazyflie is accomplished by 2.4GHz low-latency/long-range radio messages between the tag and the Crazyradio PA radio USB dongle connected to the PC.

By decoupling the translational and rotational dynamics of the Crazyflie with the proposed hierarchical control approach, the autonomous trajectory tracking task could be accomplished by utilizing the high-level controller on the PC. The CF has its built-in controller which can only track the references of the thrust and the roll, pitch, yaw angles. Hence, the reference quaternion from the position controller (19) needs to be transformed into these Euler angles by using relation (11) before being sent to the CF.

From Fig. 3, we see that under experiment (actual results plotted in green solid lines), the CF tracks well the reference trajectory (red dashed lines), especially along the x and the y axes. For the altitude results, there are small tracking errors due to the low precision of the LPS when measuring the height (a similar problem is mentioned in Nguyen et al. (2018)). Furthermore, we apply an external disturbance (we push) the CF three times at $t = 8.11s$, $t = 8.57s$, and $t = 14.19s$ in order to test the robustness of the position controller (19)–(20). As can be seen from Fig. 3, the controller can compensate rapidly the errors. Fig. 5 provides the 3D view of the whole simulation and experimental scenarios in which the altitude tracking errors can be clearly observed.

Fig. 4 shows the quaternion tracking performances of the CF’s built-in controller. In general, the actual quaternion results (plotted in green solid lines) follow their references (plotted in red dotted lines). The chattering behavior in the references can be diminished by choosing more appropriate control gains. The first push applied at $t = 8.11s$ has no significant effect on the system behavior. However, at $t = 8.57s$ and $t = 14.19s$, the heavier pushes do show visible effect: the references $q_1$, and $q_2$, immediately reverse their signs, which indicates the control effort of the position controller (19)–(20) to compensate the errors.

5. CONCLUSIONS

This paper presented a hierarchical control design for multicopter trajectory tracking under the quaternion representation. We first provide the differential flatness properties of the system which are further employed to design a feedback linearization position controller at the high control level. Next, at the low-level, the standard computed-torque control method is applied to stabilize the rotational sub-system around the desired quaternion sent from the position controller. The proposed approaches are illustrated through simulations and experiments over a real quadcopter platform. Future works consist in seeking a...
new flat output which may result in a less convoluted flat representation, analyzing the robustness of the controlled system under saturation inputs and disturbances, as well as testing with more aggressive trajectories.
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Appendix A. PROOF FOR THE FLAT REPRESENTATIONS OF THE QUADCOPTER DYNAMICS

Gathering the translational dynamics (9) and the norm constraint (1), we have the system of equations:

\[ m\ddot{x}/T = 2(q_0q_2 + q_1q_3), \]  
(\text{A.1a})

\[ m\ddot{y}/T = 2(q_2q_3 - q_0q_1), \]  
(\text{A.1b})

\[ m(\ddot{z} + g)/T = \sqrt{q_0^2 - q_1^2 - q_2^2 + q_3^2}, \]  
(\text{A.1c})

\[ 1 = q_0^2 + q_1^2 + q_2^2 + q_3^2. \]  
(\text{A.1d})

Squaring both sides of (\text{A.1a})–(\text{A.1c}), then taking their sum leads to:

\[ (q_0^2 + q_1^2 + q_2^2 + q_3^2)^2 = [\ddot{x}^2 + \ddot{y}^2 + (\ddot{z} + g)^2] m^2/T^2. \]  
(\text{A.2})

Replacing (\text{A.1d}) to the left hand side of (\text{A.2}), and taking the square root of both sides, the thrust can be calculated as follows:

\[ T = m\sqrt{\ddot{x}^2 + \ddot{y}^2 + (\ddot{z} + g)^2}. \]  
(\text{A.3})

Taking the sum of both sides of (\text{A.1c}) and (\text{A.1d}), we have:

\[ q_0^2 + q_3^2 = [1 + (\ddot{z} + g)m/T]/2. \]  
(\text{A.4})

Replacing (\text{A.3}) to (\text{A.4}), we arrive to \( z^2 \):

\[ q_0 = \frac{1}{\sqrt{2}} \sqrt{\ddot{z} + g} - 2q_3^2 + 1. \]  
(\text{A.5})

Rewriting (\text{A.1a}) and (\text{A.1b}) in the matrix form leads to:

\[ \begin{bmatrix} q_3 & q_0 \end{bmatrix} = \frac{m}{2T} \begin{bmatrix} \ddot{x} \\ \ddot{y} \end{bmatrix}. \]  
(\text{A.6})

Next, we have that:

\[ \begin{bmatrix} q_1 \\ q_2 \end{bmatrix} = \frac{m}{2T} \times \frac{1}{q_0^2 + q_3^2} \begin{bmatrix} q_3 - q_0 \\ q_0 \end{bmatrix} \begin{bmatrix} \ddot{x} \\ \ddot{y} \end{bmatrix}. \]  
(\text{A.7})

Replacing (\text{A.3}) and (\text{A.5}) to (\text{A.7}) leads to:

\[ \ddot{x} = -\frac{1}{\sqrt{2}} \ddot{y} \sqrt{\ddot{x}^2 + \ddot{y}^2 + (\ddot{z} + g)^2} - 2q_3^2 + 1. \]  
(\text{A.8a})

\[ \ddot{y} = \frac{1}{\sqrt{2}} \sqrt{\ddot{x}^2 + \ddot{y}^2 + (\ddot{z} + g)^2}. \]  
(\text{A.8b})

Thus, completing the proof.

\( ^2 \) We only consider \( \ddot{z} \geq -g \), which is always true for nominal operation.