Development of Tic-Tac-Toe Game Using Heuristic Search
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Abstract: Tic-tac-toe is a fun game played by two players. Before starting the game, a 3x3 square grid is formed using two vertical and two horizontal lines. The player who succeeds in placing three of their marks in a horizontal, vertical, or diagonal row is the winner. In this study, we develop a computer program where a player can challenge artificial intelligent heuristic approach (opponent) to win the game. We want to prove that artificial intelligent heuristic approach enables in giving a great performance for development of tic-tac-toe game.

1. Introduction
The tic-tac-toe is a unique game as illustrated in Figure 1. A 3x3 grid is formed by using two vertical and two horizontal lines before the game starts. The players can fill the nine spaces with any two different sign normally crosses (‘X’) and noughts (‘O’) symbols [10]. In this study, we use Visual Studio 2019 software to develop the tic-tac-toe program based on artificial intelligent (AI) heuristic approach, min-max algorithm and alpha-beta pruning algorithm. When there are no player or less number of players be able to win the game, there is an evidence that the AI approach is effective for tic-tac-toe game development.

![Figure 1. Tic-Tac-Toe game](image)

AI is the simulation of human intelligence processes by machines, especially computer systems. Artificial Intelligence exists when a machine can have human-based skills such as learning, reasoning, and solving problems [1]. Nowadays, there is a lot of applications of AI in different fields. In astronomy, AI can be very useful in solving complex universe problems. In healthcare, AI could give a better and faster diagnosis than humans can be done. AI can also be used for gaming purposes, where AI machines can be used to play strategy games like chess, where the machine can perform the best move in different
situations. In this study, AI is proposed for computer gaming where it acts as a challenger (opponent) in tic-tac-toe game.

2. Heuristics in Games
Heuristic search in AI is a technique to solve a problem faster than classic methods or to find an approximate solution when classic methods cannot. This is achieved by trading optimality, completeness, accuracy, or precision for speed. The heuristic search technique can evaluate the available information and makes a decision on which branch to follow. The heuristic technique is capable to produce a solution that is good enough for the problem. [2].

Nowadays, many effective heuristics methods has been successfully applied in various problem domains. The heuristic methods are possible to be used in game development as they can help to inspire a creative player experience. In computer games, player want to enjoy the games, and programmer needs to have heuristic skills to guide the software for winning the game. Thus, the program needs to be intelligent in order to make user (player) more exciting with the game.

3. Methodology
We firstly create the rules needs for Tic-Tac-Toe game. Then we study the theory of Minimax Search and Alpha-Beta Pruning for tic-tac-toe game, logic for game development.

3.1 Rule-based Strategy
In the Tic-Tac-Toe game, the player is required to mark the nine spaces with any two different symbols normally crosses (‘X’) and noughts (‘O’). The five rule-based strategy used in tac-tac-toe for player winning the games is given in Table 1 [3].

| Rule  | Description                                                                                                                                 |
|-------|---------------------------------------------------------------------------------------------------------------------------------------------|
| Rule 1| If the player has a winning move, take it.                                                                                                   |
| Rule 2| If the opponent has a winning move, block it.                                                                                                 |
| Rule 3| If the player can create a fork (two winning ways) after this move, take it.                                                                 |
| Rule 4| Do not let the opponent create a fork after the player’s move.                                                                               |
| Rule 5| Move in a way such as the player may win the most number of possible ways.                                                                     |

3.2 Minimax Search Algorithm
Minimax algorithm is a kind of backtracking algorithm that is used in decision theory and game theory [4]. It uses game theory, decision theory, statistics and philosophy to find the optimal move for a player, assuming that the opponent also plays optimally. It is commonly being used in two-player turn-based games such as Tic-Tac-Toe, Chess, etc. [11]

The player needs to fulfil two conditions in order to win a game. Firstly, the player needs to maximize the chance to win the game. Secondly, player needs to minimize the opponent’s winning chance. The principle of the minimax search algorithm is to find the optimal path to minimize the maximum possible loss. Two possible results, +∞ shows for computer wins, and -∞ for computer loses. The steps of the Minimax search algorithm are summarized below.

1. Construct the complete game tree
2. Evaluate scores for leaves using the evaluation function
3. Back-up scores from leaves to root, considering the player type:
   - For max player, select the child with the maximum score
• For min player, select the child with the minimum score

iv. At the root node, choose the node with maximum value and perform the corresponding move

Figure 2 illustrates the minimax algorithm, where it evaluates the leaf nodes (terminating nodes or at a maximum depth of 4) using the heuristic evaluation function. The algorithm continues evaluating the maximum and minimum values of the child nodes alternately until it reaches the root node, where it chooses the maximum value.

3.3 Alpha-Beta Pruning
Alpha-Beta Pruning algorithm is an optimization algorithm for the minimax algorithm. It reduces the computational time by a huge factor. It allows faster search and even goes into deeper levels in the game tree. It will cut off branches of game trees that does not require to be searched when there is a better movement exists [5].

Alpha-beta pruning seeks to reduce the number of nodes that needs to be evaluated in the search tree by the minimax algorithm. The alpha cut-off process shown in Figure 3, node C (MIN) cannot be more than 1 since node D returns 1. Node B with value of 4 will not search the remaining children of node C, as node A will certainly pick node B over node C for the max node. The remaining children can be aborted if alpha ≥ beta, for both the alpha cut-off and beta cut-off [12]. The steps of the Alpha-Beta Pruning algorithm fundamentally is summarized as below.

i. Search down the tree to the given depth.

ii. Once reaching the bottom, calculate the evaluation for this node.(i.e. it's utility)

iii. Backtrack, propagating values and paths

iv. Attain the minimum score of the Alpha.

Figure 3. Illustration of the Alpha-Beta Pruning Algorithm
4. Development
This section discusses the development of the tic-tac-toe games using artificial intelligence heuristics as illustrated in Figure 4. Firstly, we perform pre-production process that includes rules-based study, game prototype, and prototype testing. Secondly, we perform production process that includes programming and game design. Finally, we perform post-production process that includes maintenance and testing [6,7,9].

In the first phase, pre-production, we produce a proper prototype for game interface including gameplay ideas and features. It acts as a proof of concept and to test ideas, by modifying some of the game features. Later, we take the prototype testing result to produce the real game interface. This process allows us to gain more understanding about the final interface and the features to let users be more attracted by our game.

In the second phase, production, we focused on two parts: implementation of heuristic concept in the source code and provide more detailed design for the game. In the programming part, we provide a proper AI for perfect game [12,13]. Computer (opponent of game) needs to recognize game’s difficulty level for all possible solutions [14]. Then, we produce a design that enables the program to fix game rules. We develop a design for sound effects where it is important to give impression for the game’s delivery [8]. Then, we design attractive theme for the game and find right elements to suit the game theme. We also apply background image for each of the scene. Example of game interface is illustrated in Figure 5.

In the third phase, we perform post-production development process including maintenance and testing. Maintenance is very important next to game production, where it is necessary for programmer to recheck the source code and fix all the bugs produced after executing the game design. Then, testing is a process to test the efficiency of the game discussed in the next section.

![Figure 4. Game development process](image)

![Figure 5. Game interface](image)
5. Testing
We recruit ten players in order to test the efficiency of tic-tac-toe game that we developed. Each game consists of 3 rounds and the results are recorded in Table 2. Then, we generate a bar chart in Figure 6 to demonstrate the winner of the game. We observed that there is no player won the game against the computer (opponent). The results showed the results of 30 games (three trials given to each player), and it was found that the players win, lose, and draw the games against the computer are 0, 5, and 25 respectively.

Table 2. Result of the testing

| Player # | Win | Lose | Draw | No. of games |
|----------|-----|------|------|--------------|
| 1        | 0   | 1    | 2    | 3            |
| 2        | 0   | 0    | 3    | 3            |
| 3        | 0   | 2    | 1    | 3            |
| 4        | 0   | 0    | 3    | 3            |
| 5        | 0   | 0    | 3    | 3            |
| 6        | 0   | 1    | 2    | 3            |
| 7        | 0   | 0    | 3    | 3            |
| 8        | 0   | 0    | 3    | 3            |
| 9        | 0   | 0    | 3    | 3            |
| 10       | 0   | 1    | 2    | 3            |
| **Total**| **0**| **5**| **25**| **30**       |

Figure 6. Bar chart for players’ results against AI
6. Conclusion
This paper has discussed and developed the tic tac toe game using artificial intelligence heuristic approach. It was proved that min-max and alpha-beta pruning algorithms have extraordinary talent in giving a great performance for tic-tac-toe game.
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