Application of HL7 FHIR in a Microservice Architecture for Patient Navigation on Registration and Appointments
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Abstract—Electronic Health Record Systems (EHR-S) are commonly developed in monolithic architectures. This architectural style presents greater complexity and demands more effort when we think of interoperability. A solution proposal is the creation of Microservices that use HL7 FHIR as an interoperability strategy. In this sense, it is presented the development of a prototype, based on a microservices architecture, to act in a real scenario of Patient Navigation (PN). The problem was subdivided into 3 steps: definition of architecture, development and construction of an interface to simulate the role of the navigator. The Patient and Appointment microservices are capable of synchronous communication to query and record information. In general, the implemented architectural style not only isolates information domains but can receive data from multiple sources while maintaining essential functionality. This type of approach plays a crucial role in a hospital environment, specifically in PN, highlighting the importance of the standard and expanding the possibilities for further research to be conducted.

Index Terms—Microservices, HL7 FHIR, Patient Navigation.

I. INTRODUCTION

Interoperability in Electronic Health Record Systems (EHR-S) is becoming a functional software requirement and not just an option. We say that different systems interoperate when they can communicate over a common interface [1].

To enable interoperability among EHR-S, it is necessary to incorporate standards such as openEHR [2], ISO 13606 [3], Health Level 7 (HL7) [4], among others. In addition, there are issues such as scalability and maintainability [5] that should be addressed.

EHR-S are commonly developed as monoliths [6], [7], [8]. In this approach, there are limitations when allowing data exchange between actors involved, ranging from services isolation to issues regarding data persistence mechanisms. Other issues related to monoliths are their complexity and difficulty to scale [9].

These challenges can be minimized with a versatile architecture, such as by means of microservices. These may enable communication between EHR-S and allow strengthening the continuity of care mechanisms, with adequate use of computer resources. Continuity of care is one of the main justifications for interoperability in EHR-S [10].

An example of a solution that requires the establishment of clear mechanisms for continuity of care is Patient Navigation (PN). The PN allows assisting health professionals to provide guidance to patients on the continuous provision of care [11]. In general, the PN process consists of 3 main steps (Figure 1):

- Start of Patient Navigation, in which the diagnosis is confirmed and a care plan is evaluated;
- Patient Navigation, in which a navigation plan is built by a navigator nurse, where patients will be monitored by means of accessing the EHR data, such as appointment schedules, diagnosis, among others; and
- End of Patient Navigation, in which there is the end of treatment, or the removal of the need for navigation through evaluation.

Pautasso and collaborators identified requirements that drive the need for the development of a PN application for oncology patients that needed interoperability with existing EHR-S [11]. In other words, existing EHR-S could be reused and supplemented with new PN data when necessary. This reuse mechanism can be performed by means of interoperability standards, such as HL7 FHIR [4].
Modifying current systems to include new processes, such as PN, could take time and/or resources. To overcome this, new and current EHR-S must incorporate a versatile and connectable strategy to enable interoperability with current or legacy system. In such scenario, it is possible to reuse data from an active or legacy EHR-S. However, this reuse practice could be considerably difficult, as it frequently requires changes to support new care process not yet used in the clinical routine, as in the case of PN.

To enable a solution for such scenario, a viable solution lies in the application of HL7 Fast Healthcare Interoperability Resources (FHIR) \[4\]. The HL7 FHIR allows data exchange among different EHR-S in a standardized way. For example, common EHR data like patient registration and scheduling can be exchanged between EHR-S using services in which each of its components are made available as resources \[4\]. HL7 FHIR is under adoption in diverse clinical scenarios, including current Brazilian National Health Data Network (RNDS, Rede Nacional de Dados em Saúde) \[12\].

Considering HL7 FHIR (in isolation) may help solve some health data communication interoperability issues, we are unable to guarantee the solution of issues that are common to monoliths, as already described. In a recent study, common monoliths issues might be overcome with microservices \[13\].

The microservices architectural style is an approach to developing a single system as a set of small services, each running its own process and communicating with lightweight mechanisms, usually an Application Programming Interface (API) of HTTP resource. These microservices are:

- Built on business rules; and
- Independently implemented by fully automated deployment machines.

There is a minimum of centralized management of these microservices, which can be written in different programming languages and using different data storage technologies \[14\].

In other words, there is a need for solutions to enable health data interoperability based on the use of HL7 FHIR and microservices. To achieve this scenario, we propose the development of a prototype, based on a microservice architecture that incorporates HL7 FHIR as an interoperability strategy. As a way of describing the viability of the approach, the registration and scheduling of patients will be analyzed, simulating the procedural context of PN.

Our prototype is developed under a microservices architectural approach that uses HL7 FHIR for microservices specification. We took the scheduling and registration of the PN process in order to simulate communication with current HL7 FHIR compliant servers and to demonstrate that the approach is valid even for communication with current HL7 FHIR monolithic servers, as performed by a standard HL7 FHIR implementation from current HAPI SandBox \[15\]. We envision the combination HL7 FHIR-microservices to promote interoperability and versatility required by EHR-S, current and legacy with proper adaptations (such as data translation routines).

This article is organized as follows. First, we will present the architectural details about which technologies were used for the production and communication through microservices. Next, we will describe how microservices and HL7 FHIR are used to perform patient registration and scheduling. Subsequently, an analysis was carried out relating the results found to those in the literature. Finally, we make some considerations about these findings.

## II. METHODS

As described by \[16\], there are two communication scenarios, considering data exchange being carried among microservices and an HL7 FHIR server: (i) synchronously or (ii) asynchronously. The incorporation of an (ii) asynchronous approach, which uses the event-driven concept \[17\], has as a first step the consolidation of the (i) synchronous approach for patient registrations and schedules.

This type of approach is conceived from the construction of an architecture that involves specifying the front-end and the microservice ecosystem used as part of the back-end (Figure 2).

In order to develop current approach with HL7 FHIR (R4), we selected all resources related to appointments and scheduling. These are going to be described with more details in Section \[11\]

### A. Development

Our microservice development strategy is summarized in Figure 3.

To respect the single responsibility model, we use a Chassis Pattern, composed of five subunits: Logging, Spring MVC, Spring Web, Spring Data and FHIR Resources. The versions of
the subunits on the chassis depend on the dependency manager. For the creation of FHIR resources we use version R4.

To facilitate development, we use the Spring Framework [18]. This tool allows the developer to focus directly on the business rules to be developed, without the need to implement connections to databases or web services.

Integration with auxiliary systems happened in 2 ways:

- Through REST connections to query data already recorded in the system; and
- Access to a NoSQL database [19].

The REST layer was developed with Spring WEB [18]. This tool abstracts the development of translators for information transferred using JavaScript Object Notation (JSON), which is used in this work.

The connection via JDBC using Spring Data [20] was performed with MongoDB [21]. MongoDB records data in JSON format. All data included and used to simulate the PN process were generated manually for demonstration.

B. Communication and HL7 FHIR compliance

The REST communication incorporates a set of principles that determine how network resources should be defined and addressed to expose microservices functionalities through HTTP operations "consult", "create" or "delete" (GET, POST, PUT or DELETE). These operations allow the exchange of information over the [22] network.

For this project, we used HL7 FHIR R4 [2]. The communication was validated for HL7 FHIR compliance when communication was established with other applications that use the same version of HL7 FHIR. Specifically, the establishment of communication and data exchange was carried out between the presented application and a public reference API that fully implements the HL7 FHIR R4, in our case HAPI [15]. In case of non-compliance, HAPI returns error messages.

C. Front-end

An interface was developed to illustrate how the information generated by the system would be presented to patient navigators.

We chose to use the Bootstrap framework - a collection of HTML, CSS and JavaScript tools to create and develop web pages and applications [23]. Originally created by a designer and developer on Twitter, Bootstrap has become one of the most popular front-end frameworks and open-source projects in the world.

Thus, there is the representation of the PN context with the basic data and their processes involved in the registration and scheduling of patients [11]. In practice, a backend serving the frontend (backend for frontend or BFF) [24], [25] is responsible for interacting with the user and facilitating data exchange.

To simulate sending and receiving data, as in a real case, the HAPI Sandbox [15] was used. It provides a test environment that isolates untested code changes and direct experimentation from the production environment.

III. RESULTS

Below, we describe the main results found with the development of the proposed approach.

A. HL7 FHIR

For the development of the current strategy, the following HL7 FHIR resources were identified:

- Patient; and
- Appointment; and
- Participant, between Patient and Appointment.

These resources were included due to the fact that we identified they are enough to represent and exchange data for scheduling and registration. Resources are required for communication and are presented here as well.

The Patient resource includes descriptions for the data required to create the patient record, such as the identifier, name, date of birth, address, professional and associated organizations, among others (Figure 4).

In the Appointment resource, data such as specialty, start, end, duration, among others are included. This resource is part of the Workflow component of HL7 FHIR. The relationship between the Patient and Appointment resources is determined by a participation relationship, which creates a dependency between an individual who will be registered and the respective schedule (Figure 5).

Considering that the basis for the implementation of HL7 FHIR incorporates RESTful principles for the communication between a requester and a provider, it is (still) necessary to include certain parts in the REST API. Specifically, it was necessary to include the Bundle (Figure 6), which is part of
the HL7 FHIR REST API specification. The Bundle enables operations such as REQUEST and RESPONSE.

In practice, the Bundle provides the specification of the data that must be incorporated in the header of a JSON file, used to establish the communication mechanism.

### B. HL7 FHIR and Microservices

After defining the resources needed for scheduling and registration, the next step is to adapt the HL7 FHIR to the microservices style. This task lies on defining a persistence strategy to each microservice (Figure 7).

We subdivided the microservice into four core components (Figure 8):

- **Model**;
- **Controller**;
- **Connector**; and
- **Repository**

The **Model** includes the required attributes for the microservice from a given HL7 FHIR resource. For instance, a Patient microservice includes attributes such as name, identifier, gender, among others. A **Controller** is typically responsible for preparing a Model with data and selecting the front-end but it can also write directly to the response stream and complete the requests. Beyond that, the **Controller** connects with **Repository**, who is responsible for data persistence, and with **Connector**, responsible for the request to a FHIR Sandbox.

Next, we created the first microservice, named 'Patient'. This one is responsible for making GET requests through the HTTP protocol to a FHIR Sandbox, returning a list of patients. Additionally, it is possible to insert new patients using the POST method, thus composing the **Patient Record**.

The second microservice called 'Appointment' has the task of making GET requests through the HTTP protocol to the same FHIR Sandbox, returning a list of schedules and, thus, producing the interaction of **Scheduling Patients**.

The general structure of the microservice is composed of the microservice itself, along with an interface containing a set of data types that are used for the resource elements, shown in Figure 9.

An important detail to consider is the connection establishment mechanism required by HL7 FHIR. To establish a connection, it is necessary to adhere to the message composition protocol. This protocol includes minimal attributes for the specification such as:

- the resource type;
- the bundle type (such as document, message, transaction, transaction response, batch, batch response, history list, search results and collection); and
the resource content (such as link, fullUrl, resource, search, request and response).

C. Prototype: Schedules and consultations for Patients Navigation

The mechanism for registration and scheduling incorporated in this solution is part of the beginning of patient navigation (Figure 1). The communication established to achieve the interoperability required by the PN mechanism is exemplified in Figure 10.

In other words, the navigator will be able to access the home screen, which will request the navPatient (BFF) application, through the GET method and this will produce a new request to the Patient microservice to retrieve, by means of a HAPI server list, all patients available (Figure 11). This same procedure is replicated or the navigator decides to access the available schedules (Figure 13).

Regarding the scheduling procedure, if an event was already scheduled, the status "booked" is directly retrieved from the server (Figure 14). Otherwise, it is necessary to create a new appointment (Figure 12). It is important to note that the appointment user interface is not fully functional at this point. We hope to deliver this interface soon.

However, to insert a new patient record, the browser will ask the interface to present a form, in which the first name, surname, date of birth and gender must be inserted (Figure 14).

Based on this data, a new request will encapsulate the patient object for the Patient microservice, which will fill the header with the resource type, and the message body with the data present in the object, when it will be sent to the HAPI server. The confirmation of sending happens through a redirection to the same endpoint; and, the confirmation occurs through the log with the status "201 Created".

IV. DISCUSSION

According to James Lewis and Martin Fowler [14], the term “microservices” started to be discussed in a workshop. According to these authors, microservices were used to describe an architectural pattern that was already being explored.

In this study, we applied current practices from literature, as in the works of Jamshidi [29], Knoche and Hasselbring [30] and Newman [31]. Specifically, with a description of the process of modernizing legacy systems [40].

We chose to implement synchronous microservices to demonstrate its feasibility for deploying HL7 FHIR based applications; and, as a previous step towards evolving to an event-driven solution, such as presented by [32]. However, the synchronous solution may result in downtime [14]. This may be related to a high number of calls among microservices. The architecture behind our solution includes both, synchronous and asynchronous, steps and was presented elsewhere [33].

One of the concerns of any project is the ability to evolve. According to the developers, in general, there are two main reasons for the low incorporation of changes [14]:

- The deterioration of the internal structure of systems; and
- The high number of entry points for client applications.

In this type of scenario, the microservice architecture is adequate because it allows a high capacity for evolution, a strong separation of components and a focus on interaction between platforms [35].

On the other hand, and as stated by Jamshidi [29], a disadvantage with the increasing popularity of microservices is related to the probability of use in situations where the costs outweigh the benefits. One reason could be that a project would be better developed in a monolithic way. However, this does not mean that the architecture will no longer be modular; only that its modules will not be as isolated as with the use of microservices.

Our work sets out in detail all stages of building microservices with HL7 FHIR, something that is not so accessible in the literature. As Shoumik [13], we connect each microservice individually and to different ports using a BFF. In [13], a monolith versus microservice benchmark was carried out to consolidate safety and performance, leaving aside important details about the communication of microservices. In this study, we focus on the application of HL7 FHIR for a real healthcare scenario (process, data model and communication strategy), something that is under investigation by the healthcare software community.

An example of what we find in the community is the proposal of Shaikh [36]. In this work, there is a brief reference that there may be a relationship between microservices and HL7 FHIR. In addition, we find other initiatives that are also attentive to the future of EHR-S architectures [13], [37], and also propose the use of interoperability standards and microservices. In our work, we removed this idea from the paper and put into practice to explore the viability of this concept for the PN.

Exploring the use of HL7 FHIR, Semenov [32] studied a system to support patient’s decision. In this work, data aggregation has been proposed to the Patient resource. To perform clinical modeling, a desktop application [58] was used to focus on the functional aspect but hiding the complexity of FHIR. For the problem they were trying to solve, this may be seen as positive, but it is not recommended to initially make abstractions when trying to study the feasibility of migrating the monolith to a microservice architecture [39].

The works above reflect a high interest in the theme. However (and as already mentioned), there is little related literature. Existing works do not incorporate details and clear steps. This fact opens up opportunities for further studies.
to be carried out in this area. In this work we use the REST (synchronous) mechanism for queries and data records encapsulating the HL7 FHIR. In addition, we make HL7 FHIR aspects explicit by declaring resources, the chassis pattern and how they communicate under a synchronous microservices-based architecture.

However, as in the present study, the application of microservices with EHR-S still needs further evaluation, as described by Bucchiarone [39]. In a real EHR-S context, there is still no evidence of how expensive it is to migrate a monolithic EHR-S to microservices, even with known architectural benefits. Other concerns may be related to security issues regarding data exchange in applications with microservices. For instance, [40] presented some countermeasures or recommendations towards protecting microservice-based systems of attacks, including authentication, authorization, data encryption, single-sign-on solutions, among others. In this study, we did not include any security measures because we were focusing on enabling communication solely. This is the main reason for using manually generated data only to simulate the PN process. However, we are aware of the measures which should be taken for a production environment, considering also aspects from ISO/IEC 27000 standards [41] (in general) and ISO 27799:2016 [42] for healthcare.

Even considering the benefits and the incorporation of HL7 FHIR to microservices, some difficulties were encountered.
The first (and biggest) of them was the understanding of what a microservice is, how big and how it differs from a service, e.g. when related to a Service Oriented Architecture (SOA).

To assemble the architecture, it took many hours of study to obtain deviations from the monolithic pattern, which is an architectural style under adoption in current applications. Another obstacle to be overcome was the scarcity of practical materials on the subject, as it is still a new topic for the academy, considering this movement begun in the industry [31].

Our study faces limitations regarding the evaluation strategy employed. Whereas our goal was just to present the prototype and to see if the approach works, we currently lack results regarding usability and evaluation under a real-world scenario (i.e. exchanging health data under production environment). Performance evaluation in relation to systems based on Service Oriented Architecture (SOA) based system is out of the scope of the current approach.

V. FINAL CONSIDERATIONS

In this work, we present the development of a prototype, based on a microservice architecture that incorporates HL7 FHIR as an interoperability strategy. The feasibility of the approach was determined based on the creation of a solution for registration and scheduling patients as a way to simulate the procedural context of PN.

According to literature, microservices allows some advantages such as:
- **Scalability**: possibility to develop new services without impacting existing ones;
- **Resilience**: a failure is not able to compromise the entire system; and
- **Flexibility**: each microservice can use the language and resources that suits the developers needs.

HL7 FHIR coupled with microservices may deliver an important degree of flexibility to EHR-S development and deploy. HL7 FHIR and microservices might be of interest and require further investigation under the EHR and EHR-S research and industry communities.

From a practical point of view and in accordance with the guidelines identified in literature, the separation of FHIR resources in microservices to compose a PN system is a feasible approach. This is also feasible to our work, which focus in a realistic application.

When compared to the literature, this work fits into a restricted set of few available approaches. Even so, it allows expanding the possibility of conducting new research in which not only the traditional concepts are used (such as REST), but other asynchronous approaches.

As part of an ongoing work [16], there is the intention of incorporating an asynchronous approach to communication and data exchange. One possibility for this, already under analysis and development, is the use of an event-driven approach, by means of a message server, such as Apache Kafka [43].

Other possible extension is the incorporation of the PN approach in a scenario where the EHR-S server fully incorporates interfaces with the HL7 FHIR to establish direct exchange of EHR data (GET/POST). We envision, in the near future, testing the approach in a production environment in order to evaluate how our architecture behave and supports a proper healthcare setting coupled with a HL7 FHIR production server.
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- **Resilience**: a failure is not able to compromise the entire system; and
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HL7 FHIR coupled with microservices may deliver an important degree of flexibility to EHR-S development and deploy. HL7 FHIR and microservices might be of interest and require further investigation under the EHR and EHR-S research and industry communities.
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