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Abstract

This paper describes an experimental offside detection system that will be capable of detecting offside passes during a game of soccer. Soccer is the world’s most popular and most televised sport. In recent years, FIFA has implemented goal line technology in order to end controversial goals/missed goals during high profile competitive matches. The most contentious aspect of the sport is the offside rule and its many controversial calls or lack of calls. Sometimes the linesmen cannot see the passage of playing fast enough to make a correct decision. Being similar to goal line technology, people have requested offside technology to help the linesmen and to reduce the number of incorrect offside calls in a game. This paper describes a working offside detection system that can accurately detect offside passes. Positional data was exported from a VICON infrared motion tracking camera system and a MATLAB script was written so that it can analyze the positions of the players and the ball and determine if a pass was offside.
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1. Introduction

The purpose of this project is to design and develop an experimental offside detection system that will be capable of detecting offside passes during a game of soccer. Soccer is the world’s most popular and most televised sport. Every year, thousands of players from all across the world compete in some of the most competitive and prestigious leagues. In recent years, FIFA [1], soccer’s governing body, has implemented goal line technology in order to end controversial goals/missed goals during high profile competitive matches. This has been a step in the right direction, however, there are still many issues in the world of soccer.
The most contentious aspect of the sport is the offside rule and its many controversial calls or lack of calls. There have been countless instances when a player is wrongfully ruled offside after scoring a game changing goal. There have also been many cases in which a player has scored a game winning goal and the player was not ruled to be offside when the play should have been stopped. Incorrect offside calls have the potential to ruin games. Sometimes the linesmen, the referees in charge of judging offside calls, cannot see the passage of playing fast enough to make a correct decision. There are many cases in which a ball is played too quickly for anyone to make the correct call. Being similar to goal line technology, people have called out for offside technology to help the linesmen and to reduce the number of incorrect offside calls in a game. That is why the objective of this project is to create a working offside detection system that can accurately detect offside passes. Positional data will be exported from the system and a MATLAB script will be written so that it can analyze the positions of the players and the ball and determine if a pass was offside.

2. Methods

1) The Offside Rule

In order to understand how this offside detection system is going to function, one must understand the offside rule first. The offside rule is defined as follows [2]: “A player is offside when he/she is nearer to the opponent’s goal line than the second to last opponent when the ball is played/passed from one player to the player that is nearest to the goal line. Being level with the second to last opponent does not constitute being offside, neither does being level with both the last two opponents if they happen to be in line”. When judging the condition of being “nearer”, only a player’s head, torso, legs, and feet are taken into consideration. The player’s arms do not count. A player cannot be offside in his/her own half of the pitch regardless of where he/she is positioned in relation to the ball or members of the opposing team. In order for a player to be considered offside, he/she must be involved in active play. This can be accomplished in two ways. One is to be interfering with the play, or if the player is interfering with an opponent.

2) VICON System Specifications & Setup

A VICON motion tracking camera system [3] and software was used for the development of this system. The College of Arts & Media currently has a VICON system in the Digital Animation Center (DAC). This VICON system consists of 20 Bonita 10 infrared tracking cameras and they are placed along the edges of the room. The cameras all face the center of the room where an 18’ × 14’ space is designated for digital motion tracking. Each Bonita 10 camera has a maximum frame rate of 250 fps. The lens has an operating range of 13 meters and a maximum field of vision that is 70.29˚ × 70.29˚. The DAC normally uses a VICON software called BLADE for their animation and motion capture needs. Fortunately, VICON also provides a software called Tracker which tracks the
positions of rigid bodies and exports that data as a file, or in real time if needed. VICON was generous and provided a free month-long trial of their Tracker software for this project. The Bonita 10 cameras track rigid bodies via the use of reflective markers. In order to create a rigid body in the system, the reflective markers need to be grouped into unique clusters [4]. Each pattern must be unique, otherwise the cameras will confuse one cluster for another and combine or remove desired rigid bodies. Figure 1 shows some of the reflective markers used in this project.

Once the reflective markers have been put into unique clusters, the next step is to strap them onto the desired rigid bodies. In this project, the objects that need to be tracked are each player’s legs, torso, and head. There are four players involved in this simulation, so a total of four heads, four torsos, and eight legs need to be tracked. Figure 2 shows an example of how the markers were strapped onto the players.

Once each player has been strapped with their designated markers, the next step is to use the Tracker software to create the rigid bodies. Once the cameras have been calibrated and set, the software will recognize each marker and each unique pattern and create a rigid body. Each rigid body can be labeled so that one can keep track of which rigid body belongs to each player. Figure 3 shows how each rigid body is represented in the software for each player and the ball.

Additionally, the ball that will be used during this project also needs to be tracked by the VICON camera system. Since the reflective markers that are used to track the players are spheres, they cannot be used to track the ball. The reflective markers would keep the ball from rolling. The solution to this problem was
to use OptiTrack reflective tape. The reflective tape was cut into small circles and placed in unique patterns across the ball so that the software could identify the ball as its own rigid body. Figure 4 shows the ball and the reflective tape used for tracking.

3) Single Pass Simulation

In this project, simulations were conducted with four players. Players 1 and 2 were part of Team A. Team A was the attacking team making the passes. Players 3 and 4 were part of Team B. Team B was the defending team setting the offside line. Figure 5 shows the position of both teams before and after the single pass was made.

It can be seen that the only object that moves is the ball. This was a way to control the offside line in order to ensure that they algorithm correctly identified the type of pass. In this situation, the ball is at rest and is passed only once. This simulation was conducted twice. Once for an onside pass and once for an offside pass. In the first pass, player 1 passes the ball to player 2. Both players are behind players 3 and 4, and therefore onside. In the second pass, player 2 is in front of players 3 and 4 and therefore in an offside position. Figure 6 shows the loop in the algorithm that was used to determine the frames in which the ball was moving and shows the first 22 frames.

The loop runs through all the position changes in the X-direction of the ball and finds any frame where the ball has traveled more than 10 millimeters. Once it has found these frames, it places them in the vector shown in Figure 6. The first frame in the vector is where the pass was made. The rest of the algorithm would then find the player’s position at this frame and determine if the pass was onside or offside. This report will not go into further detail about the methods used for the single pass scenarios. This report will instead have an in depth look at the methods used for the final running simulation [5].

4) Final Running Simulation

Once the code had been created for a single pass, the next step was to modify the algorithm and run a simulation where all players are constantly changing positions, thus changing the offside line. Figure 7 shows an example of the changes in player position for the final simulation.
Figure 4. Ball and its reflective markers.

Figure 5. Static trial player positions before & after pass.

```matlab
%% One side forward pass
%% Analyzing the Ball

% Calculate how Deltas
D_Ball = dist(ball);
Deltas_Ball = abs(D_Ball);

k = find(Deltas_Ball(1,4)>10);
z = Deltas_Ball(1,4);

movingFrames = [];
index = 1;

for i = 1:length(k)-1
    delta = k(i+1)-k(i);
    if delta<0
        movingFrames(index) = k(i);
        index = index + 1;
    end
end

movingFrames = movingFrames;

% Pass is started at movingFrames(1) at this point in the code
% Now need to compare the positions of all players at the index/frame...
% When pass was made, i.e. if pass made at frame 466. Find position...
% Of all players at frame 466 and compare.
```

Figure 6. Loop to determine moving frames.
This running simulation is the final run that is to be analyzed by the algorithm. For this project, the running simulation lasted 2 minutes and 9 seconds. The code was altered so that it could read all passes sequentially. In order for the algorithm to detect passes, the positional data needed to be loaded onto MATLAB. The data for each rigid body was exported as an excel file. Figure 8 shows the way the data was formatted for all rigid bodies.

The software tracks six different types of positional data for each rigid body. Columns one through three are the rotational positions in the X, Y, and Z directions. These are measured in radians. Columns four through six are the translational positions in the X, Y, and Z directions. These are measured in millimeters. This project will only focus on columns four through six for each rigid body since the translational data is what will be analyzed. In this simulation, the ball was passed under three different conditions. The first type of pass that was observed was when the ball was at rest and was then kicked. In order to determine when the ball was kicked, the code looks at the changes in the X-direction. If the changes in the X-direction went from less than 10 mm per frame to greater than 10 mm per frame, then the ball was considered to be in motion, and thus passed at that specific frame. Figure 9 shows the changes in the X-direction for the ball at frame 2944.

The majority of the passes happened under these conditions. Figure 10 shows how the code was written to capture the frames where these pass conditions were met.

The second type of pass that was observed was when the ball was passed vertically. In this scenario, the code needed to read the changes in the Y-direction for the ball. The same conditions were applied as in the first type of pass. If the changes in the Y-direction went from less than 10 mm per frame to greater than 10 mm per frame, then the ball was considered to be in motion, thus passed at that specific frame. Figure 11 shows the changes in the Y-direction for the ball.

Only one pass fell under this criterion and that was at frame 561. Figure 12 shows how the code was written to determine the frame where this pass condition was met.
Figure 8. Exported positional data for player 3 head first five frames.

| Frame | Sub Frame | RX (rad) | RY (rad) | RZ (rad) | TX (mm) | TY (mm) | TZ (mm) |
|-------|-----------|----------|----------|----------|---------|---------|---------|
| 1     | 0         | -0.43266 | 0.539482 | 0.0564   | 697.985 | -1718.96| 1613.23 |
| 2     | 0         | -0.397319| 0.521966 | 0.04231  | 701.481 | -1716.14| 1613.45 |
| 3     | 0         | -0.407936| 0.531558 | 0.04096  | 705.444 | -1714.86| 1613.23 |
| 4     | 0         | -0.39644 | 0.514076 | 0.0436   | 709.124 | -1711.97| 1613.28 |
| 5     | 0         | -0.406556| 0.516764 | 0.04654  | 712.853 | -1710.84| 1612.92 |

Figure 9. Column 4 shows ball changes in X-direction at frame 2944 for pass Type 1.

```plaintext
% Frame
% VX analyzing the ball

% Parameters
T = [2]; seconds (not time of simulation)
Apx = Frame/4;
mp = 4; frame=1 to frame over
% Evaluation function
Basis = add(masses)
Detect_Ball = abs(Ball)
% Find Ball(Ball_ID(:,1),:)

% Identification when passes are made
% Masses(1) = Ball is on court end then in is pass
Pass = 0;
```

Figure 10. Pass type 1 code for determining relevant frames.

```plaintext
% Frame
% Detect Ball(Ball_ID(:,1),:)
% Detect_Ball(:,1)=1
% Detect_Ball(:,2)=Ball_ID(:,2)
Pass = Detect_Ball(1,:);
Pass(inds) = Pass;
```

Figure 11. Column 5 shows ball changes in Y-direction at frame 561 for pass type 2.
The final type of pass that was observed was when the ball had already been passed and was passed again by the receiving player while the ball was still in motion. In this scenario, the ball was never at rest between passes and thus needed to be analyzed in a different way. For this scenario, the velocities of the ball at each frame were determined. If the changes in the X-direction were greater than 10 mm per frame, but there was a sign change in the velocities, then the frames where the sign changes occurred were considered a pass. Figure 13 shows the changes in the X-direction for the ball at frame 2304.

There is a sign change in the velocities at frame 2304 (Figure 14). This means that a pass was made at this frame. Figure 15 shows how the code was written to calculate the velocities at each frame and how the sign changes were found.

Finally, once pass frames had been isolated, various loops were created in the algorithm that would compare the positions of each player’s legs, torso, and head at those frames. A final loop was created to compare those positions between the attacking players and the defending players. Figure 16 shows how the player’s positions at all relevant frames were found.

The final section in the algorithm then determined if the pass was onside or offside. Figure 17 shows the final loops in the code that determined offside passes.

3. Results

The results for the single pass simulations can be seen on Table 1.

The results determined from the algorithm match the results that were obtained by visually confirming the pass from the simulation videos that were recorded from the software.

The running simulation is more complex than the single pass simulations. In order to determine the number of passes and their status, the frames where the passes were made needed to be determined. Table 2 shows the number of passes and their corresponding frames.

There were 45 passes in total throughout this simulation. However due to glitches in the system as well as gaps in the data due to camera limitations, only 43 out of the 45 passes were recognized by the cameras. This is further explained in the Discussion section of this report. The missing passes did not affect the
Figure 13. Columns 4 shows ball changes in X-direction at frame 2304 for pass type 3.

Figure 14. Shows the calculated velocities for the frames around frame 2304.

Figure 15. Pass type 3 code for determining relevant frames.

Table 1. Results for the single pass simulations.

| Frame | Status     | Frame | Status     |
|-------|------------|-------|------------|
| 466   | Onside     | 157   | Offside    |
Figure 16. Code for determining player positions at relevant frames.

```matlab
%% Analyzing Players Positions at Pass

PL_P_value = [PL_P_value, PL_P_value, PL_P_value, PL_P_value];
PL_LL_value = [PL_LL_value, PL_LL_value, PL_LL_value, PL_LL_value];
PL_RR_value = [PL_RR_value, PL_RR_value, PL_RR_value, PL_RR_value];
PL_T_value = [PL_T_value, PL_T_value, PL_T_value, PL_T_value];

end

%% Determining Onside/Offside Pass

A_Attacking = [A1 A2];
A_Offside = [A3 A4];
Offside_Line = [];
ind2 = 1;
for i = 1:length(A_Offside)
    Offside_Line(ind2) = max(A_Offside(i, :));
    ind2 = ind2 + 1;
end

Offside_Line = Offside_Line';

V_final = [];
ind3 = 1;
for i = 1:length(Passes)
    V_final(ind3) = v1(Passes(i));
    ind3 = ind3 + 1;
end
V_final = V_final';

Pass_Decision = [];
ind4 = 1;
for i = 1:length(Offside_Line)
    if (max(A_Attacking(i, :)) > Offside_Line(i) && V_final(i) > 0)
        Pass_Decision(ind4) = ('OFFSIDE');
        ind4 = ind4 + 1;
    elseif (max(A_Attacking(i, :)) < Offside_Line(i) || V_final(i) < 0)
        Pass_Decision(ind4) = ('Onside');
        ind4 = ind4 + 1;
    end
end

Pass_Decision = Pass_Decision';
Pass_Numbers = [1:length(Passes)]';
T = table(Pass_Numbers, Pass_Decision);
```

Figure 17. Final loops for determining offside passes.


Table 2. Number of passes & corresponding frames their corresponding frames.

| Pass | Status | Pass | Status | Pass | Status | Pass | Status | Pass | Status |
|------|--------|------|--------|------|--------|------|--------|------|--------|
| 1    | 108    | 11   | 2944   | 21   | 5687   | 31   | 8771   | 41   | 12,037 |
| 2    | 329    | 12   | 3206   | 22   | 5957   | 32   | 9591   | 42   | 12,320 |
| 3    | 561    | 13   | 3446   | 23   | 6178   | 33   | 10,039 | 43   | 12,420 |
| 4    | 903    | 14   | 3723   | 24   | 6398   | 34   | 10,347 |
| 5    | 1178   | 15   | 4016   | 25   | 6612   | 35   | 10,574 |
| 6    | 1354   | 16   | 4342   | 26   | 7105   | 36   | 10,854 |
| 7    | 1631   | 17   | 4621   | 27   | 7569   | 37   | 11,120 |
| 8    | 1869   | 18   | 4907   | 28   | 7836   | 38   | 11,362 |
| 9    | 2144   | 19   | 5218   | 29   | 8237   | 39   | 11,612 |
| 10   | 2304   | 20   | 5485   | 30   | 8468   | 40   | 11,781 |

results of this project. Once the number of passes and their corresponding frames had been identified, the algorithm was able to determine whether each pass was onside or offside. Table 3 shows the final results of the running simulation for each pass. Table 4 shows the results from the visual confirmation of each pass and is favorably compared to the simulation results given in Table 4.

4. Conclusion

In conclusion, the offside detection system prototype has successfully identified onside and offside passes. Table 3 and Table 4 in the results section are identical. This means that the algorithm accurately determined the status of all 43 passes in the simulation. The success of the prototype is a major step towards the advancement of technology in soccer.

5. Discussion

Even though the prototype was a success, there were some limitations to the design. The biggest limitation to the design was the fact that the Tracker software was not meant to track a large number of rigid bodies at once. Since each rigid body had to be comprised of a unique pattern of reflective markers, it became difficult to have enough different patterns for each rigid body as the number of rigid bodies increased. Additionally, the software would sometimes confuse one rigid body for another if two players got too close to one another. If one player ran past another, there were instances where the markers on one player’s leg were too close to another player’s leg, thus creating one rigid body that the software could not recognize. As a result, there are gaps in the data that was exported from the software. Fortunately, these gaps did not occur at the instances where the passes were made. However, moving forward, this could be an issue if the gaps were to occur during important sections of the simulations.

Gaps in the data did not only occur when multiple rigid bodies got too close to one another. They also occurred whenever the ball was in motion. Since the
Table 3. Pass results from algorithm.

| Pass_Numbers | Pass_Decision |
|--------------|---------------|
| 1            | Onside        |
| 2            | Onside        |
| 3            | Onside        |
| 4            | Onside        |
| 5            | Offside       |
| 6            | Onside        |
| 7            | Onside        |
| 8            | Onside        |
| 9            | Onside        |
| 10           | Offside       |
| 11           | Onside        |
| 12           | Onside        |
| 13           | Onside        |
| 14           | Offside       |
| 15           | Onside        |
| 16           | Onside        |
| 17           | Onside        |
| 18           | Offside       |
| 19           | Onside        |
| 20           | Offside       |
| 21           | Onside        |
| 22           | Onside        |
| 23           | Offside       |
| 24           | Onside        |
| 25           | Offside       |
| 26           | Onside        |
| 27           | Onside        |
| 28           | Onside        |
| 29           | Offside       |
| 30           | Onside        |
| 31           | Offside       |
| 32           | Onside        |
| 33           | Offside       |
| 34           | Onside        |
| 35           | Offside       |
| 36           | Onside        |
Continued

| Pass | Status | Pass | Status | Pass | Status | Pass | Status |
|------|--------|------|--------|------|--------|------|--------|
| 37   | Offside| 38   | Onside | 39   | Offside| 40   | Onside |
| 41   | Onside | 42   | Onside | 43   | Onside |

Table 4. Pass results from visual confirmation of simulation recordings.

| Pass | Status | Pass | Status | Pass | Status | Pass | Status |
|------|--------|------|--------|------|--------|------|--------|
| 1    | Onside | 11   | Onside | 21   | Onside | 31   | OFFSIDE|
| 2    | Onside | 12   | Onside | 22   | Onside | 32   | Onside |
| 3    | Onside | 13   | Onside | 23   | OFFSIDE| 33   | OFFSIDE|
| 4    | Onside | 14   | OFFSIDE| 24   | Onside | 34   | Onside |
| 5    | OFFSIDE| 15   | Onside | 25   | OFFSIDE| 35   | OFFSIDE|
| 6    | Onside | 16   | Onside | 26   | Onside | 36   | Onside |
| 7    | Onside | 17   | Onside | 27   | Onside | 37   | OFFSIDE|
| 8    | Onside | 18   | OFFSIDE| 28   | Onside | 38   | Onside |
| 9    | Onside | 19   | Onside | 29   | OFFSIDE| 39   | OFFSIDE|
| 10   | OFFSIDE| 20   | OFFSIDE| 30   | Onside | 40   | Onside |

Software needs to see all reflective tape marks on the ball in order to establish it as a rigid body, the bottom portion of the ball did not have any reflective tape on it. This resulted in gaps in the data whenever the ball rolled since the bottom portion of the ball would end up on top while in motion. When this happened, the cameras would momentarily lose track of the ball for a few frames. The cameras would detect the ball once it had completed a rotation and all pieces of tape were visible yet again. These gaps in the data affected two of the passes during the simulation. Frames 9175 and 12,202 saw two short and quick passes between players 1 and 2. Since there were gaps in the data, the software did not track these passes. Fortunately, both of these passes were onside and happened at a short distance where they did not affect the results of the simulation. All offside passes were accurately tracked and were not affected by the gaps in the data. Additionally, there were some movement restrictions throughout this project. The VICON system was located inside a computer lab/classroom, therefore all passes needed to remain on the ground. The ball needed to be passed at a reasonable speed so that no equipment or students would get injured.

Moving forward there are many improvements that could be made to this experimental offside detection system. The main improvement that can be made is to improve the camera system. The VICON system works great and the infrared
tracking is accurate. However, in a real game setting this system will be impossible to use. The infrared tracking will simply not work in an outdoor environment. In order for the cameras to detect the reflective markers, there needs to be zero sunlight in the room and all other reflective surfaces need to be covered up. Additionally, in a real game setting it is not practical to have spherical trackers on the player’s bodies. One solution is to utilize reflective tape on the players so that they can move as they normally would. However, this would only be practical in an indoor setting. The best way to move forward is to adopt a camera system that uses artificial intelligence and machine learning to detect color and track objects based on color. There have been numerous research studies done within the last 10 years and the technology is there. In a real game setting these cameras can be used outdoors and would be able to track the colors of each team’s jerseys. The VICON system does however work accurately and effectively in terms of the scope of this project. This project is the foundation for what is meant to be a radical change in the world of soccer. Offside technology is years away from being perfected, however this project has demonstrated that it can be done accurately and effectively given the proper resources. The purpose of this project has been completed and the main objective has been met. The VICON infrared camera system can accurately detect offside passes. This technology can be used to aid the referees and officials to fairly influence the outcome of soccer games.
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