LeptonInjector and LeptonWeighter: A neutrino event generator and weighter for neutrino observatories
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Abstract

We present a high-energy neutrino event generator, called LeptonInjector, alongside an event weighter, called LeptonWeighter. Both are designed for large-volume Cherenkov neutrino telescopes such as IceCube. The neutrino event generator allows for quick and flexible simulation of neutrino events within and around the detector volume, and implements the leading Standard Model neutrino interaction processes relevant for neutrino observatories: neutrino-nucleon deep-inelastic scattering and neutrino-electron annihilation. In this paper, we discuss the event generation algorithm, the weighting algorithm, and the main functions of the publicly available code, with examples.

Program Summary:

Program Titles: LeptonInjector and LeptonWeighter
CPC Library link to program files: (to be added by Technical Editor)
Developer’s repository links: https://github.com/icecube/LeptonInjector and https://github.com/icecube/LeptonWeighter
Licensing provisions: GNU Lesser General Public License, version 3.
Programming Language: C++11
External Routines:

- Boost
Nature of problem: \texttt{LeptonInjector}: Generate neutrino interaction events of all possible topologies and energies throughout and around a detector volume.

\texttt{LeptonWeighter}: Reweight Monte Carlo events, generated by a set of \texttt{LeptonInjector} Generators, to any desired physical neutrino flux or cross section.

\textbf{Solution method}: \texttt{LeptonInjector}: Projected ranges of generated leptons and the extent of the detector, in terms of column depth, are used to inject events in and around the detector volume. Event kinematics follow distributions provided in cross section files.

\texttt{LeptonWeighter}: Event generation probabilities are calculated for each Generator, which are then combined into a generation weight and used to calculate an overall event weight.

1. \textbf{Introduction}

Neutrinos have been measured in a wide energy range from MeV energies in solar and reactor experiments to PeV energies in neutrino telescopes \cite{1}. Different neutrino interaction processes \cite{2} are relevant in this wide energy range, from e.g. coherent-neutrino scattering \cite{3} at very small momentum ($Q^2$) transfer, to very large $Q^2$ processes which create $W$ bosons \cite{4, 5, 6, 7, 8} and heavy quark flavors \cite{9}. However, deep-inelastic scattering \cite{10} is always the dominant process above $\sim 10$ GeV. This broad energy range has led to the development of various neutrino event generators used by experiments to simulate neutrino interactions \cite{11, 12, 13, 14}, most of which have been optimized for GeV neutrino energy ranges and sub-megaton target mass detectors \cite{12}. Such generators are not optimal for gigaton-scale neutrino detectors, often known as neutrino telescopes, such as the currently operating IceCube Neutrino Observatory at the Amundsen-Scott South Pole Station \cite{15} and next-generation observatories such as KM3NeT \cite{16} in the Mediterranean Sea and GVD in Lake Baikal \cite{17}.

The first neutrino telescope event generators started their simulation at the Earth’s surface \cite{18, 19, 20, 21}, which required solving two distinct problems: neutrino transport through the planet and the generation of neutrino events near the sensitive volume. The first such event generator was \texttt{NUSIM} \cite{19}, developed in the 1990s for the Antarctic Muon and Neutrino Detector Array (AMANDA); see also \cite{22} for a similar effort for ANTARES. \texttt{NUSIM} established the fundamental concepts of what would later evolve into this project by breaking the problem of event generation into a three-step procedure. First a neutrino energy was randomly drawn from a prior distribution, then forced to interact somewhere near the detector, and finally an event weight would be calculated and applied \cite{19}. This process relied on costly calculations of survival probability of the neutrino through the entirety of the Earth, and tightly coupled the generation and interaction of each neutrino to the calculation of its event weight.

In 2005, \texttt{NUSIM} was ported to C++ and released as the All Neutrino Interaction Simulation (\texttt{ANIS}) \cite{20}, and then modified and adopted into the IceCube internal framework \cite{23} as neutrino-generator, or \texttt{NuGen}. The basic simulation scheme remained unchanged, although with each
Figure 1.1: A diagram illustrating the different event generation and weighting steps for traditional methods compared with the LeptonInjector and LeptonWeighter philosophy.

update of the software the scope of features grew and the fundamental features and techniques of the algorithm were further refined and optimized. In the past five years, efficient algorithms to solve the neutrino transport problem have become publicly available [21, 24, 25, 26, 27, 28, 29], allowing the possibility of simplifying event generation to only consider the problem of event generation in and around a volume near the detector. This allowed the event generation scheme to be separated into two standalone and publicly-available software projects: LeptonInjector [30] and LeptonWeighter [31]. This separation is not only convenient from software maintenance point of view, but also facilitates optimizations in different energy ranges. For example, IceCube’s analyses focusing in EeV energies [32], where the Earth is opaque to neutrinos, have used the JAVA-based JULieT [21, 33] software package for neutrino transport. JULieT, much like the C++-based nuSQuIDS [24, 25] package, has the computational advantage of solving Earth propagation using a set of differential equations instead of a Monte Carlo approach. The combination of software presented in this work allows for the user to choose the neutrino transport solution that best suits their needs. This simulation technique, the LeptonInjector/LeptonWeighter (LI/W), and traditional techniques are illustrated in Figure 1.1

In this paper, we will describe the structure and function of the LeptonInjector software package, as well as a companion package called LeptonWeighter. In Section II we describe the basic functionality of LeptonInjector, focusing on the structure of the software (Section II.A), the injection of particles into the detector (Section II.B), and a comparison between the output of LeptonInjector and NuGen. Section III contains a description of LeptonWeighter and provides examples of reweighted neutrino samples from various physical sources of neutrinos. We conclude in Section IV. Details of the event and file structures provided by the software packages, as well as example driver scripts, are provided in Supplemental Material.

2. LeptonInjector

LeptonInjector is written in C++ with boost-python bindings, and uses Photospline [34] for the cross sections needed for kinematic variable sampling. A standalone version of the code is
publicly available from the IceCube GitHub repository [30]. In the description of the software that follows, we use monospace font to refer to libraries and packages, bold font to refer to classes, and italic font to refer to members of a class.

LeptonInjector is capable of simulating neutrino events of all flavors over a wide range of energies from 10 GeV to 100 PeV and beyond, undergoing neutrino-nucleon interaction in the Deep Inelastic Scattering (DIS) regime and antineutrino-electron scattering producing $W$ in a Glashow Resonance (GR) interaction, ($\bar{\nu}_e + e^- \rightarrow W^-$). The initial event energy is sampled according to a single power-law spectrum at any desired spectral index, and final state kinematics are sampled from spline interpolations of the differential cross sections for the relevant interaction. These splines are saved in FITS files generated by Photospline [34]. For optimum efficiency, the spectrum of generated events would match the physical one. Atmospheric and astrophysical neutrino fluxes, for example, follow a power-law flux. As it is often desirable to maintain large sample size at high energies, events can be generated at one flux and subsequently reweighted to any physical flux using LeptonInjector’s sister software package LeptonWeighter, available at [31]. Because the event generation starts from near the detector, the primary neutrino energy will be guaranteed to follow the spectral index of event generation; this is not the case for event generators beginning at the Earth’s surface.

To facilitate the reweighting, LeptonInjector creates configuration objects complete with a full description of all relevant event generation parameters. LeptonWeighter uses these configuration files to reweight events to any desired physical distribution.

Following the event generation, described in this work, the IceCube Monte Carlo proceeds using the following publicly available packages. First, leptons are propagated using PROPOSAL [35], a software package based on MMC [36], while hadronic or electromagnetic showers are propagated by the Cascade Monte Carlo (CMC) package, which implements the physics described in [37] and [38, 39, 40]. Next, Cherenkov photons arising from the charged particles are simulated by direct photon propagation using CLSim [41, 42] or PPC [43, 44]. Finally, a detector response is produced using a proprietary detector simulation.

LeptonInjector requires two kinds of objects: one or more Injectors and a Controller. An Injector object represents one primary neutrino type and one interaction channel, one cross section model to guide interactions, a number of neutrinos to be injected, and one parameter to control the sampling of the interaction vertex: ranged or volume mode, which are described in Section 2.1. In practice, the type of primary neutrino and interaction channel are specified in the Injector as a pair of particles that would be generated in such an interaction. These final state particles are called finalType1 and finalType2, and the order of these particles are strictly defined in Table 2.1. A ‘Hadrons’ particle is used to represent the hadronic shower produced by the recoiling nucleus from the DIS interaction and the hadronic decay channel from a $W$ produced in a GR interaction. Ideally the propagation of the hadronic showers would be simulated directly using GEANT4 or a similar particle interaction framework, although this process is far too computationally expensive to be practical. Instead, a parametrization is used for the propagation of the hadronic shower, developed through GEANT4 simulations, as described in [38].

The Controller defines energy ranges, azimuth and zenith ranges, and a spectral index of the primary neutrino as shown in Table 2.2. One or more Injector objects must be assigned to a Controller as well as the destinations for the output files. Once the Controller is configured, the simulation is initialized by calling the Execute member function. The Controller iterates over its member Injectors, with each combining the Controller’s flux properties with its own injection parameters into a Generator, and generating events until reaching their target number as set by the user. This process is illustrated in Figure 2.1. In both ranged and volume injection modes,
Table 2.1: Final State Particles. Final state particle types are given, in the right two columns, for various possible desired interactions.

| Event Type | Interaction | finalType1 | finalType2 |
|------------|-------------|------------|------------|
| Nu{E,Mu,Tau} | CC          | {E,Mu,Tau}Minus Hadrons |
| Nu{E,Mu,Tau} | NC          | Nu{E,Mu,Tau} | Hadrons    |
| Nu{E,Mu,Tau}Bar | CC          | {E,Mu,Tau}Plus Hadrons |
| Nu{E,Mu,Tau}Bar | NC       | Nu{E,Mu,Tau}Bar | Hadrons    |
| NuEBar      | GR          | Hadrons    | Hadrons    |
| NuEBar      | GR          | {E,Mu,Tau}Minus | Nu{E,Mu,Tau}Bar |

Injectors generate a ‘primary’ neutrino according to a power-law spectrum with the configured spectral index. This ‘primary’ neutrino is the neutrino as it was in the instant before interaction. The direction of the primary neutrino is sampled uniformly from the allowed ranges in azimuth and cosine of zenith. The event location is selected according to the injection mode, which is described in detail later in Section 2.1.

Table 2.2: Flux Properties. Parameter names are given in the left column, their description in the center column, and values on the right column. These parameters are chosen with respect to the desired flux. The allowed energy range is driven by the extent of the provided cross section tables.

| Parameter | Description | Allowed ranges |
|-----------|-------------|----------------|
| $E_{\nu}^{\min}, E_{\nu}^{\max}$ | Neutrino injected energy | [100 GeV, 1 EeV] |
| $\gamma$ | Spectral index power law | $(\infty, \infty)$ |
| $\theta_{\nu}^{\min}, \theta_{\nu}^{\max}$ | Injected primary zenith angle | [0, π] |
| $\phi_{\nu}^{\min}, \phi_{\nu}^{\max}$ | Injected primary azimuth angle | [0, 2π] |

The event kinematics are defined in terms of the Bjorken $x$ and Bjorken $y$ kinematic variables. As shown in Eq. (2.1), Bjorken $y$ is the fractional energy carried away by the out-going lepton in a DIS interaction and Bjorken $x$ is the fraction of primary-particle momentum transferred by the weak interaction. These two variables are given by

$$y = 1 - \frac{E_f}{E_i}$$
$$x = \frac{4E_iE_f \sin^2 \theta}{2m_p(E_i - E_f)},$$

(2.1)

where $\theta$ is the angle between the trajectories of the initial- and final-state leptons, $m_p$ the proton mass, and $E_i$ and $E_f$ are the energies of the initial and final state lepton, respectively.

The Bjorken quantities are sampled, using b-splines from a joint 3D probability density function in the logarithm of each of $E_i$, $x$, and $y$ space, using the Metropolis-Hastings algorithm [45]. Final state particle energies and deviations from the injected primary direction are then calculated analytically according to these kinematic variables. Events are written to an HDF5 file as they are generated, and a LeptonInjector Configuration (LIC) file is written in parallel storing the exact configuration settings used for generation including both differential and total cross sections used. These LIC files are structured binary data files containing a header for meta-data, including a version number, and may evolve over time. The backwards-compatibility of LIC files is of importance, and will be maintained in future versions of LeptonInjector and...
Figure 2.1: Flowchart displaying the iterative process by a Controller prepares to generate, and then generates events. The Generator object is used by LeptonInjector to store all necessary information to simulate events.
Parameter Description Defaults IceCube Example

**InjectionRadius** Max distance of closest approach from origin for injection 1200 m 900 m

**EndcapLength** Possible longitudinal extent of injection from point of closest approach 1200 m 900 m

**CylinderRadius** Radius of injection cylinder 1200 m 700 m

**CylinderHeight** Height of injection cylinder 1200 m 1000 m

Table 2.3: **Detector Properties.** Parameter names are given in the left column, their description in the middle-left column, and Defaults on the middle-right column. These parameters are chosen to cover the detector. Example parameters for the IceCube Neutrino Observatory are provided on the far-right column.

**LeptonWeighter.** The structure of the HDF5 files and exact specifications of the LIC files are described in Appendices Appendix A and Appendix B, respectively.

2.1. **Injection**

The two modes for injecting events are ranged mode and volume mode; each accepts and requires the parameters described in Table 2.3.

In volume mode, a cylinder, oriented vertically, is constructed around the origin according to specified parameters and an interaction point is selected uniformly within that cylinder’s volume. This injection mode is suitable for simulating events which are approximately point-like for the purposes of detection, such as neutral-current interactions and charged-current $\nu_e$ interactions which produce particle showers which are fairly short in dense media compared to the size of the detector.

The ranged mode process is illustrated in Figure 2.3. This mode is intended as a counterpart of the volume injection mode. Ranged mode is suitable for simulating events where the detection is due to visible daughter particles ($\mu^\pm, \tau^\pm$) which travel through dense media for distances comparable to or larger than the size of the detector. It ensures sampling of interaction positions, over the whole volume of a target detector, both as far away as possibly visible to the detector due to daughter particles leaving the interaction, and proportional to local material density. A typical example of an interaction type in this category is the charged-current $\nu_\mu$ interaction.

During generation in ranged mode, a direction for the primary neutrino is first chosen within the allowed range of azimuth and zenith angles; this is shown in Figure 2.3a. Then, as in Figure 2.3b, a point is randomly chosen from a disk of radius InjectionRadius centered at the origin and perpendicular to the sampled direction; this point will be the point of closest approach (PCA) of the injected neutrino’s projected path. The distance from the sampled PCA to the origin is called the impact parameter. Next, a range of possible positions along this path is determined in which the interaction position may be sampled. This includes two ‘endcaps,’ specified as lengths (EndcapLength) on either side of the disk containing the PCA, and a maximum lepton ‘range.’ The endcaps are added to ensure that events are sampled over the entire volume of the detector, and the range is computed to account for the maximum distance that the charged lepton daughter
Sample Neutrino Energy

Sample x and y from Cross Sections

Sample Direction

Sample Direction and Point of Closest Approach (PCA)

Get column depth of two endcap lengths through PCA

Add to maximum column depth range of lepton at PCA

Could we sample outside Earth?

yes

Trim column depth

no

Sample true column depth uniformly between zero, max

Convert column depth to distance, measured from PCA

Interaction Point is distance back from an endcap length past PCA

Sample Interaction Point From Cylinder

Calculate final state event kinematics

Figure 2.2: A flowchart demonstrating the process of generating an event.
of the interaction may travel. This maximum distance is calculated according to

$$R_\mu(E) = \frac{1}{d_b} \log \left( 1 + E \frac{d_a}{d_b} \right), \text{ and}$$

$$R_\tau(E) = R_\mu(E) + \left( 3.8 \times 10^4 \right) \log \left( 1 + \frac{1}{5.6 \times 10^7} \right),$$

with $d_a = 0.212/1.2 \text{ [GeV mwe}^{-1}]$ and $d_b = (0.251 \times 10^{-3})/1.2 \text{ [mwe}^{-1}]$ [46]. $R_\mu$ and $R_\tau$ represent the maximum ranges, in meters water equivalent, for 99.9% of muons and taus of energy $E$ in GeV respectively. The factor of 1.2 is to account for the observed deviations from the fits producing these max range functions. The maximum deviation was less than 20%, and as such $d_b$ is appropriately scaled.

The range of possible positions is converted to common units of column depth by taking into account the density of the material along the line formed by the two endcap lengths, including both local material around the detector and the Earth more generally, using a variation of the Preliminary Reference Earth Model (PREM) [47], which we have extended with three uniform-density layers: a 2.6 km thick clear-ice layer, a 200 m thick firm layer, and a 103 km atmosphere layer; these are demonstrated in Appendix C. These extra layers cover the entire Earth, and are required to accurately distribute the events, with respect to depth, in ranged mode. This gives the preliminary maximum column depth within which the generator should ideally sample the interaction point. The geometry of this calculation is shown in Figure 2.3c. The model of the surrounding material is then integrated again, to determine whether the amount of column depth desired from the preliminary calculation actually exists along the path; at high energies it may not if the lepton range is sufficient to extend outside the outermost layer of the Earth model. In this case, the maximum column depth is reduced to the physically available value, as in Figure 2.3d. The resulting column depth is called the total column depth. The amount of column depth the neutrino should traverse before interacting is then sampled uniformly between zero and this total column depth, and then converted to a physical position along the chosen path by a final integration of the material model as shown in Figure 2.3e.

2.2. Comparisons

Prior to this generator, in IceCube, the primary neutrino event generator has been NuGen. Similar to LeptonInjector, NuGen has been used to generate both up- and down-going neutrino events of all flavors and neutrino type; it has been used for the Monte Carlo event generation of numerous studies in IceCube and is thoroughly vetted. As part of the development of LeptonInjector, comparisons were made between identical MC samples generated by LeptonInjector and NuGen’s “Detector Mode,” which uses an injection scheme roughly analogous to LeptonInjector’s ranged mode. Events of all flavor, for both neutrino and anti-neutrino primaries, were generated for each neutrino type at a spectrum of $E^{-1}$ over all azimuth angles and up-going zenith angles. A comparison of the spectra of injected lepton energies are shown in Figure 2.5, and a comparison of the average inelasticity parameter as a function of primary neutrino energy is shown in Figure 2.4b. Additional comparisons were carried out for distributions of Bjorken $x$ and $y$, and the opening angle between injected particles, and were all found to be in agreement.

LeptonInjector was also verified to produce events with a realistic distribution of final state kinematics. Among other tests, to this end, we compared a large sample of generated events with the theoretical predictions of the final states resulting from CC, NC, and GR interactions, for
(a) A direction (orange) is chosen and a perpendicular disc of radius \( \text{InjectionRadius} \) is constructed.

(b) A point of closest approach is randomly sampled on that \( \text{InjectionRadius} \) disk.

(c) Preliminary column depth calculation of the lepton range (red) plus two \( \text{EndcapLengths} \) (blue).

(d) If the actual column depth available is less than the column depth computed in part (c), reduce it appropriately.

(e) Sample uniformly from the total column depth available for insertion depth.

Figure 2.3: Visualization of the ranged injection process and geometry.
which we use [48] to model the DIS interactions and the analytical expressions given in [4, 10] for the GR. Figure 2.4a compares the average inelasticity for an interaction of a given energy for neutral- and charged-current interactions with both neutrinos and anti-neutrinos; results from a five-year IceCube study on inelasticity distributions are overlaid [49] along with a flux-averaged LeptonInjector sample. This trend closely follows the predictions of [48]; see [50] for an extended discussion.

3. LeptonWeighter

The events produced by the LeptonInjector algorithm described in Section 2 are generated at an arbitrary rate chosen by the user; LeptonWeighter allows these events to then be re-weighted to any physical neutrino flux and interaction cross section. Here, we briefly explain the reweighting procedure.

Suppose a sample of events was generated according to some ansatz distribution \( \Phi(E) \), e.g. according to

\[
\frac{dN}{dE} = \Phi(E),
\]

(3.1)

where \( E \) is the neutrino energy and \( dN/dE \) is the expected flux density. To re-weight the sample to a uniform distribution in energy, a weight \( w_{\text{event}} \) is applied to each event, inversely proportional to the generating probability density:

\[
w_{\text{event}}(E_0) = \frac{1}{\Phi(E_0)},
\]

(3.2)

where \( E_0 \) is the energy of the event. Suppose instead two sub-samples were generated from distributions \( \Phi_a \) and \( \Phi_b \), with the same domain in energy, and were then combined into one. To re-weight events in the combined sample to a uniform distribution, a weight of

\[
w_{\text{event}}(E_0) = \frac{1}{\frac{\Phi_a(E_0)}{13} + \frac{\Phi_b(E_0)}{13}}
\]

(3.3)
Figure 2.5: Comparison between LeptonInjector and NuGen’s Detector Mode for the spectrum of the energies of leptons produced in the interactions. Total event energies were sampled with a 1 TeV minimum. Note that the LeptonInjector and NuGen lines are directly superimposed.

would be applied. This is the generation weight, and accounts for the probability that either distribution could produce any given event. Events can then be re-weighted to a new distribution by evaluating their probability density in the new distribution and dividing by the generation weight.

Extending this to LeptonInjector, the probability density that a given Generator could have produced an event for each event is

\[ p_{MC} = \frac{N_{gen}}{\Omega_{gen} A_{gen}} \times \frac{1}{\rho_{gen}(\ell)} \times \frac{\frac{\partial^2 \sigma}{\partial x \partial y}}{\sigma_{total}} \times \frac{\Phi(E)}{\int_{E_{min}}^{E_{max}} \Phi(E) dE} \]  

(3.4)

where \( \Omega_{gen} \) is the solid angle over which events were generated, \( \Phi(E) \) is the power-law flux spectrum of the Generator, \( A_{gen} \) is the integrated area of the sampling surface, \( \rho_{gen}(\ell) \) is the local mass density of targets, \( X_{col} \) is total column depth of targets in the sampling region, \( N_{gen} \) is the total number of generated events, and \( \partial x \partial y \) and \( \sigma_{total} \) are the differential and total cross sections evaluated for the event, respectively. As a result, \( p_{MC} \) has units of \( \text{sr}^{-1} \text{cm}^{-3} \text{GeV}^{-1} \). For a single MC generator, whose exact definitions are discussed in [51], the generation weight is the inverse of the generation probability density:

\[ w_{gen} = \frac{1}{p_{MC}}. \]  

(3.5)

In the regime of small neutrino interaction probability, an event’s final weight, in units of \( \text{s}^{-1} \), is approximately given by

\[ w_{event} = \sum_{\{gen\}} \frac{X_{col} \rho_{physical}(\ell) \times \frac{\partial^2 \sigma}{\partial x \partial y}}{M_{target} \times \Phi_{physical}} \times w_{gen}. \]  

(3.6)

where \( \{gen\} \) indicates the set of generators, \( M_{target} \) is the molar mass of the target, \( \Phi_{physical} \) is the desired physical flux of neutrinos at the detector, \( N_{A} \) is Avogadro’s constant, \( X_{col} \) is calculated
as

\[ X_{\text{physical}}^{\text{col}} = \int_{\ell_i}^{\ell_f} \rho_{\text{physical}}(\ell) d\ell \]  

(3.7)

along the path \( \ell \) the particle would take to interact, and \( \partial_x \sigma \) is the differential cross section evaluated for the event. Note that \( X_{\text{physical}}^{\text{col}} \) is the physical column density between the generation boundaries \( \ell_f \) and \( \ell_i \), which are not necessarily the same across different generators. If the physical and generation density models are the same, then the \( \rho_{\text{physical}}(\ell)/X_{\text{physical}}^{\text{col}} \) and \( \rho_{\text{gen}}(\ell)/X_{\text{gen}}^{\text{col}} \) terms cancel. For a more complete description of the weighting that covers non-negligible interaction probabilities, see Appendix \ref{appendix:d}.

This weighting calculation procedure is implemented in the \texttt{LeptonWeighter} C++ library and Python module; it is available in \cite{31}. \texttt{LeptonWeighter} uses the LIC files generated by \texttt{LeptonInjector} to calculate the above generation weights, then a user-specified cross section and flux to calculate event weights.

![Figure 3.1: Several re-weightings of the same sample with one year of live-time. Top-left: unweighted, top-right: re-weighted to an \( E^{-2} \) astrophysical flux, bottom-left: re-weighted to an atmospheric flux, bottom-right: re-weighted to a sample with non-standard interactions used propagation of atmospheric neutrinos. Here an extra, lepton-number violating, non-diagonal, term has been added to the neutrino propagation Hamiltonian.](image-url)
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Figure 3.1: Several re-weightings of the same sample with one year of live-time. Top-left: unweighted, top-right: re-weighted to an \( E^{-2} \) astrophysical flux, bottom-left: re-weighted to an atmospheric flux, bottom-right: re-weighted to a sample with non-standard interactions used propagation of atmospheric neutrinos. Here an extra, lepton-number violating, non-diagonal, term has been added to the neutrino propagation Hamiltonian.
3.1. Code Structure

LeptonWeighter divides its functionality into distinct components: fluxes, cross sections, Generators, and Weighters. Flux objects are constructed to define a flux to which a sample should be weighted. CrossSection objects are similarly constructed with paths to locally saved FITS files of the same format as those used by LeptonInjector, and are used to define the cross sections used to weight the sample’s events. LeptonWeighter constructs Generators by reading LIC files from disk and deserializing them. These Generators contain the exact simulation parameters used by LeptonInjector to generate events, and are able to calculate the generation weight for any event following a process illustrated in Figure 3.2.

LeptonWeighter creates a Weighter object by using a list of Generators, a Flux object, and a CrossSection object. The Weighter object uses an event’s properties, see Figure A.1 in the Appendix, to calculate a weight as defined by Eq. (3.6). Figure 3.1 demonstrates an all-flavor Monte Carlo sample composed of equal parts neutral- and charged-current DIS events, generated using an $E^{-2}$ spectrum, and re-weighted to multiple different fluxes. The top-left plot shows the unweighted sample; the top-right left plot shows the sample reweighed to an astrophysical flux and weighted to the CSMS calculation of the DIS cross section [48]; the bottom-left is re-weighted to an atmospheric neutrino flux and convolved with the same DIS cross sections [48]; the bottom-right plot shows the sample re-weighted to an atmospheric neutrino flux, with non-standard neutrino interaction (NSI) parameter strength of $\epsilon_{\mu\tau} = 2 \times 10^{-1}$. See [52] for a precise definition of this parameter and nuSQuIDS [24, 25] for the NSI implementation used.

In general, the weighting scheme allows to modify an already generated Monte Carlo set to any cross section that maps onto the same final states. For example, the DIS cross section could be a perturbative QCD calculation such as the CSMS@NLO [48] or the BGR@NNLO calculation given in [53] or a phenomenological estimate using the colour-dipole model [25]. Similarly for the Glashow process one could use the original tree-level calculation in [4] or the updated calculation including radiative corrections given in [54].

4. Broader applications

Although LeptonInjector and LeptonWeighter have principally been developed for use by IceCube, the injection and weighting techniques are broadly applicable for experiments that need to simulate natural sources of neutrinos above 10 GeV. To adapt the software to other experiments we must account for differences in detector geometry and material composition within and around the detector.

The size of the injection region can be easily adjusted by changing the InjectionRadius, EndcapLength, CylinderRadius, and CylinderHeight parameters to encompass the extent of the detector. As long as the detector occupies a significant fraction of this cylindrical volume, the event injection remains efficient.

The material model used by LeptonInjector and LeptonWeighter has a simple implementation that models the Earth as a series of cylindrical shells with a radially varying polynomial density distribution. The polar ice cap is modeled as an offset spherical shell, also with a radially varying polynomial density. This implementation works well for detectors embedded in media that conform to spherical symmetry such as KM3NeT [16] in the Mediterranean Sea. However, this approach to the material model breaks down when the symmetry is broken, as is the case for GVD in Lake Baikal [17] and the 17 kt liquid Argon modules planned for DUNE [55]. To accommodate these experiments a more detailed software model of the surrounding material
Figure 3.2: A flowchart illustrating the process for calculating the individual weights of a collection of events.
would need to be implemented. As long as the injection and weighting procedures query the updated material mode, no other modifications should be necessary.

5. Conclusions

Here we have presented the first publicly available neutrino telescope event generator for GeV-PeV+ energy ranges that factorizes the problem of Earth and atmospheric propagation from the event generation. The valid energy range of the generator is not limited by the software, but by the input cross sections provided by the user. The default CSMS cross section [48] provided with the code has less than 5% uncertainty in the 100 GeV to 100 EeV energy range. The factorization allows for streamlined and efficient production of neutrino events. LeptonInjector, along with its sister software LeptonWeighter, satisfy the needs of generating events for gigaton-scale neutrino observatories. The current implementation contains the most significant processes relevant to current analyses performed by these observatories, however we expect that this work will be extended as new calculations are made available and newer experimental needs arise. To this end, the code discussed in this paper follows an open-source model. Improvements recently proposed in the literature include: adding sub-leading neutrino interactions such as interactions with the nuclear coulomb field [5, 6, 7, 8], which is expected to be a 10% contribution at 1 PeV; use of updated DIS models such as those given in [29]; inclusion of trident neutrino events [56, 57, 58, 59, 8]; inclusion of nuclear effects on interactions [53]; inclusion of new physics processes such as production of heavy-neutral leptons [60, 61, 62] or dark neutrinos [63, 64, 65, 66, 67]; inclusion of new neutrino interactions mediated by light Z-prime [68, 69, 70]; among others.
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**Appendix A. LeptonInjector Event Structure**

All LeptonInjector events from a single process are saved to a single HDF5 file. Each Injector used in the generation process is given its own dataset inside the HDF5 file with four lists containing an entry for each event generated. Two lists are stored for the two final state particles’ parameters, a third list contains the initial state particles’ parameters, and a fourth list contains overall parameters for the events. Each of the event-entries in each of the three lists of particles contain, in order: a number differentiating whether it is initial or final state, the particles’ PDG ID [71], the particles’ positions, the particles’ directions in radians, and the particles’ energies. The overall properties stored for each event are shown in Figure A.1. The impact parameter and total column depth are defined in Section 2.1 and shown graphically in Figures 2.3b and 2.3d.

**MC Events**

- **totalEnergy** energy of the interacting neutrino. [GeV]
- **Zenith** initial zenith of the lepton. [rad]
- **Azimuth** initial azimuth of the lepton. [rad]
- **finalStateX** Bjorken $x$ of the interaction. [dimensionless]
- **finalStateY** Bjorken $y$ of the interaction. [dimensionless]
- **finalType1** Code of first final state particle. [dimensionless]
- **finalType2** Code of second final state particle. [dimensionless]
- **initialType** Code of parent particle. [dimensionless]

**Ranged/Volume Quantities**

- **impactParameter** sampled distance from PCA to origin [cm]
- **totalColumnDepth** column depth considered for interaction. [g cm$^{-2}$]
- **z** distance above the xy-plane [cm]
- **radius** distance from the $z$-axis [cm]

**LeptonInjectorWeight** Event flux-less weight. [GeV cm$^2$ sr]

**SUPPL. FIGURE A.1: Lepton Injector Monte Carlo event structure.**
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Appendix B. LIC File Structure

Data serialized in the LIC file is written little-endian, regardless of machine architecture. When a LIC file is first opened, the **Controller** either overwrites any existing file with the same destination name or begins appending to the end of such an existing file. This behavior follows according to user-specification. If a new file is being written or an existing one overwritten, a block is first written to the file enumerating all **LeptonInjector** particle types. A header is first written specifying the size of the block, the name of the enumeration, and the length of the enumeration. Then the name and number of each entry in the particle enumeration is written.

 Afterwards, each time a new **Generator** is prepared, the **Controller** writes a new block to the LIC file. Each of these blocks is prefaced with a header specifying the size of the block, the name of the block, and the version of the **LeptonInjector** serialization code used to write the block. Then, all relevant generation parameters are written to the block.

Appendix C. Earth Model Density

**LeptonInjector** uses a modified Preliminary Reference Earth Model (PREM) for column depth calculations around the injection region. The density profile of which is shown in Figure C.1.

![Supplemental Figure C.1](image)

**SUPPL. FIGURE C.1:** The density of the **LeptonInjector** Earth model as a function of depth from the edge of Earth’s atmosphere.

Appendix D. Weighting

The generation procedure produces a set of neutrino properties that include the position, direction, energy, neutrino type, interaction type, and final state kinematic properties. The Supplemental Material– S2
distribution of these properties at generation may differ from those we would expect in a physical scenario, so the weighting procedure is designed to correct for these differences. Beyond the distribution differences, weighting also corrects for differences in dimensionality and raw numbers of events. In our prototypical scenario, the weight of an event is dimensionless so only a correction factor to the total number of events is needed (\(N_{\text{physical}}/N_{\text{gen}}\)).

In the case of ranged injection we can separate the generation probability density of an event into several independent components

\[
P_{\text{gen}} = p_{\text{gen}}^{\text{neutrino type}} \times p_{\text{gen}}^{\text{interaction type}} \times p_{\text{gen}}^{\text{energy}} \times p_{\text{gen}}^{\text{direction}} \times p_{\text{gen}}^{\text{impact}} \times p_{\text{gen}}^{\text{depth}} \times p_{\text{gen}}^{\text{kinematics}}.
\]

(A1)

The generators in \textit{LeptonInjector} only deal with one neutrino and interaction type each, so \(p_{\text{gen}}^{\text{neutrino type}}\) and \(p_{\text{gen}}^{\text{interaction type}}\) will either be one or zero depending on if the event matches what can be produced by the generator. Similarly, \(p_{\text{gen}}^{\text{energy}}\) is the probability distribution of injected neutrino energies which is zero for events with neutrino energies outside the bounds of the generator. Directions are distributed uniformly in ranged injection and so \(p_{\text{gen}}^{\text{direction}} = 1/\Omega_{\text{gen}}\) where \(\Omega_{\text{gen}}\) is the total solid angle available to the generator. The \(p_{\text{gen}}^{\text{impact}}\) term is the probability distribution related to the impact parameter and angle; since events are sampled uniformly on a disk, this term is the inverse of the disk area, \(p_{\text{gen}}^{\text{impact}} = 1/\Omega_{\text{gen}}\), for events intersecting the disk and zero otherwise. Events are sampled uniformly with respect to column depth along the considered line segment, so the positional distribution of events can be described as \(p_{\text{gen}}^{\text{depth}} = \rho_{\text{gen}}(\ell)/x_{\text{gen}}^\text{column}\) where \(\rho_{\text{gen}}(\ell)\) is the local target mass density where the event is injected and \(x_{\text{gen}}^\text{column}\) is the total column depth of targets along the considered line segment. Finally, \(p_{\text{gen}}^{\text{kinematics}}\) is the probability distribution of the events kinematic variables; for charged current and neutral current events this is \(p_{\text{gen}}^{\text{kinematics}} = (\partial_{xy}, \sigma_{\text{gen}}^{\text{impact}})/(\sigma_{\text{gen}}^{\text{total}})\).

These terms in the generation probability must then be paired with their physical counterparts. Since our hypothesis can specify the number of neutrinos per type, the neutrino type can be neglected beyond this number correction and the \(p_{\text{gen}}^{\text{neutrino type}}\) term from the generator. The energy, direction, and impact terms all have their counterpart in the neutrino flux \(\Phi_{\text{physical}}\), which specifies the physical neutrino distribution in energy, direction, area, and time. The flux, when paired with a detector livetime \(L_{\text{physical}}\) also specifies the total number of neutrinos \(N_{\text{physical}}\) by the relation

\[
L_{\text{physical}} \times \Phi_{\text{physical}} = N_{\text{physical}} = p_{\text{physical}}^{\text{neutrino type}} \times p_{\text{physical}}^{\text{energy}} \times p_{\text{physical}}^{\text{direction}} \times p_{\text{physical}}^{\text{impact}} \times p_{\text{physical}}^{\text{depth}} \times p_{\text{physical}}^{\text{kinematics}}.
\]

(A2)

The remaining terms, \(p_{\text{gen}}^{\text{interaction type}}\), \(p_{\text{gen}}^{\text{depth}}\), and \(p_{\text{gen}}^{\text{kinematics}}\), deal with the neutrino interaction itself, which requires special care. The generation process assumes that the neutrino interacts within a certain region and with a specific interaction type. In reality, neutrinos on a path to the detector are potentially subject to any of several different interactions, and may pass through the Earth entirely unimpeded. Thus, we need to account for the probability that the neutrino in the physical scenario would interact within the region considered by the generator \(p_{\text{physical}}^{\text{interaction}}\), the depth distribution of all neutrino interactions within that region \(p_{\text{physical}}^{\text{depth}}\), the probability that a specific interaction occurs once the interaction point has been chosen \(p_{\text{physical}}^{\text{interaction}}\), and finally the kinematic distribution \(p_{\text{physical}}^{\text{kinematics}}\). The former two terms, \(p_{\text{physical}}^{\text{interaction}}\) and \(p_{\text{physical}}^{\text{depth}}\), depend explicitly on the line segment considered by the generator when choosing the neutrino interaction vertex. The interaction probability can be cast in terms of the “survival” probability, \(p_{\text{physical}}^{\text{interaction}} = 1 - p_{\text{physical}}^{\text{survival}}\), the probability that the neutrino will pass through the region without interacting. The survival
probability is given by

\[ p_{\text{survival}}^{\text{physical}} = \exp \left( -\int_{\ell_i}^{\ell_f} \sum_{p,i} n^p_{\text{physical}}(\ell) \sigma^{\text{tot},p,i}_{\text{physical}} \right) \tag{A3} \]

where \( p \) iterates over the possible targets (usually nucleons and electrons), \( i \) iterates over interaction types, and \( n^p_{\text{physical}}(\ell) \) is the density of target \( p \) at a point \( \ell \) along the considered line segment. Thus,

\[ p_{\text{physical}}^{\text{interaction}} = 1 - \exp \left( -\int_{\ell_i}^{\ell_f} \sum_{p,i} n^p_{\text{physical}}(\ell) \sigma^{\text{tot},p,i}_{\text{physical}} \right) \tag{A4} \]

Another way of writing this is in terms of the total column depth for each target \( X^{\text{col},p}_{\text{physical}} \), target molar mass \( M_p \), and Avagadro’s number \( N_A \), such that

\[ p_{\text{physical}}^{\text{interaction}} = 1 - \exp \left( -N_A \sum_{p,i} (X^{\text{col},p}_{\text{physical}}/M_p) \sigma^{\text{tot},p,i}_{\text{physical}} \right) \tag{A5} \]

The implementation in LeptonWeighter groups protons and neutrons together and assumes that the molar mass of nucleons is 1 g mol\(^{-1}\). The depth distribution \( p_{\text{depth}}^{\text{physical}} \) follows a similar form as the survival probability, but is normalized within the generation bounds such that

\[ p_{\text{depth}}^{\text{physical}} = \exp \left( -\int_{\ell_i}^{\ell_f} \sum_{p,i} n^p_{\text{physical}}(\ell) \sigma^{\text{tot},p,i}_{\text{physical}} \right) / \int_{\ell_i}^{\ell_f} \exp \left( -\int_{\ell_i}^{\ell_f} \sum_{p,i} n^p_{\text{physical}}(\ell) \sigma^{\text{tot},p,i}_{\text{physical}} \right) \tag{A6} \]

which can similarly be recast in terms of the density or column depth. The last two terms, \( p_{\text{physical}}^{\text{interaction}} \) and \( p_{\text{physical}}^{\text{kinematics}} \), depend only on the position and type of the interaction, and so are independent of the generator. Once we assume that an interaction occurs at a known location, the probability of a specific interaction \( p_{\text{interaction}}^{\text{physical}} \) is the ratio of total cross sections at that location

\[ p_{\text{interaction}}^{\text{physical}} = (\sigma^{\text{tot},i}_{\text{physical}})/(\sum_j \sigma^{\text{tot},j}_{\text{physical}}) \]

where the subscript \( j \) iterates over all possible interactions. For the chosen interaction type, the kinematic distribution is simply

\[ p_{\text{kinematics}}^{\text{physical}} = (\partial_{\text{phys}} \sigma^{\text{tot},i}_{\text{physical}})/(\sigma^{\text{tot},i}_{\text{physical}}) \]

in the case of charged or neutral current interactions.

By pairing up the terms we can see all the effects that are accounted for in the event weight

\[ w_{\text{MC}} = \frac{N_{\text{physical}}}{N_{\text{gen}}} \frac{p_{\text{interaction}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{interaction}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{energy}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{energy}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{depth}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{depth}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{kinematics}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{kinematics}}^{\text{physical}}}{p_{\text{gen}}} \tag{A7} \]

Practical implementations of this replace some of the physical terms with the flux and livetime to obtain the event weight

\[ w_{\text{MC}} = \frac{L_{\text{physical}}}{N_{\text{gen}}} \frac{\Phi_{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{interaction}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{interaction}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{energy}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{energy}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{depth}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{depth}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{kinematics}}^{\text{physical}}}{p_{\text{gen}}} \frac{p_{\text{kinematics}}^{\text{physical}}}{p_{\text{gen}}} \tag{A8} \]

When simulation is created using multiple generators we must consider the probability that a particular event may be generated in either generator, regardless of which generator it originated.
The behavior we desire is such that events from non-overlapping regions of the parameter space retain their original single-generator weights, but events that reside in the overlap regions are down-weighted to account for the overlap. The event weight then takes the form

\[ w_{MC} = \left( \sum_i \left( p_{\text{physical}}^i \right)^{-1} \times p_{\text{gen}}^i \right)^{-1}, \tag{A9} \]

where the superscript \( i \) denotes the different generators, \( p_{\text{physical}}^i \) is the physical contribution to the weighting, and \( p_{\text{gen}}^i \) is the generation contribution to the weighting. Note the superscript \( i \) on the physical contribution is there because the terms \( p_{\text{ph}}^{\text{interaction}} \) and \( p_{\text{ph}}^{\text{depth}} \) depend on the particular generator. If the generation settings governing the line segment along which the event is injected are common to all generators then this dependence can be dropped and \( p_{\text{physical}} \) can be factored out.

The above description in the weighting starts from the ranged injection procedure, but only minor modifications are needed for this to be applicable to volume injection. The difference arises from the \( p_{\text{gen}}^{\text{depth}} \) and \( p_{\text{gen}}^{\text{impact}} \) terms on the generation side and \( p_{\text{physical}}^{\text{depth}} \) and \( p_{\text{physical}}^{\text{interaction}} \) on the physical side. These generation terms are directly analogous to steps in the ranged injection procedure where the position of closest approach and interaction vertex position are chosen. In the volume injection, the interaction vertex is chosen in a single step, so we can replace these two generation terms with the single \( p_{\text{gen}}^{\text{position}} \) term which is a uniform probability density along the line segment within the injection cylinder and zero outside. The physical terms only differ in that the line segment considered for the calculation now must come from the volume injection procedure. Specifically, the line segment considered passes through the interaction vertex following the injected neutrino direction, beginning and ending at the boundaries of the injection cylinder.

These differences between the ranged and volume injection mean that the physical contributions to the weighting will differ between the two, and must be calculated separately for each event if both methods are used in the event generation.

Finally, the approximation used in Eq. 3.6 can be obtained by expanding the depth and interaction terms for a vanishing product of the interaction cross section and column depth. For the column depths and cross sections used in LeptonInjector, this approximation remains valid for sub ZeV neutrino energies.

**Appendix E. Generation Example**

This Python example is included in the LeptonInjector source code. It creates an Injector in Ranged mode for producing CC muon-neutrino events of initial energy between 1000 GeV to 100 000 GeV, and outputs the data to an HDF5 file.

```python
import LeptonInjector as LI
from math import pi
import os

xs_folder = os.path.join(os.path.dirname(__file__), '..')

n_events = 1000
diff_xs = xs_folder + '/test_xs.fits'
total_xs = xs_folder + '/test_xs_total.fits'

# Ranged Mode, described in Section II.A
is_ranged = True
```
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# Particles chosen for NuMu-CC using Table II.1

\[ \text{final}_1 = \text{LI. Particle. MuMinus} \]
\[ \text{final}_2 = \text{LI. Particle. Hadrons} \]

# Build the Injector object described in Section 2

```python
the_injector = LI.injector( n_events, final_1, final_2, diff_xs, total-xs, is_ranged)
```

\[ \text{deg} = \frac{\pi}{180} \]
\[ \text{minE} = 1000. \quad \text{[GeV]} \]
\[ \text{maxE} = 100000. \quad \text{[GeV]} \]
\[ \text{gamma} = 2. \]
\[ \text{minZenith} = 80.*\text{deg} \]
\[ \text{maxZenith} = 180.*\text{deg} \]
\[ \text{minAzimuth} = 0.*\text{deg} \]
\[ \text{maxAzimuth} = 180.*\text{deg} \]

# constructing the Controller object described in Section II

```python
controller = LI.Controller( the_injector, minE, maxE, gamma, minAzimuth, maxAzimuth, minZenith, maxZenith)
```

# specify the output

```python
controller.Output("./data_output.h5")
controller.LICFile("./config.lie")
```

# Starts the Process, as illustrated in Figure II.1

controller.Execute()

---

## Appendix F. Weighting Example

The following Python example is included in LeptonWeighter. It reads a set of generated events and computes the weights of for a given neutrino cross sections and fluxes. The result is stored in an HDF5 file for later usage.

```python
import LeptonWeighter as LW
import h5py as h5
import numpy as np

# These objects are all defined in Section III.A

# Create generator
# if there were multiple LIC files, you would instead make a list of Generators
net_generation = [LW.MakeGeneratorsFromLICFile("config.lie")]

# This cross section object takes four differential cross sections (dS/dEdx)
# Neutrino CC–DIS xs
# Anti–Neutrino CC–DIS xs
# Neutrino NC–DIS xs
# Anti–Neutrino NC–DIS xs
cross_section_location = "/path/to/cross_sections/"
xs = LW.CrossSectionFromSpline(
    cross_section_location+"/dsdxdy_nu_CC_iso.fits",
    cross_section_location+"/dsdxdy_nubar_CC_iso.fits")
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```
# GeV unitless GeV
flux_params={ 'constant': 10**-18, 'index':-2, 'scale':10**5 }
liveTime = 3.1536e7 # [s]

flux = LW.PowerLawFlux( flux_params[ 'constant' ] , flux_params[ 'index' ] , flux_params[ 'scale' ] )

# build weighter
weight_event = LW.Weighter( flux , xs , net_generation )

def get_weight( props ):
    """
    This function takes the "properties" object from a LI-Event. It then calculates and returns the weight
    """
    LWevent = LW.Event()
    LWevent.energy = props[0]
    LWevent.zenith = props[1]
    LWevent.azimuth = props[2]
    LWevent.interaction_x = props[3]
    LWevent.interaction_y = props[4]
    LWevent.final_state_particle_0 = LW.ParticleType( props[5] )
    LWevent.final_state_particle_1 = LW.ParticleType( props[6] )
    LWevent.primary_type = LW.ParticleType( props[7] )
    LWevent.radius = props[8]
    LWevent.total_column_depth = props[9]
    LWevent.x = 0
    LWevent.y = 0
    LWevent.z = 0

    weight = weight_event(LWevent)

    # this would alert us that something bad is happening
    if weight==np.nan:
        raise ValueError("Bad Weight!")

    return ( weight*liveTime )

data_file = h5.File("data_output.h5")
injector_list = data_file.keys() # Each injector is treated as an entry in a dictionary
print("Loaded {} Injectors: {}", format(len(injector_list), injector_list))

for injector in data_file.keys():
    print("Evaluating {}", format(injector))
    for event in range(len( data_file[injector]["properties"] ) ):
        print("   Event [0:06d] Weight: {}", format(event, get_weight( data_file[injector]["properties"][event] ) )

data_file.close()