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Abstract—The Xacro XML macro language can be used to augment the Universal Robot Description Format (URDF) and is part of a critical toolchain from geometric representations to simulation, visualization, and system execution. However, members of the robotics community, especially newcomers, struggle to troubleshoot and understand the interplay between systems and the Xacro preprocessing pipeline. To better understand how system developers struggle with Xacros, we manually examine 712 Xacro-related questions from the question and answer site answers.ros.org and find Xacro misunderstandings fit into eight key categories using a systematic, qualitative approach called Open Coding. By examining the ‘tags’ applied to questions, we further find that Xacro problems manifest in a befuddlingly broad set of contexts. This hinders onboarding and complicates system developers’ understanding of representations and tools in the Robot Operating System. We aim to provide an empirical grounding that identifies and prioritizes impediments to users of open robotics systems, so that tool designers, teachers, and robotics practitioners can devise ways of improving robot software tooling and education.

Index Terms—Software Tools for Robot Programming; Methods and Tools for Robot System Design; Software-Hardware Integration for Robot Systems

I. INTRODUCTION
A robot’s geometric representation [1] is a foundational building block required by nearly every robotic system. One format that encodes a robot’s geometric representation is the Unified Robot Description Format (URDF), an XML-based encoding that encompasses reference frames, spatial kinematic chains (akin to Denavit-Hartenberg parameters [2]), linkages [3], as well as the robot’s visual appearance, among others. In the Robot Operating System (ROS) [4], a URDF file is commonly augmented with commands from the Xacro† XML Macro Language [5], and such augmented URDF files are called Xacro files. For example, Fig. 1 shows a visual representation and reference frames of a simulated Spot robot from Boston Dynamics based on the Xacro model from Clearpath Robotics [6]. Xacro commands enable an expressive power in a robot model for conditional logic, variables, and leveraging physical symmetries, such as the left-right symmetry of Spot shown in Fig. 1.
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The problem is that the expressive power of Xacros incurs a steeper learning curve, and the geometric representations encoded in Xacros are necessary to launch most ROS systems, visualize data (RVIZ), or run simulations (GAZEBO). Newcomers to ROS might want to modify existing systems with new hardware or create entirely new systems. When facing this learning curve, newcomers to the ROS ecosystem utilize a variety of help-seeking behaviors, including high-quality, human-driven Q&A forums [7] that remain an enduring and popular way for the ROS community to share knowledge and identify domain-specific authorities [8].

Therefore, we seek to better understand Xacro misunderstandings to help ROS designers, educators, tool builders, and system developers understand the barriers to newcomers to robotic software because barriers to onboarding impacts the long-term viability of open-source ecosystems [9]. Therefore, in this work we investigate the following research questions:

RQ1. What are the main categories of misunderstandings about Xacros?
RQ2. In what contexts do Xacro misunderstandings usually occur?

To address RQ1, we examine a dataset of 712 questions asked on the question and answer site answers.ros.org, which is used extensively by the ROS community. We perform Open Coding [10], [11], which has been used to study Ardupilot software bugs [12] and extended reality bugs [13]. Here we categorize and summarize the misunderstandings robot system developers have while using Xacros.
To address RQ₂, we examine the question ‘tags’ that users self-assign to Xacro related questions and find that Xacro questions co-occur with many aspects of robotic systems, meaning that the circumstances under which Xacro related issues arise do little to isolate the issue, since other cross-cutting concerns are only evident upon an examination of the Xacro related questions.

Our contributions include:

- A systematic examination of 712 Xacro related questions, resulting in eight high-level categories of Xacro misunderstandings and a hierarchy to organize them.
- Discovering that the primary Xacro misunderstandings are lack of awareness of the Xacro processing pipeline, adding or configuring new hardware elements, or how the Xacro language works.
- Identifying how Xacro problems arise in a very broad range of contexts, indicating an opportunity for Q&A site editors and educators.
- A discussion of key opportunities for automated software tool builders to help developers mitigate Xacro confusion.
- Sharing a digital artifact containing all questions and our categorization of each one.

II. BACKGROUND

Fig. 1 shows a rendering of Spot derived from the URDF representation augmented with the XML Macro language (hereafter, ‘Xacro language’). A snippet of Spot’s Xacro file is shown in Listing 1. In lines 15, 17, and 18, there are \texttt{<xacro:>} tags that utilize a conditional to optionally include a Velodyne laser into the model.

Developers augment URDF models with Xacros tags with the goal of making the URDF configurable, responsive to external parameters (like the environment variable \texttt{SPOT VELODYNE}, as shown in Listing 1), and to simplify maintainability by reducing redundancy.

Fig. 2 shows the Xacro processing pipeline from Xacro to URDF. Xacro can refer to multiple things in Fig. 2, including:

- \texttt{<xacro:>} tags used inside URDF files.
- A URDF file with the ‘Xacro’ file suffix (i.e. ‘spot.xacro’), indicating a URDF containing Xacro tags, which is sometimes used synonymously with the robot model itself.
- The \texttt{xacro} preprocessor executable program that interprets and dynamically creates a final URDF at robot launch time.

The Xacro format consists of XML along with a subset of embedded \texttt{Python} paired with a preprocessor to apply transformations from Xacro-tagged URDF to URDF. These transformations are designed to expand, repeat, and parameterize elements to avoid redundant expressions of angular and linear relationships, which are often repeated or mirrored.

Fig. 1 shows how Spot has left-right symmetry about a vertical plane bisecting the length of Spot’s body. The link lengths, joint limits, and kinematic chain from the body to the ‘paws’ is identical except for orientation.

Fig. 2 depicts the inputs to the Xacro preprocessor, showing how URDF, possibly augmented with Xacro commands, are transformed into a transient URDF consumed by GAZEBO and RVIZ. Xacros also support conditional logic, variables, parameters, and inline \texttt{python} code [5].

III. METHODOLOGY

To collect and examine Xacro-related questions, we follow the process shown in Fig. 3. In the figure, we start by using the built-in search capabilities of answers.ros.org with the keyword ‘xacro’ (case-insensitive). Note that this yields 1) questions with Xacro anywhere in the question or answer(s) and 2) questions with ‘xacro’ tags added by either the original poster or an editor. The dates of the questions we examined ranged from February 2011 to May 2021. This initial search finds 991 questions, of which we only consider the newest 712 because of time constraints.
Continuing with Fig. 3, we then examine all 712 and determine if the question pertains to Xacros, since some questions have the word ‘xacro’ somewhere on the page but it is unrelated, i.e. the question is about material rendering, but ‘xacro’ is in the name of the file containing the rendering. Filtering irrelevant questions leaves 391 questions pertaining to Xacros that we use for the Open Coding. The full list of questions and our categorization are available at https://doi.org/10.5281/zenodo.6321341.

Following the procedure for Open Coding [10], [11], two authors familiar with ROS independently review all questions and assign each one to a category, without determining the categories beforehand, so that the categories ‘emerge’ from the data itself. After both authors complete their first pass over all questions, they make a second pass over all questions, reevaluating how questions are assigned to categories that emerged from the first pass, and consolidating or splitting categories if necessary. Then, all three compare categories and discuss individual questions until they converge on a set of categories and all questions are assigned to a category. Finally, one author organizes the categories into a hierarchy.

IV. RESULTS

In response to RQ1, our analysis yields eight distinct categories from the 391 questions considered. Fig. 4 shows the counts of questions by category. As shown in the figure, lacking awareness of the Xacro pipeline is the most common misunderstanding, followed by being unsure how to add or modify new hardware.

Fig. 5 shows a hierarchical view of Xacro misunderstandings, with the eight top-level categories further subdivided into the most common subcategories. The figure shows how Xacro misunderstandings cut across other concerns like syntax, dependency bugs, incorrect paths, adding new hardware, or when the ROS distribution changes. The hierarchy in Fig. 5 shows how the challenges of evolving systems intersect with the tools and formats used for geometric representation.

We now describe each category and include links to example questions for that category. The full list of questions, copies of the downloaded pages (wget), and their assignments to categories is available in our artifact available at https://doi.org/10.5281/zenodo.6321341.

A. RQ1 Categories of Xacro Misunderstandings

Lacking Xacro Pipeline Awareness 19% (73/391) The largest category of Xacro misunderstanding is lacking awareness of the Xacro pipeline, as depicted in Fig. 2. Questions in this category miss one of several key facts:

1) A URDF file is created dynamically by the xacro program.
2) Modifying a Xacro-generated URDF file will not change the original Xacro file.
3) The xacro program is different than a URDF file with Xacro tags.
4) The URDF created by the xacro program is often transient.

Several flavors of this category exist, such as not being aware of Xacro entirely, not knowing how to use certain features that Xacro provides, or not understanding the structure of the pipeline. For instance, some users may not understand the way that GAZEBO and RVIZ consume the URDF produced by the xacro program. They may believe the Xacro file is consumed directly by GAZEBO instead of being first converted by the xacro program to a URDF (see § II).

Example: https://bit.ly/3lbC50c This example shows a user editing a Xacro-generated URDF instead of editing the original Xacro file. The changes to the URDF do not propagate back to the Xacro file.

Adding and Configuring Hardware 10% (39/391). Users who seek to integrate new components into an existing model can either create a new Xacro component from scratch, copy-and-paste into their Xacro file, or import an external Xacro into their existing Xacro model. This was the most common system maintenance or evolution task involving Xacros. Being able to reconfigure hardware components in a simulated robotic environment is critical to running tests. Some configurable systems, such as the Universal Robotics UR series, can be used with a variety of additional sensors or end effectors. ROS Industrial (https://rosindustrial.org/) provides resources in this domain, but users often face issues with obtaining the parameters for the hardware as well as a lack of knowledge about how to add the component to the robot model. Other issues stem from integrating sensors such as cameras, Lidar, or sonar, which may have custom parameters depending on how the hardware is modeled in GAZEBO. Moreover, misconfiguring the Xacro files so that sensors publish on an incorrect topic name or namespace is also a prevalent issue faced by less experienced developers, especially with modular or deeply nested Xacro files.

Example: https://bit.ly/3IlhmHPY The example provides a case where a user struggles to add a gripper to a robotic manipulator.

Xacro Language Usage 10% (38/391). This category encompasses questions that reflect confusion about arguments, parameters, and logic. Several questions are related to Xacro recursion (a Xacro inside of a Xacro). Questions about arguments include how information is passed into a Xacro from a launch file or through environment variables. Questions about parameters reflect misunderstandings of how the Xacro language works or how and when parameters are populated during Xacro macro expansion. Conditional troubleshooting has to do with using if statements inside Xacro. This could be for file checking or for performing programmatic flow control inside a Xacro file.

Example: https://bit.ly/3C3QmTs In this example the user wants to pass arguments from a launch file to Xacro.

Joint, Link, and Transform 9% (34/391). Joint, link, and Transform confusions occur when a user experiences errors with how joints or links are represented by URDF that is modified by Xacros. This can occur as the Xacro preprocessor assigns values to variables. It can be hard to disentangle how joints and links are supposed to work in URDF alone from how joints and links are manipulated and modified in Xacros. Some users encounter these errors only when their visualization or simulation fails to render as expected. These questions are usually unaware of static debugging tools like check_urdf.

Example: https://bit.ly/3IDnRzy The example shows a user struggling to understand a problem with two root links.

Syntax and Parser Errors 7% (29/391) Syntax and parser errors happen for a variety of reasons, including when the Xacro file contains unknown tokens (typos) in the Xacro file, launch file, or config.yaml files; copy/paste errors; physics errors; or when specifying an incorrect path. Parsing errors usually occur when the Xacro file fails to pass the XML parser, and the Xacro tools throws an exception. In this case, users can misunderstand what happened, since command-line error message can be challenging for end-users to understand. Syntax errors can involve not knowing how in-line operators such as "$\{\ldots\}$" are evaluated by the xacro program. Another trivial, but not uncommon syntax error is misspelling Xacro as “xarco.”

Example: https://bit.ly/3k4zoOE This involves a missing <robot> tag in a Xacro file resulting in a GAZEBO error.

Cross-Distribution Errors 7% (26/391). These include problems related to Xacro features that change over time and are usually associated with features released as part of a new ROS distribution (like “Jade,” “Noetic,” or “Galactic”). The category also covers questions regarding converting a Xacro from one ROS distribution to another or ROS2. We observe that the software repository https://github.com/ros/xacro has had 469 commits since 2013 and has evolved with many new features and improvements, not all of which are backward compatible across ROS distributions. Evolving ROS distributions coupled with new Xacro features can lead to errors.

Example: https://bit.ly/3pvZNXX The example shows an error that is resolved by updating the launch file to invoke xacro with --inorder, a convention introduced with the release of a new ROS distribution.

Complex or Multi-Robot Systems 6% (25/391). The Xacro include tag allows Xacros to be organized hierarchically. The allows Xacro elements to be nested in files and making it difficult for users to reason about how parameters might interact. We noticed this most with multi-robot systems and systems with a high degree of complexity (like the PR2 [14]). Correctly modifying and troubleshooting problems during Xacro processing of these files can be daunting. Complicated robots include those that use less common means of locomotion with many symmetries, such as a hexapod robot or ones with large quantities of links and joints. Multi-robot systems are challenging as they generally require Xacro files for each robot which can cause issues with namespaces,
transforms, maps, and robot_description files. Part of this challenge is that namespaces and transforms are usually specific to individual systems whereas maps are shared.

Example: https://bit.ly/35HgnNj  The example shows a user who wants to launch multiple robots but it not sure how to organize their Xacro file.

Dependencies Missing or Conflicting 6% (24/391). Dependency bugs [15] are a frequent source of Xacro confusion. When simulating robots, the situation is similar—there are a large variety of software artifacts that must be accessed simultaneously for a simulation to run successfully. This can manifest when the Xacro program has not been installed, or a Xacro file with xacro:include tags does not have the correct files installed.

Example: https://bit.ly/3sybeAf  The example involves missing dependencies after an apt-get upgrade.

Other and Minor Categories 10% (39/391). Categories that make up less than 3% of the total questions reviewed are categorized as ‘other’, and do not clearly belong to one of the other categories. This includes questions specific to in-line Python, specific robots, problems with Xacros in VMs (usually simulator or GPU-related), or interfacing Xacros with SDF. This category includes questions presented as a Xacro problem but are really about physics, pasting a complete Xacro as a way of giving other people a way to recreate their error, or questions asking for unsupported functionality. Example: https://bit.ly/3IfFqyj  In this example the user asks about the xacro program being able to read parameters from the parameter server, which was not possible at the time the question was asked.

B. RQ2 Contexts in which Xacro Problems Manifest

In RQ2, we use question tags as a proxy for assessing the contexts in which a Xacro question is asked. We think this in an indication of the original poster’s understanding of what concepts (tags) are related to their question. Tags on answers.ros.org are self-assigned, so posters can add tags they feel are relevant. Tags enable the potential for better organization and aggregation of specific ideas. They can be a useful way to search the site for particular terms or topics of interest. However, the quality and relevance of the tags used on an arbitrary post depends on the user’s level of expertise or experience. This leads to a large amount of tags that may not necessarily be useful or align with the question being asked.

To address this question, we collected all the tags on our corpus of 391 questions, and counted their frequency. Since the questions had been processed based on having ‘xacro’ in the body or tag (See Fig. 3), we expected to see clusters of tags that revealed issues that tend to co-occur with Xacro misunderstandings. However, we found that questions involving Xacros span a large set of tags (956) with only a few obvious tags (like ‘ROS’ or ‘xacro’) applied frequently.

The results for RQ2 are summarized by Fig. 6, which shows the 75 most commonly applied tags related to Xacros. Although there are a wide variety of tags, the tags can be organized into similar types, such as being specific to a particular robot, as shown in the legend. The salient feature is the long tail showing that Xacro confusions co-occur with a wide breadth of concerns. Almost every aspect of using ROS, RVIZ, and GAZEBO are contained within these tags.

Of all the tags associated to Xacro-related questions, visualization and simulation are among the most common, as shown in Fig. 6. Many errors with Xacros manifest when using visualization or simulation tools. When simulations or visualizations fails to render or behave correctly, users might question whether their system is represented correctly in the Xacro file. As previous empirical studies have shown, simulation software challenges are a key barrier to adoption by robotics practitioners [16]. This poses a challenge as simulators like GAZEBO and visualizers like RVIZ consume the URDF created by the xacro (see § II).

Overall, the results of RQ2 support the notion that Xacro questions can arise in a wide variety of contexts and that Xacro misunderstandings do not appear in isolation, but almost always with an adjacent issue, like visualization, simulation, dependencies, launch files, and system evolution.
V. DISCUSSION

Basic misunderstanding of how the Xacro processing pipeline works is most common causes of confusion for Xacros. Nearly all Xacro-related errors manifest as text-based compiler messages, which have been shown to be difficult for developers to interpret [17]. Therefore, we suggest that robot software tool developers focus on an Integrated Development Environment (IDE) extension or improvements to error messages generated by the xacro program. For the IDE extension, we suggest a targeted plug-in specifically for the Xacro format, linked to the xacro program on the backend. Such an extension could statically check Xacro files and provided targeted, Xacro aware feedback while the Xacro file is being edited. Another approach, https://github.com/hauptmech/odio_urdf, bypasses XML entirely and creates URDF directly from a Python representation.

Alternatively, developers seeking to improve tools in the robot software ecosystem should focus on improving feedback provided by the command-line xacro preprocessor, since developers using text-based compiler tools spend 12%–25% of their debug time reading compiler errors [18]. The Xacro questions identified in this work and included in our artifact could be a useful starting point as an initial test set.

Practitioners or educators seeking to onboard new staff might start their discussions of URDFs and ROS with a presentation of the Xacro pipeline. Educators might use the eight categories identified in this paper to develop a practical module on how robot geometric representation is encoded in ROS. Additionally, asking students to modify or extend the Xacro of an existing system might demonstrate competency with robot software system maintenance and evolution.

VI. CONCLUSIONS

In this work, we examined the ways in which Xacros are misunderstood by categorizing 391 questions from answers.ros.org and found eight distinct categories, with a lack of awareness of the Xacro processing pipeline as the most common misunderstanding. We hope that our work provides empirical evidence to guide robot software tool developers so that Xacro problems are easier to recognize and understand.
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