The concept of computational thinking toward information and communication technology learning
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Abstract. Computational thinking is a process of problems solving and designing systems using concepts in computer science. Computational thinking is based on a computational principle that involves a wide range of approaches and skills with applications in several disciplines. Computational thinking has been widely applied in the curriculum of various levels of education while still basing on the principles and characteristics of a strong computational thinking. To train the computational thinking to students it must include the computational thinking material in the compulsory material. This material needs to be held since the level of basic education with a simple problem level, the level of the material will increase along with the increase of education level. This article discusses the implementation of computational thinking on information and communication technology learning using a simple programming language that is Scratch. This programming language will make it easier for students to understand the concept of programming by using blocks so that students will easily learn. As a basis for information and communication technology learning, a measurement scale has been developed to measure students' computational thinking ability. Computational thinking uses a five-point Likert scale consisting of 29 items from 5 developed indicators.

1. Introduction

Learning is an activity that involves a person in an effort to gain knowledge, skills, and positive values by utilizing various sources for learning. Learning can involve two parties, namely students as learners and teachers as facilitators or teachers. The most important thing in the learning activities is the learning process (learning process).

Current technological developments have made computer devices a very effective learning tool, as they are widely used for routine tasks, helping to solve complex problems as well as designing systems. The basic principle of problem-solving techniques and their application is the concept of development of computational thinking (CT).

Computational Thinking (CT) is essentially problem-solving, designing systems, and understanding human behaviour, drawing on fundamental concepts to computer science can be performed by humans or machines (computers) [1] CT has an important role in computer application development, but CT can also be used to support problem solving in all disciplines, including humanities, mathematics and science. Currently at all grade levels, CT competence has been applied as it is a basic principle of problem-solving techniques and their application. Programming is more than coding, as it brings students to computational thinking that involves solving problems using computer science concepts such as abstraction and decomposition [2] Even for non-computing majors,
CT is applicable and useful in everyday life. Not surprisingly, having such capability is a must for someone living in the digital age today.

This article will discuss how the conceptual framework of CT underlies the development of ICT learning. Section 2 discusses the methodology, and Section 3 is the results and discussion. Finally, Section 4 summarizes the research.

2. Method

Literature study is used in the compilation of this article, this method is done by collecting references, books and journals related to the discussion of theory, analysis, research that has been done and also the implementation of CT on ICT learning. The journal used as a source begins from 2006 to the latest in 2017. The journals used for reference can be grouped as follows: basic concept of CT, CT development, curriculum developed based on CT and CT implementation on various levels of education. Keywords in the search of journals that support the writing of this article is Computational Thinking (CT).

3. Result and Discussion

3.1 Basic Principles of Computational Thinking (CT)

Computational thinking (CT) is based on a computational principle that is a term that covers a variety of conceptual and engineering tasks, so computational thinking involves a broad set of approaches and skills with applications in multiple disciplines. Computational thinking (CT) developed by Jeannette Wing [1] to describe a set of thinking skills, habits and approaches that are integrated to solve complex problems using computers. CT developed several key principles [3] which are listed below. (1) how to solve problems and design the system refers to the basic concepts on computer science (2) create and use different levels of abstraction to understand and solve problems more effectively (3) think algorithms and with the ability to apply math concepts to be developed more efficiently (4) understand the consequences of scale, not only for efficiency reasons but also for economic and social reasons

According to Denning [4] the elements of computational thinking include the seven principles of calculation, communication, coordination, recollection, automation, evaluation, and design. These seven principles form a useful foundation for recognizing, organizing, and categorizing examples of computational thinking and building a framework that can translate computational thinking to contexts outside of computer science [5] Figure 1 shows the seven principles.

The seven principles mentioned above lead a meaning that CT is understandable by everyone [6], which means: (1) understanding which aspects of the problem are acceptable for computing, (2) evaluation of compatibility between tools and computing techniques and problems, (3) understanding the limitations and strengths of computing tools and techniques, (4) applying or adapting a computing tool or technique for new uses, (5) recognizing the opportunities to use computing in new ways (6) implementing computing strategies such as dividing and conquering in any domain.

3.2 Characteristics of Computational Thinking (CT)

As aforementioned, the article written by Wing [1] stated that CT has the following characteristics: (1) conceptualization, not programming (2) basic skills, not memorizing (3) the human way, not the computer (4) complete and combine mathematical thinking and techniques (5) ideas are not artefacts (6) for everyone everywhere (7) a scientific problem that is intellectually challenging and interesting (8) a person can master computer science and do anything
CT is related to the ability to think recursively, using abstraction and decomposition when completing complex tasks. Some researchers focus on skills that are characteristic of CT. CT represents a cognitive process that accommodates logic, algorithmic, analytical, mathematical, technical and creative thinking [7] Three dimensions of computational thinking are computational concepts, computational practices and computational perspectives. The characteristics of computational thinking are being able to [1]: (1) provide troubleshooting using a computer or other device (2) organize and analyze data (3) perform data representation through abstraction with a model or simulation (4) automate solutions through algorithmic thinking (5) identify, analyze and implement solutions with various combinations of steps / ways and resources that are efficient and effective. (6) generalize solutions for different problems.

Thinking computationally is a fundamental skill for everyone, not just computer scientists. This suggests that the importance of integrating computing ideas into other disciplines. The following are elements or elements of CT. (1) Decomposition: The ability to break down data, processes or problems (complex) into smaller parts or become manageable tasks. For example, breaking up 'Drive / Direction' in a computer based on its constituent components: Files and Directory. (2) Pattern Recognition: The ability to see the similarities or even differences in patterns, trends and regularities in the data that will later be used in making predictions and presenting the data. For example, recognize the pattern of document files, file systems, execution files or data structures / files. (3) Abstraction: Generalize and identify general principles that produce such patterns, trends and regularities. For example, by placing all system files in the Windows folder, program files in the Program Files folder, data files / documents in the MyDocument Folder and supporting files in a separate Drive / Direction. (4) Algorithm: Develop the same step-by-step troubleshooting instructions so that others can use that step / information to solve the same problem.

3.3 Implementation of CT in ICT learning

In most societies today, teacher organizations, accrediting bodies, and government agencies are actively promoting the teaching of computational thinking (CT) skills [8] Discourse on the essence of CT continues to be done, integrated efforts have made computer science used as a requirement of high school graduation in many US states. Computational thinking (CT) is in the realm of educational innovation, as a part of problem-solving skills that students must acquire to thrive in a digital world full of software-driven objects. [9]
Studies have been conducted to apply CT in schools, as has been done in K-12 [10] The study was to design standards of computational thinking curricula for K-12 education. The Delphi technique is used to collect different opinions and get agreement from thirteen expert discussions, including computer scientists, computer science educators, computer teachers and industry experts. The first draft of the Delphi questionnaire survey consisted of several themes: problem solving, problem decomposition, algorithm, data representation, data analysis, modelling and simulation, abstraction, and automation and then developed CT competence indicator based on the research. After three rounds of surveys and round-table meetings, experts produced 49 essential competency indicators (13 for grades 1 through 6, 9 for grades 7 through 9 and 27 for grades 10 through 12) and 8 optional competency indicators (1 for grade 7 up to 9 and 7 for classes 10 to 12). The result is that the capabilities and training of CT differ in each level.

In the Computational Thinking Pedagogical Framework (CTPF) associated with the pedagogical framework includes four pedagogical experiences one of which is Tinkering (tweaking) [11] The experience of fiddling primarily separates and engages in changes and / or modifications to existing objects. These objects can be building blocks, puzzles, digital or electronic simulations, programming codes, and so on. During the tinkering, students do not build objects, digital or otherwise, but rather explore changes to existing objects and then consider the implications of change. These experiences may require students to use some of the basic concepts and skills learned, but new concepts and skills that are being introduced can also be generated

In recent years, the availability of a free and user-friendly programming language has increased the interest of researchers and educators to explore how computational thinking can be introduced. Programming language is known as something hard to learn even many who believe only smart people who can operate it. However, the assumption is no longer appropriate, because now has developed a relatively easy to learn programming language that is Scratch programming [12] Scratch is a new programming language released in May 2007. Scratch supports the development of computer games, interactive stories, graphics and computer animation and other multimedia projects. One of the programming languages that uses the Tinkering method is Scratch. Below is an example of an overview of the use of the Scratch programming language.

Scratch programming does not use text form but in graphical form to put the codes used. Graphic forms are made in such a way that they form like puzzle pieces known as code blocks. To create a
Scratch program is like composing a puzzle. Code blocks can only be arranged if they can be interconnected. Thus the program created is protected from syntax errors. In the Scratch there are three types of code blocks and each can be a relation. The code block provided by Scratch 100 is further inserted into the 8 categories of code blocks.

![Figure 3. Draw a quadrilateral using Scratch.](image)

To create a Scratch app, required an object known as a sprite. A Scratch app can consist of many sprites. Each Sprite has several scripts, costumes and sound types. Scripts are programs for creating applications. The costume is the image that will be displayed. Medium types of sounds are the sounds that will be played in the app. The program results will be shown in an area called stage / stage.

In storing Scratch data using variable code block. Just like any other programming variables in Scratch can be created as local variables or global variables. This variable code block can be used to control application execution. The value of the variable code block can be displayed on the stage / stage. If no longer needed, the variable block code can be deleted. As for numerical manipulation, Scratch has a block of numeric codes. In this block of code there are several blocks of code for mathematical operations, be it arithmetic or logic. To support the in-app process, Scratch provides the control blocks used for looping and conditional processes. It can also be used to control and coordinate scripting activities by sending and receiving messages between sprites.

Learning using the Scratch programming language will make it easier for students to understand the exact programming concepts and ensure that novice programmers learn the right way to structure and formulate programming logic. Because Scratch is not a text-based programming language it is not necessary to follow a complex set of syntax rules, because misconduct that does not match the syntax rules of the programming language will cause the application to not run. Scratch simplifies application
development using the same basic logic and programming concepts with other programming languages.

To measure the extent of CT capability use measurement scale, developed for the purpose of determining the level of computational thinking ability (CTS) of students [13] The CTS used is a five-point Likert scale and consists of 29 items from 5 developed indicators. The validity and reliability of the scale has been studied by exploratory factor analysis, confirmatory factor analysis, goods specificity analysis, internal consistency coefficient and analysis of firmness. As a result of the analysis, it has been concluded that the measurement scale is valid and reliable as a tool that can measure students' computational thinking skills. However, the validity and reliability of such scales can only be used in certain groups. If it is to be used in different groups, renewals should be made in accordance with the group.

4. Conclusion

Computational Thinking (CT) is basically problem solving, designing systems, and understanding human behaviour, by drawing on fundamental concepts to computer science which can be done by humans or machines (computers). The goal of embedding computational thinking skills is to prepare students with the ability to produce computational solutions to problem solving. CT has strong principles and characteristics that serve as a basis for CT development and its implementation at several levels of education that have applied CT a lot in the curriculum.

Several levels of education have implemented a CT-based curriculum and have undertaken research that supports the further development of CT. Implementation of CT at the level of education is completed to facilitate students to solve problems using computers with programming language that is easy to understand and use. Then some research has been conducted to develop the scale of assessment to measure the level of ability of CT in students. The scale is considered valid for certain groups only.

Further CT development is CT can be the basis for the development of ICT curriculum nationally, because at this time ICT learning using different curriculum concepts of guidance. It thus must be made a curriculum design that is packed in such a way for the more structured ICT counselling process.
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