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Abstract: Progressing digitalization of business, economy, and the society places higher education institutions (HEIs) in the center of the debate on how to effectively respond to challenges and opportunities that are thus triggered. Several facets of this process and corresponding challenges exist, including the complex question of how to match students’ skills and competencies with the demands and expectations of the industry. From a different angle, considering the changing nature of work, HEIs are responsible for equipping future employees with skills necessary to work in virtual, distributed, culturally diverse, and frequently global, teams. In the domain of software development, i.e., the backbone of the digital world, the challenge HEIs need to face is paramount. For this reason, the way software development is taught at HEIs is crucial for the industry, for the economy, for the students, and for the HEIs. As there is a tendency in the industry to embrace the scrum methodology and seek employees equipped with skills necessary for the scrum methodology use, it is necessary to ensure that HEIs offer the students the opportunity to get exposed to scrum. By querying the challenges of switching to agile software development methodologies in senior capstone projects, this paper makes a case that software development and software development methodology form the thrust of a multi-stakeholder ecosystem that defines today’s digital economy and society. In this context, the added value of this paper rests in the elaboration of a method enabling HEIs to move toward scrum in senior projects.
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1. Introduction: The Context and the Case Study

Progressing digitalization of business, economy, and the society places higher education institutions (HEIs) in the center of the debate on how to effectively respond to challenges and opportunities that are thus triggered [1,2]. Several facets of this process and corresponding challenges exist, including the complex question of how to match students’ skills and competencies with the demands and expectations of the industry. Indeed, the three key dimensions of that question are (i) whether the graduating students will find employment, (ii) whether the industry, by employing these graduates, will retain its competitive advantage, or perhaps will be able to build it, and (iii) whether a given HEI, the alma mater of these graduates, will thus be considered competitive enough to attract the best future students and, therefore, funding. From a different angle, considering the changing nature of work, a process dramatically accelerated during the Covid-19 pandemic [3,4], HEIs are responsible for equipping future employees with skills necessary to work in virtual, distributed, culturally diverse, and frequently global, teams [5]. In the domain of software development, i.e., the backbone of the digital world, the challenge HEIs need to face is paramount. For this reason, the way software development is taught...
at HEIs is crucial for the industry, for the economy, for the students, and for the HEIs. In other words, approaches to software development and software development methods form the thrust of a multi-stakeholder ecosystem that defines today’s digital economy and society [6,7].

Even if the discussion on ways and approaches to teaching software development in HEIs has continued for more than a decade now [8,9, 10], it is vital that this debate is revisited. To do so, this paper examines the opportunities and caveats of software development training offered to senior students, especially as seen from the angle of two approaches to software development, i.e., waterfall and scrum. It is argued that while the waterfall approach has some advantages, agile methods, including scrum, create the opportunity, on the one hand, to create a close-to-real world work environment for students involved in a software development project, and on the other hand, to equip students with skills required by the industry, and the labor market in general. Indeed, insights from academic research [8,11–14] and the industry [10], also as reflected in most job descriptions and skills sought, suggest that scrum has established itself as the preferred software development methodology. Certainly, in the context of HEIs, the question of which approach to software development to prefer is a complex issue in that it weighs heavily on the organization and coordination of the project delivery [11–13], on the alignment with the academic calendar, on curriculum requirements, on accreditation obligations, as well as on faculty preferences and time-availability. For these reasons, the question is not really whether to continue applying the waterfall method, but rather how to successfully transition to hybrid or agile methods, including for instance scrum [14–17]. By reference to the case of senior software development project implemented at the King Abdulaziz University (KAU), the objective of this paper is to highlight a possible pathway that HEIs might follow to do so.

Senior software development project is a required milestone for all computer science students. Students embark on the senior project during the final year of their bachelor-level studies at the university. The objective of this milestone is to apply the knowledge learned and skills acquired throughout the program to successfully engage in a software development project. This may include the development of a prototype of a software system, a mobile application, a web application, a drone application, or any other form of a software system. Students are encouraged to develop an innovative idea, to solve a real world problem or, to develop a software that will create a broadly conceived opportunity of generating a positive social impact, i.e., through identifying a market niche or through social innovation [18–20]. To this end, students should be able to adopt and integrate in their project advanced concepts and latest technological developments, such as Artificial Intelligence (AI), Internet of Things (IoT), Blockchain, cloud computing and big data. To boost the students’ engagement with the project as well as to increase the students’ exposure to developments on the market, students are encouraged to participate in open local, regional, and national software development competitions [21,22]

At KAU, the senior project is a two semester, 5-credit (1 + 4 credits) bearing module that is compulsory for all students graduating in computer science. The senior project is designed in a manner that, on the one hand, allows the students to draw from, to exploit and to adopt all skills and knowledge they progressively acquired during the previous semesters. On the other hand, it allows to create evidence that students acquired practical skills matching the market’s/industry’s expectations and demands. For this reason, as a part of the course assessment, the students are required to develop a program or a software system, to build a corresponding software, and to supply the necessary documentation of the work done, especially as regards the software engineering process. Students are evaluated based on the presentation of the project outcomes to the faculty members as well as on a detailed assessment of the project documentation.

Until recently, the senior software development projects at KAU would follow the traditional, plan-driven sequential process, most closely associated with the waterfall method. It consisted of five phases, including analysis, design, coding, report writing and
presentation. These phases were mirrored in the assessment and the evaluation rubrics. Given the developments in the global economy, but also considering the objectives outlined in the Vision 2030 [23,24] a consensus begun to consolidate that a switch to agile methods might be of benefit to the students, the university, and the economy at large. This nascent understanding emerging among the faculty and the administration at KAU mirrors tendencies and trends present elsewhere in the world [25–27]. In this sense, the findings elaborated in this paper are generalizable and might be of use to educators and administrators around the world. The reminder of this paper is structured as follows. The second section offers a brief insight into the traditional and agile software development methods to highlight their added value and potential. In what follows, the agile software development methods are mapped. Against this backdrop, the specific features of scrum are elaborated. The next section returns to the case-study and examines the specific stages of the senior project implementation to highlight the nodal points where challenges and opportunities are generated. A blueprint for the transition to agile software development methods is elaborated. Discussion and conclusions follow.

2. Delineating Traditional and Agile Software Development Methods

Software development life cycle (SDLC) is one of the key issues in software engineering. It is because the structure of activities required to develop a software system weighs on the quality, usefulness and usability of the software developed [28,29]. Several approaches to software development exist. A generic SDLC consists of five phases including: requirements analysis, software design, software implementation, and software testing. In brief, the requirements analysis phase is the process of capturing user requirements and producing software specifications. However, variations exist [28]. During the software design phase, abstract software models are developed through illustration of different perspectives using modeling languages such as the Unified Modelling Language (UML) [30,31]. The software implementation phase is the process of building the executable software based on models built in the earlier design phase. The software testing phase is meant to ensure that the developed software meets prior specifications and is free from errors/bugs.

Two key approaches to the workflow in SDLCs exist, i.e., the linear, plan-driven, or traditional one, frequently referred to as waterfall, and the non-linear, an incremental one, frequently referred to as agile. It would be a simplification to argue that one approach is better or worse. The practice of software development projects suggests that elements of both plan-driven and incremental methods are applied throughout the SDLC. However, evidence suggests that more than 70 percent of organizations use agile software development method [32,33] in which the delivery of functional sub-components of the entire project is placed in the forefront.

The waterfall method is a plan-driven software development methodology based on advanced planning of all project phases, which are subsequently implemented. Moving from one phase to another requires a verification and formal approval from the software customer. This approach to software development is useful to coordinate the work of a big project among different teams. The drawback of waterfall is that it is difficult to accommodate necessary changes, possible and necessary corrections and/or adjustments as the project and its phases unfold. In a way, a certain degree of path-dependence is inherent in the waterfall method. Indeed, the customer’s feedback is received at the end of the whole process, which adds to the challenge of customizing the software developed along the way. In this view, the waterfall method is a method suitable in all those (rare) cases when all functional and nonfunctional requirements are clear, well-understood, and predictable.

The agile, or incremental method (manifesto), is based on an incremental delivery of software functions, i.e., the software is built step-by-step, whereby—at each of the subsequent stages of the project implementation—the outcome of the process is assessed against the feedback received also from the customer. In other words, unlike in waterfall,
feedback is fed into the process instantly and incrementally rather than only at the very end of the process [28]. As a result, there is a flexibility to go back and forth to address likely errors, inaccuracies etc. in the software under development [34]. The agile method requires advanced teamwork and related skills. The workflow is divided into so called sprints, i.e., time-boxed units of work during which a specific sub-component of the project is to be delivered. Deliverables are prioritized according to their business value, i.e., essentially, according to the customer’s specifications and needs. If all planned work for a given sprint cannot be completed, work is reprioritized, and the information is used for future sprint planning.

Agile manifesto was first proposed as an alternative to the existing software development methods, such as waterfall, spiral or V-shaped model [28,34]. The descriptor “manifesto” is to be associated with a set of values and principles upon which the agile method is built. The four values include: (i) value the individuals and the interactions over processes and tools, (ii) value the working software, (iii) value the customer collaboration, and (iv) and value the process of responding to change [34]. The four principles include: (i) work to achieve better quality software, (ii) fast delivery on the market, (iii) responsiveness to the requirements of change and (iv) less risk of failure [35]. These principles promote active customer involvement from early stages of the project as well as the accommodation of changing requirements so long it is aligned with the customer’s competitive advantage [26,36,37].

A project starts with addressing customer’s highest priority requirements in a working software, it follows the customer evaluation of the developed requirements, and accommodates the corresponding feedback of the customer. In this approach, the customer benefits from the software already at the early stage of the project, which is essential in view of preempting likely errors/bugs and misfit as regards the customer’s requirements. The incremental approach and active participation of the team and the customer foster trust between them. This is important for project success [38].

The agile manifesto values and principles are generic and can be adopted by many methods or frameworks such as scrum [39], Extreme Programming (XP) [40], Crystal [41], Feature Driven Development [41], Kanban [42], and other methods. These are reviewed in the following section. Then, the spotlight is directed specifically at scrum. In the following step, the experiences gained during the application of the agile framework are elaborated.

3. Mapping the Agile Software Development Methods

This section reviews the most common agile software development methods to identify their specificity and value added, especially in view of challenges associated with the digital economy and industry-academia collaboration. The following frameworks are reviewed: Extreme Programming (XP), crystal methodology, Feature Driven Development (FDD), Kanban method, and Scrum. After the brief highlight on most popular agile methods for software development, Table 1 (beneath) offers a summary of each of these frameworks, including: team size, roles, iteration (sprint) length, release, release status, large project adaptation, value driven development and Iteration plaining.

| Team Size | Scrum | FDD | XP | Kanban | Crystal |
|-----------|-------|-----|----|--------|---------|
| Team Size | 3-9 members | not specified | Up to 12 | not specified | Different team size |
| Roles | Fixed roles include: | Various may include: | Mandatory: | – Project manager | – Executive |
| – Scrum master | – Customer | | | | |

Table 1. Overview of the agile software development methodologies.
Extreme Programming (XP) was first introduced in 1996 [40]. In this approach emphasis is placed on customer satisfaction, which is ensured through continuous feedback. This method empowers the team engaged in the development of the software to respond to changes in software requirements, as defined by the customer [43]. It involves collaboration between a small development team and the customer. The development team consists of two to ten members working on subcomponents of the software such as a problem to solve or a new functional requirement. The team members organize themselves as efficiently as possible around a problem, or a requirement, that is to be addressed. XP consists of simple rules guiding the implementation stages. These consist of planning, managing, designing, coding, and testing [40]. The designing process of XP is simplified and uses a system metaphor, spike solution to reduce the risk of uncertainty and code refactoring [43]. The coding is produced in pair programmed fashion, following agreed standards, unit tested, version controlled and continuously integrated. The testing is conducted for each code unit separate component and integrated components to ensure fixing all bugs. The XP is suitable for high-risk projects with short duration, dynamic requirements, and implemented by a small team [40,43].

Crystal methodology is a lightweight methodology i.e., minimum documentation, management and reporting. This gives the method a generic and flexible form of adaptation. The adaptation suggests different crystal methodologies depending on the project
environment and team-size, including such methodologies as clear crystal, yellow shining, orange crystal and red crystal [41]. Each of these methodologies requires different practices, processes, and policies [41]. In this method, the focus is directed at human interactions where the process adaptation is based on what is suitable for the team. Software development iterations are set according to the task chosen by the team as high priority. The development process is flexible and adjusted to the development team. The crystal methodology consists of frequent process cycles of various length and order including project cycle, delivery cycle, iteration cycle and integration cycle [41]. The project cycle comprises charting project initial plan and its development. The delivery cycle comprises the release plan and presentation to real users. The iteration cycle includes iteration planning, daily activities, and reflection for improvement. Lastly, the integration cycle is continuously integrated up until the release of the software.

Feature Driven Development (FDD) as the name indicates, is a software development method in which the stress is placed on the features of the software being developed. FDD builds around software engineering best practice. Therefore, it is suitable for complex and large-scale project [37,41]. In this framework a given software development project is split into several cascading features small enough for each feature to be executable within a timeframe of two to ten days. The FDD process flow starts with building an overall model and identifying project features set then decompose them into group of features. Each of which is realized through the iteration of six phases starting by design, design inspection, coding, unit testing, integration, code inspection and finally releasing the main build. This process is repetitive for every features of the project; parallel iteration conducted through different teams. Another important aspect of FDD is clear roles and responsibilities; there are six main roles in FDD, which includes a project manager, chief architect, Development Manager, Chief Programmer, class owner, domain expert and other supporting roles [41].

The Kanban method offers a visual workflow management framework of SDLC [42]. Kanban is based on three main practices, including: progress visualization, limiting work in progress, and workflow enhancement [42]. Progress visualization, including the work to be done, work in progress and finished work, is depicted on a physical or an electronic board. The practice of limiting work in progress essentially means that before new stage of the process begins, all pending tasks are accomplished. The practice of workflow enhancement is meant to maximize the value of delivery to the customer, to ensure smooth process and to minimize the process’ cost and time. The Kanban method does not specify the roles other than the conventional project manager and the development team.

Scrum is the most popular agile framework used in the industry. Notably, it is the only agile framework included in the skills category of the most popular job seeking site of a global outreach [44]. This popularity is a function of this framework’s capacity to boost the efficiency of the software development process, including the speed of delivery and the quality of the software itself. Another aspect that made this framework very popular is that it lends itself to be adopted as a way of workflow management in other business domains, i.e., other than software development [45]. That is, its use is not limited to software project management [33]. The scrum is a simple to understand and lightweight framework used to develop complex products [scrumguides.org]. The scrum is an empirical process, which is based on three pillars, such as: transparency, inspection, and adaptation [39]. As other agile methodology, scrum delivers the project in iteration of fixed intervals called sprints. Thus, to maximize the opportunity, during each sprint, the development team needs to empirically visit the three pillars. The framework consists of three scrum roles, five scrum events, three scrum artifacts and the rules that bind them together. The following section offers a detailed insight into the scrum framework and its value for the software development process.

4. A Detailed Insight into the Scrum Method and its Potential

The three roles specific to the composition of a scrum team are scrum master, product owner and the development team. The scrum team is cross-functional and is equipped
with skills required to implement the project. The team is also self-organized, in that the ways in which the team operates is defined by the team. The product owner is responsible for conveying to the team the customer’s requirements and managing the work timeline. This is done by reference to priorities assigned to each stages of the project delivery. The lists of requirements and priorities are documented in a shred backlog. The development team consists of three to nine members. This number is said to balance the complexity of communication among team members and the ability to deliver releasable increment at the end of each iteration/sprint. The development team’s main responsibility is to build the increment during the sprint. The scrum master is a “servant leader”, who is responsible for ensuring that scrum guidelines are applied, that the impediments the team faces are addressed, and that communication between the team and the customer is facilitated.

The five scrum events are time boxed, i.e., have maximum duration and regular at the same time and location [39]. The sprint event is the container of the other four events, where development team expected to deliver releasable increment at end of it. The sprint is time boxed with one month or less to limit the risk. This period is fixed thought the project and new sprint start straight after the previous one. The scrum team, product owner and scrum master get together to plan the coming sprint in the sprint-planning event. They specify what can be delivered and how it will be built in the next sprint in the Sprint Backlog. The sprint planning is eight hours time box for one-month sprint, shorter sprints have shorter planning hours. Daily scrum is a daily time-boxed event that lasts 15 min and is designed to assess the progress of the development team on a daily basis. Each member of the development team answers three questions: “What did I do yesterday?”, “What will I do today?”, “What difficulties I am facing today?” The answers to these questions create a good background for the team to consolidate collaboration and to assess the team’s performance. The sprint review held by the end of the sprint is designed to inspect the work done. The sprint review is a four-hour time box for a one-month sprint. The sprint retrospective is an inspection meeting during which the team may reflect on the team’s overall performance, including people, relationships, processes, and tools. A thorough and critical evaluation of these items enables the team to draw conclusions as to how to conceptualize and strive for improvement. The retrospective event is a three h. time box for one-month sprint.

The scrum’s artifacts consist of product backlog, sprint backlog, and an increment [39]. The product backlog is a single repository of the work that needs to be done. This includes new functions, improvements, big fixes, and other tasks that need to be addressed by the development team. The product owner is the main person responsible to ensure that the backlog items are clear, prioritized, and complete. The development team can add new items or refine the items already available in the backlog. This single repository of the work related to the project maximizes transparency as well as the informal progress tracking of the project. Sprint Backlog includes items from the product backlog created in the sprint planning so that the development team can tackle them during the next sprint. The items in the sprint backlog form a sprint goal, which is mirrors the objective and the scope of work for the development team. The increment is a work or product ready for release delivered by the end of each sprint. It is possible to develop multiple increments during a sprint. The increment must comply with the definition of “Done”, i.e., the agreed stander for releasable product. The increment is internally inspected during the sprint review. The increments are gradually integrated in the project framework to step-by-step achieve the product goal. The release and the integration schedule are conducted through coordination with the product owner.
5. The Research Model, the Examination, and the Results

5.1. The Research Model

The data included in this analysis was collected over the period 2019–2020 and consisted of a structured evaluation of the senior project implementation documentation. Specifically, for the purpose of this examination, this research process was divided into four stages (Figure 1). (1) Examination of the specificity of the senior project coordination process. (2) Process-focused analysis of the senior projects’ documentation; (3) Method-focused analysis of the projects’ documentation; (4) development of a blueprint for moving away from waterfall to agile methodology. These stages are elaborated beneath.

Stage 1: The objective of this stage of research was to examine the senior project coordination process, i.e., how the senior projects are conducted and evaluated. Naturally, the coordination process mirrors the software development method. In this case, the coordination process was constructed in a manner mirroring the waterfall method. Accordingly, for the purpose of the evaluation the following features of the senior projects were assessed: (i) the coordination process, (ii) the composition of the team, (iii) the evaluation method, and finally, (iv) the deliverables.

Stage 2: The objective of this stage of research was to conduct a process-focused analysis of the senior projects’ documentation. To this end, thirty-four (34) sets of senior projects’ documentation were evaluated. A three-pronged crosscheck examination of the projects was performed to identify how Scrum framework was adopted. This entailed identifying: (i) the way of adopting Scrum frameworks in connection to the nature of the project, (ii) the supervision style, (iii) project stakeholders.

Stage 3: The objective of this stage of research was to conduct a method-focused analysis of the projects’ documentation, to (i) identify the methods applied; and (ii) to understand and pinpoint the degree of the possible alignment between the agile methodology and senior project requirements; and finally, (iv) the deliverables.

Stage 4: The objective of this stage of research was to conduct a method-focused analysis of the projects’ documentation, to (i) identify the methods applied; and (ii) to understand and pinpoint the degree of the possible alignment between the agile methodology and senior project requirements.

Figure 1. The research model. Source: The authors.

Stage 1: The objective of this stage of research was to examine the senior project coordination process, i.e., how the senior projects are conducted and evaluated. Naturally, the coordination process mirrors the software development method. In this case, the coordination process was constructed in a manner mirroring the waterfall method. Accordingly, for the purpose of the evaluation the following features of the senior projects were assessed: (i) the coordination process, (ii) the composition of the team, (iii) the evaluation method, and finally, (iv) the deliverables.

Stage 2: The objective of this stage of research was to conduct a process-focused analysis of the senior projects’ documentation. To this end, thirty-four (34) sets of senior projects’ documentation were evaluated. A three-pronged crosscheck examination of the projects was performed to identify how Scrum framework was adopted. This entailed identifying: (i) the way of adopting Scrum frameworks in connection to the nature of the project, (ii) the supervision style and (iii) project stakeholders.

Stage 3: The objective of this stage of research was to conduct a method-focused analysis of the projects’ documentation, to (i) identify the methods applied; and (ii) to understand and pinpoint the degree of the possible alignment between the agile methodology and senior project requirements. In other words, the objective was to determine whether an alignment between the agile methodology and senior project requirements is feasible.
Stage 4: Based on the findings arrived at Stages 1–3, a blueprint for switching from waterfall to scrum methodology was developed. This included: (i) the road map of the process, (ii) the deliverables, (iii) the documentation structure, and (iv) the methods of assessment and evaluation blueprint. Notably, the blueprint elaborated at this stage refers to the components of the methodology proposed in this paper. As such this blueprint is generic and can be adopted in diverse educational settings.

5.2. Applying the Research Model to the Case-Study

The decision to leave waterfall behind and adopt scrum as the key senior project implementation method requires a broad horizontal consensus among the faculty members. Therefore, changes need to be implemented incrementally, and voices of concern need to be attended to. Even if this approach to scrum adoption in senior projects may seem time-consuming, in the end, it is the only way to promote accepted by all, and therefore sustainable, solutions [46,47]. As mentioned, the adoption of scrum as the key senior project software development method weighs heavily on the organization and coordination of the project delivery, on the alignment with the academic calendar, on curriculum requirements, on accreditation obligations, as well as on faculty preferences and time-availability. These points and observations form the strategic background against which the scrum adoption blueprint is developed and elaborated in this paper. The following sections attest to that.

5.2.1. Stage 1: Examination of the Senior Project Coordination Process

Coordination

The senior project coordination process consists of several phases, including the overall oversight by the faculty, the induction of students into the project requirements, supervision and delivery of the project outcomes, and several evaluation stages. The senior project is a group project. The group may consist of two to four members. The project is implemented over the timespan of two consecutive semesters, with each semester lasting 17 weeks. Figure 2 (beneath) offers a detailed insight into the workflow related to the senior project implementation.

The senior project is coordinated by two groups of faculty members, i.e., the senior project committee, and by the supervisors. The senior project committee is responsible for inducting the students into the overall requirements of the senior project, including the grading criteria and evaluation rubrics; for facilitating group formation and supervisors’ selection; for guiding the students through the evaluation milestones; for selecting the evaluators and overseeing the evaluation process; as well as for providing feedback to students.

At this stage of the project implementation, a senior project seminar is held. Its objective is to induct students into diverse software development methods. These may have been discussed in previous semesters, nevertheless it is important that students’ knowledge and understanding of the process and methods is refreshed, consolidated, and brought up to a certain benchmark. This is important if work in groups is to be feasible and efficient.

To promote a seamless move toward the adoption of agile methods, over the period 2019–2020, a few incremental changes were introduced in the delivery of the said senior project at KAU. In this context, during the senior project seminar, the students and the faculty were exposed also to agile software development methods. Here the explicit aim was to enhance students’ and faculty’s awareness of the agile software development methodology. In addition, the implicit rationale behind the inclusion agile methodology in the senior seminar was to acquire an insight into the faculty’s views on the possibility and feasibility of moving away from waterfall and adopting agile methods, especially
scrum. This included the faculty’s/supervisors’ opinion on how to best to adapt, to evaluate, and to manage senior projects when employing the agile software development methodology.

**Figure 2.** The senior project coordination process. Source: The authors.

The Evaluation Process (Methods of Evaluation and Assessment)

An important part of the senior project implementation is the evaluation process. To ensure fair and constructive evaluation, each project is evaluated by four evaluators, including the supervisor, two faculty members and the senior project coordinator. Project evaluation is an important component of the teaching and learning process in that, ideally, it structures the teaching and learning process by highlighting the goals and objectives the learners and the educators are expected to attain [48–52]. Well-designed evaluation rubrics are an important tool that facilitates students in organizing their work and improving their efficiency. From a different angle, the said rubrics allow the instructors direct students at the attainment of very specific learning outcomes, which are congruent with the overall orientation and objectives of a given major. In the context of the senior project examined in this paper, the evaluation process consists of 5 stages because students’ work is evaluated in two times in the first semester (1st interim progress evaluation and 2nd Final evaluation) and three times during the second semester (3rd interim progress evaluation, 4th code checking and 5th final evaluation activity) The goals and objectives of each of the interim evaluation activities are outlined in Figure 3 (beneath):
The final output of the project implementation is assessed through an 8-item evaluation rubric based on a 1 to 5 scores. The 8 items include:

- **Problem definition and identification of aims**, i.e., identification of the project’s rationale and relevance.
- **Literature Review**, i.e., a comprehensive and critical review of relevant academic and empirical sources linked to the project.
- **Methodology**, i.e., identification of a relevant methodology and a thorough justification of its selection.
- **Requirements and analysis**, i.e., identification and analysis of all requirements.
- **Initial solution design**, i.e., a realistic and appropriate system design solution.
- **Originality and creativity**, i.e., the extent to which the work output depicts the students’ ability to generate new, frequently, out-of-the-box ideas, and relating to that problem solving skills.
- **Report style and format**, i.e., the extent to which the report documenting the implementation of the project mirrors the established academic standards of writing and presentation.
- **Presentation**, i.e., the quality of the oral presentation of the project outcomes, including the ability to respond to questions posed by the project evaluators.

A few important points to consider: Until now, the senior project methods of assessment and evaluation follow the sequence of phases specific to the waterfall methodology. This is because waterfall: (a) it is easily adjustable to the flow of the academic year and corresponding semesters; (b) it is predictable, i.e., by completing a semester, students complete also a stage in the project implementation; (c) it is conducted in a safe setting of the university, essentially in disregard of developments in the outside world, including the industry; (d) the “requirements” are limited to those “imagined” by students and their supervisors, rather than specified by a client/customer; (e) there is no need to go back and forth to respond to client’s/customer’s requests/requirements; (f) the documentation prepared at the end of the first semester, continues to be progressively built throughout the
2nd semester. This means that students and their supervisors get a safe handle of the deliverables, regardless of the possibility that the documentation does not mirror the changing context, in which the software is developed.

5.2.2. Stage 2: Process-Focused Analysis of the Senior Projects’ Documentation

The objective of this stage is to identify (i) the way of adopting scrum framework in connection to the nature of the project, (ii) the supervision style, (iii) project stakeholders. Accordingly, the data collected over the period 2019–2020 from a dataset consisting of thirty-four (34) senior projects’ documentations, revealed the following.

(i) The way of adopting scrum in senior projects

Among the thirty-four projects, twenty-three (23) projects, i.e., 68% of all projects implemented, followed the scrum methodology to develop a variety of applications including a web system, a mobile application, and an IoT devise. Most of those projects utilized advanced computation topics, or state of the art technology, such as blockchain, drones, IoT, virtual reality (VR), augmented reality (AR), Artificial Intelligence (AI) and Location-based services (LBS). Please, refer to Table 2 (below) for a summary. Please, note, that for a variety of reasons, for instance the project type, but also convenience, the remaining project teams adopted other methodologies, including also waterfall. At the end of the year, the students were able to demonstrate a tested prototype, or a minimum viable product (MVP), for innovative solutions in various domains such as healthcare, transportation, special needs, education, and other. Table 3 depicts the details.

| Table 2. The kind and frequency of specific technology used in senior projects. |
|---------------------------------|------------|-----------|------------|----------|----------|----------|----------|
| Technology          | Blockchain | IoT       | Drone      | AI        | VR       | AR       | Gaming   | LBS      | Total     |
| # of projects       | 2          | 5         | 1          | 5         | 1        | 2        | 5        | 13       | 34        |

| Scrum Components       | Scrum Framework Guidelines                                                                                           | Scrum Adaptation in Senior Project |
|------------------------|------------------------------------------------------------------------------------------------------------------------|-----------------------------------|
| Scrum master           | Ensuring that scrum guidelines are inacted, remove impediment facing the team and facilitate communication outside the team. | 43% A student appointed as scrum master  |
|                        |                                                                                                                      | 13% The supervisor appointed as scrum master  |
|                        |                                                                                                                      | 39% Role is not specified            |
| Product owner          | convey customer requirements to the team                                                                               | 13% Customer appointed as product owner |
|                        |                                                                                                                      | 22% Supervisor appointed as product owner  |
|                        |                                                                                                                      | 13% Student appointed as product owner |
| Development team       | 3 to 9 members build the increment during the sprint.                                                                 | 8% A student & supervisor appointed as product owner |
|                        |                                                                                                                      | 43% Role is not specified            |
| Product backlog        | A single repository of the work                                                                                       | 100% A single repository of the work |
| Sprint backlog         | Priorities delivering value to customer.                                                                             | 56% Priorities by value to the customer |
|                        | Output of the planning event, List of stories with common objective team going to work on next sprint.                  | 13% Priorities by story size         |
|                        | 100% Weekly work of the students including project and evaluation component                                             | 31% No priority is defined          |
| Increment              | The work produced by the end of each sprints                                                                           | 100% Student responsibility         |
| Definition of “Done”   | Agreed delivery status of an increment                                                                                  | 8% Identify task in sprint backlog  |
|                        | 4% Explicitly defined done property                                                                                   | 92% Implicitly define the work of next sprint in the weekly meeting with the supervisor |

Table 3. Scrum framework adoption in senior projects.
Important points to consider: Even if all students were given the opportunity to attend the workshop on scrum framework development and utilization, as mentioned above, 68% of groups decided to follow this approach in their senior software development project over the past two years (2019–2020). The remaining 32% of the projects followed different methodologies such as waterfall, test driven development, extreme development, or for instance, data science project cycle. The choice of methodology was related to the project type and the preference of the project team. For example, expectedly, a research project based on data analysis followed a data science project cycle. However, reasons of convenience may have also played a role in a team’s selection of the project methodology, such as waterfall. Clearly, despite waterfall’s limitations, it offers straightforward phases easy to follow. Still, that over the past two years, 68% of project teams decided to follow the scrum framework suggests a high perceived convenience and effectiveness of scrum vis-à-vis its applicability in senior projects. It also highlights the salience of supporting methodology for senior projects.

The specificity of scrum allows that the framework is adopted in several ways, as long as the evaluation and assessment criteria are adhered to. Interestingly, even if all groups received the same training not all scrum framework rules were followed, and substantial variation was observed as regards the specific aspects of scrum that the teams adopted. Table 3 depicts how scrum framework is adopted in senior project. This variability is inevitable for several reasons. For instance, the projects are developed in a lab-like conditions of the university, which do not match the real-world requirements. Specifically, senior projects rarely have a known customer, therefore the priority is given to MVP development. Moreover, senior project deliverables are a prototype and a detailed documentation of software engineering artifacts. However, again, there is no customer whose requirements may be changing and need to be adhered to. Finally, students are working on the project part-time since they attend other course, while most importantly acquire skills necessary for the senior project completion simultaneously with the project development and implementation. This suggests that three key challenges exist, and the faculty and administration should be aware of them when seeking to adopt scrum horizontally. First, wrong adoption of some scrum rules may limit the benefits normally associated with the adoption of scrum. Second, the variability resulting from teams applying specific aspects of scrum creates a challenge as regards the evaluation and assessment process, especially the notions of fairness and comparability. Third, to re-create an industry-like,
close-to-real working environment, the possibility of identifying a real customer may be necessary. This solution, organizationally not always feasible, would nevertheless foster industry-academia collaboration and, thus short- and long-term synergies for all stakeholders.

5.2.3. Stage 3: Method-Focused Analysis of the Projects’ Documentation

This stage entails a detailed analysis of the projects’ documentation to identify practices used during the projects’ implementation and to determine whether an alignment between the agile methodology and senior project requirements is feasible. Scrum framework is flexible, so it is not wrong to adopt it in a variety of ways, as long as it suits the team and the project. Still, as Table 4 demonstrates, regardless of the flexibility inherent in scrum, several mistakes are committed repeatedly. These are common mistakes that refer to selected phases of scrum adoption, such as adoption the scrum roles, identification of events, artifacts, and rules, which conflict the very principles and norms of agile methodology [34]. They key reason explaining why these mistakes take place is that projects adopting the agile approach are evaluated against the same rubric which is designed for the waterfall approach. Consequently, students perform an upfront analysis and design to receive a better grade, even if this practice is against the principles and norms specific to the agile methodology [34].

Table 4. Mistakes in adopting scrum in senior projects.

| Scrum Components | Common Mistakes |
|------------------|-----------------|
| Roles            | Scrum roles are not specified  
|                  | Appointing two members as product owner |
| Events           | Sprint time-box is not clearly specified for a project due to fitting sprint duration to story sizes  
|                  | Lack of frequent and time-boxed events. The retrospective, review and daily sprint events are conducted as necessary  
|                  | Project planning is conducted at early stage instead of planning the work for iteration  
|                  | Daily sprint is conducted as needed through different settings |
| Artifact         | Product backlogs reflect the development stages, which means that waterfall is followed and not scrum  
|                  | Product backlog is organized by story size not by the value for customer  
|                  | The story estimation is linked to days of work not to the team effort  
|                  | Increments are not inspected by the end of the sprint  
|                  | The definition of “done” is missing |
| Rules            | Scrum rules are not enacted at every iteration |

Source: The authors.

5.2.4. Stage 4: Development of a Four-Pronged Blueprint for Moving away from Waterfall to Agile Methodology

Based on observations drawn from the process- and method-driven examination of senior projects’ documentation (Stages 2 and 3) this section sets on to suggest a roadmap, a blueprint of the process of moving toward the adoption of scrum in senior projects. To this end the general guidelines that students should adhere to presented. Particular attention is paid to the notion of the logic underpinning scrum adoption and implementation. Equally important is to adapt the structure of the senior project documentation to the scrum specificity. Finally, the methods of senior project assessment and evaluation, including a generic rubric, are presented. It is argued that while the general scrum implementation guidelines are an important feature of a successful project implementation and delivery, it is the students’ thorough understanding of the—derived from the agile manifesto [34]—logic underpinning scrum that determines the success. In terms of the project’s
timely and successful delivery, a careful alignment of the nonlinear scrum phases with the confines of the academic year and successive assessment and evaluation exercises is necessary. Above all, however, to ensure that the blueprint thus proposed is feasible, acceptable, accepted by the faculty and administration, and therefore also sustainable, feedback received from the faculty need to be taken into consideration. In this sense, while the specific items of the blueprint proposed beneath already mirror selected faculty’s insights, the actual application of the blueprint requires discussion and moderation among the faculty members and the administration. Only in this way, their support and involvement in the process of switching to agile software development methodologies, and thereby responding to the multi-scalar challenge of the digital economy, can be ensured.

The General Guidelines that Students Should Adhere to Presented

The key assumption that educators need to embark on is that students may have several misconceptions regarding the specificity of scrum in general. Provided that waterfall may have been already in place, it is vital that students are familiarized with the scrum process. To this end, clear guidelines need to be developed on how to form the team and assign the team roles, what are the project artifacts and what are the events. Table 5 suggests how the generic guidelines could look like.

Table 5. Guidelines to adopt scrum framework in senior project.

| Scrum Framework | Senior Project | Guidelines |
|-----------------|----------------|------------|
| Team            |                |            |
| Scrum master    | Student        | A member of the student team acts as the servant leader of the project in addition to the team member role. |
| Customer        |                | If available: |
|                   |                | Provide requirements, and |
|                   |                | Review Epics |
| Supervisor      |                | – Ensures that students develop main functionality and the required documentation. |
| Development team| Students       | Group of 2 to 4 student working in different locations |
| Product backlog | Requirement list | List of project requirements grouped into Epics of core functions and prioritized by important. Backlog evolves gradually as the project progresses. Each Epic is divided into stories and epic sub-functions can be developed and tested at every sprint by individual students. |
| Sprint backlog  | Weekly work    | It is a list of stories (the work to be conducted in throughout the week). Students should agree with their supervisor on the task that needs to be conducted. |
| Increment       |                | – Tested function |
|                  |                | – Documentation chapters |
| Definition of “Done” | Working free from bugs and meeting the requirements | Students should unit test their work individuality then review each other work then perform integration testing |
### In-Depth Understanding of the Scrum Logic

Apart from a clear delineation of the basic features of scrum, the students must be familiarized with the logic underpinning the process and the workflow specific to scrum. Figure 4 offers a useful visualization of the process. In this context, the challenge for the faculty is to make students understand the key logic behind scrum. To this end, students must be introduced to the basic norms and principles of the agile manifesto [34]. It is vital that these norms and principles are discussed with students at length and in-depth because the students’ prospective projects’ success will depend on the students’ ability to implement and follow these norms and principles throughout the process. The process starts with two sequential activities, i.e., project initiation and pre-project phase, which set the foundation needed to build the rest of the project in an iterative fashion. The rest of the activities are conducted in each sprint in a sequence, and as the proposed guidelines suggested. The process can be adopted in different settings of senior project as it does not pre-define the project duration, number of semesters, project type or any other functionalities.

![Figure 4. Visualization of the scrum process. Source: The Authors.](image)

### Methods of Evaluation and Assessment
As discussed earlier, there has been a tendency in the senior software development project implementation to rely on the waterfall method. To this end a standard linear 5-pronged modes of assessment and evaluation were adopted. Clearly, the incremental and instantaneous nature of scrum requires a more flexible way of assessment and evaluation to grant the students, i.e., the teams, the opportunity to go back and forth and to reflect on both the evolving context and the customer’s specifications/requirements at each iteration/sprint. Table 6 offers a possible way of navigating the challenge of evaluating senior projects based on scrum. The rubric thus presented is very generic and, at this stage, highlights only items relevant to software development. Other items, such as students’ learning outcomes and evaluation marks can be customized according to program requirements. Furthermore, the evaluation rubric does not impose either a specific number of evaluators, marks distribution or semester periods. Therefore, academic institutions wishing to use this rubric as a template have the flexibility to adjust it according to their academic requirements.

Table 6. Generic Evaluation Rubric for scrum.

| Evaluation Criteria                                      | Unsatisfactory | Poor  | Acceptable | Good | Excellent |
|----------------------------------------------------------|----------------|-------|------------|------|-----------|
| 1 Project Domain and Context                             |                |       |            |      |           |
| 2 Backlog of core functions ordered by priority          |                |       |            |      |           |
| Illustration of overall system models e.g., system architecture |                |       |            |      |           |
| Context diagram and use case diagram                     |                |       |            |      |           |
| Pre-project phase                                        |                |       |            |      |           |
| • Tools and environment                                  |                |       |            |      |           |
| • High-fidelity prototype                                |                |       |            |      |           |
| • Database design                                        |                |       |            |      |           |
| Epic development                                          |                |       |            |      |           |
| 3 Epic Name                                              | Epic identification | Planning | Development | Unit Testing | Integration Testing |
| a Epic One:                                               | 1              | 2     | 3           | 1     | 2         | 3               |
| b Epic Two:                                               |                |       |            |      |           |                |
| c Epic #:                                                |                |       |            |      |           |                |
| Average                                                  |                |       |            |      |           |                |

1: Acceptable, 2: Good, 3: Excellent.
Structure of the Senior Project Documentation

One of the important requirements of HEI is documenting the project in a scientific fashion. Although documentation is not given the same importance in agile manifesto, it is important to consider in academic setting as majority of the evaluation marks are based on the documentation. Therefore, this paper recommends a documentation structure in alignment with agile principles and scrum framework. Table 7 illustrates current documentation structure versus the recommended one. The current one reflects the leaner approach of software development i.e. waterfall. Whereas the recommended one reflects the iterative nature of agile manifesto. The rounded arrow implies repeating the chapter for each functional iteration such as Epic or story in scrum.

| Current Documentation Structure | Recommended Documentation Structure |
|--------------------------------|-------------------------------------|
| Chapter 1: Introduction chapter | Chapter 1: Introduction Chapter     |
| Chapter 2: Domain context and related work | Chapter 2: Domain context and requirements |
| • Understanding of context | • Understanding of context |
| • Study of similar projects, solutions | • Study of similar projects and/or solutions |
| • Project feasibility | • Project feasibility |
| Chapter 2: Analysis and specification | • Backlog of key functional requirements |
| Chapter 3: Design | • Context diagram |
| Chapter 4: Implementation and Testing | • A use case diagram |
| Chapter 7: Conclusion and future work | • System architecture |
| Chapter 3: Project Initiation | • High fidelity prototype |
| | • User interface design |
| | • ER diagram or class diagram |
| Chapter 4, 5, 6…etc. The development of Epics | Chapter 4, 5, 6…etc. The development of Epics |
| • Design | • Design |
| • Implementation | • Implementation |
| • Unit Testing | • Unit Testing |
| • Integration testing (if needed) | • Integration testing (if needed) |
| Final Chapter | Final Chapter |
| • System testing | • System testing |
| • Usability testing | • Usability testing |
| • Result and discussion | • Result and discussion |
| • Challenges | • Challenges |
| • Future work | • Future work |

6. Discussion and Concluding Remarks

The scrum software development methodology is the most popular agile software development framework widely adopted across the industry. However, the successful adoption of scrum for the purpose of senior software development project delivery frequently is not free from challenges, and thus requires, on the one hand, a substantial investment in institutional consensus building, and on the other hand, the development of a blueprint facilitating the switch to scrum and its correct implementation across the board. This paper proposes a method of adopting the scrum framework in the academic context. It is important to have a method and a methodology tailor-cut for an academic context to align them with academic requirements such as evaluation, supervision engagement, working hours of students, documentation, and learning outcomes. To develop this novel methodology, senior project implementation documentation was queried. The methodology consists of four generic components, including the guidelines, the process,
the evaluation rubric, and the documentation structure. The novelty of this approach proposed in this paper derives from the fact that the needs of the academic setting and the expectations of the market/industry were brought together. As mentioned earlier in this paper, even if over the years several universities switched to scrum, the relating academic debate addresses mostly such questions as team collaboration [53,54], illustration of scrum components in group project [55–58], measuring the attainment of learning outcomes [56], scrum process for specific game development [57] and scrum as a form of intervention [58]. The existing literature could be more explicit as regards the question of how scrum-based projects are evaluated, what is the appropriate documentation structure or how to make scrum, chiefly, applicable in the context of the university. This paper, by bringing together i.e., the guidelines, the process, the documentation structure and the evaluation rubric, suggested how to make scrum usable in the context of a HEI.

By means of conclusion, software development is the backbone of today’s digital economy. Therefore, the way and efficiency in which students will be taught software development at HEIs will have a direct bearing on (i) the graduating students’ ability to find employment [10]; (ii) on the industry, employing these graduates, capacity to retain and possibly enhance its competitive advantage; and (iii) on perceived attractiveness and competitiveness of a given HEI, the alma mater of these graduates. The prospect of adopting agile software development methodologies in senior projects is a multi-stakeholder challenge. However, as it was also argued in this paper, there is more to that. Students working on the premise of agile methodologies, especially scrum, acquire not only skills pertinent to software development, but also soft skills necessary to work in today’s increasingly virtual, distributed, culturally diverse, and frequently global, teams [5]. Indeed, research suggests that students that were exposed to scrum become familiar with team dynamics, communicate effectively with IT professionals, and gain a better appreciation of the challenges involved in crafting larger and realistic software applications [59–62].

The process of applying scrum as the key methodology for senior project development at KAU suggests that students acquired and/or expanded their skills in areas such as the ability to work in a dynamic team, delivering on time and in line with requirements, collaboration with the customer. The points and observations thus outlined derive directly from the examination of the projects’ documentation, from the observations of the supervisors, and the evaluators, acquired throughout the project implementation and presentation of the project results. More research is needed to offer quantitative evidence to support these points. This shall be done in our future research.
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