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1. Introduction

The inadequate management of system requirements is a major cause of problems in software development (Anton, 2006). Requirements Engineering is a branch of Software Engineering and includes a set of activities concerning the identification, specification, validation, and management of system requirements. However, a traditional approach to requirements engineering may not be fully effective for certain complex systems that require high levels or specific kinds of abstractions, and the need to define more specific requirements engineering processes for these types of systems thus arises.

A Multi-Agent System (MAS) is a specific type of system that is composed of multiple intelligent agents that interact with each other to achieve certain objectives. These systems can be used to solve problems that it is difficult or impossible for a monolithic or a single agent system to resolve. In recent years, various methodologies have been proposed to guide the development of multi-agent systems, such as Tropos (Giorgini et al., 2005), Ingenias (Gómez-Sanz & Pavón, 2003), Gaia (Zambonelli et al., 2003), etc. However, despite the importance of the requirements phase in the development of software systems, many of the proposed methodologies for the development of MAS do not adequately cover the requirements engineering phase (Cernuzzi et al., 2005), focusing mainly on the design and implementation phases. Moreover, a recent study on the application of requirements engineering techniques in the development of a multi-agent system (Blanes et al. a, 2009) found that 79% of the current methodologies for MAS development use requirements engineering techniques which have been adapted from other paradigms (object orientation, knowledge engineering, etc.) (Anton, 2006). However, these techniques and notations may not be sufficient to cover the nature of MAS, since these systems, along with their organizational, structural, or functional properties, characteristics that are not normally necessary in conventional software systems such as pro-activity, adaptability, collaboration, truth, or disposition (Blanes et al. a, 2009). These characteristics are denominated as social behavior (Hector & Lakshmi, 2005). Therefore, there is a need for new methods and techniques that enable the appropriate acquisition and treatment of MAS requirements.
(Blanes et al. b, 2009) and (Rodriguez et al., 2009) present two proposals for the acquisition and modeling of requirements for the Gaia (Zambonelli et al., 2003) methodology which covers the analysis and design phase of MAS. Based on the experience using these approaches, this chapter presents an evolution of these earlier proposals to support the acquisition and modeling of requirements regardless of the analysis and design methodology used, and covers four essential perspectives of a MAS: organizational, structural, functional, and social behavior.

It is also worth mentioning that agent technology is useful in many complex domains: e-commerce, health, stock market, manufacturing, games, etc. In particular, we are interested in the game development domain since it comprises a set of characteristics such as collaboration, negotiation, trust, reputation, etc., which specially can be dealt with a MAS. According to Google Trends and the ESA annual report (ESA, 2010), games development is one of the business markets that has undergone most growth in the last few years. In addition, the agent-oriented paradigm is one of the most promising for modeling such business market due to the social behavior characteristics (negotiation, cooperation, etc.) of the agents and the complexity that MASs can support. For this reason, in the next chapter, we illustrate the feasibility of our approach by applying the requirements modeling process to the development of the strategic board Diplomacy Game (Fabregues et al., 2010).

The structure of this chapter is as follows. Section 2, discusses the related works. Section 3, describes the organizational, structural, functional and social behavior perspectives that were considered when modeling MAS. Section 4, presents the requirements modeling proposal. Section 5, focuses on the case study of the Diplomacy Game. Finally, section 6, concludes and introduces future research work.

2. Related work

The importance of the requirements phase in software development is widely known. However, capturing and modeling the requirements of a system is not a trivial task. In particular, MAS require abstractions, techniques, and notations which have been specifically tailored to this domain. We propose four basic perspectives for the modeling of MAS requirements: organizational, structural, functional, and social behavior. This section, presents some proposals for the acquisition and modeling of requirements that cover these four perspectives of a MAS.

The organizational perspective is supported in proposals such as GBRAM (Anton, 2006). GBRAM is a relevant traditional goal-oriented requirements engineering proposal. It provides a procedural guide for the identification and development of goals and introduces techniques that assist in their methodical and systematic analysis. GBRAM has a great deficiency in terms of formality. This includes the lack of models, formal notations and tools that support the modeling that the method uses. Nevertheless, the guidelines and the level of clarity it offers are very good. Moreover, GBRAM also emphasize the verification of the requirements through its refinement stage which specifies certain guidelines to follow, thus making this process more reliable. Therefore it is possible to track the requirements captured, and this is reflected in the traceability offered by the method.

Another proposal for requirements modeling that supports the organizational perspective is the i* framework (Yu, 1997). This framework has been established as the basis for the Tropos methodology (Giorgini et al., 2005). Tropos has been appropriately adapted to the acquisition and modeling of the actors in the system and its environment, i.e., the actors,
goals, tasks, interactions, dependencies, resources needed, etc. However, it does not permit a full representation of constraints nor does it propose a modeling environment. Since we consider goal orientation to be of particular interest in the capturing of requirements for MAS, we believe that it is necessary to analyze other methods which are complementary to this approach.

The structural perspective is supported by proposals such as AUML (Odell et al., 2000). AUML tends to be asserted as a notational standard in various methodologies; one of the most common proposals for the requirements phase is the adoption of Use Case diagrams. This formalism has shown good results for the representation of functional requirements and is also a good tool for communication with stakeholders. Nevertheless, Use Cases have limitations in capturing qualitative aspects of the environment and interactions with it. In addition, a interesting contribution of AUML is the Agents Interaction Protocol (AIP), which constitutes a central aspect for MAS, specified by means of protocol diagrams.

Another proposal that covers the structural perspective is KAOS (Van Lamsweerde et al., 1998), a proposal for modeling requirements through goals. KAOS consists of a specification language, a method of elaboration, and the meta-level knowledge which is used as a guide. A KAOS model contains goals, information system requirements, expectations about the system environment, conflicts between goals, obstacles, entities, agents, etc. One of the strengths of the proposal is that of its use of formality to achieve correction. Moreover, the idea of constraint is useful in identifying some of the external problems of integrity, and this contributes to the robustness of the system. However, the successful implementation of the method depends heavily on the developer’s experience in the domain and how well defined the problem to be solved is (Huzam & Maibaum, 2006).

Other proposals do not support the organizational and structural perspective. This is the case of CREWS (Maiden, 1998), which focuses on the perspectives of functional and social behavior. CREWS is based on system object models that are abstractions of the key features of the different qualities of the problem domain. CREWS uses these models to generate normal course scenarios, and it then uses the theoretical and empirical research into cognitive science, human-computer interaction, collaboration systems and software engineering as a basis to generate alternative courses for these scenarios. A potential weakness of the CREWS approach is that the generation of scenarios is domain-oriented, in contrast with the goal-oriented scenario analysis and the task-oriented Use Case modeling. If the scenarios are intended to validate the requirements, these requirements should be oriented towards the generation of scenarios.

In summary, the organizational perspective is covered by proposals such as GBRAM and i *, and the structural perspective is covered in proposals such as KAOS and AUML. Most of the proposals presented in some way cover, either totally or partially, the functional and social behavior perspective, as in the case of CREWS. However, to the best of our knowledge no methods that completely cover all four perspectives needed for the development of a MAS exist.

3. Different perspectives for multi-agent systems

This work aims to provide a solution to the lack of RE modeling approaches that appropriately cover the four perspectives of MASs: organizational, structural, functional, and social behavior. In order to contextualize these perspectives, an overview of them is presented
which emphasizes both social behavior and organizational aspects, since these are key aspects for the development of MASs.

3.1 Organizational perspective
In the organizational perspective, the organization is represented as a system that has certain goals. The organization attains these goals through consistent actions, which use system resources and alter the desired system state (Falkenberg, 1998). Some authors such as (Zambonelli et al., 2003) consider that the human organizational metaphor is very adequate for systems which are situated in open and changing environments. They define a MAS as a software system that is conceived as the computational instantiation of a group of interacting and autonomous individuals (agents). Each agent can be seen as playing one or more specific roles: it has a set of responsibilities or goals in the context of the overall system and is responsible for pursuing these autonomously. Furthermore, interactions are clearly identified and localized in the definition of the role itself, and they help to characterize the overall structure of the organization and the agent's position in it. The evolution of the activities in the organization, which is derived from the agents’ autonomous execution and from their interactions, determines the achievement of the application goal.

3.2 Structural perspective
The structural perspective shows the system architecture in terms of entities and the static relationship between them. The modeling of these entities and relationships provides an abstract structural perspective of the system. We believe that this perspective is necessary to identify the entities that will be needed to build the future MAS. If the static and structural relationships are to be captured accurately, the development method must include formalisms and techniques to specify relationships of hierarchy (inheritance), semantic dependency (association) and part-of relations (aggregation).

3.3 Functional perspective
The functional perspective shows the semantics associated with the organizational roles' services that are motivated by the occurrence of events. In this context, we understand an organizational role to be the representation of an abstract entity that provides (multiple) system methods or services. An event is something that occurs in the environment and to which the organizational role reacts by running a method or service. This perspective focuses to model the functional requirements to be met by the roles in the future MAS.

3.4 Social behavior perspective
The social behavior perspective shows the possible sequences of events or services to which an agent can respond or that occur in its lifetime, along with interaction aspects such as communication between agents, and this is often represented as state or activity diagrams. As is discussed above, in addition to organizational, structural, and functional properties, a MAS also requires characteristics that are not normally required in conventional software systems, such as pro-activity, adaptability, collaboration, truth, or disposition. These characteristics are denominated as social behavior. We therefore believe that covering this perspective in a proposal for modeling requirements for MAS is an important contribution towards the development of such systems, since the essence of these systems is the performance of complex tasks that other types of systems are not capable of solving.
3.4.1 Classification

In order to properly structure and organize the features of social behavior requirements, we briefly present the classification scheme of agent characteristics defined in (Hector & Lakshmi, 2005). According to the authors, three main attributes of an agent are defined: (a) *autonomy*, which refers to the fact that an agent should run independently, with little or no human intervention, (b) *temporal continuity*, which signifies that an agent should run continuously rather than simply perform a task and finish, and (c) *social skills*, which signifies that an agent should possess some form of social skills, since the agent’s advantages lie in its interactive communication with other agents. In addition to these core attributes, an agent can also be classified according to the following *social behavior* characteristics:

- **Pro-activeness**: this refers to how the agent reacts to - and reasons about - its environment, and how it pursues its goals. The agent can directly react to stimuli in its environment by mapping an input from its sensors directly to an action, or it can take a purely planning, or goal-oriented, approach to achieve its goals. This last approach relies upon utilizing planning techniques.

- **Adaptability**: this describes an agent's ability to modify its behavior over time. In fact, the term “agent” is often taken to implicitly mean “intelligent agents”, which combine traditional artificial intelligence techniques to assist in the process of autonomously performing tasks. This feature includes other sub-features such as learning and sub-submission.

- **Mobility**: this refers to the agents’ capability of transporting their execution between machines on a network. This form of moving can be physical, where the agent travels between machines on a network, or logical, where an agent which is running on a single machine is remotely accessed from other locations on the Internet.

- **Collaboration**: collaboration among agents underpins the success of an operation or action in a timely manner. This can be achieved by being able to coordinate with other agents by sending and receiving messages using some form of agent communication language, and permits a high degree of collaboration, thus making social activities such as distributed problem solving and negotiation possible. Moreover, it is possible for agents to collaborate without actual communication taking place. The interaction of agents with resources and their environment may lead to the emergence of collaborative or competitive behavior.

- **Veracity**: this refers to the agent’s ability to deceive other agents via their messages or behavior. An agent can thus be truthful in failing to intentionally deceive other players. Moreover, an agent that is untruthful may try to deceive other agents, either by providing false information or by acting in a misleading way.

- **Disposition**: this refers to the agent’s “attitude” towards other agents, and its willingness to cooperate with them. An agent may always attempt to perform a task when asked to do so (benevolent), or may act in its own interests to collaborate with other agents only when it is convenient to do (self-interested), or it might try to harm other agents or destroy them in some way (malevolent).

The above characteristics in the classification represent to some extent abstraction of human social behavior, and are those that differentiate agent paradigms from traditional software development. In this work, we use this classification to study the characteristics of social behavior and to propose mechanisms for the definition and specification of requirements of...
these types. In particular, and as a starting point, in this work we will focus on the following characteristics: proactiveness, collaboration, veracity, and disposition. Other characteristics such as adaptability or mobility will be considered in future work.

Social behavior is a skill that must have an agent in a MAS. Moreover, if we consider the organizational metaphor, an agent can, at different times in its life-cycle, play one or more specific roles, which in turn have a set of responsibilities and goals. We therefore propose to identify these features of social behavior in the requirements modeling process at role level, through an analysis of the goals that need to be attained. Therefore, in the later phases of the software development, when an agent has to be defined, the corresponding roles of which a given agent will be composed will determine the agent’s complete social behavior.

4. Modeling requirements for multi-agent systems

To support the organizational, structural, functional and social behavior perspectives, we propose a requirements modeling process which is decomposed into two main activities: Requirements Definition and Requirements Specification. The user’s specific needs are identified in the Requirements Definition activity. In particular it is identified: the organizational structure of the system; the roles that are required in each sub-organization; the roles goals; the social behavior needed for the roles to carry out their goals; and relevant entities of the environment. The detailed requirements for developers are specified in the Requirements Specification activity. The specifications extracted from the Requirements Definition activity are refined, and the level of detail increased, in order to identify artifacts which are closer to the analysis and development of the system: activities and interactions, resources of the system, the permissions that roles have in those resources and organizational rules.

Moreover, the process is based on the definition of models needed to describe the problem in more concrete aspects that form the different perspectives of the system. In particular, in the Requirements Definition activity it is possible to identify: (a) a Refinement Tree, which identify and represent the goals of the system and their hierarchy, the roles that will carry out these goals in an organizational context, and the organizational structure of the system, and (b) a Domain Model with which to represent the entities that could be used as the organization’s resources. In turn, the Refinement Tree, as is specified by the above description, represents: (i) Mission Statement, which is the main objective that the system under development provides the environment with in order to identify the overall goal within the organization as a whole; (ii) Organizational Model, to represent the sub-organizations of which the global organization is composed; (iii) Role Model, to represent the roles involved in each sub-organization, the inheritance relationships between them, and the social behavior needed between roles to accomplish their goals; and (iv) Goal Model, to represent the goals associated with each role.

Moreover, in the Requirements Specification activity it is possible to identify: (c) a Behavior Model, to represent the decomposition of goals into tasks and protocols in order to understand the internal flow of a role to determine its responsibilities, (d) an Environment Model, to represent the permissions of the roles identified in the Role Model with regard to the resources of the Domain Model; and (e) an Organizational Rules Model, to represent the constraints of the organization’s behavior.
In order to obtain a clear view of the models used, each of them is presented as follows. The Mission Statement is defined in natural language, with a recommended extension of one or two paragraphs. Since the Mission Statement identifies the overall goal within the organization as a whole, it provides us with information about the organizational and functional perspectives. The Mission Statement is the root of the Refinement Tree. It is successively refined to identify the goals of the system to be represented as leaf nodes in the tree. It is possible to distinguish three general levels in this process: (i) we first define the decomposition of the system in a hierarchy of sub-organizations, thus representing the Organizational Model. A sub-organization is a part of the system that aims to achieve a goal in the system and weakly interacts with other parts of the system (low coupling); (ii) we then decompose the sub-organizations into roles that partially represent the Role Model. A role is the representation of an abstract entity that has (multiple) system goals; (iii) and finally, we identify the goals of the system and a hierarchy of them, thus representing the Goal Model. The goals are tasks which are carried out by a role in the sub-organization. The structure of the Refinement Tree allows us to identify elements of the organizational perspective through the decomposition of the system into sub-organizations; elements of the structural perspective by identifying the roles that make up the sub-organizations and finally aspects of the functional perspective by identifying the goals that each role has to perform. As was previously mentioned, the Role Model describes the roles that belong to the sub-organizations of the Refinement Tree. The purpose of this model is to represent the different roles found in each sub-organization and to reason about their special relationships. The special relationships between roles can serve to identify the common properties between the roles in order to create a hierarchy of roles using inheritance relationships and the identification of the social behavior relationships between roles in different sub-organizations. The resulting Role Model comprises the information represented in the Refinement Tree: one diagram for the inheritance relations between roles and one or more diagrams as needed for each sub-organization for the social behavior relations.
between roles. The UML Use Case Diagram is used to represent this information and complement the Refinement Tree representation of roles. The roles are represented as actors which are labeled with the stereotype <<role>>. In addition, the inheritance relations are represented with the corresponding stereotype relation, and the social behavior relations are represented as relations labeled with the stereotypes <<collaboration>>, <<disposition>> and <<veracity>>. We propose naming the relations with the corresponding property (i.e. for the social behavior relation collaboration the relation is named as “communicative”, “non-communicative” or both, for the social behavior relation disposition the relation is named as “benevolent”, “self-interested”, “malevolent” or the combinations, and finally for the social behavior relation veracity the relation is named as “truthful”, “untruthful” or both). A social behavior relation between two roles could be of one or more property, since the relation is dynamic, i.e. it may alter depending on the agent that will eventually play the role. This information allows us to express elements of the structural, organizational and social behavior perspectives.

The Domain Model represents the entities identified in the problem domain. The purpose of this is to identify key concepts and relationships, thus representing a first structural view. These entities are seen from the point of view of the application domain, and implementation details are therefore avoided at this level. Associations and inheritance relationships between domain entities are also represented. The identification of these domain entities and their relationships allows us to extract information for the structural perspective and to partially extract information for the organizational perspective. The UML Class Diagram will be used to represent this information.

The Behavior Model shows a sequence of steps that represent the flow of activities needed to achieve the goals identified in the system. A representation of the flow of tasks could be useful: to understand the logical flow of a role; to complement the information regarding social behavior identified in the Role Model; and to help to identify new information when one role needs to work with others in order to accomplish a task. The identification of the flow of activities allows us to extract information for the functional perspective. Furthermore, the identification of interactions between different roles allows us to identify information for the social behavior perspective. The UML Activity Diagram will be used to represent this information.

The Environment Model represents the permissions of the roles with regard to the entities identified in the Domain Model. For each role identified in the Role Model, resources are established for those who can legitimately access them. Finally the permissions (perceive or modify) are established. The identification of these permissions offers information of the structural and functional perspectives of the system. The UML Use Case Diagram is used to represent this information, and the roles are represented as actors which are labeled with the stereotype <<role>>, the resources are represented as classes and the permissions are represented as relations between the role and the entity, which are labeled with the stereotypes <<perceive>>, and <<modify>>.

The Organizational Rules Model identifies and represents the general rules concerning the organization’s behavior. These rules can be viewed as general rules, responsibilities, restrictions, the desired behavior, and the sequence or order in such conduct. These rules will be represented by building on GBRAM, in which two types of dependency relationships between goals are distinguished: precedence and restriction, which are represented by the symbols < and ≥ respectively, and by adding a relationship to the
proposal to represent general rules of the system, which is represented with only natural language. This information contributes to extract information for organizational, structural and functional perspectives of the system. We suggest that the set of rules should be represented with a table schema in which each rule is defined by a natural language description of the relationship, the type and the corresponding formula if necessary.

Each of these models provides the information which is necessary to cover the different perspectives of a MAS: (i) structural (Domain Model, Role Model, and Environment Model); (ii) organizational (Mission Statement, Organizational Model, Roles Model, Domain Model, and Organizational Rules Model); (iii) functional (Mission Statement, Goal Model, Behavior Model, Environment Model and organizational Rules Model); and (iv) social behavior (Role Model and Behavior Model). Figure 1 shows an overview of these models and their respective relations. The process for defining and specifying the requirements is described in the following subsection.

4.1 Requirements modeling process
As was mentioned earlier, the requirements modeling process proposed involves two phases: Requirements Definition and Requirements Specification. Figure 2 shows an overview of this process, using the SPEM graphical notation (OMG, 2010). Each activity of the process produces a document that is composed of the sum of all the models and documents of the working definition that is included in each activity. The Requirements Definition activity tasks are performed first, thus producing the requirements specification. The Requirements Specification activity tasks are then performed, using the requirements specification produced in the previous activity as input and resulting in the production of the refined requirements specification. At this point the Requirements Definition activity can again be performed in case some kind of inconsistency or incompleteness is encountered in the specification, or the process may end.

Fig. 2. Requirements modeling process overview
4.1.1 Requirements definition

The Requirements Definition activity consists of three tasks whose aim is to identify the models of the phase, as is shown in Figure 3. The first task is to Create Refinement Tree, beginning with the definition of the Mission Statement which is then broken into sub-organizations, roles and goals. This information is part of the Mission Statement, Organizational Model, Role Model and Goal Model. The list of roles identified in the previous task will be used as input for the next task: Refine Roles. Here we discuss possible structural similarities in order to identify inheritance relationships, and we analyze the goals to be attained by each role in each sub-organization in order to identify the social behavior relationships between them. If deemed appropriate, it is possible to return to the previous task in order to update the Refinement Tree, or the next task can be performed. In the last task, Identified Entities, the Domain Model is constructed from the identified entities, and association and inheritance relationships among them are defined.

![Fig. 3. Requirements Definition activity decomposed into tasks and artifacts](image-url)

4.1.2 Requirements specification

The Requirements Specification activity involves the creation of three models: Behavior Model, Environment Model and Organizational Rules Model, and therefore consists of three tasks for the creation of the models, as is shown in Figure 4. The first task in this activity is Create Activity Diagrams. The Organizational Model, Role Model, Goal Model of the Requirements Definition activity are used as input. The necessary Activity diagrams are created as a result of this. When this has been completed, the next task is performed: Develop Environment Model. The Role Model and the Domain Model of the Requirements Definition phase are taken as input. Then, the Define Organizational Rules task is performed, taking as input the Role Model of the Requirements Definition activity and the Environment Model of the current activity. The Organizational Rules Model is produced as a result of this.
Finally, the artifacts generated during the process can relate to analysis and design artifacts from other methodologies by establishing a traceability framework. This will increase the overall quality of the system to be.

5. Case study: diplomacy game with agents

We have used the Diplomacy Game to verify the feasibility of our approach in areas such as negotiation, argumentation, trust and reputation (Fabregues et al., 2010) in the game development domain. Many interesting features make the Diplomacy Game compelling for the applying the agent technology: the absence of random movements, all players move their units simultaneously, all units are equally strong so when one attacks another the winner of the battle is decided by considering solely the number of units helping one another, etc. Accordingly, from a player’s point of view, the most important feature of the game is the negotiation process: deciding allies, selecting who to ask for help, arguing with other players to obtain information about their objectives or to discover what they know, and so on. We have used the rulebook of the Diplomacy Game (Wizards, 2010) as a description of the system to be modeled with the process proposed in this work. The most relevant aspects of the game are provided as follows.

The Diplomacy Game is played by seven players and a Game Master. Each player represents one of the seven “Great Powers of Europe” in the years prior to World War I. These Great Powers consist of England, Germany, Russia, Turkey, Italy, France, and Austria. At the start of the game, the players randomly decide which Great Power each will represent. This is the only element of chance in the game. As soon as one Great Power controls 18 supply centers, it is considered to have gained control of Europe. The player representing that Great Power is the winner.

Diplomacy is a game of negotiations, alliances, promises kept, and promises broken. In order to survive, a player needs help from others. In order to win the game, a player must eventually stand alone. Knowing who to trust, when to trust them, what to promise, and when to promise it is the heart of the game.

At the beginning of each turn, the players meet together in small groups to discuss their plans and suggest strategies. Alliances between players are made openly or secretly, and orders are
coordinated. Immediately following this period of “diplomacy,” each player secretly writes an order for each of his or her units on a slip of paper. When all the players have written their orders, the orders are simultaneously revealed, and are then all resolved. Some units are moved, some have to retreat, and some are removed. Resolving orders is the most challenging part of the rules and requires complete knowledge of the rules. Each turn represents six months of time. The first turn is called a Spring turn and the next a Fall turn. After each Fall turn, each Great Power must reconcile the number of units it controls with the number of supply centers it controls. At this time some units are removed and new ones are built. The purpose of the Game Master is to keep time for the negotiation sessions, collect and read orders, resolve issues, and make rulings when necessary. This role should be strictly neutral.

Each turn has a series of phases: (a) Spring four-phase turn: Diplomatic phase, Order Writing phase, Order Resolution phase, Retreat and Disbanding phase; (b) Fall five-phase turn: Diplomatic phase, Order Writing phase, Order Resolution phase, Retreat and Disbanding phase, Gaining and Losing Units phase. After a Fall turn, if one Great Power controls 18 or more supply centers, the game ends and that player is declared the winner.

Based on the tasks of the Requirements Definition and Requirements Specification activities proposed, and which were presented in the previous section, the development of the case study is presented below.

5.1 Requirements definition

The requirements modeling process starts with the Requirements Definition activity. This activity starts with the first task: Create Refinement Tree. First the Mission Statement of the system must be defined, which in this case is simple and is the Management of the Diplomacy Game. For the definition of the sub-organizations of the system we decided that the problem naturally leads to a conception of the whole system as a number of different MAS sub-organizations, one for each phase of the game, and one extra sub-organization representing the start of the game. The resulting sub-organizations are: Initial phase, Diplomatic phase, Writing Order Phase, Order Resolution phase, Retreat and Disband phase and Gaining and Losing Units phase. This concept of representing the sub-organizations of the system as phases was also used in (Zambonelli et al., 2003). The roles that are part of each sub-organization are then defined, resulting in three roles: Great Power, Game Master and Unit which, depending on which sub-organization they are, have different goals. Finally the roles are refined with the goals they need to attain in order to fulfill each sub-organization’s objective. For example in the Order Resolution Phase sub-organization, the Game Master role has the goal of Resolve Order Conflicts and the Unit role has the goal of Follow Orders. Figure 5 shows the complete resulting Refinement Tree.

The second task, Refine Role Model, is performed to complete the Role Model based on the information defined in the Refinement Tree. Possible inheritance relationships between roles can be specified in this task. The goals of each role in each sub-organization are also reviewed in order to identify whether the role needs social behavior relationships in any sub-organization. Owing to space limitations we shall only illustrate the Role Model showing one of the most significant diagrams (see Figure 6). However, the same analysis should be performed for all of the sub-organizations, thus resulting in one or more Social behavior diagrams for each sub-organization. Upon analyzing the goals of the roles of the Diplomatic Phase sub-organization, we identified that the Great Power role needs to have the collaborative relation to attain all of its goals in the sub-organization analyzed, and more specifically, the role needs to be communicative with other instances of the Great Power role.
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and with the *Game Master* role. The same applies in the case of the *Game Master* role fulfilling its *Control Negotiation Session* goal: the collaborative relationship will be with the Great Power role. The collaborative relationship between Great Power and Game Master will therefore be on both sides, represented with a non-directional arrow. Moreover, if the Great Power role is to fulfill all of its goals in the sub-organization analyzed, it needs to be benevolent, self-interested or malevolent with regard to another instance of the Great Power role, depending on the agent’s intentions. In this sub-organization, negotiation, persuasion and trust are keys to the Great Power role. On the other hand, the Great Power role in the sub-organization analyzed is in all cases benevolent with regard to the Game Master role, and vice versa. Finally, we believe that it is necessary for the veracity relation between the Great Power role and other instance of the same role to be truthful or untruthful, again depending on the intentions of the agent playing the role. We also believe that it is necessary for the veracity relation between the Great Power role and the Game Master role to be truthful in both directions.

**Fig. 5. Diplomacy game Refinement Tree**

**Fig. 6. Social behavior diagram showing relations between roles in the Diplomatic phase sub-organization (collaboration, veracity, and disposition)**
The third task, *Identify entities*, is performed to define the *Domain Model*. Figure 7 shows the *Domain Model* generated. Briefly, the domain consists of a *Map* that is composed of many *Countries* which in turn have *Boundaries* and *Provinces*. A *Province* can be an *Inland*, *Coastal* or *Water* province. A *Supply Center* is in a *Province*, but a *Province* may or may not have a *Supply Center*. Furthermore, a *Unit* is in a *Province*, but a *Province* may or may not have a *Unit*. A *Unit* can be an *Army* or a *Fleet*. Both a *Province* and a *Unit* belong to a *Great Power* which in turn is a *Country*, but not all *Countries* are *Great Powers*. A *Great Power* has many *Documents*, *Orders*, *Retreats* and *Adjustments*, and they all belong to only one *Great Power*. *Orders*, *Retreats* and *Adjustments* are all for one *Unit* and a *Unit* follows many *Orders*, *Retreats* and *Adjustments*.

![Fig. 7. Diplomacy game Domain Model](image)

As a result of performing the *Requirements Definition* activity we obtain the *Refinements Tree* shown in Figure 5, which represents the *Mission Statement*, *Organizational Model*, partially the *Role Model* and *Goal Model*. One or more Social behavior diagrams is needed for each sub-organization, thus complementing the information of the roles in the *Refinement Tree* to complete the *Role Model*. An example of this is shown in Figure 6. Finally, the UML Class Diagram which relates the entities identified in the domain to represent the *Domain Model* are shown in Figure 7.

### 5.2 Requirements specification

The second activity is to perform the *Requirements Specification*, which starts with the first task, *Create Activity Diagrams*, in order to specify the *Behavior Model* using the information from the *Organizational Model*, *Role Model*, and *Goal Model* generated in the *Requirements Definition* activity as input. Once again, owing to space limitations we shall only illustrate...
one Activity diagram from the *Behavior Model* (see Figure 8). However, the same analysis must be carried out for each goal identified in the *Goal Model*, resulting in one or more Activity diagrams for each goal. The presented activity diagram specifies the activities and protocols performed by the *Great Power* role to attain the *Make Alliance* goal and the activities and protocols performed by the *Game Master* role to attain the *Control Negotiation Sessions* goal, both of which are roles of the *Diplomatic phase* sub-organization. As the goals of these two roles are related, we decide to specify their activity diagrams in just one diagram with tree swim lines, two for the interaction between the two instances of the *Great Power* role (active and passive) to attain the *Make Alliance* goal, and the third for the interaction between the *Game Master* role and the instances of the *Great Power* role to attain the *Control Negotiation Sessions* goal.

As is shown in Figure 8, the flow of actions performed by the *Great Power* active role to attain the *Make Alliance* goal begins with a fork that gives the control to one initiator protocol: *Meet in private groups*, and to one reactive protocol: *Interrupt negotiation session (Game Master)*. The first protocol is initialized by the *Great Power* active role and result in the reactive protocol *Meet in private groups (Active:Great Power)* of the *Great Power* passive role, while the other is a reaction of the *Great Power* role to the *Interrupt negotiation session* protocol initialized by the *Game Master* role if the negotiation time has ended. If this protocol is performed, the *Great Power* active role must terminate the flow of action.

After the *Meet in private groups* protocol has been performed, the *Great Power* active role must perform the *Decide who to trust* activity in order to attain the *Make Alliance* goal. The *Great Power* passive role has the same flow of actions as the *Great Power* active role, with the difference that its *Meet in private groups (Active:Great Power)* protocol is a reaction to the *Meet in private groups* protocol initialized by the *Great Power* active role, and since this is a passive instance of the *Great Power* role, it does not end the flow of actions.

---

**Fig. 8. Activity Diagram for the goals Make Alliance and Control Negotiation Session**
The second task that must be performed in the Requirements Specification activity is Develop Environment Model using the information from the Role Model and Domain Model generated in the Requirements Definition activity as input. Figure 9 shows the permissions of the Great Power, Game Master and Unit roles with regard to the Domain Model resources that each role needs to perceive or modify in order to attain its goals. The Great Power role perceives the following entities in the system: other instances of Great Power, Units, Map, Provinces, Boundary and Country; and can modify: Supply Center, Document, Order, Retreat and Adjustment. The Game Master role perceives the following entities in the system: Great Power, Units, Map, Provinces, Supply Center, Boundary and Country; and can modify: Order, Retreat and Adjustment; but cannot perceive or modify the Document entity. Finally the Unit role perceives the following entities in the system: Great Power, Map, Provinces, Boundary, Country, Document, Order, Retreat and Adjustment; but cannot perceive or modify the following entities: other instances of Unit and Supply Center.

The third task that must be performed in the Requirements Specification activity is to Define Organizational Rules, using the information from the Domain Model generated in the Requirements Definition activity and the Behavior Model of the current activity as input. In the current domain, the important rules to identify are the general rules of the game, the number of players, the rules concerning the movement of the units depending on the type of unit and on the type of provinces the move take place in, etc. Table 1 shows an extract from the Organizational Rules Model.

Fig. 9. Diplomacy game Environment Model

Finally, as a result of performing the Requirements Specification activity we obtain the Behavior Model which is composed with all the Activity diagrams (see example in Figure 8). We also obtain the Environment Model (see Figure 9). And finally, a table representing the Organizational Rules Model is obtained (see Table 1).
The game is divided into a two year tour: Spring four-phase turn and Fall five-phase turn. The Spring four-phase turn has phases: Diplomatic, Order Writing, Order Resolution and Retreat and Disbanding. The Fall five-phase turn has phases: Diplomatic, Order Writing, Order Resolution and Retreat and Disbanding, Gaining and Losing. Only seven players may perform the role of "Great Power." When 18 supply centers belong to a "Great Power" the game ends and the winner is that "Great Power." At the start of the game each "Great Power", except Russia, controls 3 supply centers. At the start of the game, the "Great Power" Russia controls 4 supply centers. Maximum time in the first diplomatic phase is 30 minutes.

Table 1. Extract of Organizational Rules Model

5.3 Discussion

With the definition of the Diplomacy Game Refinement Tree (see Figure 5), the requirements engineer is able to identify the overall goal of the system, the decomposition of the system in a hierarchy of sub-organizations, roles involved in each sub-organization, and the goals which are carried out by each role in the corresponding sub-organization. The Diplomacy Game Refinement Tree provides information for the organizational, functional, and structural perspectives of the case study system. In addition, the social behavior needed for each role to carry out their goals is specified by means of one Social behavior diagram for each sub-organization (see Figure 6). The case study presents a variety of social characteristics that allow to fully evaluating the proposed Social behavior diagram. In particular, we identified relationships of collaboration, disposition and veracity. The Social behavior diagrams provide information for the social behavior perspective. Moreover, the relevant entities of the environment of the game are identified in the Diplomacy Game Domain Model (see Figure 7), providing information for the organizational and structural perspective.

With the construction of one Activity diagram for each goal, the requirements engineer is able to refine each goal in activities and protocols, and also to refine the social behavior identified in the previous activity. It is proper to mention that the collaboration relationships identified in the Social behavior diagrams is refined in the Activity diagrams. As an example, the initiator protocols and reactive protocols in Figure 8 show the specification of the collaboration relation identified in the Social behavior diagram of Figure 6. The Activity diagrams also provide information for the functional and social behavior perspectives.

Furthermore, the Diplomacy Game Environment Model (see Figure 9), identifies the resources of the system, and defines the permissions that roles have in those resources, providing information for the structural and functional perspectives. The organizational rules of the game are specified (see Table 1), providing information for the organizational, structural, functional, and social behavior perspectives.

Finally, due to its characteristics, the Diplomacy Game case study offers a good example to validate the feasibility of our approach to model the requirements of a MAS covering its organizational, structural, functional, and social behavior properties.
6. Conclusions and future work

In this work we proposed a requirements modeling process for MAS. The approach is organized into two main activities: Requirements Definition and Requirements Specification. In the Requirements Definition activity the following is modeled: (a) the organizational structure and structural properties of the system; (b) the functional behavior of the system; and (c) the domain entities and their relationships. In the Requirements Specification activity the requirements specifications are refined, identifying: (a) the interactions on which the social behavior of the system is based; (b) the main activities which conform the functional behavior of each role; (c) the permissions of the roles in the domain entities; and (d) the structural and functional behavior. This process supports the four perspectives that characterize a MAS: organizational, structural, functional and social behavior. We believe that this proposal addresses the need for a requirements modeling process for MAS because it incorporates specific abstractions needed to capture and specify these four perspectives. In particular, the definition and specification of features of social behavior at the requirements level will increase the quality of specifications, thus providing the expressiveness needed by the MAS in an early stage of the software development process.

As a case study, we have presented the requirements modeling of the Diplomacy Game. The game development domain, given its characteristics, particularly allows us to observe and reason about different ways in which to identify, define, and specify requirements of social behavior, in addition to the organizational (because of the various phases of which a game is composed), the structural (owing to the different types of elements used), and the functional (because of the different actions to be performed). Moreover, according to Google Trends and the ESA annual report (ESA, 2010), game development is one of the business markets that has undergone most growth in the last few years. The social behavior characteristics (negotiation, cooperation, pro-activity, etc.) and complexity of games make them appropriate subjects for resolution with the agent-oriented paradigm.

Currently, we are working on the definition and specification of other social behavior characteristics, such as adaptability and mobility. In addition, plan to empirically validate our approach through a series of experiments using game development experts as subjects. We are also working to extend this agent proposal to a model-driven development approach in the context of a project named Multi-modeling Approach for Quality-Aware Software Product Lines (MUTIPLE). MUTIPLE focuses on the definition and implementation of a technology framework for developing software product lines of high-quality software in the context of model-driven development. This extension would facilitate the integration and traceability among the artifacts generated during the requirements modeling process and the analysis and design artifacts used in the MAS development. This will increase the overall quality of the MAS to be developed. Finally, we plan to build a tool that will support the overall process defined, using the Eclipse Development Environment (The Eclipse Foundation, 2010).
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