Experimental realization of BB84 protocol with different phase gates and SARG04 protocol
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Cryptography in the modern era is very important to prevent a cyber attack, as the world tends to be more and more digitalized. Classical cryptographic protocols mainly depend on the mathematical complicity of encoding functions and the shared key, like RSA protocol in which security depends upon the fact that factoring a big number is a hard problem to the current computers. This means that high computing power can help you crack traditional encryption methods. Quantum machines claim to have this kind of power in many instances. Factorization of big numbers may be possible with Shor’s algorithm with quantum machines in considerable time. Apart from this, the main problem is key sharing i.e., how to securely share the key the first time to validate the encryption. Here comes quantum key distribution. Two parties who are interested in communication with each other, create a process, which claims considerable security against an eavesdropper, by encoding and decoding information in quantum states to construct and share a secret key. Quantum key distribution may be done in a variety of ways. This paper begins with experimental verification of the BB84 procedure utilizing four bases (using phase gates) followed by the experimental realization of the SARG04 protocol which was derived from BB84 Protocol to overcome PNS attack. The possibility of a third-party attack and the effect of noise is considered and implemented. The IBM Quantum Experience platform was used for all of the implementations.

I. INTRODUCTION

Quantum cryptography claims considerable attention by promising top-notch security by allowing back-end operations that exploit the weirdness of quantum physics\textsuperscript{1}. Over time, this field has been developed positively with specialization in the security of communication. The idea of cryptography using quantum physics was initiated about 27 years ago. The first quantum key distribution protocol was invented to develop a secure construction of a secret key despite the presence of a third-party hacking adversary i.e. Eve, withholding maximum access to technology. This is naturally done to make sure that the developed protocol’s security is not compromised\textsuperscript{2}. This became a new emergence in quantum information theory, and progress has continued to accelerate since then. This first protocol was known as the BB84 protocol\textsuperscript{3,4} introduced by Bennett and Brassard in the year 1984. Furthermore, several protocols have been developed, over the years, to make sure the key distribution allows security from eavesdropping at the maximum possible level. Quantum Key Distribution started developing over time, both in terms of efficiency and experimentation\textsuperscript{9–14}. SARG04 protocol was built to make BB84 more secure by decreasing PNS attacks. Experimenting with these protocols on IBM Quantum Experience (IBM QX) using local simulators and actual quantum processors is crucial because it helps to understand the importance of gate operations on qubits in quantum computation. Also, the simulation of a circuit from the real quantum device (up to a certain limit) gives an idea of real-time performance and errors and helps to apply appropriate implementation techniques. A part of reference\textsuperscript{14} implements BB84 protocol using 8 qubits on the IBM QX platform with and without the presence of Eavesdropper, using two bases and also a part of the reference\textsuperscript{18} implements BB84 protocol on the IBM QX platform using 8 qubits with and without the presence of Eavesdropper using three bases. To emphasize the relevance of phase gates in quantum computation, we have investigated implementing the BB84 protocol utilizing four bases (using Phase gates) as well as the SARG04 protocol on the IBM QX platform.

II. BB84 PROTOCOL WITH FOUR BASES

BB84 protocol was designed such that every bit of randomly chosen string would be encoded into the two polarization states of a single photon (which can be represented by qubits). As photon is a quantum particle, without destroying the photon, its polarization state cannot be measured, which implies that the encoded information in the photon is frangible\textsuperscript{5}. Considering this fact, we assume that this is the reason why an eavesdropping attack does not allow the information to be available to the eavesdropper. The BB84 protocol can be briefly understood by considering the following points\textsuperscript{6}. Implementation of BB84 protocol on IBM QX using four bases has
been performed in the first part of this paper.

- Alice produces a bit-string, randomly choosing a set of 2\textit{n} (say) data bits
- She then encodes her data bit using four states (two basis X and Z) \(|0\rangle, |1\rangle, |+\rangle\) and \(|-\rangle\) and sends it to Bob.
- Bob receives the qubits and announces that fact. He then measures the received qubits on the X or Z basis at random.
- Then both announce publicly the basis on which they have measured. After that, they find \(n\) (say) bits are encoded and decoded using the same basis. Those are left for the preparation of the secret key.
- An eavesdropper, Eve can attack while transmitting. She measures the qubits in the X or Z basis at random, then encodes that qubit again on the same basis. If Eve’s decoding base matches with Alice’s encoding base, then Eve gets the right information.
- Now they need to check whether or not eavesdropping took place. So, \(n/2\) bits serve as a check on the intervention and are shared with Bob through a classical channel by Alice.
- Now Bob compares his measurement of those \(n/2\) qubits with Alice’s preparation. If the comparison result does not show an acceptable number of consistent bits despite having chosen the same basis, then the protocol fails. The existence of an eavesdropper or noise in the quantum channel is certain. Now they leave that channel and try for another channel.
- Now, if that comparison result shows an acceptable number of consistent bits, then they can continue and proceed for communication using the remaining \(n/2\) bits as the secret key.

We aim to increase the efficiency of the protocol by decreasing the amount of bit information revealed to the eavesdropper. If any accepted key bit is measured by Eve with the same basis then the attack will remain untraced. So, using four basis states instead of two decreases the probability of Eve measuring the qubit with the same basis as used by Alice for encoding. So, there is an enhance in security.

A. IMPLEMENTATION OF BB84 PROTOCOLS ON IBM QX

This section portrays the experimental implementation of the BB84 protocol using four bases. Let’s say the two parties, Alice and Bob want to share a secret key through a quantum protocol. Thus, let’s say Alice chooses \(2n\) number of random data bits and sends it to Bob. For the encoding procedure, she randomly uses any one of the four basis and sends the resultant state to Bob through a public quantum channel. X & Y basis are the two of the four bases. Among the other two, one basis is formed applying hadamard & T gate consecutively and the other is formed applying hadamard & Z gate consecutively. We have discussed the operations of these gates later. After Bob receives the \(2n\) qubits, he measures each of those qubits on one of the four basis at random. Alice and Bob henceforth crosscheck their basis measurements. The classical post-processing part which has to be followed is the same as done for the implementation of BB84 protocol using two bases. Let’s take a look at the procedure of implementation.

![Implementation of BB84 protocol using four bases.](image)

**FIG. 1:** Implementation of BB84 protocol using four bases. The left part of the first barrier portrays the initial bit-string. The part between the first & second barrier and the part between the second & third barrier portray Alice’s encoding and Bob’s decoding respectively. The distance between the second and third barrier can be considered as the quantum channel. The right part of the fourth barrier contains Bob’s measurements.

| Qubit Index | q[0] | q[1] | q[2] | q[3] | q[4] |
|-------------|------|------|------|------|------|
| Alice       | 1    | 0    | 1    | 1    | 0    |
| Alice’s Basis| Y    | HT   | Y    | HZ   | HT   |
| Bob’s Basis | Y    | HT   | X    | HZ   | HZ   |
| Result      | A    | A    | D    | A    | D    |

**TABLE I:** Initial value of all the qubits i.e. from q[0] to q[4] is \(|0\rangle\) as default. We have used not gate to get qubit value \(|1\rangle\). The qubits which are measured with the same basis as used by Alice, are the ones that are considered to be key bit. A stands for “Accepted” whereas D stands for “Discarded”.

Table I shows the qubits which will be taken into consideration whereas Table II shows gates that are required to measure along with different bases. We use here phase gates of different angles. A phase gate applies a phase of \(e^{i\theta}\) to the \(|1\rangle\) state of the qubit. H is the hadamard gate while S is the phase gate for angle \(\pi/2\). T is the phase gate for angle \(\pi/4\). And the Z gate is the phase gate for angle \(\pi\). The explicit matrix forms of phase gates and hadamard gate are given below. \(S^\dagger, T^\dagger, Z\) are the complex conjugate forms of S, T, and Z gates respectively. Expected results based on the theory are shown in Table III.
\[
S = \begin{pmatrix}
1 & 0 \\
0 & e^{-i\pi/2}
\end{pmatrix}, \quad
H = \frac{1}{\sqrt{2}} \begin{pmatrix}
1 & 1 \\
1 & -1
\end{pmatrix}
\]

\[
T = \begin{pmatrix}
1 & 0 \\
0 & e^{i\pi/4}
\end{pmatrix}, \quad
Z = \begin{pmatrix}
1 & 0 \\
0 & -1
\end{pmatrix}
\]

\[Qubit\ Index\quad q[0]\quad q[1]\quad q[2]\quad q[3]\quad q[4]\]

| Alice’s gates for string construction | X | - | X | X | - |
| Alice’s gates for string encoding | HS | HT | HS | HZ | HT |
| Bob’s decoding gates | S†H | T†H | H | ZH | ZH |

**TABLE II:** Gate utilization for the example of 5-qubit model. Since \( S \) is a hermitian matrix, \( SS^\dagger = I \) which implies Bob needs to use \( S^\dagger H \) gates to invert the operation of \( HS \) gates (i.e., decoding information). This is similar for \( T \) gate.

\[
Qubit\ Index\quad Expected\ Result
\]

| q[0] | 1 (100%) |
| q[1] | 0 (100%) |
| q[2] | 0 (50%) & 1 (50%) |
| q[3] | 1 (50%) |
| q[4] | 0 (50%) & 1 (50%) |

**TABLE III:** These are the expected results based on the BB84 protocol using four bases. Parentheses include the probability of getting that particular bit after measurement.

**2. Simulation using real quantum device (ibmq_manila)**

This section portrays the experimental implementation of the BB84 protocol using four bases in a real quantum device through IBM QX. The back-end device used here is ibmq_manila, a five qubit processor. As simulated from real quantum device, the output result (in the Fig.3) is a bit deviated from the expected result (in the Fig.2) due to the various computational error. Result for every qubit acquired from the real device is shown in Table.IV.

**FIG. 2:** Result of implementation of BB84 protocol using four bases acquired through IBM QX (ibmq_qasm_simulator) using 8192 runs. In all of the outputs, the value of \( q[0] \) is 1 which implies that the probability of acquiring 1 is 100% which is what we expected. Similarly, the probability of measuring other qubits can be calculated like this and will be similar to the result in table III.

**FIG. 3:** Result of implementation of BB84 protocol using four bases acquired through IBM QX (ibmq_manila) using 8192 runs. In all of the outputs, the value of \( q[0] \) is not 1 which implies that the probability of acquiring 1 is less than expected 100%. The deviation is due to various computational error in real device. Similarly, the probability of measuring other qubits are calculated like this and tabulated in Table.IV.

1. Simulation using local simulator

The implementation for this 5-qubit example is given in Fig.1 and the results of this implementation through local simulator are given in Fig.2. This local simulator is a classical machine that approximates quantum calculation up to a limit. So, this implementation result is similar to the theoretically expected result in Table.III. The probability of \( q[0] \) through experimental results is calculated as shown in the reference paper. Table.IV shows the experimental results after implementation.
TABLE IV: These are the experimental results for every qubit obtained by simulating BB84 protocol using four bases in IBM QX (ibmq_manila) using 8192 runs. Parentheses include the probability of getting that particular bit after measurement.

| Qubit Index | Experimental Result |
|-------------|---------------------|
| q[0]        | 0 (3.9%) & 1 (96.1%)|
| q[1]        | 0 (99.1%) & 1 (0.9%)|
| q[2]        | 0 (48.8%) & 1 (51.2%)|
| q[3]        | 0 (3.0%) & 1 (97.0%)|
| q[4]        | 0 (14.4%) & 1 (85.6%)|

TABLE V: Fidelity values for individual qubits of BB84 protocol for 5 qubits using the result acquired from ibmq_manila on IBM QX.

| Qubit Index | Fidelity   |
|-------------|------------|
| q[0]        | 0.9903666531616115 |
| q[1]        | 0.9998826058435594 |
| q[2]        | 0.5105520995810717 |
| q[3]        | 0.9988745629501058 |
| q[4]        | 0.21158200569024022 |

3. Fidelity calculation of individual qubits

The fidelity of a quantum state is a measure of closeness. Here, we measure fidelity between the state of qubit before encoding by Alice and the state after decoding by Bob. If the fidelity value is close to 1, we can take the bit as a key bit. We have calculated the fidelity separately for 5 qubits using the equation below:

\[
\text{Fidelity} = \text{tr}(\sqrt{\rho^{(E)}\rho^{(T)}\rho^{(E)}}) \quad (1)
\]

where theoretical density matrix \(\rho^{(T)}\) is simply the difference of the probabilities of 0 and 1 while experimentally obtained density matrix \(\rho^{(E)}\) is calculated as:

\[
\rho^{(E)} = \frac{1}{2} (I + \langle X \rangle X + \langle Y \rangle Y + \langle Z \rangle Z) \quad (2)
\]

The fidelity value of each separate qubit of BB84 protocol is tabulated in Table.V below. Qubits with fidelity value very close to 1, are taken as key bit to construct the key of encryption.

4. Error mitigation in real quantum device

The effect of different types of noise, that occur throughout the computation and make the output quite noisy, is very complex and needs to consider each gate transformation. However, the noise occurring in the final measurement can be reduced by the error mitigation technique. The idea behind the error mitigation process is that the exact noiseless outcomes are assumed from the noisy result of the real device. Then those results are used to mitigate the errors for a more general form of state. Our BB84 circuit is processed by such an error mitigation process. The histogram in Fig.4 indicates the reduction of noise while computation.
FIG. 6: Results for implementation of an eavesdropper’s attack on BB84 protocol using 5 qubits on IBM QX (ibmq_manila). Eve measures q[1], q[3], q[4] out of which she gets q[3] right. Once Bob reveals his measurements to Alice, they would realize that eavesdropping has happened as the outputs do not tally with Alice’s preparation. Calculating the probability outcomes for the three attacked qubits, we get the results as given in the table VI.

After Error Mitigation:

FIG. 7: Results for implementation of an eavesdropper’s attack on BB84 protocol using 5 qubits on IBM QX (ibmq_manila) with error mitigation. The result of the Fig.6 is also plotted simultaneously here. The mitigated result is more accurate.

The result of simulation for each attacked qubit is shown in Table.VI. We compare those result with the result for the normal case in the Table.IV. For q[0], the probability of getting the initial bit 1 decreases from 96.1% to 69.6% due to the attack. q[4] is not a part of key bit. Attack on q[4] doesn’t affect our protocol. For q[3], though the eavesdropper decode in the same basis as Alice uses to encode, the probability of getting the initial value 1 decreases from 97.0% to 88.6%. It is probably due to gate operational error in the real quantum device as more gates operate in the circuit with attack scenario.

We now calculate the fidelity (as in section II.A.3) between Alice’s prepared state and Bob’s revealed state while eavesdropping is taking place and then compare that fidelity with the case when no eavesdropping is happening. Comparison are shown in Table.VII. Here only q[0], q[3], q[4] are subjected to attack, so fidelity calculation is done for only these qubits.

2. Noise attack

We now can think of some noise occurrence in main information while data transmitting through a quantum channel. We can implement this type of noise with the help of some 2-qubit entangled gates like CX, CZ, and CY gates. If the control bit is 0, then these gates will not show any effect. So, we have shown the result taking the control bit as 1. The circuit is shown in Fig.8 whereas the results of the implementation are in Fig.9. Table.VIII shows the probability of occurrence of each qubit for the noise attack. Evidently, probability of occurrence changes for those particular qubits due to attack.
FIG. 8: Noise attacks are implemented. $q[1], q[3], q[4]$ are subjected to CX, CZ & CY noise attack respectively as shown. The control qubit $q[5]$ is set high to show the effect.

FIG. 9: Results for implementation of noise attack on BB84 protocol using 6 qubits on IBM QX (ibmq_qasm_simulator). Once Bob reveals his measurements to Alice, they would realize that some attack has happened as the outputs do not tally with what Alice had encoded. The probability outcomes for all three attacked qubits are shown in Table.VI.

| Qubit Index | $q[1]$ | $q[3]$ | $q[4]$ |
|-------------|--------|--------|--------|
| Attack on Alice’s qubits (values) | 0      | 1      | 0      |
| Type of Attack | CX     | CZ     | CY     |
| $P(0)$ | 53.3%  | 97.7%  | 87.2%  |
| $P(1)$ | 46.7%  | 2.3%   | 12.8%  |

TABLE VIII: These are the experimental results based on the BB84 protocol using four bases in a noise attack scenario. Parentheses include the probability of that particular bit.

Also, we have calculated the fidelity of each qubit, subjected to noise attack, to show the change of qubit state due to the attack. Fidelity of $q[1]$, $q[3]$ and $q[4]$ has been calculated (like in the section.II A 3) and tabulated in Table.IX.

As evident from Table.IX, accepted key bits (here $q[1]$, $q[3]$) are affected by the noise attack. The fidelity becomes very low for these qubits. So, in practical implementation, Bob will not get the expected result as the quantum state is changing considerably due to these noise attacks. Though there are few exceptions where certain noise attack doesn’t affect the quantum state encoded in certain basis. Exceptions are shown in Fig.10 and fidelity results are shown in Table.X. As an explanation, for case (b), applying S gate after H gate leaves the qubit state through the z-axis of bloch sphere with a phase of $\pi/2$ to the $|1\rangle$ state. Applying Y gate rotates the state at an angle of $\pi$ which leaves the qubit through the z-axis in the bloch sphere as before. Similarly, in the case of (a) & (b), applying X gate doesn’t change the qubit state through the z-axis in the bloch sphere.

![Circuits for the three fault-tolerant cases encoded in a certain basis and subjected to certain noise attacks.](image)

FIG. 10: Circuits for the three fault-tolerant cases encoded in a certain basis and subjected to certain noise attacks. The initial qubit value is taken as 0 in each case.

| Qubit | Fidelity without noise attack | Fidelity with noise attack |
|-------|-------------------------------|---------------------------|
| $q[0]$ in (a) | 0.9998826058435594 | 0.5771227257614313 |
| $q[0]$ in (b) | 0.99887456295010158 | 0.07043737059993656 |
| $q[0]$ in (c) | 0.21158200569024022 | 0.8648486206560283 |

TABLE X: These are the Fidelity of the qubit states of the circuits of Fig: 10 calculated based on the experimental results from ibmq_manila. As evident, quantum state doesn’t get changed much as fidelity remains very close to 1.
III. SARG04 PROTOCOL

SARG04 protocol was built intending to create a more robust version of the BB84 protocol. The same four states of BB84 were used in the case of SARG04 but with a different information encoding process. In BB84 protocol, when laser pulse with lower-level attenuation is used to encode bit in a photon. If any pulse contains more than one photon, the eavesdropper can transmit a single photon to the receiver after splitting off the extra photon. This is a photon number splitting attack. SARG04 was defined by Scarani et al. in 2004 in Physical Review Letters as more efficient against PNS attack but it is equivalent to BB84 when viewed at the level of quantum processing. The basic working of SARG04 protocol is described below:

- Alice intends to communicate with Bob. She starts with two strings of bit, x & y. Each string is n bits long.

- Now she creates a state by encoding the two-bit string such that \( y_i \) (the ith bit in y string) decides on which basis \( x_i \) is encoded. Value of \( y_i \) leads \( x_i \) to be encoded in the hadamard basis. Otherwise, \( x_i \) is encoded in the computational basis.

- Alice sends her quantum state through a quantum channel. Bob receives the state. Eavesdropper, Eve also can have access to the state. But bit string y is only known to Alice, so, neither Bob nor Eve can distinguish the state of the qubit.

- Bob creates a random bit-string \( y' \) which is also n bits long. He decodes and measures the qubits such that \( y'_i \) decides on which basis \( x_i \) will be measured. For each qubit, Alice chooses one computational basis state and one hadamard basis state. To get the secret bits, Bob has to distinguish between the two states. For each qubit sent, Bob can check if the result is consistent with either possible state. If the measurement is consistent, then he cannot decide the exact encoding basis. But if the measurement is inconsistent, Bob can then deduce the exact state as well as the secret bit.

- From the remaining deduced bits, Alice shares a small randomly chosen part publicly with Bob and checks whether they agree to a certain number. If the check pass, they proceed to continue otherwise they drop that channel and start over.

In our experimental realization, the scenario is much more simpler. As we typically run our circuit many times (8192 runs) and produce a histogram, we don’t need that process to decide the exact state. We can decide the exact state from the probability values of \( |0\rangle \) & \( |1\rangle \) in the produced histogram. In simpler BB84 protocol, Alice announces the chosen basis for each qubit. The advantage of SARG04 is that Alice doesn’t announce the basis of the bits. So, to determine the state, Eve needs to store more copies of the qubit. We have experimentally shown the scenario in this section with the help of IBM QX.

A. IMPLEMENTATION OF SARG04 PROTOCOLS ON IBM QX

We have simulated a 9-qubit SARG04 circuit using a ibmq_qasm_simulator. The first 3 qubits are the information bits, the next 3 qubits are Alice’s reference bits and the last 3 qubits are Bob’s reference bits.

| qubit index | q[0] | q[1] | q[2] |
|-------------|------|------|------|
| Alice’s reference bit | 1    | 0    | 1    |
| Bob’s reference bit    | 1    | 0    | 0    |
| Result          | A    | A    | D    |

TABLE XI: These are the Alice and Bob’s reference bits for different information qubits. If reference bit is same for a qubit then the qubit is accepted for creating key bit, otherwise discarded.

| Qubit Index | Expected Result |
|-------------|-----------------|
| q[0]        | 1 (100%)        |
| q[1]        | 0 (100%)        |
| q[2]        | 0 (50%) & 1 (50%) |

TABLE XII: These are the expected results based on the SARG04 protocol. Parentheses include the probability of that particular bit.

1. Simulation using Local Simulator

Now firstly we simulate the implemented circuit in Fig.11 through a local simulator. As the simulator is not
a real device, the histogram obtained, shown in Fig.12, actually indicates the theoretically calculated result as in Table..

![Histogram](image1.png)

**FIG. 12:** Result of implementation of SARG04 protocol acquired through IBM QX (ibmq_qasm_simulator) using 8192 runs. The three bits from the extreme right are information bits that were measured. In all of the outputs, the value of q[0] is 1 & q[1] is 0 which implies that the probability of acquiring 1 & 0 is respectively 100% which is what we expected. Similarly, the probability of measuring q[2] and acquiring 0 is 49.4% and that of 1 is 50.6%. The results are calculated like this and tabulated in Table.XIII.

2. **Simulation using Real Quantum device (ibmq_manila)**

We couldn’t simulate the whole 9-qubit circuit of the Fig.11 due to our unavailability of real quantum processor of such qubit-volume. However, we simulated every qubit separately through ibmq_manila and shown the result in Table.. The effect of noise in a real quantum device is evident from the comparison of experimental results in Table. and theoretically calculated result in Table..

| Qubit Index | Experimental Result |
|-------------|---------------------|
| q[0]        | 0 (3.1%) & 1 (96.9%) |
| q[1]        | 0 (99.1%) & 1 (0.9%) |
| q[2]        | 0 (53.6%) & 1 (46.4%) |

**TABLE XIII:** These are the experimental results obtained by simulating each qubit of SARG04 protocol in IBM QX (ibmq_manila) using 8192 runs. Parentheses include the probability of that particular bit.

3. **Fidelity Calculation**

We now calculate the fidelity(as in section.II A 3) between Alice’s prepared state and Bob’s revealed state in the SARG04 circuit. The required circuit simulations are done through IBM QX (ibmq_manila) and the results are tabulated below.

| Qubit Index | Fidelity |
|-------------|----------|
| q[0]        | 0.9973847010664143 |
| q[1]        | 0.9982795399056618 |
| q[2]        | 0.4798459999999999 |

**TABLE XIV:** Fidelity values for individual qubits of SARG04 protocol. As expected from Table.VIII, q[0] and q[1] have fidelity close to 1 as encoding and decoding reference bit is same for these. q[2] has low fidelity so discarded.

**B. DIFFERENT ATTACKS ON THE QUANTUM CIRCUIT**

1. **Third party interpretation**

We now implement an eavesdropper attack on the SARG04 circuit. For that, we consider only q[1] from the circuit of Fig.11. Eavesdropper decodes the state in a basis depending on the reference bit, randomly chosen by her. So, the eavesdropper has a probability of 0.5 of choosing the right basis for measurement but she is never sure as Alice never shares her encoding basis. In our case, we have shown an eavesdropper attack with wrong decoding basis Fig.13 to show the change in the quantum state. It is obvious from Table.XV, as fidelity decreases considerably in the case of eavesdropping.

![Eavesdropper](image2.png)

**FIG. 13:** Eavesdropper tries to measure the state in hadamard basis as her reference bit is 1. Whereas reference bit of Alice and Bob are both 0.

| Qubit Index | Fidelity without eavesdropping | Fidelity with eavesdropping |
|-------------|--------------------------------|----------------------------|
| q[1]        | 0.9982795399056618             | 0.5998332266675075         |

**TABLE XV:** This is the comparison of fidelity of the qubit state in normal and an eavesdropping case, calculated based on the experimental results from ibmq_manila of q[1] of the SARG04 protocol.
2. Noise attack

Now we can show the effect of noise in the quantum channel with the help of some 2-qubit entangled gates like CX, CZ, and CY gates as done before for the BB84 protocol in this paper (section II B 2). We have already seen the effect of these noise attacks when a qubit is encoded and decoded in hadamard basis. The quantum state will change considerably for CZ attack(Fig.10, Table.X). For the case of computational basis, CX & CY attack will change the state very significantly as X & Y gates are responsible for bit-flip. CZ attack will not have any effect on computational basis.

IV. CONCLUSION

Here, implementation of BB84 protocol (with four bases) and SARG04 protocol along with eavesdrop-