Hybrid method integrating SQL-IF and Naïve Bayes for SQL injection attack avoidance
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ABSTRACT

Web applications are the objects most targeted by attackers. The technique most often used to attack web applications is SQL injection. This attack is categorized as dangerous because it can be used to illegally retrieve, modify, delete data, and even take over databases and web applications. To prevent SQL injection attacks from being executed by the database, a system that can identify attack patterns and can learn to detect new patterns from various attack patterns that have occurred is required. This study aims to build a system that acts as a proxy to prevent SQL injection attacks using the Hybrid Method which is a combination of SQL Injection Free Secure (SQL-IF) and Naïve Bayes methods. Tests were carried out to determine the level of accuracy, the effect of constants (K) on SQL-IF, and the number of datasets on Naïve Bayes on the accuracy and efficiency (average load time) of web pages. The test results showed that the Hybrid Method can improve the accuracy of SQL injection attack prevention. Smaller K values and larger dataset will produce better accuracy. The Hybrid Method produces a longer average web page load time than using only the SQL-IF or Naïve Bayes methods.
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1. Introduction

Web applications are applications that are stored and executed by a web server. There are two types of web applications, namely static web (without database) and dynamic (requiring database) for dynamically changing data. The more popular web applications are, the greater the potential for being targeted by attackers [1]. This is because popular web applications usually store important information such as personal data, passwords, credit cards, and other data that can be used by attackers. The 2017 Breach Investigation Report (DBIR) shows that the number of attacks on web applications is in the first rank or the most occurring [2].
Based on data from the Open Web Application Security Project (OWASP) 2017, the SQL injection technique ranks first most often used by attackers to break into a web illegally [3]. SQL injection is a type of injection attack to a web application where the attacker can execute malicious SQL queries which result in the attacker being able to view, modify, delete, and retrieve data, and even take over the database [4]. SQL injection has six types of attacks, namely tautology, piggy-backed queries, union queries, logically incorrect queries, inferences, and stored procedure injection [5]. SQL injection attacks exploit vulnerabilities from inadequate input validation on existing forms or parameters in web applications [6]. According to Veracode in the report of State of Software Security Volume 6, Classic ASP programming language; ColdFusion; and PHP; occupies the top three in terms of vulnerability to SQL injection attacks [7].

Several studies used pattern matching to detect and prevent SQL injection attacks. Prabakar et al. [8] used a pattern matching algorithm where the injection parameters are matched with the attack pattern. Saleh et al. [9] developed a web application vulnerability detection method that includes SQL injection; XSS; buffer overflow; and CSRF using the Boyer-Moore String Matching Algorithm. The algorithm scans character by character injection parameters from right to left to find matches with attack patterns that have been registered in the system. Ellysa et al. [10] used the SQL Injection Free Secure (SQL-IF) method by checking the SQL keyword, unique characters, and Boolean characters in the input data. Research [10] has not been tested if the injection parameters are encoded.

In addition, several other studies used machine learning to detect and prevent SQL injection attacks. Kim and Lee [11] used internal query trees from the log database as input for the SVM classification method to detect SQL injection attacks at the database level. Joshi and Getha [12] combined the Naïve Bayes method with Role-Based Access Control mechanisms to classify whether input data was an attack or not. The limitation of the study [12] is that it has not been able to detect blind SQL injection attacks.

This study proposes a combination of pattern-matching and machine learning methods to prevent SQL injection attacks. The proposed method is the Hybrid Method which is an integration of the SQL Injection Free Secure (SQL-IF) and Naïve Bayes methods. In addition, the SQL-IF method is proposed to use a constant (K) as the attack detection threshold whose value can be adjusted to solve the problem of false positives. In this study, a system that acts as a proxy to prevent SQL injection attacks using the Hybrid Method was built.

This paper is organized into four parts. The first part is an introduction, containing the background to the problem and related previous studies. The second part contains the methodology, which describes the methods used and the stages of the study. Next, the third section shows the results and discussion of this study and ends with the fourth chapter, namely the conclusion.

2. Method

The stages carried out in this study are described as follows.
2.1. Data Collection

At this stage, a simulation laboratory is conducted to obtain attack log data. Simulation is carried out by creating a Linux server with a web server and installed database. Then web applications such as WordPress CMS, Joomla, and web applications that have SQL injection vulnerabilities are installed on the webserver. After that, penetration testing of web applications was carried out by several respondents who had hacking skills. The testing was black-box testing. At this stage, pentester performs web application security testing, especially SQL injection vulnerabilities. All attacks sent to the server are collected for attack log data and stored in the database. Furthermore, the attack log data is selected and grouped into attacks data and normal data. The data used in this study were 250 attack log data consisting of 147 attacks data and 103 normal data. Sample data are shown in Table 1 and Table 2.

| No | Input                                                                 |
|----|----------------------------------------------------------------------|
| 1  | /search.php?search='+and+order+by+1+-+--+-+                          |
| 2  | username='+or+1++&password=aa                                       |
| 3  | /movie.php?id_movie=13'order+by -- +                               |
| 4  | /search.php?search='+anu+ord+hex                                  |
| ...| ...                                                                |
| 147| /genres.php?id_genre=3')')) AND 2015=8028 AND ((('%'= |

Table 1. Sample of attacks data

| No | Input                                                                 |
|----|----------------------------------------------------------------------|
| 1  | /wordpress/wp-login.php                                               |
| 2  | log=faisal&pwd=faisal123?&wp-submit=Log+In&redirect_to=http://103.250.83.29/wordpress/wp-admin/&testcookie=1 |
| 3  | /wordpress/wp-admin/                                                 |
| 4  | /wordpress/wp-admin/load-scripts.php?c=1&load[]=jquerycore,jquery-migrate,utils&ver=4.9.1 |
| ...| ...                                                                |
| 103| /search.php?search=order                                              |

Table 2. Sample of normal data

2.2. Dataset Creation

At this stage, the attacks data and normal data are converted into numeric tokens by calculating the number of keywords considered triggers for SQL injection that exist in each attacks data and normal data. These keywords are grouped into several categories, namely SQL Comments, SQL Operators, Logical SQL, and SQL Keywords. In addition, it also identifies the User-Agent used when carrying out attacks. The list of used keywords is shown in Table 3.

| No | Input                                                                 |
|----|----------------------------------------------------------------------|
| 1  | /search.php?search=order                                              |

The calculation and identification results are represented in a dataset table consisting of five (5) features/attributes, namely Comments; Operator; Logical; Keyword; and User-Agent, to which a label is added, namely Status. This dataset will be used as training data to prevent SQL injection attacks using the Naïve Bayes method. An example of the dataset is shown in Table 4.
2.3. Implementation of the Free Secure SQL Injection Method

SQL Injection Free Secure (SQL-IF) is a method specially developed to detect SQL injection attacks. The steps taken in detecting are checking special characters, keywords, and Boolean [13]. In this study, the SQL-IF method is used to detect whether the input data in the form of an HTTP request and User-Agent sent by the client is an attack or not an attack (normal).

After the input data is received, the next step is to check the User-Agent. If a client is detected using a list of keywords in the User-Agent category, access will be blocked because it is considered to be carrying out a SQL injection attack using tools. If not, then the URL of the HTTP request using the GET method or input parameter data sent using the POST method will be matched with the keyword list in the SQL Comment, SQL Operator, SQL Logical Operator, and Keyword category. In addition, the calculation of each match in each category is also carried out and the value is stored in four (4) attributes, namely Comment, Operator, Logical, and Keyword.

SQL injection attacks are detected when the input data and keyword list in the above category results in the number of matches more than the predefined constant (K) value. For example, the value of K is three (3), if the sum of the four attributes results in a value exceeding the value of K, it will be considered an attack. The steps for preventing SQL injection attacks using the SQL-IF method are shown in Algorithm 1.
Algorithm 1. SQL-IF Method

| Input: HTTP request dan User-Agent | Output: Attack or normal |
|-----------------------------------|-------------------------|
| 1. Receive input.                |                         |
| 2. Check User-Agent compatibility. If it matches, it is blocked. If not, move on to stage 3. |                         |
| 3. Count the number of comments on the input based on the SQL Comment keyword list. |                         |
| 4. Count the number of Operators on the input based on the SQL Operator keyword list. |                         |
| 5. Calculate the Logical number on the input based on the SQL Logical Operator keyword list. |                         |
| 6. Count the number of keywords in the input based on the SQL keyword list. |                         |
| 7. Calculate the total value of all attributes. |                         |
| 8. Compare the value of the constant (K). |                         |
| 9. If it is greater than the value of K then it is considered an attack, if it is smaller then it is considered normal. |                         |

2.4. Implementation of the Naïve Bayes Method

Naïve Bayes is a simple probabilistic classification method that assumes all features/attributes are independent or not interdependent [12]. It can be used to predict the future based on previous experience [14] and does not require large training data [15]. In this study, Naïve Bayes is to classify input data into attacks and not attacks (normal).

The dataset is trained before being used for classification. The input data is in the form of an HTTP request sent by the client using either the GET or POST method and the User-Agent is converted into a numeric token and broken down into five attributes as in the dataset. Four (4) attributes on the dataset (training data) and input data (test data), namely Comment; Operator; Logical; and Keyword has continuous data, whereas User-Agent contains discrete data.

After that, a probability calculation is carried out based on the training data that has been provided. If the value of the calculation result is higher in the attack class then a label is given, namely the status as an attack. Conversely, if the calculated value is higher in the normal class then a label is given, namely the status as normal. The naïve Bayes formula used in classifying using the Gaussian Naïve Bayes is in Equation (1). The steps to prevent SQL injection attacks using the Naïve Bayes method in this study are shown in Algorithm 2.

\[
P(X_i = x_i | Y = y_j) = \frac{1}{\sqrt{2\pi}\sigma^2} exp \left(\frac{-(x_i - \mu_{ij})^2}{2\sigma_{ij}^2}\right) \tag{1}
\]

P: opportunity
Xi: attribute to i
xi: the value of the ith attribute
Y: the class we are looking for
yj: the subclass we are looking for
\(\mu\): the average of all attributes
\(\sigma\): the standard deviation used to express variation across attributes
Algorithm 2. Naïve Bayes method

| Input: HTTP request and User-Agent |
|------------------------------------|
| Output: Attack or normal           |

1. Receive input.
2. Count the number of comments in the input based on the SQL Comment keyword list.
3. Count the number of operators in the input based on the SQL Operator keyword list.
4. Calculate the Logical number on the input based on the SQL Logical Operator keyword list.
5. Count the number of keywords in the input based on a list of SQL Keyword keywords.
6. Check the User-Agent with a list of keywords in the User-Agent category. If there is a match then it has a value of 1, if it is not a match, it has a value of 0.
7. Convert into numeric tokens.
8. Calculate the probability of attack and normal status on the dataset.
9. Calculate the mean and standard deviation of each attribute that has continuous data (Comment, Operator, Logical, and Keyword) for the attack and normal classes.
10. Calculate the probability of each attribute with continuous data for the attack class and normal using the Gaussian Naïve Bayes formula.
11. Since User-Agent is not continuous data, use the User-Agent value from step 6 as the probability value for the User-Agent attribute for the attack and normal classes.
12. Calculate the probability value for each class.
13. Determine the status as an attack or normal based on the class with the highest probability value.

2.5. Implementation of Hybrid Method

At this stage, the Hybrid Method is implemented, which is an integration of the SQL-IF and Naïve Bayes methods. The integration in this study is the use of two methods in sequence (SQL-IF and Naïve Bayes) to check SQL injection attacks. The Hybrid Method steps are shown in Fig. 1.

Input data in the form of an HTTP request and User-Agent from the client will be checked using the SQL-IF method first. If detected as an attack, it will be redirected to the block page and recorded as attack log data in the database. If not, the input data is forwarded to be checked using the Naïve Bayes method. If an attack is detected, it will be redirected to the block page. If not, the input data is
forwarded to the webserver to be processed according to the request and returned to the client. The Hybrid Method is implemented into a system built using the Python programming language, MySQL database, and the Socat library as a proxy so that SQL injection attacks can be prevented before entering the web server and database server. The system architecture is shown in Fig. 2.

2.6. Testing

At this stage, testing is carried out to determine the accuracy and efficiency of SQL injection attack prevention using the SQL-IF method, Naïve Bayes, Hybrid Method. Testing is carried out by sending attacks either manually or using SQLMAP software. Attacks were carried out 100 times for each method with different input data. Accuracy testing is carried out with the scenarios shown in Table 5.

| Test Code | Constant | Dataset | Accuracy
|-----------|----------|---------|---------|
| Uji_A1    | K = 5    | 125     | Accuracy Percentage |
| Uji_A2    | K = 3    | 250     | Accuracy Percentage |

The calculation of accuracy is conducted with the following formula.

\[
\text{Accuracy} = \left( \frac{\text{Num of Success Attacks}}{\text{Num of Attacks}} \right) \times 100\% \quad (2)
\]

An example of testing the accuracy of the SQL-IF method manually (not using tools) is in Fig. 3.
In Fig. 3, when the attacker enters the payload 'union select 1,2,3,4,5 - ++ then the system redirects to the block page and records it as an attack in the attack log in the database. This is because the payload contains SQL keywords that are commonly used to perform SQL injection, namely UNION and SELECT. In addition, the payload also contains comments commonly used in SQL such as - and - +, and single quotes that are often used to launch SQL injection attacks. After calculating the total value of all attributes and compared it with the constant value (K), it is found that the total value of all attributes is smaller than the K value so that the status is declared as an attack. An example of testing the accuracy of the Naïve Bayes method manually (not using tools) is shown in Fig. 4.

![Fig. 4. Naïve Bayes accuracy manual testing](image)

In Fig. 4, the input data of payload 'union select 1,2,3,4,5 - ++ is converted into a token and the attribute value is calculated based on a list of keywords that are often used to perform SQL injection attacks. After that, the calculation using the naïve Bayes method shows that the probability value of the attack is greater than the normal probability so that the status is declared an attack. An example of testing the accuracy of the SQL-IF method using a tool, namely the SQLMAP software is shown in Fig. 5, 6, and 7. Fig. 5 shows that the SQLMAP software detects the presence of a WAF (Web Application Firewall) / IPS (Intrusion Prevention System) / IDS (Intrusion Detection System) which protects the web application from SQL injection attacks launched using SQLMAP.

![Fig. 5. Testing using SQLMAP](image)
Fig. 6. SQLMAP identifies the target of attacks

Fig. 6 shows that the SQLMAP software can identify vulnerable targets, proven by identifying the web server OS, web application technology, and DBMS.

Fig. 7. Attack using failed SQLMAP

Fig. 7 shows that SQLMAP failed to carry out subsequent attacks such as getting database name, table name, column name, and dump data because it could be stopped by both SQL-IF and Naïve Bayes methods. Efficiency testing is carried out by knowing how fast the load time of web pages on localhost and VPS is accessed using a browser. The efficiency testing scenario is shown in Table 6.

Table 6. Efficiency testing scenarios

| Test Code | Testing Place | Efficiency       |
|-----------|---------------|------------------|
| Uji_E1    | Localhost     | Average load time|
| Uji_E2    | VPS           | Average load time|

3. Results and Discussion

After all the stages of the research starting from data collection to the completion of testing, the results of testing the accuracy and efficiency of SQL injection attack prevention using the SQL-IF, Naïve Bayes, and Hybrid Methods are obtained. The results of the accuracy-test are shown in Table 7 and Fig. 8.
Table 7. Accuracy testing results

| Test Code | SQL-IF | Naïve Bayes | Hybrid |
|-----------|--------|-------------|--------|
| TC_A1     | 72%    | 59%         | 72%    |
| TC_A2     | 83%    | 88%         | 90%    |

Fig. 8. Graph of accuracy test results

Based on the results of the accuracy test, it is revealed that the system can prevent SQL injection attacks carried out manually or using tools, such as the sqlmap software. In the first accuracy test, with a constant value (K) of 5, the SQL-IF method can prevent SQL injection attacks with an accuracy value of 72%; with 125 datasets, Naïve Bayes only has the lowest accuracy value, namely 59%; while the Hybrid Method produces an accuracy value of 72% (the same high as the SQL-IF accuracy value).

In the second accuracy test, decreasing the K value from 5 to 3 increases the accuracy value of the SQL-IF method to 83%; increasing the number of datasets from 125 to 250 increases the accuracy value of Naïve Bayes to 88% (higher than the accuracy value of SQL-IF); while the Hybrid Method has the highest accuracy value, namely 90%. In addition, it is known that a small constant value and a large number of datasets can produce higher accuracy values. Efficiency tests carried out on localhost and VPS produce the average load time value of web pages as shown in Table 8, Fig. 9, and Fig. 10.

From the results of the first efficiency test (on localhost), the average value of web page load time without the SQL injection prevention method is 3.164 s. The application of the method causes the average load time of web pages to be longer, namely SQL-IF is 4.2435 s, Naïve Bayes is 4895 s, while the Hybrid Method is 5.3645 s.

Table 8. Efficiency test results

| Test Code | Average of Load Time (s) |
|-----------|--------------------------|
|           | Without Method | SQL-IF | Naïve Bayes | Hybrid |
| TC_E1     | 3.164          | 4.2435 | 4.895       | 5.3645 |
| TC_E2     | 6.3745         | 7.261  | 7.862       | 8.556  |
The results of the second efficiency test (at VPS) show that the average load time value without the SQL injection prevention method is 6.3745 s. The application of the method produces a longer average load time for web pages, namely SQL-IF is 7.261 s, Naïve Bayes is 7.862 s, while the Hybrid Method is 8.556 s.

Based on the results of the first and second efficiency tests, it is noted that the difference in the average load time value of web pages without a method and using a method considered to be short, namely ± 1s. The Naïve Bayes method's average load time value for web pages is longer than SQL-IF. The Hybrid Method produces the longest average load time for web pages. This happens because there are more checks and arithmetic operations, resulting in decreased access speeds. In addition, it is known that the average load time of web pages on VPS is longer than on localhost. This can be due to the fluctuating bandwidth characteristics that affect the access speed [16], [17], [18].

4. Conclusion

Hybrid Method which is an integration of SQL Injection Free Secure (SQL-IF) and Naïve Bayes methods can increase the accuracy of SQL injection attack prevention with an accuracy value of 90%. This accuracy value is higher than the accuracy value of the SQL-IF method which has a value of 83% and the Naïve Bayes method with a value of 88%. In addition, there is a relationship between the constant value (K) in SQL-IF and the number of datasets on Naïve Bayes to an increase in the accuracy value. The smaller the K value and the more datasets used can produce better accuracy values. In terms of efficiency, the application of the Hybrid Method causes a decrease in access speed with an average load time of 5.3645 s web pages on localhost. This value is lower than the SQL-IF method which has an average web page load time value of 4.2435 s and the Naïve Bayes method with a value of 4,895 s.
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