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Abstract: Knowledge Bases (KBs) enable engineers to capture knowledge in a formalized way. This formalization allows us to combine knowledge, thus creating the basis for smart factories while also supporting product and production system design. Building comprehensive and reusable KBs is still a challenge, though, especially for knowledge-intensive domains like engineering and production. To cope with the sheer amount of knowledge, engineers should reuse existing KBs. This paper presents a comprehensive overview of domain-specific KBs for production and engineering, as well as generic top-level ontologies. The application of such top-level ontologies offers new insights by integrating knowledge from various domains, stakeholders, and companies. To bridge the gap between top-level ontologies and existing domain KBs, we introduce an Intermediate Engineering Ontology (IEO).

Keywords: Smart factories, smart engineering, knowledge bases

1 Introduction

In a world that continues to become more interlinked, we collect an ever increasing amount of information [1]. This impacts complex and knowledge-intensive professions especially, such as engineering and production. By leveraging the available information, unprecedented synergies can be achieved that help to build smart factories and support smarter engineering, too.

More specifically, Knowledge-Based Systems (KBSs) support engineers by making information about previous designs available, and by providing automatic feasibility feedback for new designs. Such feasibility feedback can help to integrate: diverse disciplines, e.g., mechanical and software engineering; different viewpoints along the product development process, e.g., product and process design; and companies and their suppliers. Additionally, the Knowledge Base (KB) can also serve as a basis for optimization, if several feasible designs exist. The accumulated knowledge can also be used later on in the development process. Parts of the developed KBs can be reused in agent based production systems, and KBSs provide the means to efficiently reconfigure entire plants.

However, the benefit from the information gathered is limited unless it is formalized and combined. Combining heterogeneous information from different domains, different stakeholders, and different companies still poses a major challenge. To address this challenge within the
engineering and production domain, we compare various established knowledge bases such as MAnufacturing Semantic’s ONtology (MASON) [2] and Ontology for Computer Aided Process Engineering (OntoCAPE) [3] and analyze their compatibility. Also, we assess various generic, so-called top-level, ontologies regarding their suitability for the engineering and production domains. Based on this analysis, we derive an Intermediate Engineering Ontology (IEO) that allows us to combine domain-specific knowledge bases. Additionally, we align the IEO with the top-level Descriptive Ontology for Linguistic and Cognitive Engineering (DOLCE) [4] to ensure that the knowledge base is well-formed and can be reused easily. With this paper, we contribute to the recent research that supports moving away from separate data silos to integrated knowledge bases.

2 Applications

The reusability of KBs can be increased by clarifying their purpose. This can be achieved by formulating competency questions [5, 6]. Competency questions are those questions that a KB should be able to answer.

The KB presented in this paper is designed for four applications, each refined by competency questions. These competency questions are made more accessible through the example of the myJoghurt demonstrator, presented in Figure 1. The demonstrator consists of a logistics part and a procedural part. The logistics part comprises a storage unit, a robot, and a conveyor system, while the procedural part includes the equipment necessary to produce yogurt and two filling stations. Each of the filling stations can fill glasses with liquid and solid parts. The detailed process of the yogurt production and filling is described graphically via a functional process description in Figure 1.

First, we want to support engineers throughout the design process by providing feasibility feedback and automating the production planning. This is expressed by the two questions “CQ1: Is this product feasible?” and “CQ2: In which order should the given resources execute the process steps?”. In the case of the myJoghurt demonstrator, the designer might want to check whether a certain chocolate ball fits through the dispenser. There might also be a restriction that the glass should always be filled with yogurt first. Additionally, interdisciplinary information should be checked for inconsistencies (“CQ3: Which inconsistencies exist within the product’s specification?”). This can be as simple as checking whether the combined volume of the yogurt and, e. g., chocolate balls fits into the desired glass. Second, the KB considers supply chain planning, so that the capabilities of suppliers can be leveraged. Hence, with the KB, designers should be able to answer the questions “CQ4: Which supplier can provide this sub-product?” and “CQ5: Which supplier has sufficient capacity to deliver in time?”. In the case of the yogurt production process, these two questions could be asked for chocolate balls, which are procured from a supplier. Third, the KB should also be usable for agent-based Cyber-Physical Production Systems. Such autonomous but cooperative agents require individual KBs, which should be compatible. Only then can they answer questions like “CQ6: Which resource is available to process this product?”. That way, the myJoghurt demonstrator can autonomously decide at which filling station the glass will be filled with yogurt. Also, in case of a local conveyor malfunction, the demonstrator could also find a new route through the logistics system. Fourth, the KB serves as information storage. This is expressed in the competency question “CQ7: How did we

Figure 1: myJoghurt demonstrator (left) and functional process description of the yogurt production process (right).

1 http://i40d.ais.mw.tum.de/ last retrieved: February 12, 2019.
design previous plants?”. That information can be used in two ways. On the one hand, the status of a plant can be represented, making it easier to maintain and possibly retrofit it. E.g., designers can more easily check in advance if a new sensor model can be used to replace an older one that is no longer available. Additionally, knowledge of previous designs can be reused when a similar plant is designed.

The competency questions show that the desired KB is relevant and usable throughout the entire lifecycle of consumer products as well as machines and plants. The questions’ chronological order and their placement in the typical product lifecycle, adapted from [7], is depicted in Figure 2.

3 Established knowledge bases

Terminology should be clarified when discussing knowledge bases. Rowley [8] distinguishes data, information, and knowledge, which increase in value in this order. Value in this context is strongly linked to meaning, which in turn determines usability. Data are symbols, resulting from observation, which are useless without interpretation that turns them into information. In contrast, knowledge is defined as know-how, i.e., the “transformation of information into instructions” [8]. KBs can be classified according to their purpose. While reference ontologies accumulate knowledge of a specific domain, application ontologies have a more specific use case. Abstract top-level ontologies, finally, are the glue that holds everything together. Systems that make use of such a knowledge base and also support inference mechanisms to create new knowledge are known as KBSs [9].

This section gives an overview of domain-specific knowledge bases first. This is followed by an analysis of various top-level ontologies and their applicability to the production and engineering domains.

3.1 Domain-specific knowledge bases

Knowledge bases in engineering and production can be grouped into reference KBs and application KBs. While reference KBs serve as textbook-like collections of knowledge, application KBs are tailored to specific use cases.

Four reference KBs from the manufacturing domain are MANufacturing Semantic’s Ontology (MASON), Manufacturing Core Concepts Ontology (MCCO), Semantische Allianz für Industrie 4.0 (SemAnz40), and instant Foundry, Adaptive through Bits (iFAB). Combined, all of them form a basis for answering the competency questions defined. MASON [2] describes the Product Process Resource (PPR) structure, costs, and administrative entities. Even though MASON only presents a limited overview of manufacturing processes and other classes, it provides a well-defined structure. Manufacturing Core Concepts Ontology (MCCO) [10, 11, 12] consists of a set of universals and their key relationships relevant for product and process designers in manufacturing. Usman [11] emphasizes the combination of design and manufacturing features. Semantische Allianz für Industrie 4.0 (SemAnz40) helps to exchange product and process information in the context of smart factories [13]. This supports cooperation and collaboration of production systems. Lastly, the iFAB project resulted in a full-blown metamodel for manufacturing processes that includes an extensive process taxonomy [14, pp. 72 ff.] as well as cost and energy metrics for these processes [14, p. 71]. iFAB relies on a feature based approach to provide feedback if a product can be manufactured. For this, the product’s final specification is required.

Apart from reference KBs, various application KBs have been developed for the manufacturing domain. Several application ontologies have been designed specifically to answer CQ2 and CQ6 for smart, agent based, factories. This way, flexibility of production systems is increased and their reconfiguration is enabled.
[15, 16] created the ADAPtive holonic COntrol aRchitecture for distributed manufacturing systems (ADACOR) ontology to model distributed manufacturing systems, including their modules and processes to support scheduling and monitoring. The ADAPtive holonic COntrol aRchitecture for distributed manufacturing systems (ADACOR) ontology was aligned with the top-level ontology Descriptive Ontology for Linguistic and Cognitive Engineering (DOLCE) to make sure that it is well-founded. Based on MASON, Alsaifi and Vyatkin [17] present an agent based approach that automatically reconfigures manufacturing systems according to changes in requirements or the environment. The approach realizes high-level planning via the IEC 61499 standard. An agent based orchestration system is presented by Puttonen et al. [18]. They describe manufacturing web services in a domain ontology that by use of the classes product, equipment, and process. Using Sparql Protocol And RDF Query Language (SPARQL) queries, Puttonen et al. [18] check whether a product is finished without violating specific restrictions. Helbig et al. [19, 20] introduce Manufacturing System Dependency Model (MaSDeM), which focuses on modularity, flexibility, and reconfigurability. MaSDeM allows designers to describe products, manufacturing processes, electronics, software, and the dependencies in between them [19]. This description can be used to allocate distributed intelligence to subsystems, but also to support interdisciplinary collaboration during engineering. Similarly to MaSDeM, Ferrer et al. [21] map products, processes and resources in an ontology, to configure and analyze automation systems automatically. They present two Semantic Web Rule Language (SWRL) rules to identify necessary manufacturing processes for product variants. The model-based approach SkillPro [22] intends to automate process planning for manufacturing systems. SkillPro relies on the PPR structure to support automatic reconfiguration of production systems. Similarly, Harcuba and Vrba [23] present an ontology for flexible production systems, that results from the ARUM project. The ontology developed also uses the PPR structure and supports production scheduling.

There also exist application ontologies dedicated to supply chain management (CQ4 and CQ5), which also includes process sequencing (CQ2). The Manufacturing Service Description Language (MSDL) [24] supports agile manufacturing strategies for entire supply chains. Manufacturing Service Description Language (MSDL) describes services in detail, including process parameters, i.e. tolerances, weight, and size. Ameri et al. present an approach for discovering suitable suppliers [25] and classifying them based on rules [26]. Analogously to ADACOR, MSDL is aligned with the top-level ontology Basic Formal Ontology (BFO). This increases reusability of MSDL.

Sarkar and Sormaz [27] map CAD product features to manufacturing processes via SWRL rules to derive manufacturing processes. They also present the reference ontology Semantically Integrated Manufacturing Planning Model (SIMPM) to formalize knowledge regarding manufacturing processes, but neglect resources. Legat et al. [28] optimize operation sequences using a formalized description of a plant’s capabilities. Even though the focus is put on control software, the approach builds on a detailed plant model. Pre and post conditions for operations are modeled in the Object Constraint Language. HiTraP-AT [29] extends the original approach by optimizing field level automation software.

We also want to highlight four KBs from the process domain, namely Process Specification Language (PSL), Ontology for Computer Aided Process Engineering (OntoCAPE), Batch Process Ontology (BaPrOn) and Process Ontology (PrOnto). They can be consulted for CQ2, but they are also helpful regarding the other competency questions. Process Specification Language (PSL) is a robust and generic process specification developed by the National Institute of Standards and Technology (NIST) [30]. PSL Core provides axioms for activities, activity occurrences, timepoints and objects. OntoCAPE [3] is a well-founded, formalized and modular domain ontology from the process domain. During the development, Morbach et al. emphasized modularity and designed OntoCAPE with several layers to find a trade-off between usability and reusability. OntoCAPE finds an application in the Process Data Warehouse (PDW) [33], where it supports knowledge management in process design. The PDW makes design rationales reusable by tracing and recording decision-making procedures. The Batch Process Ontology (BaPrOn) is a reference ontology specifically for batch processes [34]. It adapts the ANSI/ISA-88 [35] standard for batch process control systems and has already been applied for scheduling-monitoring and decision making tasks [34]. Finally, Process Ontology (PrOnto) represents physical components of a process plant to support process planning of batch processes [36]. Lepuschitz et al. [37] benchmark selected ontologies from the batch processing domain concerning automation criteria, i. a. performance analysis, quality monitoring and process control on the controller level.

Table 1 gives an overview of selected domain KBs. The various foci of the KBs are mirrored in the choice of classes included and left out. E. g., from the KBs above, only IFAB considers tolerances, which shows its applicability for manufacturing. SemAnz40 on the other hand
Table 1: Comparison of selected domain ontologies.

| IEO           | ADACOR [15, 16] | iFAB [14] | MASON [2] | OntoCAPE/PDW [31, 33] | SemAnz40 [13] | SkillPro [38, 22] |
|---------------|----------------|-----------|-----------|------------------------|----------------|-------------------|
| product       | product, raw material | product (input, output) | technological entity: raw material, assembly entity, etc. | raw material, intermediate, output product (by-, co-, core-, waste-product), product object | product | product |
| process       | operation, milling etc. | (manufacturing) process | (manufacturing) operation | (batch) process, process object/activity | function/process | template-skill |
| resource      | resource | resource | resource | plant item | technical resource | resource |
| capability    | skill | capability | | | system behavior | resource skill |
| specification | process plan | | description object | | production skill |
| quality       | quality | feature, constraint, metrics | property | | attribute |
| quale         | quale | | value | variable | |
| machine       | transporter, producer, mover | machine | machine resource | machine | machine resource |
| plant         | facility | | plant | structural hierarchy | site |
| site          | unit | geographical resource | | | |
| unit          | unit | | unit | | |
| employee      | human resource | operator | | | human resource |
| operator      | explicitly neglected | | user | | |
| tool          | tool | tool | tool | | |
| fixture       | fixture | | fixture | | |
supports a more holistic view of clusters of companies, as it includes the universal enterprise, and OntoCAPE’s focus on the chemical process industry is mirrored by the inclusion of universals for piping, substance, and phase system. The comparison of domain-specific KBs also shows that none of them can answer all competency questions defined. Hence, a combination of these KBs is required. In theory, this can be achieved by use of one of the top-level ontologies described in the following section.

3.2 Top-level ontologies

Ontologists have developed a variety of top-level ontologies to support the consistent development of domain ontologies. This section gives an overview of the most common top-level ontologies and evaluates them with regard to their applicability to the integration of product and process design. The evaluation is conducted at hand of six criteria, namely expressivity, genericness, prevalence, size, availability and support. An ontology’s expressivity is mostly influenced by its focus, i.e., it is fit to describe the PPR structure and other relevant notions. Genericness on the other hand means that there are little limitations to how the ontology can be extended. Prevalence describes the ontology’s use in practice and is a good measure for its maturity. An upper ontology’s size is relevant, as it greatly influences reasoning and querying performance. Concerning performance, a large upper ontology is only acceptable if its expressivity is also high. Availability including licensing is crucial for use. Support finally means that the ontology is well documented. The first two criteria expressivity and genericness should be intrinsic to any top-level ontology. However, philosophical controversies may lead to fundamental design decisions which in turn can cause limitations.

Sowa’s ontology [39] is not included in this list since no documented applications have been developed [40]. It deserves being mentioned, though, as it is a lean top-level ontology that inspired many existing upper ontologies [40].

The Basic Formal Ontology (BFO) [41, 42] is a well founded top-level ontology that focuses on universals in reality [42, p. 39]. This has the drawback that e.g., planned products, processes or resources can only be included in an ontology as plans. Having to distinguish between planned and already existing entities makes some aspects in product and process development unnecessarily complex and leads to an overhead. Exemplary, it is irrelevant for a feasibility check whether a certain resource already exists if the designer can assume that it will be available at the start of production. Also, BFO deliberately does not support mathematical notions, and the representation of units is still under development. However, BFO provides roles, which may be a useful feature. Axiomatization in the base version is realized via subClassOf relations and the definition of disjoint classes only. BFO ensures genericness by not containing any “representations of physical, chemical, biological, psychological, or other types of entities which would properly fall within the domains of the special sciences” [43]. This genericness enables over 130 public-domain ontologies to build on BFO [42, p. 39]. Even though these are primarily from the biological and biomedical domain, e.g., the MSDL [44] was also aligned with BFO. The associated domain ontologies show BFO’s prevalence. BFO’s base version includes only 35 classes, which is smaller than both DOLCE and Standard Upper Merged Ontology (SUMO). Hence, BFO is “more manageable as an artifact designed for purposes of ontological engineering” [43]. To reach the same expressivity as e.g., DOLCE, extensions such as the relations ontology (RO) have to be loaded, though. BFO is published under a creative commons license and is available online. Supported specification languages are Web Ontology Language (OWL), OBO and CLIF. BFO is still under development, with new versions being released whenever sensible. To help ontologists that use BFO, tools for automatic upgrades are provided. Support also includes extensions to BFO such as the relations ontology (RO) or the information artifact ontology (IAO) [45].

Cyc is a “large knowledge base containing a store of formalized background knowledge suitable for supporting reasoning in a variety of domains” [46]. Mascardi et al. [40] emphasize the focus on “facts, rules of thumb and heuristics for reasoning about objects and events of everyday life”. Cyc is structured into three parts, namely an upper, a middle and a lower ontology [46]. While the upper ontology includes generic terms i.e., event or simulation, the middle ontology captures terms that are widely used, but not necessarily applicable to all domains, i.e., SocialGathering. The lower Cyc ontology finally includes domain specific terms, i.e., ChemicalReaction. Cyc’s genericness decreases from the upper to the lower level, where only the upper level is on the same level of abstraction as e.g., BFO.
Applications of Cyc are diverse and include pharmaceutical thesaurus management, semiconductor yield management and clinical trial and reporting support. The full version of Cyc describes more than 250 thousand terms including almost 15 thousand predicates. Due to its size, Cyc’s formal consistency is hard to ensure, which is a major limitation. Apart from a commercial license, CycCorp also provides a free research license. The open source version OpenCyc is no longer available as of 2017. Cyc uses its own language CycL and support is available for the commercial and the research version.

The Descriptive Ontology for Linguistic and Cognitive Engineering (DOLCE) [4, 47, 48] is part of the WonderWeb foundational ontologies library and “aims at capturing the ontological categories underlying natural language and human commonsense” [4]. In contrast to BFO, it relies on possible worlds and is an ontology of particulars. This means, it does not have the same limitations as BFO concerning overheads in product and process design. Compared to BFO, DOLCE offers an intuitive way of integrating units and possesses an extensive axiomatization. Furthermore, DOLCE supports functional modeling. Being a proper top-level ontology, DOLCE has about the same level of genericness as BFO. Applications of DOLCE are found mostly in biology and social science, but Borgo and Leitão also used DOLCE for a manufacturing ontology based on the ADACOR architecture. There exist three different versions of DOLCE, with DOLCE Lite being the leanest one, as it contains 37 classes and 70 object properties. There is also an extended version for descriptions and situations (DNS) as well as DOLCE Lite Plus (DLP), which contains 208 classes and 313 object properties. DLP’s expressivity exceeds the one of BFO, though, as it includes entities from BFO’s IAO, too. Since DOLCE is modular, ontologists can decide to only import relevant parts, which compensates for DOLCE being bigger than BFO. DOLCE is available for free in OWL, with the latest build existing unchanged since 2006.

Similar to Cyc, the General Formal Ontology (GFO) [50, 51] provides a three-layered meta-ontological architecture consisting of an abstract top level, an abstract core level and a basic level. General Formal Ontology (GFO) includes classes for objects, processes, time and space, roles, functions, facts and situations as well as properties. Even though GFO was originally designed for the medical, biological and biomedical domain, it is generic enough to also fit the needs of economists and sociologists [51]. Just like with DOLCE, there exist different versions of GFO, too. The basic version comprises 45 classes and 41 object properties while the full version includes 78 classes and 67 object properties. Both are available for free as OWL files. The latest full version was published in 2006 with the latest basic version following in 2008.

Gist [52] is a minimal upper ontology focusing on business ontology notions. It includes 19 modules and relies on twelve fundamental classes. In contrast to e.g., BFO and DOLCE, these underlying classes are quite specific and intuitively understandable terms i.e. Intention or Organization. Gist is axiomatized beyond subclass relations and disjoint, thus supporting more advanced reasoning. Applications of gist are diverse and range from R&D to investment banking to materials management. In total, gist is still of medium size, including 130 classes, 99 object properties and 21 datatype properties. The current version 7.5 from 2017 is available online in OWL under a creative commons license.

Based on the ISO 15926 standard, an upper ontology was developed, too [53, 54, 55]. Its primary goal is to facilitate the exchange and reuse of complex plant and project information with a focus on the process industry. The ISO 15926 ontology supports four-dimensionalism, so that space and time can be depicted appropriately. The ontology is not a pure upper ontology, but also includes domain specific knowledge from the production domain. Examples are classes relevant for design, engineering, procurement, building, commissioning, operation, maintenance and decommissioning. According to Morbach et al. [31], the standard’s primary applications are in the area of data management. The ISO 15926 ontology was first applied to plant operation in the oil and gas industry. Its focus is still on the process domain, even though it also includes a generic upper ontology. I.e. it is not a top-level ontology in the same sense as BFO or DOLCE. The version available online includes 203 classes and 106 object properties. Considering the ontology’s expressivity in the process domain, the size is still moderate. This OWL file from 2014 is freely available online, but the documentation within the standard is commercial. The use of the ISO 15926 ontology as an upper ontology is heavily criticized. According to Smith, the ISO 15926 ontology has major defects concerning intelligibility, openness.
ness, reuse, coherence and compositional term construction\cite{56}.

PROTo ONtology (PROTON)\cite{57} was designed with regard to four principles. While maintaining domain independence, PROTON includes light-weight logical definitions and is aligned with popular standards. Finally, it shall provide a good coverage of named entities and concrete domains\cite[p. 1]{57}. To realize these objectives, PROTON consists of four modules, namely System, Upper, Top and KM. The top module resembles gist and contains generic classes i.a. entity, event and person, while the extension also includes very specific terms like OilField. Overall, PROTON’s top level is not as generic as BFO or DOLCE, though. PROTON is used in a variety of research projects,\footnote{http://www.ontotext.com/proton/ last retrieved: February 12, 2019.} with many of them being related to journalism and society. The top module\footnote{http://www.ontotext.com/proton/protonontop.html last retrieved: February 12, 2019.} consists of only 25 classes and 77 properties, while its extension provides 488 classes and 115 properties. Descriptions are available for most entities and both ontologies are available under a creative commons license.

The Standard Upper Merged Ontology (SUMO)\cite{58, 59} was developed by the IEEE’s standard upper ontology working group and “provides definitions for general-purpose terms and acts as a foundation for more specific domain ontologies”\cite{58}. Mascardi et al.\cite{40} describe SUMO as a combination of the top level, a mid-level-ontology (MILO) and several domain ontologies. The base ontology not only includes mereotopology and temporal notions, but also supports class theory and numerics. SUMO’s top level distinguishes physical and abstract entities, with the former including everything that has a position in spacetime\cite{58}. On a lower level, SUMO contains e.g., biological terms, which means it is “not a top-level ontology in the same sense as BFO and DOLCE”\cite[p. 39]{42}. SUMO has been applied to various domains and over 100 application papers have been published\cite{40}. Also, SUMO is the largest formal public ontology today with approximately 25 thousand terms and 80 thousand axioms, when all domain ontologies are combined. Available domain ontologies range from food to law to weather. There also exists a domain ontology for engineering\footnote{https://github.com/ontologyportal/sumo/blob/master/engineering.kif last retrieved: February 12, 2019.} which misses classes crucial for production, e.g., Product or Resource, though. SUMO is available online in OWL and SUO-KIF under a GNU public license.\footnote{http://www.adampease.org/OP/ last retrieved: February 12, 2019.} The Unified Foundational Ontology (UFO)\cite{60, 61} is a “philosophically and cognitively well-founded formal ontology”\cite{61}. It was designed specifically to serve as a foundational theory for conceptual modeling\cite{61}. Unified Foundational Ontology (UFO) is based on GFO and makes a fundamental distinction between particulars and universals. This is a contrast to DOLCE, which is an ontology of particulars. UFO and DOLCE share their view of qualities and quality dimensions, though. UFO consists of an ontology for endurants, one for perdurants, one for social universals and one for services. The first three include 70 classes. So far, only two public domain ontologies are based on UFO, including a transport network ontology. For UFO only a specification including some descriptions is available online.\footnote{http://ontology.com.br/ last retrieved: February 12, 2019.} A full description of the included classes and properties is given in\cite{60}.

Yet Another More Advanced Top-level Ontology (YAMATO)\cite{62} is heavily influenced by the top-level ontologies DOLCE, BFO, GFO, SUMO and Cyc. It combines most of their features and explicitly addresses qualities and quantities, representation and the distinction between processes and events, where some of the existing top-level ontologies fall short\cite{62}. However, criticism towards YAMATO includes that it is too large and complex\cite{62}. In comparison to BFO, some ideas fit the needs of developers from the engineering domain better. This includes the way qualities and units are handled. Concerning reasoning, YAMATO is well founded, as a first order formalization is available, cp. e.g.,\footnote{http://download.hozo.jp/onto_library/upperOnto.htm last retrieved: February 12, 2019.} YAMATO describes 925 universals ranging from a generic particular to the quite specific hill or rational-mind and 183 object properties, also including very specific ones i.a. has-hand. These examples show that YAMATO comprises a variety of classes which are inadequately specific for a top-level ontology and are irrelevant for some domains. Applications of YAMATO are diverse, including medicine, learning and instructional theories as well as genomics. YAMATO is available online\footnote{http://www.ontotext.com/proton/ last retrieved: February 12, 2019.} as an OWL file.

Table 2 presents a qualitative overview of the evaluation of the described top-level ontologies in alphabetical order.

BFO, DOLCE and YAMATO achieve the best scores when evaluated concerning the criteria relevant for the approach presented. However, as Herre\cite{51} states, “one may doubt whether a final and uniquely determined top level ontology can ever be achieved”. One way to cope with this
Table 2: Qualitative evaluation of top-level ontologies’ applicability for the IEO.

|      | Expressivity | Genericness | Prevalence | Size | Availability | Support |
|------|--------------|-------------|------------|------|--------------|---------|
| BFO  | −            | +           | +          | +    | +            | +       |
| Cyc  | +            | 0           | 0          | −    | −            | 0       |
| DOLCE| +            | +           | +          | +    | +            | +       |
| GFO  | 0            | 0           | −          | +    | +            | 0       |
| gist | −            | +           | +          | +    | +            | 0       |
| ISO 15926 | +    | −           | −          | +    | −            | −       |
| PROTON| 0           | 0           | 0          | +    | +            | 0       |
| SUMO | 0            | +           | +          | −    | +            | 0       |
| UFO  | +            | +           | −          | +    | −            | 0       |
| YAMATO| +           | 0           | +          | −    | +            | +       |

limitation and also with the variety of existing top-level ontologies is to use mappings. This allows us to indirectly combine domain ontologies that were aligned with different upper ontologies. Temal et al. [64] present a mapping between BFO and DOLCE. Similarly, Seppälä [65] map the lexical database WordNet\textsuperscript{15} [66] via DOLCE indirectly to BFO. Another partial mapping exists for DOLCE and GFO [50, pp. 57 ff.].

Based on the evaluation of the upper ontologies, as well as the possibilities of mapping and thus exchange with other upper ontologies, we chose DOLCE as an appropriate top-level ontology for this work.

4 Bridging the gap between domain-specific knowledge bases and top-level ontologies

In the following, we introduce the Intermediate Engineering Ontology (IEO). The IEO serves as a connector between existing domains-specific KBs and the top-level ontology DOLCE, thus creating a trade-off between usability and reusability. Also, the IEO integrates product and process design, with the competency questions that were defined earlier in mind. By formalizing this knowledge, automatic analyses are enabled via reasoners and queries.

An overview of the IEO’s universals and properties is presented in Figure 3.

Figure 3: Overview of the IEO.

The IEO revolves around the Product Process Resource (PPR) structure, which can be refined by the use of qualities and quales. This reification is in line with DOLCE. Everything listed in a bill of materials (BOM), even bulk materials such as adhesives, can be represented by the universal product. Analogously, all elements of the bill of processes (BOP) are represented as a production-process and the entire bill of resources (BOR) can be described by use of the universal production-resource. The two abstract universals capability and specification are intended to model the capabilities of resources and the specification of the designer, respectively. Both of them define a production-process, which is connected to its input and output products. While capabilities describe the processes and related products a resource can handle, a specification defines the product designers’ restrictions towards processes and products. Both capabilities and specifications define exactly one production-process, but a resource may possess several capabilities.

These fundamental universals are extended by the universals shown with dashed lines. To increase expressiveness, we distinguish between plants and machines, both of which are production-resources. In an engineering context, units and tolerances are also required. Finally, we also include a universal company, which corresponds to the class enterprise used in SemAnz40. A company can be described by associating its plants with sites, i. e., physical locations.

\textsuperscript{15} https://wordnet.princeton.edu/ last retrieved: February 12, 2019.
Further extensions of the fundamental universals include human workers and more detailed parts of production-resources, i. a. tools, fixtures, and auxiliary resources. Regarding human workers, designers and operators should be distinguished, each with an individual set of skills and different responsibilities.

To maintain the desired genericness of the universals, they are only formalized as depicted in Figure 3.

### 4.1 Aligning the IEO with DOLCE

Table 3 displays how we align the universals of the IEO to DOLCE. Hereby, details regarding DOLCE [16, 4, 47] are of great help, as well as the description of how ADACOR is aligned with DOLCE [15].

| IEO universal   | DOLCE universal                                      |
|-----------------|------------------------------------------------------|
| product         | derived from edns:non-agentive-physical-object       |
| production-process | derived from dol:process                           |
| production-resource | derived from edns:non-agentive-physical-object   |
| capability       | derived from edns:non-agentive-social-object        |
| specification    | derived from edns:non-agentive-social-object        |
| quality          | exists as dol:quality, which is refined by dol:physical-quality and dol:abstract-quality |
| quale            | exists as dol:quale                                 |
| machine          | derived from :production-resource                   |
| company          | derived from soc:organization                      |
| plant            | derived from :production-resource                   |
| site             | derived from dol:space-region                       |
| tolerance        | derived from dol:quale                              |
| unit             | exists as common:measurement-unit                   |

In addition to these object properties, we introduced the three functional data properties has-value, has-upper-bound and has-lower-bound to assign numeric values to quales. All three are defined as elementary, because DOLCE does not include appropriate datatype properties.

As shown, the IEO presented is aligned to the top-level ontology DOLCE. This confirms that DOLCE is an appropriate choice for the production context.

### 4.2 Comparing the IEO with domain specific KBs

In this section, we compare the IEO with the domain-specific KBs presented. Due to a lack of information, we neglected MaSDeM [20, 19], Process Ontology (PrOnto) [36], and SIMPM [27].

The foci of these domain-specific KBs is mirrored in the more specific classes intentionally neglected by the IEO, cp. also the last row of Table 1. Even though not all KBs adhere to the reification proposed by DOLCE, but use properties instead, they can still be integrated using rules.

Table 5 gives an overview of the comparison of the IEO’s universals and the classes used in the KBs presented earlier.

Table 5 reveals that all KBs rely on the PPR structure, making it easier to integrate them. Table 5 also shows how existing domain KBs complement each other and how they can be integrated with the IEO presented. This illustrates how the IEO manages to build on existing knowledge,
Table 5: Comparison of the IEO with existing domain ontologies.

| IEO            | ADACOR [15, 16] | ARUM [23] | BePro [34] | HiTraP [29] | iFAB [14] | MASON [2] | MCCO/MRO [10, 12] | MSDL [24] | OntoCAPE [31, 33] | SemAnz40 [13] | SkillPro [22, 38] |
|----------------|-----------------|-----------|------------|-------------|----------|----------|-------------------|----------|-------------------|--------------|---------------|
| product        | X               | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| production-process | X               | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| production-resource | X               | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| capability     | X               | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| specification  | X               | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| quality        |                 | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| quale          |                 | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| machine        | X               | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| company        | X               | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| plant          |                 | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| site           |                 | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| tolerance      |                 | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |
| unit           |                 | X         | X          | X           | X        | X        | X                 | X        | X                 | X            | X             |

while staying potentially reusable across applications at the same time.

5 Summary and outlook

This paper gives a comprehensive overview of existing domain-specific KBs and abstract top-level ontologies. Since there is a gap between the usability-oriented application ontologies and the reuse-oriented top-level ontologies, we present an Intermediate Engineering Ontology (IEO) that helps to combine the two. The IEO is designed to answer several competency questions throughout the lifecycle of a product, be it a consumer product or an entire plant.

Starting with this paper as an overview, we intend to refine and assess the competency questions identified in greater detail to evaluate the opportunities and boundaries of the IEO. This is supported by integrating standardization approaches for domain ontologies. One example of the production domain is presented by Hildebrandt et al. [5]. A combination with less formal databases such as eCl@ss or the IEC 61360 Common Data Dictionary [67] should also be pursued. Even though process chains can already be represented formally, behavior descriptions should be discussed in greater detail. Additionally, the integration of online information into the ontology should be investigated. Such information can range from the production status of products to sensor information of the plant. A major challenge that arises from combining such extensive KBs is scalability. The scalability issue is intensified when the KBs are extended by the amount of information available in industrial settings. This calls for two technological developments. First, we will need more efficient reasoning methods to cope with the sheer amount of information. Secondly, designers require frameworks tailored specifically to the reuse of existing methodologies, so that established tools can still be used.

Because what we think of as knowledge changes continuously, the process of ontology design is open-ended [42]. However, we believe that the combination of top-level ontologies and domain-specific reference ontologies with intermediate application ontologies provides a good trade-off regarding usability and reusability. In summary, we expect the IEO to perform well in the process of combining knowledge to gain new insights.
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