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Abstract – Nowadays, most of the applications are distributed and require two or more parties to establish a secure communication channel over an open network. Key management is one of the major security issues in such applications. A good security system should reduce more complex problems related to the proper key management and secure-saving of a little number of secret keys at every endpoint. So it is difficult to save one key secretly, and the difficulty will be more and more if the number of secret keys increased. In the literature, many schemes have been proposed for key distribution and management. Although, such schemes have reduced the number of secret keys stored at the users to only one key, Key Distribution Center (KDC), known as Key Managing Center (KMC), still maintains a shared secret key with each user in the network. In this paper, we propose a method to reduce the number of secret keys stored at the KDC to only one key, regardless of the network size. In the proposed method, the KMC will store a unique stuff data for every user. The user's secret key will be generated by taking the stuff data, adding the lifetime of the secret key, and then hashing the resulting string using the manager secret key. The output digest will be used as the user's secret key. By this way, KMC will only store one key called the manager secret key. Furthermore, we will combine the proposed method with our previous work to build an efficient key management model. Analysis and experimental results indicate that the developed model is highly secure, practical and efficient.

Index Terms – Key Management, Key Distribution, Key Storage, Public Key Cryptography, Symmetric Key Cryptography, Formal Verification.

1. INTRODUCTION

In an environment consisting of a large-scale communication network that requires every pair of users to establish a secure communication channel and agree on a shared secret key, if symmetric key cryptography is being used, then key management can become a critical problem[1-4]. In such a network every pair of users requires a shared secret key to secure their communications. Thus every user needs to store (N - 1) secret keys, where N is the total number of users in the network. To eliminate this problem, the solution is to employ a trusted third party called Key Distribution Center (KDC)[5], where all users share their secret keys with the KDC rather than share a secret key between every pair of users[6].

In the literature, there are several key distribution and management schemes based on KDC such as [7-18]. In most of these schemes, every user shares a unique secret key with the KDC for purposes of key distribution. If two users wish to communicate with each other in a secure manner, they can obtain a secret session key from the KDC which in turn generates a session key and encrypts it using the secret keys that it shares with those users, and then sends it to them.

1.1. Problem Description

There is a difficulty in the process of storing and distributing keys in security systems based on symmetric key cryptography, especially in a large computer network with millions of users. This difficulty is, the KDC has more than one party who want to communicate and exchange information securely. In most existing key distribution and management schemes, the KDC stores N secret keys in its database for all users in the network and the number of secret keys increases as the number of users increased. Therefore, such schemes suffer from high key storage at the KDC. Moreover, if the KDC is compromised, then all the secret keys will be exposed to the attacker[19, 20]. Thus the secret key update process must be performed for all users in the network. The costs associated with updating these keys are
This paper focuses on the problem of reducing the number of secret keys stored at the KDC and proposes a method to reduce the number of secret keys stored at the KDC to only one key, regardless of the number of users involved. In this method, instead of keeping a shared secret key with every user involved in the network, the KDC stores a public stuff data related to every user and the user's secret key will be generated by taking the stuff data related to corresponding user, adding the lifetime of the secret key, and then hashing the resulting string using the manager secret key. The hash value will be used as the user's secret key. Therefore, the KDC will only store one key called the manager secret key. Furthermore, this paper combines the proposed method with our previous work [22], to build an efficient key management model, verify its security using a formal verification tool and compare it with other ones in terms of the execution time and key storage.

1.3. Motivation and Contributions

This paper presents a key management model, verifying its security and comparing it with other ones in terms of the execution time and key storage. Authors analyzed the security of their protocol by using a formal verification tool and showed that it is safe and secure. However, due to the session key generation is done at the sender and receiver, this protocol reduces the computation overhead at the KDC. But it suffers from key storage overhead because it assumes that the KDC maintains a shared secret key with each party.

S. Arora and M. Hussain [8], proposed a key agreement protocol for generation and sharing a session key between two parties using symmetric key cryptography. In this protocol, a trusted third party is used only to establish the communication between the communicating parties. The session key is generated by the sender and receiver based on a cyclic group and its security is based on discrete logarithm problem. Authors analyzed the security of their protocol by using a formal verification tool and showed that it is safe and secure. However, due to the session key generation is done at the sender and receiver, this protocol reduces the computation overhead at the KDC. But it suffers from key storage overhead because it assumes that the KDC maintains a shared secret key with each party.

M. D. Nath and S. Karforma [11], presented a model based on Kerberos, combined with IDEA algorithm. The authors applied the proposed model for logging into the electronic banking system, and showed that their model would be beneficial in nature, both to the bank and to the customer during electronic banking transactions, and also provide privacy, integrity and confidentiality in such environments.

Tbatou et al. [12], presented an authentication protocol for distributed systems based on Kerberos V5 and Diffie–Hellman models. The protocol contains three phases, registration phase, communication phase and renewal phase. The objective of this protocol was to protect passwords chosen by users for removing the dictionary attack and brute force attack from Kerberos. Authors demonstrated that their model provides a secure channel to a more secure password exchange.

J. Ghosh Dastidar [19], proposed a simplified form of the Kerberos system. This model depends on symmetric key cryptography and utilizations nonce and time-stamp to prevent replay attack. In this model, rather than using two separate entities, a Authentication Server (AS) and a Ticket Granting Server (TGS), as Key Distribution Center (KDC) as in Kerberos, it uses just a single entity that plays the role of both. In this model, the KDC stores N secret keys for all users involved.

A. Jesudoss and N. Subramaniam [20], presented an enhanced version of Kerberos system to protect Kerberos from password-guessing attack and replay attack. This model uses additional secret key and nonce value for the initial authentication in Kerberos. In this model, the KDC stores two secret keys for every user in the network. This means, the KDC stores 2N secret keys for all users, where N is the total number of users in the network.
H. Saputra and Z. Zhao [21], presented a model for key management in the SCADA systems. Authors focused on the long-term keys management and proposed a method to update and refresh these keys dynamically. They showed that their method provides a flexibility to update the long-term keys and reduces the number of long-term keys stored at each endpoint.

Dua et al.[23], presented a modified version of Kerberos to avoid replay and password guessing attacks. In this system, the client sends three passwords to the KDC across the network, these passwords are used for authentication and key derivation. Due to sending the passwords over the network, if weak passwords are chosen by the client, this system may be exposed to attackers[20]. Moreover, this system suffers from key storage overhead at the KDC, due to, the KDC stores three secret keys for every user in the network.

P. Shalini and M. Kushwaha[24], presented an authentication and key distribution protocol. In this protocol, the session key is generated by the Trusted Server which distributes it between two communicating parties using symmetric key encryption. The attack on this protocol is demonstrated in our previous work[22].

3. PROPOSED KEY MANAGEMENT MODEL

In this section, we present the proposed model for reducing the number of secret keys stored at the KDC, known here as Key Managing Center (KMC). The notations used to describe the proposed model are listed in Table 1, and the following subsections describe the key hierarchy, proposed method sequence, and details of the proposed method.

### 3.1. Key Hierarchy

In the proposed model, in order to simplify key management and achieve the main objectives of this paper, the keys have been planned from the highest to the lowest into three levels: at the highest level are the public/private key pair and the manager secret key, at the middle level is the user secret key, and at the lowest level is the session key. The block diagram of Figure 1 shows the hierarchy of these keys.

1. **The public/private key pair**

   The public/private key pair is used to protect the user's secret key. It has a very long life, usually several years.

2. **The manager secret key**

   The manager secret key is the key used by the system manager to generate the user's secret key. It also has a very long life, usually several years.

3. **The user secret key**

   The user secret key is used to encrypt and decrypt the messages that exchange session keys. Its lifetime is long, usually several months.

4. **The session key**

   The key used to encrypt and decrypt the original data is called the session key. The session key exists only when two users wish to exchange data in a single communication session. Its lifetime is very short, usually only several minutes.

| Notation | Description |
|----------|-------------|
| IDa, IDb | The identity of users A and B |
| KMC | Key Managing Center |
| [M]K | Encryption of message M with K |
| SKa | The secret key of user A |
| PKa/RKa | The public/private key pair of user A |
| Na, Nb | Nonce value chosen by users A and B |
| SDa | The stuff data related to the user A |
| L | The life time of the secret key |
| H | Hash function |
| SRNG | Pseudorandom Number Generator |
| || | Concatenation of sets of strings |

Table 1 Notations and their Description
3.2. Proposed Method Sequence

In this subsection, we will provide the sequence of steps to be followed to design the proposed model and details of these steps will be provided in the next subsection. These steps are as follows:

1. All users in the network, including KMC have to generate their own public/private key pair.

2. Each user must register with the manager's database and obtain the KMC's Public Key. The user will send some public information about him/herself like: ID, Public Key, Phone Number, IP address, and so on. Then, the KMC generates a unique stuff data based on user identification and stores it along with the user's information in the manager's database.

3. To compute the user's secret key, the KMC uses a suitable hash function along with three parameters: the first one is the manager secret key, the second is the user stuff data stored in the manager database, and the third is the life time of the secret key. The output of the hash function is used as the user's secret key. Then, the KMC encrypts the user's secret key using the user's public key and sends it to the user.

4. The intended user receives the encrypted message, decrypts it using his/her private key and then stores the retrieved secret key in his/her memory device.

5. To reduce stored secret keys, the user may encrypt his/her secret key using his/her public key and retrieve it as needed.

6. If two users, say user A and B, wish to communicate with each other securely. User A or B can ask the KMC to generate a suitable session key for them. The KMC can then send this key to those users encrypted under the corresponding secret keys.

By those steps, there is no need to store more than one key securely, and the KMC should periodically change the secret key and the stuff data for all users based on the life time of the secret key.

3.3. Details of The Proposed Method

The proposed method includes three phases:

- Registration phase,
- Secret key establishment phase, and
- Session key distribution phase.

Figure 2, summarize the phases of the proposed model and the details of these phases will be described in the following sub-sections.
1. If ID exists then
   1.1 Return error-message
2. Else
   2.1 SD = SRNG(ID || PK || PN || IP)
   2.2 Store SD along with ID, PK, PN and IP in the manager database
   2.3 Return SD
3. End If

End

Algorithm 1 Pseudocode for Generating the User Stuff Data

![Diagram of the Registration Phase]

Figure 3 Block Diagram of the Registration Phase

3.3.2. Secret Key Establishment Phase

This phase describes the secret key establishment process between a user and the KMC. The KMC will compute a secret key for every user in the network at the request of the user. The following steps describe the protocol used in this phase:

1. User A sends a generation request to the KMC. This request includes the identity of the user (IDa) along with the identity of Key Managing Center (IDm) and nonce value (Na) signed with the user's private key RKa, all collected together and encrypted by the KMC's public key PKm.

   \[ \text{A} \rightarrow \text{KMC} : [\text{IDa}, [\text{IDm}, \text{Na}])\text{RKa}]\text{PKm}\]

2. KMC receives the request and decrypts it using its private key. Afterwards, it uses IDa to search of PKa in its database. Then it verifies the user's signature:
   - If true, the KMC generates the user's secret key by applying a hashing algorithm along with three parameters, the first one is the manager secret key, the second is the user's stuff data stored in the manager database, and the third is the life time of the user's secret key. The equation 2 provides the formulation of hashing function for generating the user's secret key.

   \[ \text{SKa} = H (\text{SKm} || \text{SDa} || L). \]  \hspace{1cm} (2) \]

   The block diagram of Figure 4. summarizes our proposed method to generate the user's secret key and the algorithm 2 provides the pseudocode for generating the user secret key.
   - Otherwise, the KMC reject this request and terminate the connection with the user.

3. KMC constructs a message for User A encrypted under the user's public key. This message includes the user secret key and Nonce Na. After that it sends this message to that user.

   \[ \text{KMC} \rightarrow \text{A} : [\text{Na}, \text{SKa}]\text{PKa}\]

4. User A receives the encrypted message, decrypts it with his/her private key, and then verifies the integrity of Nonce Na. So, User A would be sure this message is fresh and its originator is KMC and not someone else.

![Diagram of the Secret Key Generation]

Figure 4 Block Diagram of the Secret Key Generation

Secret-Key-Generation-Algorithm(ID)

Begin
1. \( L \) = get the life time of secret key
2. SKm = get the manager secret key
3. SD = retrieve the user stuff data from the manager database based on ID
4. PK = retrieve the user public key from the manager database based on ID
5. V = verify the user's signature by using PK
6. If V is true then
   6.1 SK = hash(SKm || SD || L)
   6.2 Return SK
7. Else
   7.1 Return error-message
8. End If
End

Algorithm 2 Pseudocode for Generating the User Secret Key

3.3.3. Session Key Distribution Phase
This phase describes the distribution of session key between two users with the help of the KMC, if any two users want to communicate with each other securely, they can obtain a session key from the KMC which in turn generates a session key, encrypts it using the secret keys that it shares with those users and sends it to them.

Here, we have used an improved key distribution protocol presented in our previous work[22]. That protocol has been proposed based on the protocol proposed in[24]. It uses symmetric key cryptography for distribution of session key between two parties with the help of a trusted third party. Following are the steps of the protocol and more details about this protocol are given in[22].

1. A → B: IDa, [Na, IDb]SKa
2. B → S: IDa, [Na, IDb]SKa, [Nb, IDa]SKb
3. S → B: [IDb, Kab, Na]SKa, [IDa, Kab, Na, Nb]SKb
4. B → A: [ IDb, Kab, Na]SKa, [Nb,Na]Kab
5. A → B: [Nb]Kab

4. SECURITY VERIFICATION

The proposed model has been verified using the formal verification tool called Scyther. Scyther is an automatic verification tool and widely used and accepted for the verification of security protocols [26], against various types of attacks[27]. Scyther tool has many advantages like: the verification of protocols with unbounded number of sessions, it supports multi-protocol analysis[28] and provides a property to generate claims automatically. Scyther takes as input a role-based description of a security protocol and the security goals are specified using claim events. The language used to write security protocols in Scyther is Security Protocol Description Language (SPDL)[28-30]. Here, the secret key establishment protocol was implemented in Scyther and verified with auto-verification property. Table 2 shows the verification results of this protocol.

| Claim                                      | Status | Comments                |
|--------------------------------------------|--------|-------------------------|
| Secret_key_establishment U                 | OK     | Verified No attacks.    |
| Secret_key_establishmentU2                | Secret SKu | OK Verified No attacks. |
| Secret_key_establishmentU3                | Alive  | OK Verified No attacks. |
| Secret_key_establishmentU4                | Weakagree | OK Verified No attacks.| |
| Secret_key_establishmentU5                | Nisync | OK Verified No attacks. |
| Secret_key_establishmentU6                | Nisync | OK Verified No attacks. |
| KMC Secret_key_establishmentKMC1          | Secret SKu | OK Verified No attacks. |
| Secret_key_establishmentKMC2              | Secret SKu | OK Verified No attacks. |
| Secret_key_establishmentKMC3              | Alive  | OK Verified No attacks. |
| Secret_key_establishmentKMC4              | Weakagree | OK Verified No attacks. |
| Secret_key_establishmentKMC5              | Nisync | OK Verified No attacks. |
| Secret_key_establishmentKMC6              | Nisync | OK Verified No attacks. |

Table 2 Verfication Results of Secret Key Establishment Protocol

From the verification results shown in Table 2 above, we can observe that the protocol fulfill all security claims. This means the protocol completely fulfill the security goals and hence no potential attacks can be performed.

5. PERFORMANCE EVALUATION

In order to demonstrate that the proposed key management model is more efficient, this section presents the simulation environment and the evaluation results of the proposed model.

5.1. Simulation Environment

The simulation has been performed using Sockets in C# language 2012 on Windows 7 64-bits, Core i5-2520M CPU and 4GB RAM. In this simulation, we consider a network that consists of a client, service server and KMC. In our implementation, we have used the libraries provided in .NET framework, where RSA algorithm has been selected as the public-key encryption algorithm with 2048-bits key to protect the secret keys between a user and the KMC, AES of 256-bits for symmetric encryption to distribute the session key between any two users with the help from the KMC and to encrypt the original data exchanged on the network, and
SHA-256 for hash function to generate the required symmetric keys.

5.2. Results and Discussion

Here, we evaluate the performance of the designed model and compare it with the two enhanced versions of the widely used Kerberos system [19, 20] in terms of the execution time and key storage.

5.2.1 Execution Time Evaluation and Comparison

As we mentioned in Section 3 above, the proposed model in this paper includes three stages: the first stage does not include any cryptographic process and is a one-time operation, so this stage will not be included in this evaluation.

The second stage includes two cryptographic operations: public-key encryption/decryption and hash function. Table 3 shows the execution time of the cryptographic operations performed in this stage.

| Operation          | The Execution Time (in MS) |
|--------------------|-----------------------------|
| RSA-2048 encryption | 3                           |
| RSA-2048 decryption | 57                          |
| SHA-256            | 4                           |

Table 3 Execution Time of the Secret Key Establishment

From the Table 3, we can find that the RSA consumes the more time. This is because of the many computations with very large numbers involved in performing RSA, especially decryption is performing with computing of a large number to a huge power. However, the performance of this stage does not affect the system performance in general since this stage is used only occasionally to update the secret key between a user (client/server) and the KMC and this secret key is valid for a long period of time.

The last stage aims to establish the encryption key (the session key) between the communicating parties with the help of the KMC. When a user needs to communicate with the service server, she/he needs a session key. This session key is usually valid for a short period of time. Because of this, this stage occurs frequently and consequently this stage affects the system performance. So we have taken into account the execution time consumed by accomplishing this stage to compare the proposed protocol with the other protocols.

The selected protocols were implemented according to [19, 20] and the proposed protocol according to the session key distribution protocol described in subsection 3.3.3. For each protocol, the time consumed by performing session key distribution 50 times has been calculated at each entity (Client, Server and KDC), and the simulation results are depicted in Figures 5-7.
In addition, we have calculated the average of the execution time consuming for all executions of each protocol up to 50 times. Figure 8 shows the comparison of average execution time for all protocols. The results shown in these figures demonstrate that the execution time consumed by the proposed model is shortest, while the execution time consumed by the others is longest. As we can find that the protocol proposed in [20] is the most execution time consuming protocol due to it requires additional encryption operations for the initial authentication between a user and the KDC.

![Figure 8 Average Execution Time Comparison](image)

5.2.2. Key Storage Evaluation and Comparison

The storage requirement takes two forms: storage at the users and storage at the KDC. In the proposed model, there are several advantages in using the key hierarchy plan. One of these advantages is to reduce the number of key-encrypting keys which have to be stored securely. However, in our model, each user has two secret keys (key-encrypting keys): the private key and the secret key. In order to reduce the number of secret keys stored at the user, the user may encrypt his/her secret key using his/her public key. Thus, each user only needs to store one key securely. The same scenario goes for Key Managing Center.

The main advantage of the proposed key management model is that, the Key Managing Center (KMC) does not have to store the secret keys of all users involved in the network. Instead of storing N secret keys at the KMC for all users, the KMC stores a unique stuff data related to each user. This stuff data is not secure information. Therefore, the KMC only needs to store one key securely called the manager secret key and use it to generate the secret keys for users involved. This stuff data is not secure information. Therefore, the KMC only needs to store one key securely called the manager secret key and use it to generate the secret keys for users involved. This stuff data is not secure information. Therefore, the KMC only needs to store one key securely called the manager secret key and use it to generate the secret keys for users involved. In addition, each user involved in the network only needs to store one key securely. This will extremely reduce the key storage space and make our model suitable for a large-scale network. The performance of our model has been evaluated and the protocols used in this model have been verified by a formal verification tool called Scyther, the evaluation and verification results showed that the model is efficient and secure.

![Figure 9 Performance Comparison of Key Storage](image)

6. CONCLUSION

In this paper, we have focused on the problem of reducing the number of secret keys stored at the KDC and have proposed a method to reduce the number of secret keys stored at the KDC to only one key. Furthermore, we have combined the proposed method with our previous work and have built an efficient key management model. The main advantage of this model is that, the Key Managing Center (KMC) does not have to store N secret keys (key encryption keys) in its database. Instead of that, it stores a unique stuff data related to each user involved. This stuff data is not secure information. Therefore, the KMC only needs to store one key securely called the manager secret key and use it to generate the secret keys for users involved. In addition, each user involved in the network only needs to store one key securely. This will extremely reduce the key storage space and make our model suitable for a large-scale network. The performance of our model has been evaluated and the protocols used in this model have been verified by a formal verification tool called Scyther, the evaluation and verification results showed that the model is efficient and secure.
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