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Abstract

With the development of cloud computing, more and more applications are posted online to provide services for users. Since user needs can be complex, an individual service will not able to meet the requirement. Web Service Composition composes multiple web services together to fulfill the complicated user requirement. While searching an optimal composition with both functional and non-functional requirements still is a challenging problem that needs to be addressed. QoS-aware web service composition is an NP-hard problem. To solve this problem, we design a system which combines GraphPlan with Fuzzy Control algorithm. Fuzzy Control is employed to generate overall QoS according to user preferences. In the forward phase of Graphplan, less competitive services are pruned according to the overall QoS. In the backward phase, services are selected according to functional goals and their overall QoS. Furthermore, case study and are performed, and the experimental results show that our approach improves the quality of service composition significantly compared with ordinary and Skyline approach.
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1. Introduction

In the era of cloud computing, users can access resources on demand through the network and pay for usage. At present, most of the cloud computing systems in the industry generally adopt the web service method in remote communication [1]. Web services are self-described software entities that can be published, located and invoked on the web [2]. Web services could help to satisfy specific customer needs as well as lower expenses on purchasing and maintaining local computing resources [3]. With the increasing complexity of user needs, an individual service would fail to meet the requirement. Web service composition involves the combination of many web services together to produce a more complex and useful service. Quality of Service (QoS) is used to assess the ability of a service provider to meet user needs. To maximize user satisfaction, researchers introduce QoS to web service composition, which refers to composition achieves desired functionality as well as optimizes QoS values. However, the QoS-aware web service composition has been considered as an NP-hard problem [4]. QoS-aware service composition can be formulated as single-objective and multiple-objective optimization problems [5].

To solve the problems, a number of research initiatives are proposed. These include Skyline operator [6], GraphPlan model [7], and others [8, 9]. However, Skyline cannot find Top-k web services that better meet user preferences and may fail to find a solution because available services may be filtered. Ordinary GraphPlan considers all possible combinations without filtering any service in the forward expand phase and cannot choose optimal solution in the backward search phase.

As a continuation of research [6, 7], we propose to utilize Fuzzy Control together with GraphPlan for QoS-aware web service composition. Fuzzy logic usually is considered as a ranking algorithm for selecting the best service in a pool of web services [10]. However, very few research efforts have been contributed in using this approach with GraphPlan in QoS-aware service composition. By using Fuzzy Control, some services with worse QoS in the forward expand and backward search phases of GraphPlan are filtered according to some criteria, which could reduce the searching space of services in the compositions. The experimental results show that the proposed method would get better services, response time and throughput, when compared with the ordinary and the Skyline approach. Especially, the main contributions of this paper are listed as follows:

1. We create three fuzzy set for response time, throughput and overall QoS, respectively. The fuzzy Control is used to calculate the overall QoS of each service, and the users’ preferences are modeled as IF-THEN rules.

2. We use the overall QoS in the two phases of the Graphplan. In the forward phase, less competitive services are pruned according to the overall QoS. In the backward phase, services are selected according to functional goals and their overall QoS.

The paper is organized as follows. Section 2 describes preliminary knowledge. The architecture and algorithms are
introduced in Section 3. We demonstrate a case study in Section 4 to further explain our approach. We present experimental results in Section 5. Related work to this research is presented in Section 6, and the conclusion is drawn in Section 7.

2. Preliminaries

In this section, we introduce necessary knowledge of QoS-aware web service composition and Fuzzy Control.

2.1. The QoS-aware web service composition

definition 2.1. A web service w is defined as a tuple \((w_{in}, w_{out}, w_{QoS})\) with the following components: \(w_{in}\) is a finite set of typed input parameters of \(w\); \(w_{out}\) is a finite set of typed output parameters of \(w\); \(w_{QoS}\) is a finite set of QoS values of \(w\).

definition 2.2. A web service composition problem can be used with a triplet \((S, C_{in}, C_{out})\) with the following components: \(S\) is a finite set of services; \(C_{in}\) is a finite set of typed input parameters; \(C_{out}\) is a finite set of typed output parameters. \(Q\) is a finite set of quality criteria. Plug-in matching degree is used to match services: two services can be connected if the input of a service is a subset of the output of the other service. This semantic model, borrowed from [11], is consistent with many proposed web service composition approaches.

Services are connected either in sequence or in flow control. Services in sequence are represented as \((w_1; w_2; \ldots; w_n)\). Services in a flow control are represented as \((w_i | w_j | \ldots | w_n)\). Some quality criteria for a Web service w and their aggregated values are listed as below:

- Response time \(R\): the interval between the receipt of the end of transmission of an inquiry message and the beginning of the transmission of a response message to the station originating the inquiry.

\[
R(w_1,w_2,\ldots,w_n) = \sum R(w_i) \quad (1)
\]

\[
R(w_1|w_2|\ldots|w_n) = \max R(w_i) \quad (2)
\]

- Throughput \(T\): the average rate of successful message delivery over a communication channel, e.g., \(10^{-6}\) successful invocations per second.

\[
T(w_1,w_2,\ldots,w_n) = \min T(w_i) \quad (3)
\]

\[
T(w_1|w_2|\ldots|w_n) = \min T(w_i) \quad (4)
\]

2.2. The Fuzzy Control

2.2.1. Fuzzy set and number

Fuzzy set and possibility theory was first proposed by Zadeh [12] and has been used to deal with vagueness or ambiguity information. It’s known as a branch of mathematics currently. The fuzzy set defined in Definition 2.3 is represented by a membership function defined on the universe of discourse which maps the value to interval \([0, 1]\). A fuzzy number is a convex, normalized fuzzy set whose membership function is at least segmentally continuous and has the functional value \(\mu_A(x) = 1\) at precisely one element. A triangular fuzzy number can be defined by a triplet \((a, b, c)\) with the following membership function specified in Definition 2.4.

definition 2.3. Let A be a mapping from domain X to \([0, 1]\), that is: \(A: X \rightarrow [0, 1], x \rightarrow \mu_A(x)\), where \(A\) is called fuzzy set on \(X\), and \(\mu_A\) is called membership function of fuzzy set \(A\).

definition 2.4. Triangular fuzzy number is represented by the fuzzy set \(A= (a, b, c)\), where \(a < b < c\) is defined on \(R\) the function has the following form:

\[
\mu(x) = \begin{cases} 
\frac{x-a}{b-a} & \text{if } a < x \leq b \\
\frac{c-x}{c-b} & \text{if } b < x \leq c \\
0 & \text{otherwise}
\end{cases}
\]

2.2.1. Fuzzy System

A fuzzy system mainly includes the following three parts shown in figure 1.

Firstly, the Fuzzification part converts the crisp input information from the actual system into the fuzzy values for each input fuzzy set. Secondly, the Decision-Making-Logic part determines how the fuzzy logic operations are performed with the IF-THEN rules based on the Knowledge Base. Thirdly, the defuzzification part maps the fuzzy number that the fuzzy system outputs to a crisp value. There are many different ways to transform a fuzzy number into a crisp value [13], such as COG (Center Of Gravity), RCOM (Random Choice Of Maximum), FOM (First of Maximum), QM (Quality Method), EQM (Extended Quality Method), and COA (Center Of Area).

3. Architecture and Algorithm

In this section, we introduce the architecture of the system illustrated in figure 2. There are three major modules listed as follows.

- Service and QoS Parser
- OWL Parser
- WSDL
- OWL
- WSDL
- Web Service Composition System
- Solution
- User
- Input and Output Requirement
- QoS Preference
- Modified GraphPlan Module
- Fuzzy Control Module
- Service Information Module

Service Information Module. This module reads the inputs such as functional, non-functional, and ontology information of web services generated by Service, QoS and OWL Parser. Once, all the information of web services is retrieved, it is stored and can be used by the system.

Fuzzy Control Module. This module allows users to choose different fuzzy rules used in service compositions by their preferences. For example, if a user demands high priority
on response time of the service composition, the system sets corresponding configuration with higher weight for time. Besides, evaluation rules and the process of Fuzzy Control are defined in this module. In Section 3.1, detailed information of this module is provided.

**Modified GraphPlan Module.** This module is modified based on GraphPlan by fitting Fuzzy Control into it. It is the key module that is used to find solutions of QoS-aware services compositions. It receives the input information such as user requirements, web services information, and fuzzy configuration defined by users. Then, by using modified GraphPlan and Fuzzy Control, it performs the forward expand to construct a search graph, and carries out backward search to retrieve a solution. If it cannot find the goal concepts of service compositions, it will switch the ordinary approach to generate solutions. Detailed explanation of this module is provided in Section 3.2.

### 3.1. Fuzzy Control

Based on the fuzzy system in section 2.2, the Fuzzy Control used in this paper consists of three aspects as below.

**Fuzzification.** Fuzzification is the process of decomposing a system input and/or output into one or more fuzzy sets. Many types of cues can be used, but triangular shaped membership function is one of the most common. Each fuzzy set spans a region of input(or output) value graphed with the membership. Any particular input is interpreted from this fuzzy set and a degree of membership is interpreted. There are three types of crisp variables, response time, throughput, and overall QoS value. An overall QoS value is used to measure QoS of web services according to the *IF-THEN* rules defined in the following paragraph. The higher value of overall QoS indicates the better quality of the service. Variables are mapped to degrees of membership for linguistic terms using the triangular membership functions. The response time is fuzzified with the linguistic terms: "long", "medium" and "short". The throughput is fuzzified with the linguistic terms: "high", "medium" and "low", and the overall QoS is fuzzified with the linguistic terms: "good", "middle" and "bad".

*IF-THEN* rules. Fuzzy *IF-THEN* rules allow an effective way to evaluate approximations of desired attribute values. Using these rules, the output fuzzy variables are obtained through fuzzy reasoning. The *IF* part contains various QoS standard member functions of a web service, and the *THEN* part contains one of the member functions that reflects the overall QoS status of the services. An example of *IF-THEN* rules is defined as follows: IF response IS poor AND throughput IS not good, THEN overall QoS IS bad;

**Defuzzification.** The output variable is a fuzzy variable, but the output result requires a crisp value. We use the center of gravity (COG) method to defuzzify QoS and obtain an crisp output result.

To illustrate the process of Fuzzy Control, an example of calculating Overall QoS by using it is provided in Section 4.

### 3.2. Modified GraphPlan

The GraphPlan approach is modified by adding service prune in the forward phase and selecting optimal candidate services in the backward phase, according to functional requirements and Overall QoS. Therefore, a local optimal solution is obtained in polynomial time. A planning graph contains two kinds of layers: the proposition (P) layers contain concepts and action (A) layers contain services. Layers of the planning graph form an alternative sequence of proposition layers and action layers. The `prunedPool` represents a set of services that are pruned. The `selectedServices` represents a set of selected service in the current layer.

In each forward layer, we search the services whose input concepts are all contained in P layer and exclude the services in `prunedPool`, then, calculate service’s overall QoS value by Fuzzy Control module and prune the service below the threshold (Algorithm 1 line 3-7). Finally, standard forward expand is executed to obtain the goal. Repeat this process until goal is contained or a fixed layer is reached.

In the backward search phase, we loop from the last layer to the first layer. In each layer, we select services that cover most concepts and with best overall QoS value (Algorithm 2 line 6-13). This ensures that each selection is optimal in current state.

#### Algorithm 1 Service Prune

**Input:** `serviceLayer, prunedPool, threshold;`

**Output:** `serviceLayer, prunedPool;`

1. `serviceLayer ← serviceLayer ∪ prunedPool`
2. For each service in `serviceLayer` do
3.   `calculateQoS(service)`
4.   If `service.getScore < threshold` then
5.     `serviceLayer ← serviceLayer ∖ service`
6.     `prunedPool ← prunedPool ∪ service`
7.   end if
8. end for
9. return `serviceLayer, prunedPool`

**Algorithm 2 Service Select**

**Input:** `serviceLayer, goal;`

**Output:** `selectedServices;`

1. While `serviceLayer ≠ ∅` & & `goal ≠ ∅` do
2.   `maxCurrentService ← ∅`
3.   `maxCurrentSize, maxCurrentScore ← 0`
4.   For each service in `serviceLayer` do
5.     `currentSize ← count(serviceInput \ goal)`
6.     If `currentSize > maxCurrentSize` then
7.       `maxCurrentService ← service`
8.       `maxCurrentSize ← currentSize`
9.       `maxCurrentScore ← service.getScore`
10. else if `currentSize = maxCurrentSize` & & `service.getScore > maxCurrentScore` then
11.       `maxCurrentService ← service`
12.       `maxCurrentScore ← service.getScore`
13. end if
14. end for
15. If `maxCurrentService = 0` break
16. end while
17. `selectedServices ← selectedServices ∪ maxCurrentService`
18. `selectLayer ← selectLayer ∖ service`
19. `goal ← goal \ maxCurrentServiceInput`
20. end while
21. return `selectedServices`

#### 4. Case Study

In this section, we present a meaningful example to illustrate the proposed algorithms. In this example, service information is
shown in Table 1, which contains input, output concepts, response time and throughput. We calculate the Overall QoS of each service by using fuzzy control and then obtain a solution by using Modified Graphplan. We assume that the user gives inputs A, B, C and output F to find a set of Web service composition.

| $w_i$ | Input | Output | Response Time | Throughput |
|------|-------|--------|---------------|------------|
| w1   | A, B  | D      | 10            | 19000      |
| w2   | B, C  | E      | 20            | 10000      |
| w3   | C, D  | E      | 100           | 10000      |
| w4   | E     | F      | 400           | 8000       |
| w5   | C     | D      | 450           | 10000      |

### 4.1. Fuzzification

We use triangular shaped membership functions to interpret response time, throughput and overall QoS. There are three fuzzy sets for response time defined as follows.

- TERM good := (0, 1) (250,0) ;
- TERM middle := (0, 0) (250,1) (500,0);
- TERM poor := (250,0) (500,1);

There are three fuzzy sets for throughput defined as follows.

- TERM poor := (0, 1) (10000,0) ;
- TERM middle := (0,0) (10000,1)(20000,0);
- TERM good := (10000,0) (20000,1);

There are three fuzzy sets for overall QoS defined as follows.

- TERM bad := (0,1) (0.5,0);
- TERM middle := (0,0) (0.5,1) (1,0);
- TERM good := (0.5,0) (1,1);

### 4.2. Fuzzy Rule

The IF-THEN rules used in this paper is defined as follows.

- RULE 1 : IF response IS poor AND throughput IS not good THEN QoS IS bad;
- RULE 2 : IF response IS good and throughput IS NOT poor THEN QoS IS good;
- RULE 3 : IF throughput IS good and response IS NOT poor THEN QoS IS good;
- RULE 4 : IF response IS middle AND throughput IS middle THEN QoS IS middle;
- RULE 5 : IF response IS good AND throughput IS poor THEN QoS IS middle;
- RULE 6 : IF response IS poor AND throughput IS good THEN QoS IS middle;
- RULE 7 : IF response IS not good AND throughput IS poor THEN QoS IS bad;

### 4.3. Defuzzification

We use the COG method to defuzzify QoS and obtain a crisp output result. To illustrate the process of Fuzzy Control, we use MATLAB to simulate it. For example, Figure 3 depicts the membership function of response time, and Figure 4 shows how the overall QoS is produced from response time and throughput by fuzzy reasoning. Specifically, response time is 100 and throughput is 10000, and then overall QoS is 0.591. The surface view is shown in Figure 5.

### 4.4. Obtain Services with Overall QoS

| $w_i$ | Overall QoS |
|------|-------------|
| w1   | 0.794       |
| w2   | 0.758       |
| w3   | 0.591       |
| w4   | 0.409       |
| w5   | 0.258       |

Finally, we obtain services with overall QoS, which are used in modified Graphplan shown in Table 2. Usually the amount of data is large, we only calculate the services used.
After the calculation of the Overall QoS, the solution is obtained by using the Modified Graphplan.

The forward expand phase builds the planning graph from the initial state. The proposed approach prunes less competitive services, such as \( w_5 \). Then the subsequent processes of \( w_5 \), represented by dotted lines in the Figure 6, are virtually no longer available.

![Figure 6](image)

**Fig. 6.** Forward Phase of Modified Graphplan.

![Figure 7](image)

**Fig. 7.** Backward Phase of Modified Graphplan.

In the process of backward search phase, services are selected, which loop from the last layer to the first layer shown in Figure 7 according functional and non-functional requirements.

In A3 layer, \( w_4 \) is selected according to the functional requirement of F, and E which need to be searched in the next layer is the input concept of \( w_4 \). In A2 layer, \( w_2 \) and \( w_3 \) have same output E, but the overall QoS of \( w_2 \) is better than \( w_3 \). So \( w_2 \) is added in the solution. \( w_2 \) is produced by B and C which are initial concepts. As a result, \( w_2; w_3 \) is the solution. According to Equation 1-4, response time of the composition \( (w_2; w_3) \) is 420 and throughput is 8000.

5. Experimental Results

We run experiments on a computer with the following configuration: 1) CPU: Intel(R) Core(TM) i5-7200U 2.50GHz 2.71GHz, 2) RAM: 8.00GB DDR4-2400 3) Hard disk: LITEON T11 256GB, TOSHIBA MQ01ACF050 500GB 4) Operating System: Windows 10 professional 64-bit. The algorithms are implemented in Java.

5.1. Dataset

We use TestsetGenerator2009 [14] to generate five datasets for our experiments. Dataset 1 has 1000 services, 3000 concepts and 398 lines of BPEL solution. Dataset 2 has 5000 services, 15000 concepts and 955 lines of BPEL solution. Dataset 3 has 10000 services, 30000 concepts and 1231 lines of BPEL solution. Dataset 4 has 15000 services, 45000 concepts and 1741 lines of BPEL solution. Dataset 5 has 20000 services, 60000 concepts and 1876 lines of BPEL solution.

![Figure 8](image)

**Fig. 8.** Forward Phase Execution Time.

![Figure 9](image)

**Fig. 9.** Backward Phase Execution Time.

5.2. Performance analysis

In order to illustrate the effectiveness of our approach, the results of modified GraphPlan with Fuzzy Control is compared with that of the ordinary and Skyline approach. The comparisons are shown in Table 3, where #Services represents the number of services, #Resp represents response time, and #Tpt represents throughput. The final response time and throughput of the combined services are calculated according to the equations in Section 2.1.

**Table 3.** Results with The WSC09 Data Sets.

**Service Number.** In the experiment, it can be seen from Table 3 that the Skyline approach obtains the least number of services in the service composition, and the fuzzy algorithm is nearly half the service of the ordinary approach. The ordinary approach has 270 services in dataset5 which contain a large number of redundant nodes.

**The Response Time & Throughput.** In the experiment, compared with the ordinary and the Skyline approach shown in the Table 3, the Fuzzy approach returns a solution with better response time and throughput.

**Execution Time.** In the experiment, Figure 8 shows that in the forward phase, using the Skyline algorithm is the longest. Because it is very time-consuming to calculate the
the Skyline Services. It consumes more time to use fuzzy operations, but the fuzzy approach can prune less competitive services, which could significantly reduce execution time. Due to the above reasons, fuzzy approach consumes approximately the same amount of time as ordinary approach. Figure 9 shows that ordinary approach consumes more time than Fuzzy and Skyline approach. The fuzzy approach takes a little more time than the ordinary one.

In a conclusion, the Fuzzy approach can select the best service in each layer according to the overall QoS value and the functional requirements, and it can prune bad services in the forward phase. Ordinary and Skyline approach can only randomly choose services from a specific collection. The experiments show that Fuzzy Control approach works better than others. In addition, service selection based on user preferences can be modeled with fuzzy IF-THEN rules. The limitation of our approach is that the final solution that has local optimization may not necessarily maintain global optimization.

6. Related Work

A great deal of work has been done in the theory and practice of web services. In this section, we discuss automatic web service composition. Then, we review the work related to fuzzy logic decision making in QoS.

Web Ontology Language (OWL) is a semantic web language designed to represent the meaning of terms and relationships between them. OWL expresses preconditions and effects of web services as “concepts” by using ontologies [15, 16, 17]. AI planning algorithms are frequently used to solve the QoS-aware Web service composition problem [7]. Normally, the planning algorithms stop at the first found feasible solution, which corresponds to the shortest plan. Huang et al. [18] proposes an automatic service composition method based on depth-first searching for the Top-k QoS service composition issue based on the MapReduce framework. Discovering and composing non-electronic services based on contexts can be found [19] based on real business. Li et al. [20] propose a novel relational database approach for automated service composition. All possible service combinations are generated beforehand and stored in a relational database. When a user request comes, SQL queries are composed to search in the database and return the best QoS solutions. A non-redundant web services composition search system called NRC is proposed [21], which is based on a two-phase algorithm.

Fuzzy logic is an approximate reasoning technique applied to handle uncertainty and support decision making. Fuzzy logic has been used as supporting tool in the area of service selection, discovery and composition. Avila and Djemame present an adaptation approach which employs fuzzy logic to optimize service selection [22]. More specifically, two fuzzy support systems are proposed in this paper. One for assessing QoS values of the composition in each step. The other is used to determine weights of QoS criteria in the service selection process. Paper [23] proposes a FQ (Fuzzy-QoS) architecture which handles uncertainty of both vague user preferences and service descriptions. Zhao et al. firstly model the multi-objective optimization problem with a weighted Tchebycheff distance, then, they propose a fuzzy preference model to represent preference order of multiple QoS criteria, finally, they present two algorithms for service composition [24]. A new fuzzy hybrid ranking technique is proposed [25], which is based on a linear combination of two new ranking techniques: an objective Fuzzy Distance Correlation Ranking Technique (FDCRT) and a subjective Fuzzy Interval-based Ranking Technique (FSIRT).

7. Conclusion and Future work

In this paper, we propose a method to optimize Web Service Composition with Graphplan and Fuzzy Control. The Fuzzy Control is used to generate the overall QoS according to response time, throughput and user preferences. We use the overall QoS in the two phases of the Graphplan. Less competitive services are pruned out according to their overall QoS, in the forward expand phase, and services are selected according to their overall QoS and function requirements, in the backward search phase. Finally, we compare the experimental results of the proposed method with that of the ordinary and Skyline approach. The comparison indicates that the proposed method has better performance in nonfunctional requirements and execution time.

As future work, instead of doing a simulation experiment on a personal computer, we plan to improve our web service composition system in a number of ways. Firstly, we will build a real-life service composition application to fulfill user requirements. Secondly, we will deploy our system to the cloud platform to improve performance. Thirdly, our system will use the micro-service architecture to improve the scalability. With the above improvements, our web service composition system will be more valuable.
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