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Abstract—As software affects each industry, companies are increasingly trying to recruit talent. Despite the interest and investment of companies, it is difficult to find talents with technical expertise and specialization in a specific field at the same time. As a result, companies have begun to discover talents who can overcome their lack of expertise through talents with high problem-solving skills. Countries worldwide that felt the need to discover competitive talents began to show changes in education for nurturing talents. In particular, the results of the expansion and increase of programming education that cultivate problem-solving ability have begun to be seen. However, programming education is different from existing education, and many learners have difficulties with the introductory process due to the difficult debugging process. In order to analyze the difficulties of introductory learners and support their learning, a system that can collect data from the programming process and analyze behavior types is required. There are several methods for deriving the system requirements, but the interface requirements analysis method was selected in this study. We approached how to process data in the system by deriving the type of data that the system administrator wants to collect. This study laid the foundation for a system that can analyze the programming process of introductory learners by deriving the functional and non-functional requirements required by the data collection system through interface requirements analysis.
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I. INTRODUCTION

After the 4th Industrial Revolution, as the importance of artificial intelligence and software emerged and the impact of technology on society became stronger, various fields of the modern industry began to enter the direct and indirect influence of software [1]–[3]. Nevertheless, the complexity or importance of the software in areas where software was developed and used, the application software began to be produced, reflecting the knowledge and programming skills of the field [2]. The recent workforce market has led more companies to invest more in the workforce market than in the past, with more companies demanding professional skills in the industry that require software and those who have the skills to develop software simultaneously [1], [4]. In this trend in society, it became difficult to find talented people who knew various fields of knowledge, and companies began to demand talented people with high problem-solving skills [1], [5].

The phenomenon of a society that seeks talent with problem-solving skills can be understood as a phenomenon of a generation that needs people skilled in algorithms and computer programming [1]. The subject to develop problem-solving skills is the information computing subject, which is consistent with the core competencies of the information computing subject [6]. In order to get high scores in information computing subjects, students sometimes go through the process of developing better algorithms and programming them at high speed. As a result, it can be a good achievement for students, but it does not correspond to the competence of information computing subjects. The information computing subject aims at fostering computing thinking and problem-solving skills through programming education and cultivating a cooperative attitude [7], [8].

The evaluation method of education is shifting from outcome evaluation to process-oriented evaluation [9]. However, current programming evaluation tools only evaluate the level of requesting students’ programming results and compare learning results to correct answer results. Due to
changes in society's perception, the target age group of programming education is getting lower, and education that makes programming results the same as correct answer results causes rejection of programming education. This educational direction means a different trend from the trend of developing problem-solving skills through programming education, and rather, learners feel a great burden in the process of learning programming. This is because the environment for programming is different from the existing method of studying literature or mathematics. Programming education in terms of opening a book, reading a book, holding a pencil, and debugging while holding a keyboard and looking at a monitor feels unfamiliar. Introductory programming learners who have encountered learning in an unfamiliar environment feel various difficulties in the trial-and-error process of solving problems.

Various tools to solve the visual monotony and difficult debugging process, which are one of the difficulties of introductory programming learners, began to appear. A block programming language called Scratch was created by MIT based on Google's Blockly library, or a programming web editor that micro:bit puts on its website. These programming tools shorten the debugging process by quickly showing the results of the programming process. The reduction in debugging time offsets the boring or complicated process caused by trial and error in programming.

This paper conducted a study to derive the requirements of the programming log collection system. Based on the block programming environment, lowering the entry barrier to programming and lowering the rejection of learning itself will enable collecting data from learners' pure programming processes without rejection. In order to proceed with this study, it is necessary to examine the existing research on how the existing log collection systems constructed the programming system. Programming log collection means the collection of learning processes in a broad sense. Therefore, we comprehensively investigated the development of tools for collecting logs and the research for collecting programming learning processes.

Bennedsen and Caspersen videotaped the programming process to solve the difficulties learners face. Although the method conducted by this study is fundamental, it has been shown that the programming process enables learners to support learning difficulties. This study demonstrated the need to develop a flexible system that can solve this problem rather than recording and analyzing daily learners. This method may seem inefficient, but it has been maintained for a relatively long time because it is easy to access. This phenomenon is also a counterexample of the difficulty of developing a programming log collection tool.

Boisvert introduced an interface in the programming process, such as the existing screen recording tool Viewlets, to solve the analysis of the programming process through video analysis methods or learners' interviews. Boisvert performed process visualization by enhancing the ability to annotate during the screen recording of Viewlets as an interactive function. This study set the stage for establishing an interface for programming visualization, but there was a limitation in that it was difficult to use it as a tool for programming beginners due to the restriction of a text-based programming environment.

D. Filva and four others tracked mouse trajectories and events that occurred while learners programmed in the scratch editor. The learner's programming process was tracked by applying the motion algorithm of the UX tool, which tracks the user's mouse trajectory and represents it as a heatmap. This resulted in visualization of the programming process and representation but failed to track results such as what the learner did.

This study derives requirements for introductory programming learners to collect the process of programming. It is necessary to define the learner's behavior type to visualize the programming process. We also derive the functional requirements of the interface for collecting and storing programming log data.

II. MATERIALS AND METHOD

A. Raw Data Analysis

The system that this study ultimately aims to develop is to collect logs generated in the programming learning process to understand what learners do not understand properly and to feedback on this process to teachers. In the case of introductory programming learners in this process, most of them encounter the programming environment with scratches, so it is necessary to check the data generated during the programming process of scratches.

Scratch's programming data can be checked through a simple process. Download the scratch project file as shown in the leftmost file in Fig. 1.

![Fig. 1 The process of opening the files that make up the project](image)
Changing the file extension to 7Z and then unzipping it displays the list of files contained in the project. The sprite and background image files used in the project could be downloaded in SVG format, and the sound source could be used in WAV format. In addition, there is one JSON-type file, which can be seen as a file containing the relationship between the code and the object.

It is assumed that a scratch project of Fig. 3 consists of one block code, as shown in Fig. 2. When checking the JSON file through Fig. 1, it can be confirmed that this project file consists of the code as shown in Fig. 4.

B. Data Structure and Definition of Action Type

The purpose of this study is to derive the system's requirements to be used by introductory programming learners. It is necessary to know which system interfaces interact for the requirements to be derived in this study. The system flow defined in this study was shown in Fig. 5 in the form of learners manipulate the client, and the data is processed in the server and stored in the database.

Fig. 2  The block code of the project is an example.

Fig. 3  Sprite screen for example project

If Fig. 6 is the code of Fig. 4, the center area highlighted with a red border is the script area corresponding to sprite 1 (cat) in Fig. 3. Since the code of Sprite 1 is edited when the Scratch editor is opened for the first time, the area corresponding to the colored rectangle is the code in Fig. 2. If there is a change in the code in this colored square area, the JSON script will change, and the system will also be able to recognize this change through parsing of the script.

Second, now that we understand the form of data, we need to define how to use the data. The data generated in this study is focused on the act of starting a program. It is necessary to know the structure of the code in Fig. 4. As a result of the researchers' analysis, the code of Fig. 4 had the same structure as Fig. 6 [26].
learner's behavior should be defined in which behavior type to classify. In Scratch editing, there are many actions that learners can take. Among them, the types of actions that can occur in editing the block code are limited. Action 1, adding a block; action 2, deleting a block; action 3, copying the block; action 4, moving the block; action 5, changing the order of the block; action 6, changing the value inside the block. It consists of the action to do and action 7 to do nothing. In addition, if unexpected cases that require exception handling are considered, the number of possible cases is divided into a total of 8 types.

According to the intention of the programming log collection system, if expanding and checking the object editing case as well as the programming log, the learner's behavior type can be defined differently. As the Scratch programming process can be seen from the Scratch website community, many sprite users complete the project by the object editing process. We spend more than just programming time editing projects. Apart from code editing, 8 and 4 types of actions can occur when editing sprites or sound source files, respectively.

The types of actions that can occur in the sprite editing function are: First, the action to change the image format; second, the action to change the name of the sprite; third, the action to change the direction of the sprite; fourth, the action to change the size of the sprite, fifth. It consists of the action of changing the rotation direction of the sprite, sixth, editing the image file, seventh, adding the image file to an object, and eighth, deleting the image in one object.

In the case of the sound file editing function, many cases can be recognized on the system, but most are treated as unused or overlapping functions, and the number is merged into 4 cases. Editing behavior types of sound source files consist of first, changing the name of the sound source file, second, editing the sound source itself, third, adding the sound source file, and fourth, deleting the sound source file.

Depending on the scale of the system and the purpose of research or education, the data collected is sufficiently editable. The requirements to be derived in this study suggest all types of programming behaviors that learners can create. Through 20 requirements, it is suggested that the system should have, and its configuration and data type are defined.

III. RESULT AND DISCUSSION

Programming log analysis dependent on memory or experience can distort the results of the subjectivity of the researcher or learner. In order to collect objective programming logs, a system for collecting data must be developed. The system from which this study seeks to derive the requirements has constructed three interfaces for data collection. The requirements for displaying data generated by learners in seven behavioral types were derived from three interfaces: client, server, and database. Each requirement was derived based on the behavioral type to check the learner-generated data on the administrator page visually. The functional requirements required actually to operate, and the data types required to generate the data were derived together.

First, a scratch editor for the learner to perform scratch programming must be located in the case of a client. And at the same time, when multiple learners generate logs, an identifier is required to distinguish the learner's logs. Therefore, the client requires an "input" value, as shown in Table 1.

| Target   | Division | Requirements                                                                 | data type | interface |
|----------|----------|------------------------------------------------------------------------------|-----------|-----------|
| Input    | Name     | The user can enter a name.                                                   | varchar2  | Input     |
| Input    | Project  | The user can enter a project name.                                          | varchar2  | Input     |
| Input    | Question | There is a button the user will press when they have a question.             | varchar2  | Button    |
| Input    | Submit   | There is space for the user to enter any questions they have.                | varchar2  | Field     |
| Alert    | Check    | A message is displayed to confirm that the question has been submitted.      |           | MsgBox    |
| Editor   | Scratch  | It comes with the same editor as Scratch.                                    |           | MsgBox    |

The input value to be treated as an identifier is a minimum line that does not interfere with learning, and a total of two are included, the name of the learner and the name of the project. In addition, if this system was developed and research was conducted, two buttons that would serve as a sign in the learner's programming process were required as a convenience function. There may be a question button to register the question content when the learner does not know something during learning and a submission button to identify the status of the final code after the learner has finished coding until the end.

Second, the data transmitted by the client must be parsed through the server's processing phrase, transmitted to the database, and stored. The processing source code that must be on the server should include algorithms that can analyze behavior types and play a role in delivering them so that they can be stored in a database. Table 2 is a data classification table performed by a server.
| Target       | Division     | Requirements                                                                 | data type    | domain                  |
|-------------|-------------|------------------------------------------------------------------------------|--------------|-------------------------|
| Add Code    |             | It can be identified when a new code is added.                               | char(1)      | "T", "F"                |
|             |             | You can see what type of code was added.                                     | varchar2(32) | "OPCODE"                |
|             |             | It can be identified when two or more codes are copied.                      | char(1)      | "T", "F"                |
| Delete Code |             | It can be identified when one or more codes have been erased.               | char(1)      | "T", "F"                |
|             |             | It can be identified when the physical location (coordinate value) of the    | char(1)      | "T", "F"                |
|             | Block Code  | code is changed.                                                             |              |                         |
|             | Move Code   | You can see where the changed code is located.                               | char(1)      | "T", "F"                |
|             |             | It can be identified when the relative position of the code (the order in     |              |                         |
|             |             | which they are linked) has changed.                                          |              |                         |
|             |             | It can be identified when chunks of code are combined.                      | char(1)      | "T", "F"                |
|             |             | It can be identified when the value has changed.                             | char(1)      | "T", "F"                |
| Modify Code |             | You can see what the changed value is.                                       | char(1)      | "T", "F"                |
|             |             | It can be identified when there is no change.                               |              |                         |
| Copy the   |             | It can be identified when the code is duplicated as the sprite is duplicated.| char(1)      | "T", "F"                |
| Code       |             |                                                                               |              |                         |
| Edit Object Properties |          | It can be identified when the image format is changed.                     | char(1)      | "T", "F"                |
|             |             | It can be identified when the name is changed.                               | char(1)      | "T", "F"                |
| Edit Object Information Sprites | | It is possible to identify when a sprite's direction has changed.             | char(1)      | "T", "F"                |
|             |             | It can be identified when the size of the sprite is changed. (In Property)  | char(1)      | "T", "F"                |
|             |             | It is possible to identify the direction in which the sprite rotates. (In Block Code) | char(1)      | "T", "F"                |
|             |             | It is possible to identify whether an image file has been edited.            | char(1)      | "T", "F"                |
| Edit Object Image (Costume) | |                                                                               |              |                         |
|             |             | It is possible to identify whether an image object has been added.           | char(1)      | "T", "F"                |
| Edit Object Information | | It is possible to identify whether an image object has been deleted.        | char(1)      | "T", "F"                |
|             |             |                                                                               |              |                         |
| Sounds      |             |                                                                               |              |                         |
| Edit Object Sound |       | It is possible to identify whether or not the sound file has been edited.    | char(1)      | "T", "F"                |
|             |             | It is possible to identify whether a sound file was added or not.            | char(1)      | "T", "F"                |
|             |             | It is possible to identify whether a sound file has been deleted or not.     | char(1)      | "T", "F"                |

It is difficult to define requirements while the type of data stored in the database is not defined. This study prepared a specification assuming an algorithm that must actually work to summarize the functional requirements for implementation as a result. Therefore, most of the required results consisted of requirements to determine the form of truth and falsehood and whether they worked. For example, results such as "true" and "false" are given to the requirement that "new code can be written."

There are cases where it should be treated as an exception here. It is difficult for the system administrator to determine whether the code has been copied or whether one code has been added. If receiving data directly from the client, the event can be checked, but considering the number of cases, the volume of data increases if receiving mouse events. Therefore, adding the number of cases to the algorithm is recommended so that the case copied through the script result can be confirmed. When there are two or more generated codes, it may be recognized that the codes are copied, and copying one or fewer codes was treated as adding codes. In addition, we derive a total of 12 requirements, including the combination of codes, the full copy of sprites, and the receipt of what kind of code was actually copied, to derive a requirement specification from obtaining all of the programming logs.

### IV. Conclusion

This study analyzed the programming log of scratches to identify areas of data that can be extracted and derived the number of cases in which learners’ output as intended. Functional requirements were derived by analyzing the structure of the data and the expected interface rather than the developed system. The minimum convenience of programming learners and managers or researchers analyzing logs was considered, and all functions necessary for the collection were included.

The system to be developed by satisfying this requirement aims to analyze programming learners’ programming difficulties and assist teachers in education. In order to achieve this purpose, the person analyzing the learning process must understand the learner’s programming process well. However, if one teacher has more than ten students, it is practically difficult to analyze the programming log of all learners. A system should be accompanied to objectively analyze the learner’s log and give feedback to the learner based on the log. A system that reflects the requirements derived through this study will be able to generate important
clues for analyzing learners' behavior patterns. It is expected that the output of this study can be a key clue to analyzing learners' programming behavior.
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