A Logic Optimization Method by Eliminating Redundant Multiple Faults from Higher to Lower Cardinality
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Abstract: In this paper, we propose a logic optimization method to remove the redundancy in the circuit. The incremental Automatic Test Pattern Generation method is used to find the redundant multiple faults. In order to remove as many redundancies as possible, instead of removing the redundant single faults first, we clear up the redundant faults from higher cardinality to lower cardinality. The experiments prove that the proposed method can successfully eliminate more redundancies comparing to the redundancy removal command in the synthesis tool SIS.
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1. Introduction

Logic optimization methods have been studied since 1980's which resulted in SIS [1] logic synthesis tool and later in ABC [2] logic synthesis and verification tool. Redundancy removal command in logic synthesis tool SIS [1] can optimize the circuit by eliminating the single redundant faults. Authors in Ref. [3] try to remove the single redundancies in the circuit by repeatedly adding redundancy and then removing other redundancies. Authors in Ref. [4] utilize multiple faults to simplify circuit logics by generating a new circuit with the function approximate to the original circuit. In other words, the circuit function may be changed. However, none of these methods consider the optimization by removing the redundant multiple faults in the circuit without the function change, which can potentially eliminate more redundancies and make circuit more compact.

In this paper, we propose a new logic optimization method by identifying the redundant multiple stuck-at faults (MSAF) and removing their related gates. The fault selection method introduced in Refs. [5], [6], [7] is applied to find the redundant multiple faults. According to the experimental results, by eliminating the MSAF from higher cardinality to lower cardinality, the proposed method can remove more redundant logic comparing to the methods that only eliminate single stuck-at faults (SSAF).

The rest of the paper is organized as follows. Section 2 presents the fault selection method to find multiple faults. Section 3 explains the proposed fault removal method. Section 4 illustrates the experimental results. Section 5 concludes the paper and discusses the future work.

2. Finding the Redundant Multiple Faults

The naive way to find redundant faults is traversing the entire fault list and checking one by one. However, it cannot handle multiple faults due to the large number of fault combinations. Inspired by the research [5], [6], [7], instead of checking all multiple faults, we want to check the fault propagation path to find the redundant multiple fault, which can greatly reduce the time, as shown in the experimental results of Refs. [5], [6], [7]. Here we take Fig. 1 as an example. We assume that there are two SSAF \( f_1 \) and \( f_2 \). \( f_1 \) cannot be propagated to the output since \( f_2 \) blocks its propagation path. If \( f_2 \) is a redundant fault or \( f_1 \) blocks the path of \( f_2 \) as well, Double Stuck-at Faults (DSAF) \{\( f_1, f_2 \)\} is selected as a potential redundant fault. Then, we can pick up the redundant DSAF by performing fault simulation and test generation. This process is very fast since the size of the potential redundant fault list is drastically smaller than all the faults. Therefore, starting from a compact test set for the single fault, we can incrementally find the redundant multiple faults in an acceptable running time for fairly large circuits.

3. Removal of the Multiple Faults

The composition of the redundant MSAF is shown in Table 1.

Fig. 1 Two faults mutually block each other [5].
whose second, third, and forth columns are the number of the redundant DSAFs including two non-redundant SSAFs, one non-redundant and one redundant SSAFs, and two redundant SSAFs, respectively. The redundant DSAF consisting of two redundant SSAFs is equal to two SSAFs as redundant faults, while the DSAF include at least one non-redundant SSAF is different from two redundant SSAFs. Obviously, most of the redundant DSAFs include at least one redundant SSAF. There are two ways to remove the redundant multiple faults. The first way is to remove the faults from the lower cardinality to higher cardinality. However, according to the experimental results shown in Table 1, few redundant multiple faults such as double faults can be found if we remove all the single faults at first, because most of the redundant multiple faults include at least one redundant single fault. In other words, if we clear all redundant single faults, most of the original redundant multiple faults become non-redundant; hence, we cannot remove them to optimize the circuit structure. In contrast, if we remove the redundant faults from higher cardinality to lower cardinality, we can remove the redundant single fault as well as the non-redundant single fault that are included in the redundant multiple faults, which means that we can make the circuit smaller in size and more compact.

Similarly, in order to optimize more redundancies, in the logic optimization process of the MSAFs with a same cardinality, the MSAF with more non-redundant SSAFs is removed first. Since many MSAFs include same redundant SSAFs, if we remove the MSAF with more redundant SSAFs first, many of the redundant MSAFs with non-redundant SSAFs is not redundant any more, which decreases the number of redundancies to be removed.

### 4. Experimental Results

We use the Glucose 4.1 [9] as the SAT solver to generate the test patterns and find redundant faults. We perform the experiment with ISCAS 89[10] and IWLS 2005[11] benchmark circuits. The fault selection of the ISCAS 89 circuits starts from the compact test set for the SSAF[12]. The single test patterns of the IWLS 2005 circuits are generated by a commercial tool.

In Table 2, the experiment results illustrated from the second column to the sixth column are the number of the gates and the redundant SSAF and DSAF. The second column is the number of gates in the circuit. The third column is the number of all redundant SSAFs. The fourth column is the number of the selected redundant DSAF if we do not remove the redundant single fault in the circuit. The fifth column is the number of selected redundant double faults after we remove all redundant single fault in the circuit. Obviously, no redundant double faults is found if we clear all single redundancy, because most of the redundant double faults include at least one redundant single fault in these circuits. The sixth column is the number of redundant DSAF that actually used to optimize the circuit. Many redundant DSAFs may include the same redundant or non-redundant SSAF, which means that only a portion of DSAFs can already cover all the gates we can optimize. Consequently, the actual number of DSAF used to eliminate the circuit redundancy is much smaller than the total number of DSAF.

The number of removed gates by deleting the faults is shown in seventh and eighth columns. The seventh column is the number of gates that can be removed by optimizing the redundant single fault using the redundancy removal command in the logic synthesis tool SIS[1]. The eighth column illustrates the number of gates

### Table 1 Composition of the redundant DSAF.

| Circuit | Two NoRe-SSAF | NoRe-SSAF+Re-SSAF | Two Re-SSAF | Total Re-DSAF |
|---------|---------------|--------------------|-------------|--------------|
| S444    | 0             | 21                 | 30          | 51           |
| S832    | 0             | 11                 | 35          | 46           |
| S1238   | 0             | 103                | 1,583       | 1,686        |
| S1423   | 0             | 36                 | 36          | 72           |
| S1494   | 0             | 19                 | 17          | 36           |
| S5378   | 0             | 80                 | 227         | 307          |
| S9234   | 0             | 1,579              | 16,994      | 18,577       |
| S35932  | 0             | 4,128              | 437,248     | 441,376      |
| S38417  | 0             | 20,507             | 95,983      | 116,490      |

### Table 2 Number of redundant faults and gates removed by eliminating redundancy.

| Circuit | Gate | Re-SSAF | Re-DSAF (Has Re-SSAF) | Re-DSAF (No SSAF) | Used Re-DSAF Removed Gates | Re-SSAF Removed Gates | Re-DSAF Removed Gates | Total Runtime (minute) |
|---------|------|---------|-----------------------|-------------------|---------------------------|----------------------|-----------------------|------------------------|
| S444    | 212  | 18      | 51                    | 0                 | 9                         | 12                   | 13                    | 0.003                  |
| S832    | 404  | 12      | 46                    | 0                 | 6                         | 9                    | 9                     | 0.008                  |
| S1238   | 597  | 84      | 1,686                 | 0                 | 44                        | 60                   | 60                    | 0.45                   |
| S1423   | 635  | 28      | 72                    | 0                 | 8                         | 16                   | 16                    | 0.03                   |
| S1494   | 712  | 15      | 36                    | 0                 | 6                         | 11                   | 11                    | 0.8                    |
| S5378   | 1,912| 56      | 307                   | 0                 | 15                        | 23                   | 23                    | 0.16                   |
| S9234   | 2,534| 332     | 18,577                | 0                 | 130                       | 185                  | 201                   | 4.5                    |
| S35932  | 16,047|10,688 | 441,376               | 0                 | 1,920                      | 2,304                | 2,560                 | 35                     |
| S38417  | 16,047|154     | 441                   | 0                 | 87                        | 134                  | 139                   | 3.1                    |
| des_area| 5,545| 16      | 44                    | 0                 | 6                         | 12                   | 13                    | 14.9                   |
| systemaes|14,831|282     | 3,804                 | 0                 | 142                       | 177                  | 204                   | 200                    |
| usb funct|19,752|633     | 6,747                 | 0                 | 218                       | 336                  | 344                   | 5.5                    |
| wb_conmax|52,658|8,918   | 221,264               | 0                 | 3,127                      | 4,786                | 5,100                 | 22.3                   |
removed by eliminating the selected DSAF first and then remove the SSAF. Notice that the number of redundant SSAF and DSAF in the third and fourth columns are larger than the removed gates in seventh and eighth columns, respectively, because some of the redundant SSAFs locate in the same gate. In addition, although the number of the redundant DSAF is one or two orders of magnitudes larger than the SSAF, the improvement ratio is not that much, because most of the DSAFs consist of two redundant single faults, and only a few of the DSAFs include a non-redundant SSAF. Therefore, in most of the cases, the removal of the redundant DSAF is to remove the redundant SSAF. In the smaller size circuits, such as S444, S832 and S1238, the number of the removed gates by optimizing the single and double redundancy shown in seventh and eighth columns are almost the same, since most of the DSAFs in those circuits consist of only the redundant SSAF. Therefore, if we eliminate all the redundant DSAFs, the redundant SSAFs are eliminated as well. In contrast, in larger size circuits such as systemcase, 15% more gates can be removed if we eliminate the DSAF first, since many of the redundant DSAFs in those circuits include the non-redundant SSAF. In addition, we have performed the experiment by removing the double faults in every possible combinations. However, the number of eliminated gates are smaller than the results in Table 2. It is because that the proposed method removes the redundant DSAF including a non-redundant SSAF first, which guarantees that more redundancies can be eliminated. The experimental results illustrate that the proposed method is capable of optimizing the circuit and removing more redundancies following the proposed heuristic of the fault removal.

The total running time is shown in the ninth column. Actually, fault selection process of the redundant MSAFs takes most of the running time. Once we obtain the redundant fault list, the optimization process can be completed very fast. Most of the circuits can finish the entire optimization process in an acceptable time. Notice that, the circuit such as systemcase takes more than 1 hour to finish the redundant fault selection process, since our method are based on SAT-solver, which is not good at handling the circuit with a large number of XOR gates [5], [6], [7].

5. Conclusion

In this paper, we have proposed a logic optimization method by first identifying and then removing the redundant multiple faults. The incremental ATPG method is used to pick up the redundant multiple faults. By eliminating the redundant faults from higher cardinality to lower cardinality, more redundant logics can be optimized. The experimental results show that the proposed method can remove more redundancies comparing to the redundancy removal command of SIS, which proves the feasibility of the proposed method. Moreover, the experimental results prove that the proposed method can finish the process of the redundant fault selection and removal within an acceptable time. Our future work is to make our implementation more efficient and utilize higher cardinality of faults, such as redundant triple faults, in the optimization, and improve the processing speed of the fault selection process.
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