The paper provides examples of the approach application on real life event logs. Event logs are generally produced by process-aware information systems (PAIS) that support these processes. One particular problem of process mining is process discovery; its goal is to build a model of a process, based on the data in an event log. Such models can be expressed in different notations. For example, transition systems (TS) naturally represent sequences of events (traces) as they are recorded in event logs. However, if a process contains concurrent behavior, transition systems tend to be very complex and as large as the event log itself. This occurs due to the fact that similar patterns are not joined together and concurrency is expressed in the form of interleaving.

There are other types of models that allow to represent concurrency patterns, namely choice and parallelism, and that are widely used in the field of process mining. Petri nets (PN), BPMN, Fuzzy maps and UML Activity Diagrams (AD) are examples of such models. Unified Modeling Language (UML) [18] is a standard for defining, documenting and visualizing artifacts, especially in the software engineering domain. Particularly, UML Activity Diagrams are used, among other, to represent and analyze actual or expected behavior of software systems. AD is not the only UML class that allows to represent concurrency [9]. For instance, UML State Machine Diagrams have their own semantics to illustrate concurrency. However, they reflect different states of a system that are not explicitly represented in event logs. These states, therefore, have to be mined using different techniques, i.e. encoding states with trace prefixes. Given that event logs contain information representing activities performed by process participants and supporting systems, we regard Activity Diagrams as the de-sired class of target models in this paper.

In our work, we propose a framework for building UML Activity Diagrams from event logs, consisting of a number of steps. The frameworks essential part is the algorithm for converting Petri nets into UML ADs. Other intermediate models (namely, TS and PN) can be synthesized using different algorithms which are parameters of the framework. Here we consider the algorithm of regions [8] as a means to generate Petri nets which are consequently converted into target UML ADs. ADs are usually more compact than Petri nets and are more easily interpretable. Moreover, generated diagrams can be imported and used in different visual modeling and design tools used in the software engineering domain, i.e. Sparx Enterprise Architect, and be later included as part of bigger software models. The contributions of this paper are as follows: (1) a framework for generating UML AD from event logs, (2) a novel method for UML AD synthesis from a Petri nets as intermediate models, (3) implementation of the proposed framework specified by a particular set of synthesis algorithms. The rest of the paper is organized as follows. Section II gives a brief overview of related work. Section III defines necessary concepts needed for the explanation of the proposed approach. The framework is described in Section IV and the PN-to-UML AD conversion algorithm is presented in Section V. Section VI contains models derived from real-life event logs. Finally, Section VII concludes the paper and outlines possible directions for future work.

1. Introduction

Process mining techniques [1] aim at analyzing and improving real-life processes by taking information from event logs. Event logs are generally produced by process-aware information systems (PAIS) that support these processes. One particular problem of process mining is process discovery; its goal is to build a model of a process, based on the data in an event log. Such models can be expressed in different notations. For example, transition systems (TS) naturally represent sequences of events (traces) as they are recorded in event logs. However, if a process contains concurrent behavior, transition systems tend to be very complex and as large as the event log itself. This occurs due to the fact that similar patterns are not joined together and concurrency is expressed in the form of interleaving.

There are other types of models that allow to represent concurrency patterns, namely choice and parallelism, and that are widely used in the field of process mining. Petri nets (PN), BPMN, Fuzzy maps and UML Activity Diagrams (AD) are examples of such models. Unified Modeling Language (UML) [18] is a standard for defining, documenting and visualizing artifacts, especially in the software engineering domain. Particularly, UML Activity Diagrams are used, among other, to represent and analyze actual or expected behavior of software systems. AD is not the only UML class that allows to represent concurrency [9]. For instance, UML State Machine Diagrams have their own semantics to illustrate concurrency. However, they reflect different states of a system that are not explicitly represented in event logs. These states, therefore, have to be mined using different techniques, i.e. encoding states with trace prefixes. Given that event logs contain information representing activities performed by process participants and supporting systems, we regard Activity Diagrams as the de-sired class of target models in this paper.

In our work, we propose a framework for building UML Activity Diagrams from event logs, consisting of a number of steps. The frameworks essential part is the algorithm for converting Petri nets into UML ADs. Other intermediate models (namely, TS and PN) can be synthesized using different algorithms which are parameters of the framework. Here we consider the algorithm of regions [8] as a means to generate Petri nets which are consequently converted into target UML ADs. ADs are usually more compact than Petri nets and are more easily interpretable. Moreover, generated diagrams can be imported and used in different visual modeling and design tools used in the software engineering domain, i.e. Sparx Enterprise Architect, and be later included as part of bigger software models. The contributions of this paper are as follows: (1) a framework for generating UML AD from event logs, (2) a novel method for UML AD synthesis from a Petri nets as intermediate models, (3) implementation of the proposed framework specified by a particular set of synthesis algorithms. The rest of the paper is organized as follows. Section II gives a brief overview of related work. Section III defines necessary concepts needed for the explanation of the proposed approach. The framework is described in Section IV and the PN-to-UML AD conversion algorithm is presented in Section V. Section VI contains models derived from real-life event logs. Finally, Section VII concludes the paper and outlines possible directions for future work.

2. Related work

There exist many approaches to construct Petri nets from event logs [1], [2], [19]. The algorithm of regions and its extensions are described, particularly, in [6], [8], [10]. The algorithm produces a Petri
net from a given TS that serves as an input of the algorithm. The behavior of the derived PN is guaranteed to be equivalent to the TS. Previously, Petri nets have also been used as intermediate models for constructing other types of target models, such as BPMN in [14]. The similarity between UML Activity Diagrams and Petri nets are studied in numerous works. Arlow et al. present UML specification in application to Unified Process including UML AD structural elements, and also mention that UML AD are based on the Petri Net techniques [5]. In [12] authors formalize AD semantics and compare them to semantics of Petri Nets. There are many works dedicated to the transformation of UML Activity Diagrams into Petri nets; the reverse transformation is studied scantily. In [13] the author describes an approach to translate UML AD into Petri nets. Agarwal [4] developed a method for transforming AD into Petri nets for verification purposes. The author considers a set of UML patterns and indicates corresponding Petri net instances.

3. Preliminaries

B(X) is the set of all multisets over some set X. For a given set X, X+ is the set of all non-empty finite sequences over X.

3.1 Trace, Event Log

Let Z be a set of activities. A trace is a finite sequence σ = (a₁, a₂, ..., aᵢ, ..., aₙ) ∈ Z+. By σ(i) = ai, we denote i-th element. L ∈ B(Z+) , such that |L| > 0, is an event log. Here, |L| is the number of all traces.

3.2 Labeled Petri Net, Well-structured Labeled Petri Net

A labeled Petri net (PN) is a tuple = (P, T, F, I), where P is a set of places, T is a set of transitions, P ∩ T = ∅, F ⊆ (P × T) U (T × P) is the flow relation, I is the labeling function I: T → A, and A is a set of labels. In process mining, labels of transition represent events.

In this paper, we denote by Petri net a well-structured Petri net, i.e., a hierarchical Petri net that can be recursively divided into parts having single entry and exit points [15].

3.3 UML Activity Diagram

A UML Activity Diagram is a tuple AD = {N, E, NT}, where

- NT is a set of node types, NT = \{control, object, executable\};
- N is a set of nodes, n ∈ N: n = (λ, type), λ ∈ Λ, type ∈ NT;
- E is a set of edges, e ∈ E: e = (n₁, n₂), n₁, n₂ ∈ N.

Similar definition was used in [11]. In this paper we mainly focus on the following elements of the UML AD (see fig. 1):

1) A is a set of activity nodes, a ∈ A: a = (λ, executable);
2) F is a set of parallel nodes, f ∈ F: f = (control);
3) D is a set of decision nodes, d ∈ D: d = (control);
4) initial and final are initial and final nodes, both of type control.

UML decision nodes should be equipped with guards that indicate the conditions under which the decision is made. In this paper, we regard non-deterministic Petri nets as intermediate models. The proposed conversion algorithm does not assume the presence of guard information in the event log and uses only the input Petri net. Thus, the produced Activity Diagram is non-deterministic as well.

4. Framework

The proposed framework is illustrated in fig. 2. The framework consists of a number of nested stages related to individual steps of the proposed method. At every step a transformation from one entity, event log or process model, into another is made. There exist numerous approaches to construct both Petri nets and transition systems. Models obtained from the same event log, but using different algorithms, represent the same process. However, they vary in details that are usually represented by quality metrics [7]. Depending on the task, specific combinations of quality metrics can be considered.

4.1 Proposed implementation

In this paper we consider the full version of the framework with the following parameters.

1) Prefix tree builder, unlimited window, for TS construction.
2) The algorithm of regions for converting the TS into a PN.
3. Petri Net to UML Activity Diagram conversion algorithm

The PN-to-UML AD conversion algorithm is based on the idea of converting places and transitions of a given Petri net into corresponding elements of the target UML Activity Diagram. UML AD specification notes that an activity diagram can only have a single entry point, whereas the inception of a process modeled by a Petri net can be determined by placing tokens in multiple places (an initial marking). Here, we consider all places without incoming edges as a potential starting place. Then a single starting point (initial node) in an Activity Diagram is constructed and connected to the following activities. Final places are also not explicitly indicated in Petri nets, however it is sensible to regard those without outgoing edges as such, corresponding final nodes are inserted in the AD.

While translating a Petri net into a UML activity diagram the algorithm considers special patterns, namely parallelisms and decisions. Such patterns can be translated into equivalent patterns in an Activity Diagram. A similar approach was used in [4], [13] for the reverse transformation. In order to describe the proposed transformation we illustrate it on a running example (fig. 3).

We consider different types of AD nodes and describe the according transformations as follows.

5.1 Transformation functions

Let \( \alpha : (T, l) \rightarrow (A, l) \) be a function transforming transitions of the Petri net into \( \textit{activities} \) of the constructed UML AD, tagged by the same labels;

Let \( \varphi : P \rightarrow D \) be a function transforming appropriate positions of the PN into decision nodes of the UML AD;

Let \( \xi : T \rightarrow F \) and \( \psi : P \rightarrow F \) be functions transforming PN transitions and sets of PN places into UML parallel nodes accordingly.

5.2 Building a UML Activity Diagram

UML Activity Diagram construction includes the following procedures.

5.2.1 Constructing activity nodes

The semantics of Petri nets suggests that transitions, which model events in Petri nets, correspond to activities in Activity Diagrams. So the first transformation step of the algorithm is turning transitions of a given Petri net into UML AD activities, i.e. for each transition \( t \in T \) we create an activity \( a = \alpha(t) \) in the AD.

5.2.2 Detecting parallel forks

We now need to connect nodes and identify more complex behaviors. In a Petri net a concurrent pattern occurs if a transition has multiple outgoing edges, allowing tokens to appear in all of the following places when the transition is fired (see Fig. 4). Considering a transition \( t \in T \) of a Petri net, let \( T' \) be a set of transitions reachable from \( t \) in one step. For each transition \( t \in T \), if \( t \) has:

(a) \( 0 \) outgoing edges, then activity \( a(t) \) is connected to a final node;

(b) \( 1 \) outgoing edge, then activity \( a(t) \) is connected to \( a(t') \), for each \( t' \in T' \);

(c) \( > 1 \) outgoing edge, activity \( a(t) \) is connected to a fork node \( \xi(t) \), and \( \xi(t) \) is then connected to \( a(t') \), for each \( t' \in T' \).

5.2.3 Detecting parallel join

In order for the model to be more interpretable, for each parallel fork there should be a reciprocal parallel join. So for each fork, described in 2) we need to find the corresponding join. This is done according to the following steps.
5.2.4 Detecting decision splits and merges

A decision pattern in a Petri net occurs if a place has multiple outgoing edges allowing only one consecutive transition to fire (see fig. 5). So for each place $p \in P$, that has more than one outgoing edge a decision node $\varphi(p)$ is inserted into the $AD$ and is connected to $\alpha(t)$, for all $t \in T$, $T$ are PN transitions connected to $p$ (both before and after). Likewise, if the place $p$ has multiple incoming edges, a reciprocal merge node $\varphi(p)$ is inserted into the $AD$.

Applying the steps 5.2.1 – 5.2.4 to an input Petri net, the target UML Activity Diagram is constructed.

6. Application

In this section, we provide examples of models obtained from real logs. Log1 and Log2 consist of 243 and 1132 traces respectively. For observability purposes, intermediate transition systems were reduced using a frequency reduction algorithm described in [16].

In fig. 6 models were generated with window size 1 and frequency reduction parameter 0.04. Log1 contains information about bank operations. In fig. 7 models were generated on a log containing information about building permit applications from five Dutch municipalities. Transition system was built with unlimited window parameter and reduced with frequency reduction parameter of 0.15.
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Fig. 7a. Log2: Petri net

Fig. 7b. Log2: UML Activity Diagram
7. Conclusion

In this paper, we proposed a method based on a framework to build UML Activity Diagrams from event logs and introduced a novel algorithm for converting a well-structured Petri net into a UML Activity Diagram. The method is implemented as a part of the LDOPA library. Future work includes studying the execution semantics of Petri nets with guards, mining dependencies and adding guards to Activity Diagrams. Moreover, the framework can be further investigated by implementing different TS and PN synthesis algorithms.
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