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Abstract

Our motivation comes from the need of a tailored computational tool for simulation and prediction of forest fire propagation, to be used by firefighters in Patagonia, Argentina. Based on previous works on Graphic Processing Units (GPU) for fitting and simulating fires in our region, we developed a visualization interface for real time computing, simulation and prediction of fire propagation. We have the possibility of changing the ensemble of raster maps layers to change the region in which fire will propagate. The visualization platform runs on GPUs and the user can rotate and zoom the landscape to select the optimal view of fire propagation. Opacity of different layers can be regulated by the user, allowing to see fire propagation at the same time that underlying vegetation, wind direction and intensity. The ignition point can also be selected by the user, and firebreaks can be plotted while simulation is going on. After the performance of a high number of stochastic simulations in parallel in GPUs, the application shows a map of the final fire surface colored according to the probability that a given cell burns. In this way the user can visually identify the most critical direction for fire propagation, a useful information to stop fire optimizing resources, which is specially important when they are scarce like is the case of our Patagonia region.
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1 Introduction

Every year, Argentina is the scenery of several and sometimes huge forest fires. Our country has a big extension of wild vegetation and firefighters unfortunately don’t have reliable computational tools for management purposes.

In addition, our region still doesn’t have fuel models for local vegetation to use as input for propagation and instead similar vegetation types from countries like Canada, Australia and USA are used [1, 2, 3].

Our team is working in collaboration with the fire brigade of "Fire, Communications and Emergency
Department” (ICE) of the Nahuel Huapi National Park, in San Carlos de Bariloche. When a fire occurs, they mainly use their experience in the field to build the strategy to stop the fire. In some of the cases they used the outcome of FARSITE [4] but they noticed that simulations were very inaccurate depending on the vegetation that burns. Therefore we based our development on the needs of the ICE, a simulation tool adapted to our region with a friendly interface to be used to have more information to make decisions when fire is occurring.

Several simulators were developed to reproduce forest fire behavior, which need accurate inputs to give high quality results. Typical inputs are: topography (terrain elevation, slope and aspect), type of fuel, wind intensity and direction, and in several cases information from different weather stations. Simulators can be classified in to mainly two types: vector based and raster based [5]. Vector based approaches rely on elliptical waves propagation, they are more accurate for reproducing fire perimeter but they have greater time requirements. The most popular of this type of simulators is FARSITE [4]. Raster based approaches are based on a uniform grid in which fire propagates according to certain rules.

Some authors ([6], [7]) claim that the raster approach (including Cellular Automaton (CA) model) is more efficient than the vectorial approach. Vector implementation treats the fire perimeter as a closed curve, discretized through a number of points, each point spreads fire according its local conditions and fire propagation model. Then, the new fire perimeter is formed by the union of the outer shape of all individual fires. On the other hand the raster approach spread fire over a mesh of contiguous cells that can be inactive (not burning or burnt) or active (burning). Each cell has its own state and fire spreads from a cell to its neighbours based on a set of rules. It is interesting to note that raster approach matches with GPU execution model that uses a large amount of threads in a grid of threads in a SIMD (Single Instruction Multiple Data) model.

The use of GPUs shortened tremendously simulation times but also offers the capability of rendering the simulation outputs in simulation time. In this sense they are optimal to visualize fire spread in reasonable times, which allow the use of these tools for decision making and management purposes.

Visualization of fire spread offers a number of benefits, that includes the comparison of model output with fires occurred in the past, but also the evaluation of the consequences of implementing preventing measures like firebreaks, prescribed burns or other changes in the environment. Using visualization is also possible to train firefighters and communicate results to the community in an easier way. If the visualization is also interactive it allows to test fire behavior after thinking strategies that could be very dangerous to test directly in the field. FARSITE has a visual interface that shows the simulation in 2D [4] but more attractive and interactive spatial visualization tools were built in GPUs [5].

Fire propagation models, on one extreme, can rely only in physical principles, in which case we have the advantage of understand the mechanisms but the disadvantage that very detailed and difficult to obtain input information is needed [5]. On the other extreme there are pure statistical models based on datasets to predict fire propagation for a particular situation but these models are very specific. And in between both approaches we can design semi-physical models that rely in some physical principles but are fitted to some data sets that allow to validate the model [5].

In previous works [8], a High Performance Computing forest fire simulator was developed as a parallel cellular automata implemented in CUDA-C ([9, 10, 11]). Our simulator spreads the fire over a landscape taking into account several layers of topography, vegetation type and wind ([12, 8]). The model for fire propagation is a semi-physical model and takes into account as input the actual vegetation, slope, average wind intensity and direction. The simulator is calibrated for a given region comparing thousand of simulations with the real fire final perimeter. The search in the parameter space was done using a Genetic Algorithm (GA), a previously implemented methodology [13, 14, 15] that we programmed in parallel using CUDA-C. A Monte Carlo method was also used to find the best parameters but GA was proved to be more efficient. The results of this calibration step are exposed in [8].

We now present the development of a visualization tool using OpenGL ([16, 17]), built on top of the simulator. Once the calibration was performed and the propagation parameters were estimated, we can simulate and visualize 10 stochastic simulations in parallel in the order of fraction of seconds which is acceptable for the time needed to make decisions in real time [18]. In this contribution we will not discuss in detail the model fitting stage that was previously explained elsewhere [8]. The main contribution of this work is the design and implementation of a powerful visualization tool for fire propagation, based on the needs of firefighters in Patagonia, Argentina.

2 Forest fire spread model

A Cellular Automaton was developed to simulate fire spread. The landscape is represented as a grid of cells and fire spreads over this grid. Each cell has its own state: burnt, unburnt and burning (cells that can spread fire to their neighborhood). Fire spreads to neighboring cells according to the following probability:
\[ P = \frac{1}{1 + \exp\left(-\left(\beta_0 + \beta_1 I_f + \beta_2 \psi + \beta_3 \omega + \beta_4 \sigma\right)\right)} \]

(1)

Where \( I_f \), \( \psi \), \( \omega \) and \( \sigma \) are related with the vegetation type, aspect, wind direction and slope respectively, as explained in [8, 12]. Fuel type coefficient \( \beta_0 \) is the baseline fire propagation probability for shrubland cells and \( \beta_1 \) is the difference between shrubland and forest. Parameters \( \beta_2 \), \( \beta_3 \) and \( \beta_4 \) modify propagation probabilities according to aspect (\( \psi \)), wind direction (\( \omega \)), and slope (\( \sigma \)) respectively [12].

In order to determine if a target cell is reached by fire, the ignition probability is calculated taking into account the state of the 8-cells neighborhood using Equation 1 as explained in [8]. The following pseudocodes illustrate the main characteristics of algorithms (in order to improve clarity these algorithms do not show visual interface details):

**Algorithm 1 Main loop**

1: init all maps  // Read maps from hard disk
2: init input simulator parameters  // \( \beta_i \) values
3: while fire spreads do  // CA simulation steps
   4:   parallel CUDA thread grid execution
   5:   fire map update
   6:   fire spread flag setting  // If fire stops
7: end while

Algorithm 1 presents the main fire spread simulation loop, which is executed to perform a complete simulation. Firstly, input simulator parameters are initialized (Algorithm 1 lines 1 and 2). Then, while fire spreads, the loop block is executed: a CUDA thread grid is launched to perform each CA step. The thread grid is a 2D matrix of threads, with the same dimension of the raster maps. Then, one thread per map cell is launched and all cells of the new fire map are calculated concurrently (or parallel execution depending on the number of CUDA cores available on the graphic card). All threads execute the same function (CUDA kernel) in a SIMD way. In a more accurate analysis, when CUDA application is analyzed the model becomes to SIMT: Single Instruction Multiple Thread since each thread can take its own instruction trace.

Once the kernel function ends, the fire progress map is updated with the new fire state. Furthermore, if no cell changes to the burning state, then fire does not spread (if borders are reached or the fire can’t propagate any more), and a flag is set false to stop the simulation.

Algorithm 1 presents a complete simulation, that is one of the options of our simulator. When user needs, the CA advances just 10 time steps. Section 4.2 will present this propagation possibility.

The Algorithm 2 illustrates the inner loop that is executed to spread the fire (line 4 Algorithm 1). First of all we verify that the target cell is burnable (Algorithm 2 line 2) and if this is the case, we proceed to evaluate the Probability of Ignition (\( PoI \) in line 4 of Algorithm 2) of the target cell produced by at least one of its neighbors. This probability of ignition (\( PoI \)) is computed evaluating Equation 1 for each of the \( k \) neighbors and combining all the contributions in the function represented by \( f \) in line 4 Algorithm 2, as explained in [8].

The target cell will be burned according to that probability (\( PoI \)) by throwing a random number as in line 6 of Algorithm 2. All is done in parallel and once all burning probabilities are computed by each of the threads the whole fire map is updated at once.

The above explained simulation procedure is done millions of times to fit the parameters of the model to the real fire data. This fitting step is done in order to find the best set of simulator parameters (\( \beta_i \) values in Equation 1) [8].

The fitting procedure is done by minimizing the distance, or fitness, between real fire and simulation. The fitness is computed as the number of burned cells that have in common both, simulation and real fire. Fitness equal to zero indicates that the fire after simulation is identical to the real fire. The search of the ensemble of parameters \( \beta_i \) that best fit the model to data, was done using a Genetic Algorithm (GA). This search strategy consists in changing randomly some \( \beta_i \), perform a simulation and compute the corresponding fitness. The \( \beta_i \) values are changed by performing selection, crossover and mutation between different ensembles, after every change a simulation is performed and the fitness of the simulation is calculated comparing with real data.

In addition to GA, a Monte Carlo method was implemented, where \( \beta_i \) values where chosen from the valid range of parameter values simulating a brute force method. The GA converges quickly to good results [8].

The fitness values are ranked in decreasing order and the corresponding \( \beta_i \) are therefore ranked together with their fitnesses. A histogram of the best ranked individuals allows to determine the best values of \( \beta_i \) and the associated errors, as explained in more detail in [8].

After the fitting procedure we obtain a best set of
parameters for each of the Patagonia regions presented, i.e. *Falso granítico* and *Laguna Seca*. Is with those parameters that we will simulate and visualize several simulations to have a measure of fire extension and propagation. As the simulations are stochastic, the use of the best set of parameters will give rise to different fire scars.

### 3 Simulator inputs and outputs

Simulator inputs are several maps that describe the landscape (terrain vegetation, slope, aspect and elevation), as well as wind speed and direction.

Fire environment is described by several raster maps that represent the area of interest as a grid of cells. Each raster map has the description of the area that represents: number of rows and columns, cell sizes, and coordinates of one corner. Using this information, each map can be georeferenced using GIS software (including Google Earth).

For topography description DEM (Digital Elevation Model) maps were used. Nowadays several satellite and radar information is available from different data sets on Internet. For example, USGS Earth Explorer offers maps of several sources and types: Landsat, Sentinel, ASTER global DEM collections for example, with high temporal and spatial resolution [19]. This information is freely available and we are using DEM raster maps from this site. Therefore using GIS tools, slope and aspect maps can be obtained from the elevation raster map. The elevation map is used to visualize the topology of the area of interest. Slope and aspect maps are inputs for the fire spread model.

Fuel type information, as described on [1, 2, 3], are specific combinations of vegetation types that together define the fire behavior. For Argentina, fuel types are still not characterized as in [1] and [2]. As a surrogate of fuel type we will use vegetation type. Combining vegetation type with fire behavior is a very important task to be accomplished, because fuel type often determines fire behavior (specially when nor slope neither wind are strong enough to drive fire propagation).

Our simulator uses wind velocity and direction for fire spread computation. However for the moment we are using average quantities and it would be a future task to include wind variability and ultimately coupled wind models [18] to allow a more accurate real-time prediction of fire propagation.

At the moment, we are working with 2 real fires occurred at the Northwestern Patagonia Andean region (Figure 1). This Figure shows estimated ignition points of both real fires. The first test case is called *Falso Granítico* fire, that occurred in 1999, in the *Falso Granítico* Hill proximity (at 41°02′35″ S, 71°16′36″ O). Raster maps of 801x801 cells were used for this case. The second test case corresponds to a fire occurred in 2012 near to *Laguna Seca* (at 41°06′16″ S, 71°16′55″ W). Raster maps of 181x423 cells were used for this case. We constructed slope and aspect raster maps from DEM information. In both cases, map resolution is 30x30m.

Figure 1 shows different vegetation types. More detailed vegetation cover classification for Patagonia Andean region is available in [20] (updated in 2016).

In Figure 1 vegetation classification corresponds to: forest type A where predominates native forest (lenga, coihue, cypress), forest type B where predominates low vegetation (lenga, aíre, and mixed woods) and forest type I to indicate exotic forest. Grassland includes steppe, marshland and wetland. Finally, shrubland includes shrubland (native and exotic) and infrastructure areas (to avoid more vegetation type divisions). No fuel includes rocks, lakes, bare ground, ice and snow.

In order to feed our simulator we transform this data to three vegetation types. At the moment our simulator considers three fuel types: shrub, forest and no fuel. Including more accurate and real vegetation types is one of the most important open lines in a near future.

![Test Fires Map](image)

**Figure 1**: Area of interest situated at the Nahuel Huapi National Park in the North West Patagonia. Arrows indicate the two ignition points of *Laguna Seca* and *Falso Granítico* fires.

The simulator output is a raster map where each cell is labeled according to the resulting probability of ignition after the execution of 10 simulations (this number can be changed by the user and is limited by the memory of the graphic card). The output map can be georeferenced using GIS, given that meta data is copied from the input raster maps.

### 4 Forest fire simulator

Our application has the ability to perform high performance simulations of the spread of wild fire in a very complex environment. In addition it incorporates...
a powerful visualization platform, including an intuitive interface for user interaction, to command fire progress.

Most of the times, the visualization of a problem helps to understand the behavior of a complex phenomena. Our simulator shows fire progress over the landscape, where the action of topography, vegetation and wind can be tested and modify. For instance, we provide a helpful user interface, where firebreaks can be easily set, fire can move forward and backward, the ignition point can be changed by the user, etc.

OpenGL ([16, 17]) was chosen to program the simulator visualization and user interaction. Therefore, fire environment visualization and fire progress are rendered by graphic cards, as well as user interaction (with mouse and keyboard). Finally as previously mentioned, CA for fire spread simulation is also executed in graphic cards. In summary, simulation fire progress, visualization in real time and user interaction are all solved by GPUs, that deal with all these high performance requirements in a successful way.

Next paragraphs will expose visualization and afterwards the most relevant tools of our simulator. We will explain important simulator characteristics, as well as design details and some implementation decisions.

4.1 Forest fire progress visualization

Figures 2 and 4 show our application main window. The left panel shows the fire progress and the ignition probability of cells. The ignition point was arbitrarily set by the user. Ten simulations are performed in parallel starting from exactly the same ignition point. Given that the model is stochastic every realization is different from the previous one. While performing 10 simulations in parallel the burning probability of each cell is determined. If a given cell was burnt in all of the simulations, the burning probability is one, but if only some of the times the cell with coordinates \((i, j)\) burns, the probability will be:

\[
b_{p,ij} = \frac{\sum_{i=1}^{10} \text{Times burns}}{10}
\]

(2)

According to Equation 2 if a given cell burns in all the simulations then \(b_{p}=1\). We colored the final simulation according to this probability, being red for \(b_{p}=1\) and more yellowish when this probability diminishes.

When the mouse pointer moves over the map cells, a label with the ignition probability information is shown. This probability is the one displayed in Equation 2, i.e. the number of times that this cell burned through the 10 simulations. As the model is stochastic, the simulations are different from each other. Figure 3 shows the same simulator top view where the mouse pointer is labeled with cell fire probability. This Figure includes the wind layer (arrows above the terrain). This simulator feature will be explained later.

The visualization of fire progress is updated every 10 cellular automaton steps. This value can be changed, but we could see that this value is useful for clarity. Furthermore, every 10 steps fire maps are saved in order to go back and reproduce past states of the fire. For improving application efficiency just the coordinates of the ignited cells are stored. In this way past fires can be easily recovered. Then, fire can advance or rewind as the user needs for simulation observation. This simulator feature in combination with firebreak setting are very important and powerful tools for firefighters and other users. Two buttons on the main menu and two keys allow to command fire progress forward and backward.

Map view (left panel on the simulator Figures) can be changed as user need: top view is the default view (Figure 2 and Figure 3), then user can zoom in and out the map, and drag it to view adjacent areas. Furthermore, the map can also be rotated to modify this view.

This actions are performed on the graphic card. Figure 5 and Figure 6 show different views of the same map (Falso Granitico fire area). Figures 5 and Figure 6 show the left top map corner zoomed in and rotated. Terrain elevation is accentuated in these last figures. Each time, the default top view can be set with the
Camera Reset button.

The performance of visualization and user interaction is excellent. For example due to design and implementation characteristics, setting firebreaks and changing map view (zoom, drag and rotation) needs lot of computation for updating fire map. We can see that GPUs solve this requirements in a very successful way. We tested our simulator in different computers and graphic cards and it executes with no delays both computation and interaction.

Next paragraphs present the simulator tools implemented until now and in the section open lines we will explain the additional functionality that is planned to be added to our simulator.

### 4.2 Interaction tools

Most of the simulator options and functionality is controlled with the right panel menu. Figure 4 shows this main panel with the most important interaction tools classified in different sections.

First menu section shows cell features: the user can move the mouse pointer over the map and the most important cell characteristics are shown: cell coordinates, terrain elevation and burning probability (if cell was reached by fire).

Then, two buttons appear with < and > symbols. This buttons allow the user to select to go forward or backward the fire progress. This functionality is available with ← and → keyboard buttons also. As mentioned, 10 cellular automaton steps are performed each time the > or → buttons are pressed. The Auto button executes CA steps until the simulation is completed (process showed on Algorithm 1).

Next menu section defines firebreak functionality. This panel section allows the user to set firebreaks over the landscape. That means that these parts of the terrain are set as nonburnable cells. Once the firebreak button is selected, the mouse is used to draw the firewall.

The user can set line firewalls as well as multiline firewalls (freehand drawing). Figures 5 and 6 show the same time step of the CA without firebreak and when a firebreak was set respectively. When a firebreak is set, fire doesn’t spread to the north-west (in this case) of the terrain.

Firewalls can be stored in files and they can be loaded at any time. The combination of setting firewalls and choosing when fire goes forward or backward allows the user to understand where firewalls are more efficient, in combination with topography, vegetation, etc. This is a powerful capability of our simulator.

Firebreaks are limited by raster cells shape. Fire propagation through a diagonal firebreak is avoided calculating when fire has to spread or not when target
Arrow color is calculated for each map using an equal-view (Figure 2).

Categorical variables are ignored and most frequent values are visualized in a histogram for wind speeds. Therefore, less frequent velocities are represented by a blue color and higher velocities by a red color. The color ramp is included in the main menu.

Each arrow shows the direction and intensity of wind. This information is presented by colored arrows. The user can manage layer transparency to see wind features. Depending on the transparency, wind layer, fire layer and firebreak layer can be turned on or off by changing layer level of transparency. Transparency sliders, the users can change which information to visualize, depending on their needs. If aspect terrain information is useful then the user can check this option (this check box is selected in Figure 4).

More layers are planned to be included. For example, wild fires final burnt area can be obtained from aerial images. Then, using GIS tools (digitalization process) we can obtain vectorial or raster maps with the final burnt area. At the moment our team is working in order to include this final fire map as a simulator layer. As other layers, user will be able to set its transparency in order to visualize this map in combination with other layers. This will be a powerful tool for testing firebreaks and simulations accuracy.

Wind speed and direction is showed as a wind layer. User can manage layer transparency to see wind features. This information is presented by colored arrows. Each arrow shows the direction and intensity of wind.

Wind intensity is calculated using a color ramp: blue are minimum velocities and red are higher velocities. The color ramp is included in the main menu. Arrow color is calculated for each map using an equalized histogram for wind speeds. Therefore, less frequent values are ignored and most frequent values are used for speed values discretization.

Wind direction is represented by arrows. Each arrow represents the average of a group of cells values. Depending on the map resolution, if each of the wind cells is represented by a unique arrow, the visualization gets confused specially when combined with other layers. Therefore, we choose to divide the number of cells proportionally to the map dimension size.

Border cells were a particular difficulty for visualization of wind arrows. As they have less than 8 neighbors, the average was calculated taking into account the available neighbors.

4.3 OpenGL programming

When the simulator is launched all fire environment maps are read from the hard disk. The OpenGL functionality is also initialized: several functions (callbacks) are registered to OpenGL in order to solve the simulator window display, keyboard button pressing (down or up), mouse motion (active or passive) and simulator window reshape.

To implement the simulator main menu, the library ImGUI (Immediate Modal Graphical User Interface [21]) was used. ImGUI is a graphical user interface library for C++. This library is particularly suited for integration in game engines (for tooling), real-time 3D applications, full screen applications, embedded applications, etc. This library offers the implementation of menu buttons, panels, lists, checkboxes, radio button, labels, sliders, etc.

The simulator main window shows fire progress map. This map is an OpenGL texture calculated from different bitmaps. Our simulator manages 4 bitmaps: vegetation map, fire breaks map and fire map. These bitmaps have the same fire maps dimensions (rows x columns). Each bitmap pixel corresponds to a map cell. Each pixel is a (r,g,b,alpha) tuple, where r, g and b form pixel color and alpha is the transparency of the pixel. Using these 3 bitmaps a final bitmap is formed (this is the texture that the simulator passes to OpenGL to draw each frame).

There are some events that cause final texture update. This texture update will be used during next window frames actualization. Different operations cause texture regeneration: fire spread changes (moving forward or backwards), line or multiline firebreak setting, saved firebreak loading, layer slider controls settings, etc.

When a texture update occurs, bitmaps are copied to GPU, then, a CUDA kernel is launched in order to compute final texture, pixel colors and transparencies, and this new texture is used to update the fire progress map on the following frames.

In a low level of implementation all the visualization is solved by OpenGL vertexes, triangles and indexes. Indexes are converted to bitmap UV coordinates to form textures. Camera and light position (ambient light and spectral light), near and far planes,
zooms, dragging and rotation of the figure are solved by low level matrices that multiply vertexes or are used to define colors and transparencies.

In order to calculate map zooms, dragging, rotations, etc., some transformation matrices are used and joined with the map model. For example, if user has zoomed in and rotated the image, 4x4 matrices for this operations are multiplied and the result is saved in the transformation matrix. Then, this transformation matrix is used to multiply each vertex to obtain the new vertex values.

These operations are optimized in GPGPU. The simulator response time and user interaction are solved in a very successful way in CUDA-C and OpenGL.

5 Conclusions and Open Lines

A visualization tool for fire propagation was developed in OpenGL on top of a forest fire simulator previously developed in CUDA-C. We presented a useful computational tool to be used for fire management, training and communication. It was developed on graphic processing units to meet the requirements of a high performance real time application, with a friendly graphical interface to be use for firefighters.

Models based more on the physical mechanisms of fire propagation, such as the physical-statistic model defined by Rothermel will be implemented in the near future. This will help to better understand the mechanisms involved in fire propagation in our region. To this aim it’s necessary to characterize the fuel types for Patagonia, a task that should be in the agenda of natural resources management.

To improve prediction, it will be necessary to include the wind variability both in direction and intensity in real time. Another possibility will be to couple a wind simulator to the model simulator. This would be a very challenging task because the whole simulator will have to accomplish with the real time requirements.

Our model includes three vegetation types, but we have access to more detailed vegetation maps that should be conveniently transformed to raster maps, to be included in the model.

Another open line is to fit the advance of the fire front. In previous works we fitted our model to the final fire scar but intermediate fires scars can be obtained using satellite images or will be provided by our collaborators at ICE.

One of the useful features of our previous work was the possibility to determine the ignition point with its corresponding uncertainty. The ignition point could be caused by natural factors, like thunders or by anthropic causes which is mostly the case in our region. The possibility to visualize the ignition point if its unknown, will probably help to get clues about the fire origin.

Other feature to be included into the visualization interface will be a sensitivity analysis of the parameters. Until now we are visualizing the output of 10 simulations performed with the best set of parameters. However with our fitting procedure we can determine an error associated with those parameters. Changing one of the parameters in its error range, but fixing the rest in the best values, it is possible to measure how sensible are the simulations of fire propagation to a change of that parameter. In this way we can add to the visualization panel interface, some slider bars representing the possible variability range of each parameter. With this tool, the user can easily explore the sensitivity of simulations when parameters are changed, generating less probable but also possible fire scenarios.
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