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Abstract: This paper proposes NetVote, an internet voting protocol where usability and ease in deployment are a priority. We introduce the notion of strict coercion resistance, to distinguish between vote-buying and coercion resistance. We propose a protocol with ballot secrecy, practical everlasting privacy, verifiability and strict coercion resistance in the re-voting setting. Coercion is mitigated via a random dummy vote padding strategy to hide voting patterns and make re-voting deniable. This allows us to build a filtering phase with linear complexity, based on zero knowledge proofs to ensure correctness while maintaining privacy of the process. Voting tokens are formed by anonymous credentials and pseudorandom identifiers, achieving practical everlasting privacy, where even if dealing with a future computationally unbounded adversary, vote intention is still hidden. It is not assumed for voters to own cryptographic keys prior to the election, nor store cryptographic material during the election. This property allows voters not only to vote multiple times, but also from different devices each time, granting the voter a vote-from-anywhere experience. This paper builds on top of the paper published in CISIS’19. In this version, we modify the filtering. Moreover, we formally define the padding technique, which allows us to perform the linear filtering scheme. Similarly we provide more details on the protocol itself and include a section of the security analysis, where we include the formal definitions of strict coercion resistance and a game based definition of practical everlasting privacy. Finally, we prove that NetVote satisfies them all.
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1. Introduction

Democracy is one of the biggest achievements of our society with its main pillar being elections, and that is why any change in the electoral process needs a very detailed study. The digitalisation of polls, while still going slower than any other field of society, is starting to become a developed trend, and even if some countries have drawn back lately for fear of not having the ability to have high levels of auditability [1,2], the list of countries using electronic devices to assist in the ballot cast or tallying process keeps growing, with special focus in the developing world [3]. This is known as
electronic voting (e-voting), which comprises not only internet voting (i-voting) schemes, but also presence schemes that use electronic means for voting, tallying or verification purposes.

Traditional presence elections have the control in the environment where the voters cast a ballot, ensuring privacy of vote cast and allowing auditability of the vote cast method, which makes the process of digitalisation of presence elections faster in comparison with the one of remote elections. The latter has several differences compared to the former. Firstly, the voter may cast the vote under any circumstances, resulting in a high possibility of coercion or vote-selling. Secondly, the vote cast will go through an uncontrolled channel. Thirdly, remote authentication increases the chances of impersonation, and finally, in the specific case of i-voting, the voter casts a vote from their own device, making it difficult to do a massive-scale, effective security assessment.

The next natural step for absentee voters is i-voting and whether it is because the number of expats grows, people living abroad want to get more politically involved, or simply because voters want to cast their vote from their homes, the number of remote voters is growing [4,5]. However, many countries (e.g., Germany, Great Britain, Spain, Mexico) are reluctant to use i-voting, and prefer, on the contrary, postal voting. A proposal of the former offering security, usability, low deployment requirements and low complexity has still not been presented, and this pushes countries to keep using postal voting as a remote voting system, even if properties such as privacy may be compromised. For example, in some countries [6–8], to cast an accepted postal vote, one has to send their sealed vote together with a certificate (which contains identification of the voter) validating their right to vote together in an envelope. This creates a direct relation between identity and vote choice, making it possible for a compromise of ballot privacy. Furthermore, a full chain-of-custody cannot be made, trust has to be given to external entities (postal office) and coercion can easily happen. Hence, i-voting to replace remote paper based elections would not only offer a reduction of tallying time, but mainly, could offer more security while improving usability towards the voter. Current literature presents many solutions offering ballot privacy, coercion resistance, verifiability, or everlasting privacy (these concepts will become clear in Section 3) with very low trust requirements. However, most of these solutions are not usable, either by the complication towards the voter or by the complexity of the tallying process. The existing state of the art providing a coercion resistant internet voting scheme under reasonable assumptions proposes a poly-logarithmic tallying stage. We further reduce the filtering process in this work to linear.

Remote authentication is another main topic in remote voting schemes, both by the difficulty of a proper solution and by its importance in a remote election. Digital authentication still remains a fragile topic, however, it is tenable that using cryptographic certificates is the most secure way of digital authentication. A cryptosystem of 128 bits security is, as specified by the U.S. National Institute of Standards and Technology (NIST), considered to be acceptable as of 2031 and beyond [9]. Some countries (such as Spain, Estonia, Luxembourg or Belgium), have a Public Key Infrastructure (PKI) for national identity cards. Such a key storage mechanism allows easy mobility of cryptographic keys to the user and requires only to memorize a password in order to use its cryptographic key, a key that (usually) never leaves the smartcard. Nevertheless, smartcards have disadvantages. While it may seem that it allows user mobility, it is still necessary to use it with a smartcard reader, limiting its usability. There is a high cost in the deployment of the card itself, which increases once we consider training the electorate or the Total Cost of Ownership (TCO). It is clear that the digitalisation of identification and authentication has to be included in governmental actions; however, it is not a straightforward project. The cost of deploying the Spanish electronic identity card was expected to be of 220 million Euro [10] and in 2014 (eight years after its introduction), it was used only in 0.02% of the electronic procedures [11]. In the case of Germany, apart from a delay in its deployment, it cost the government a total of 1.5 billion Euro [12] to deploy smartcards for eHealth. This shows that deploying a smartcard-based Public Key Infrastructure (PKI) in short notice cannot be a requirement for i-voting. Moreover, attacks to smartcard-based PKIs were shown [13], with two well known cases; first with the known vulnerability of Taiwan’s smartcards [14], followed with the vulnerability of a
chip distributor [15], which affected, among others, Estonia, a country considered as the pioneer of Europe’s digitalisation.

Our goal is to present a protocol that can be used both by developing countries, and more technologically mature countries. We believe that it is important not to base our protocol on the requirement of the ownership of cryptographic key pairs by the users. Not only is it expensive, but as we have seen, several weaknesses have been found. Hence, if a requirement to deploy an online voting system is to first deploy individual cryptographic keys per user, several governments/companies/institutions might oppose.

Related work is presented, later, in Section 2, followed by our contributions. In Section 3, we provide the preliminaries before introducing the protocol; Section 3.1 introduces the parties of the protocol and the threat model. Section 3.2 introduces the cryptographic tools that we use to build our scheme. In Section 4, we describe NetVote and we follow with a description of the padding strategy in Section 5. A security analysis of the proposed construction is provided in Section 6. Section 7 presents a discussion on the assumptions made in the construction of the protocol, and we conclude our work and present possible lines of improvement in Section 8.

2. Related Work and Contributions

In this section we introduce the related work followed by our contributions.

2.1. Related Work

Coercion resistance comes at a high cost, as can be seen in the existing literature. In the present moment there are two methods to achieve coercion resistance in remote elections. First comes the use of fake credentials (or fake passwords) introduced in the work by Juels et al. [16] (referred to as the JCJ protocol), and used in several new constructions [17–22]. In these schemes, during the registration phase, the voter receives a bunch of credentials out of which some are correct and cast a valid vote, while others are invalid, and cast a non-countable vote. When a voter is coerced, it uses a fake credential to cast a vote, making this vote invalid during the tallying phase. In a moment where the coercer is absent, the voter can cast a vote using the correct credential. These type of solutions assume the coercer to be absent during registration and at a given moment throughout the election and for the user to have access to an Anonymous Channel (AC). Moreover, they require the voter to privately and securely store cryptographic material (being able to hide it from the coercer) and to lie convincingly under the pressure of the coercer, which may indeed be a challenge for some.

Finally, in order to provide coercion resistance, they do not provide feedback to the user of whether the vote was cast with a valid credential, resulting in a high dependence of the human memory and usage of the correct credentials at the right time.

Secondly, coercion can be mitigated by the use of re-voting. Voters can cast multiple votes, and the last vote is counted. Contrary to the previous approach, this solution requires the voter to be able to cast a vote after being coerced and before the election closes. However, there is no registration process where the coercer must be absent, the user may not necessarily need to store cryptographic material, and the voter can suffer from ‘perfect coercion’: the coercer may indicate exactly how the user must act, without the latter needing to lie about its actions while coercion is taking place.

We choose the latter solution as we believe that its core assumptions are more realistic for real-world scenarios. In Section 7 we give an intuition of why these assumptions are more realistic than the ones assumed in fake credentials based solutions. Re-voting has been used in several constructions proposed in the current literature. The main challenge that one finds when allowing multiple voting for coercion resistance is filtering. In order to mitigate coercion attacks, voting must be deniable, meaning that the adversary must not be able to determine whether a specific voter re-cast her ballot, or more generally, not be able to know which of the voters re-voted. Concurrently, auditability that the process happened as expected must be provided. We now present the state of the art of current filtering procedures.
The JCJ protocol [16] allows multiple voting, and the filtering stage is not deniable, i.e., one can determine whether a given vote has been filtered (note that this is not how JCJ achieves coercion resistance, but with fake credentials). They achieve this by using a cryptographic tool allowing an entity to compare two ciphertexts without the need of decrypting any of them; Plaintext Equivalence Texts (PETs). With this tool, they are capable of comparing every pair of credentials used to cast a vote. If two votes are cast by the same voter, they take the last. The complexity of comparing each pair of credentials results in a computation of $O(N^2)$ PETs, with $N$ being the total number of votes cast, making it an unusable scheme even for small scale elections. This complexity was later reduced by Araújo et al. [17], however, still not offering filter deniability. Rønne et al. [22] presents a JCJ-based linear filtering phase using fully homomorphic encryption. However, the type of computations needed to perform over the encrypted text, and the current state of the art of fully homomorphic encryption schemes, make some of the operations, as stated in their paper, “not satisfactory and remain the subject of ongoing research and future improvements”.

While this work achieves similar asymptotic complexity as our work, their scheme serves as an initial research of a quantum safe scheme, and is not production ready. The dependencies in fully homomorphic encryption, and “not satisfactory” state of the zero knowledge proofs used, make it an unusable scheme.

The work presented by Spycher et al. [23] allows the voter to cast a vote in an electoral school, and therefore overwrite any previously cast votes. However, this results in the requirement of presence accessibility of the voter. Another used method is to do the filtering as a black box protocol. Trust is given to a server which will filter all votes and publish all re-encrypted votes [24]. This avoids any tracking or knowledge of which votes have been filtered, but the verifiability is totally dispensed. Dimitriu [25] proposes a solution based on trusted hardware capable of generating zero knowledge proofs. On top of that, it assumes that the coercer is not present at the time of casting, making it an unrealistic solution for our scenario.

To the best of our knowledge, current filtering schemes that offer a trustless deniable voting scheme which, at the same time have public verifiability, are the ones proposed by Achenbach et al. [26], Locher et al. [27], Locher et al. [28] and Lueks et al. [29]. The first three use similar solutions. In a protocol where a Public Bulletin Board (PBB) is used in order to allow verifiability, the filtering process must be done after the mixing, otherwise, a voter (and thus the coercer) would know whether their vote was filtered or not. However, after the mixing, it is not longer possible to know the order of the votes, and therefore, before inserting the votes in the mix-net there must be some kind of reference of their order. This solution faces this by performing Encrypted PETs (EPET) on the credentials for all votes against all lately cast votes before mixing. This consists of performing a PET, the output of which is encrypted, and if any of the comparisons among the credentials is equivalent, then the output of the EPET hides a random number (alternatively, the encrypted number is a one). Votes are then included in a mix-net. The filtering stage happens after mixing by decrypting the EPET, and all votes which output a random number are filtered out. This achieves deniability with no trust in any external entity. However, there is a high increase in the complexity as the EPETs have to be performed for each pair of votes, resulting in a complexity of $O(N^2)$ distributed (among several servers) EPET calculations prior to the mixing, and in $O(N)$ distributed decryptions and zero knowledge proofs of correct decryption during the filtering. Again, this makes these solutions unusable even for elections of hundreds of thousands of voters.

Note that all these filtering schemes presented above are implemented by comparing the voting credentials, which is necessary for voters to maintain a cryptographic state throughout the election.

The recent work presented by Lueks et al. [29] presents a similar protocol to that presented in this work. In their scheme, the trust in the tallying server reduces the existing complexity of the tallying phase from quadratic to polynomial-logarithmic. The use a deterministic padding strategy makes their solution not depend on probability distributions. Our scheme, on the other hand, achieves a linear filtering phase by depending on a probability distribution, making an attack of vote buying more likely.
than negligible. Note, however, that if a user wants to escape coercion, an adversary can only detect it with negligible probability. In Table 1 we present a comparison of the existing schemes with respect to NetVote.

Everlasting privacy is a concept that was introduced by Moran et al. [30]. In this scheme, perfectly hiding commitment schemes are used to hide vote intention, and the hiding values of the commitment schemes are exchanged through private channels. This idea can be used in any scheme based in homomorphic tallying, and by consequence in ours. In [21], an everlasting privacy scheme is presented in the JCJ setting, giving to users the burden of having to handle several credentials, but with the improvement on previous schemes that it only assumes the existence of private channels. Locher et al. [27] present an everlasting privacy scheme in an information-theoretical sense, with the main drawback of having a quadratic proposal, which makes it unusable even for medium sized elections.

Table 1. Comparison of existing schemes. NetVote constitutes the first re-voting scheme with linear complexity, which is verifiable and does not depend on immature cryptography (IC). We introduce the new notion of strict coercion resistance to achieve linear filtering.

| Filtering | Complexity | Crypto State | Assumption | Coercion |
|-----------|------------|--------------|------------|----------|
| Deniable  | Verifiable |              |            |          |
| JCJ [16,18,20] | No         | Yes          | $n^2$      | Yes      | k-out-of-t + AC | No | No |
| Rønne et al. [22] | No         | Yes          | $n$       | Yes      | k-out-of-t + AC | No | Yes |
| Blackbox [24] | TTP        | No           | $n$       | Yes      | TTP           | No | No |
| Achenbach et al. [26] | k-out-of-t | Yes          | $n^2$     | Yes      | k-out-of-t + AC | No | No |
| Locher et al. [27] | k-out-of-t | Yes          | $n^2$     | Yes      | k-out-of-t + AC | No | No |
| Lueks et al. [29]  | TTP        | Yes          | $n \log n$ | No       | TTP           | No | No |
| NetVote     | TTP        | Yes          | $n$       | No       | TTP           | Yes | No |

2.2. Our Contribution

In this paper we present an i-voting scheme, for which the trade-offs made converts it in an interesting choice to be used as a remote voting scheme for large scale elections. Our construction is based on a creation of ephemeral anonymous certificates making the voting procedure private even against future adversaries. We mitigate coercion by allowing re-voting. Our construction not only is deniable and verifiable, but it presents a method with reduced complexity in comparison with existing proposals [26–29]. We base our construction in well known and studied cryptographic protocols. We present a novel probabilistic dummy voter generation procedure, which reduces the filtering complexity of the solution to linear in the number of cast votes, making it suitable for large scale elections. Moreover, our scheme does not rely in the user keeping a cryptographic state, allowing the later to vote from any device.

In this paper we introduce a game based definition for practical everlasting privacy. Moreover, we introduce the notion of strict coercion resistance, which models only the attack of coercion, and separates the act of vote buying from the property. Current definitions model both the attacks of coercion and vote buying under the same property, namely coercion resistance. Our model satisfies ballot privacy, verifiability, practical everlasting privacy and strict coercion resistance without losing usability. We formally define these properties and prove that our model satisfies them.

This text is the full work of our shorter version published at CISIS19 [31]. Several results only appear in this long version. Namely: security proofs, formal definitions, details on the protocol and an analysis of the probabilistic dummy vote addition technique.

3. Parties and Building Blocks

This section introduces the parties involved and the building blocks that we use for the construction of the voting protocol. Building blocks are referenced to their original construction and used ‘as is’ during the rest of the paper.
3.1. Parties and Threat Model

The parties involved throughout the protocol are the electorate, formed by \(n_e\) voters, of which we only consider the subset that takes part in the election, say \(n\) voters, with \(n \leq n_e\) identified as \(V = \{V_1, V_2, \ldots, V_n\}\). The \(t\) trustees \(T = \{T_1, T_2, \ldots, T_t\}\), each holding a share, \(sk_{T_i}\), of the voting key, \(pk_T\). Certificate authority, CA, which handles the generation of voting credentials. The voting server, VS, which validates and posts the votes and the tallying server, TS, which performs the filtering and the counting of votes. In general, given an entity \(X\), \(pk_X\) and \(sk_X\) will denote the public and private keys of \(X\), respectively.

We informally introduce the security properties that our protocol satisfies. A more formal definition appears in Section 6.

**Ballot privacy** guarantees that an adversary cannot determine more information on the vote of a specific voter than the one given by the final results. In our model, ballot secrecy is achieved assuming a subset of the tellers is honest.

**Practical everlasting privacy** assures that ballot secrecy will be maintained with no limit in time. This is, even considering a computationally unbounded adversary, ballot secrecy is not broken. Assuming the certification authority follows the protocol honestly, our construction satisfies, in addition, practical everlasting privacy.

**Verifiability** allows any third party to verify that the last ballot per voter is tallied, the adversary cannot include more votes than the number of voters it controls, and that honest ballots cannot be replaced. Assuming that CA is honest, the protocol provides verifiability. This assumption is required to grant voters voting certificates. The existence of a trusted entity creating and assigning authentication credentials to eligible voters is intrinsic in the remote voting scenario.

**Strict coercion resistance** allows voters to escape coercion without the coercer noticing. This is, even if the voter escapes coercion resistance, the adversary is incapable of detecting it. NetVote satisfies strict coercion given that the tallying server is honest. Note that this assumption is not required for verifiability. However, to reduce the filtering complexity from quadratic to linear, we let TS learn which are the valid votes.

3.2. Building Blocks

Let \(e\) be a security parameter. Let \(\mathbb{G}\) be a cyclic group of prime order \(p\) generated by generator \(g\) and let \(\mathbb{Z}_p\) be the set of integers modulo \(p\). We write \(a \leftarrow_S \mathbb{Z}_p\) to denote that \(a\) is chosen uniformly at random from the set \(\mathbb{Z}_p\).

NetVote uses the ElGamal’s encryption scheme given by: the key generation algorithm \(\text{KeyGen}(\mathbb{G}, g, p)\) which generates the key-pair \((pk = g^{sk}, sk)\) for \(sk \leftarrow_S \mathbb{Z}_p\); the encryption function \(\text{Enc}(pk, m)\) which given a public key \(pk\) and a message \(m \in \mathbb{G}\) returns a ciphertext \(c = (c_1, c_2) = (g^r \cdot m \cdot pk^r)\) for \(r \leftarrow_S \mathbb{Z}_p\); and the decryption algorithm \(\text{Dec}(sk, c)\) which given a secret key, \(sk\), related to the public key used to encrypt the ciphertext, \(pk = g^{sk}\), returns the message \(m = c_2 \cdot c_1^{-sk}\). NetVote leverages the additive homomorphic property that this scheme offers. Let \(l \in \mathbb{Z}_p\) be a value that one wants to encrypt. To leverage the homomorphic property, we encode it as a group element \(m = g^l\). Then, given a key-pair \((pk, sk) = \text{KeyGen}(\mathbb{G}, g, p)\) and two messages, \(m_1 = g^{l_1}, m_2 = g^{l_2} \in \mathbb{G}\), applying the binary operation that defines the group, \(\cdot\), over the corresponding encryptions results in the encryption of the added messages. More precisely,

\[
\text{Enc}(pk, m_1) \cdot \text{Enc}(pk, m_2) = (g^{r_1} \cdot m_1 \cdot pk^{r_1}) \cdot (g^{r_2} \cdot m_2 \cdot pk^{r_2}) = (g^{r_1 + r_2} \cdot g^{l_1 + l_2} \cdot pk^{r_1 + r_2}) = \text{Enc}(pk, m_1 \cdot m_2) = \text{Enc}(pk, m_{12})
\]

with \(r_1, r_2 \leftarrow_S \mathbb{Z}_p\) and \(m_{12} = g^{l_1 + l_2}\) the encoding of the addition of the values \(l_1, l_2\). We use this to perform a homomorphic tally of the votes without requiring to decrypt each individual ballot, but only the result.
We leverage the homomorphic property to randomise ciphertexts, by adding a ciphertext with an encryption of zero. We denote the randomisation of a ciphertext \( c \) with randomness \( r \) by \( (\Pi_R, c') = \text{Rand}(c, r) \).

To distribute the trust among the different tellers, we use threshold ElGamal encryption. For this, the trustees jointly run the \( \text{VoteKeyGen}(1^s, k, t, n_C) \) protocol where \( s \) is the security parameter, \( k \) is the number of trustees needed to decrypt ciphertexts, \( t \) the total number of trustees, and \( n_C \) the number of candidates. They follow the protocol presented in [32]. Such a protocol allows a set of trustees to compute a public key pair where the public key is directly computed from the different shares of the private key, meaning that the ‘full’ private key is never computed. This protocol outputs a public encryption key \( pk_T \) and each trustee \( T_i \) obtains a private decryption key \( sk_T \). To encrypt her vote for candidate \( C \), a voter calls \( \text{VoteEnc}(pk_T, C) \) to obtain an encrypted vote \( V \) and proof \( \Pi \) that \( V \) encrypts a choice for a valid candidate.

We say that a probability \( P \) is negligible with respect to \( \epsilon \) if for every positive integer \( c \) there exists an integer \( N_c \) such that for all \( x > N_c, P < 1/x^c \).

We denote the encryption of the zero candidate (i.e., no candidate) with explicit randomiser \( c \rightarrow r \leftarrow \mathbb{Z}_p \) by \( \text{VoteZEnc}(pk_T, r) \).

The algorithm \( \text{VoteVerify}(pk_T, V, \Pi) \) outputs \( \top \) if the encrypted vote \( V \) is correct, and \( \bot \) otherwise. To decrypt a ciphertext, \( c \), the trustees jointly run the \( (z, \Pi_z) \leftarrow \text{VoteDec}(pk_T, c) \) protocol to compute the election result \( z \) and a proof of correctness \( \Pi_z \).

NetVote uses deterministic encryption (with randomness zero) as a cheap verifiable ‘encoding’ for the dummy ballots. This allows the TS to include dummy ballots in a cheap verifiable way.

We use a traditional signature scheme given by: the signing algorithm \( s = \text{Sign}(sk, m) \) that signs messages \( m \in \{0,1\}^* \); and a verification algorithm \( \text{SignVerify}(sk, m, s) \) that outputs \( \top \) if \( s \) is a valid signature on \( m \) and \( \bot \) otherwise.

We use verifiable re-encryption shuffles [33,34] to support coercion resistance in a privacy preserving and verifiable way. These enable an entity to verifiably shuffle a list of homomorphic ciphertexts in such a way that it is infeasible for a computationally bounded adversary to match input and output ciphertexts. These are defined by a function \( \text{Shuffle}(A) = (\Pi_s, A') \), which inputs a list of ciphertexts, \( A \), outputs a shuffled list of ciphertexts, \( A' \), and a proof of shuffle, \( \Pi_s \).

NetVote uses standard zero-knowledge proofs [35] to prove correct behaviour of the different parties. We use the Fiat–Shamir heuristic [36] to convert them into non-interactive proofs of knowledge. We adopt the Camenisch–Stadler notation [37] to denote such proofs and write, for example,

\[
\text{SPK}\{ (sk) : pk = g^{sk} \land m = \text{Dec}(sk, c) \},
\]

to denote the non-interactive proof of knowledge that the prover knows the private key \( sk \) corresponding to \( pk \) and that \( c \) decrypts to \( m \) under \( sk \).

In particular, the TS, to prove correctness of filtering, it needs to prove that an encrypted counter, \( \text{Enc}(pk, \text{Counter}_1) \) is greater than another encrypted counter, \( \text{Enc}(pk, \text{Counter}_2) \), without disclosing any information about the counters. For this it uses the homomorphic property of the encryption scheme to subtract both encryptions:

\[
\text{Counter}_5 = \text{Enc}(pk, \text{Counter}_1) / \text{Enc}(pk, \text{Counter}_2) = \text{Enc}(pk, \text{Counter}_1 - \text{Counter}_2).
\]

If \( \text{Counter}_1 \) is greater than \( \text{Counter}_2 \), then \( \text{Counter}_5 \) will be greater than zero. However, as we are working over finite fields, even if \( \text{Counter}_2 \) is greater, the subtraction will be positive. Given that the counters will be numbers of at most 32 bits, then we know that if \( \text{Counter}_1 \) is greater, then \( \text{Counter}_5 \) will also be a number of at most 32 bits. In the opposite scenario, \( \text{Counter}_5 \) will be a much bigger number. It suffices then to prove that \( \text{Counter}_5 \) is a number of at most 32 bits. For this, we use the range proof presented by Bünz et al. [38]. To denote the proof that a number is greater than another, we use \( \Pi_{GT} \).
NetVote uses anonymous credentials during the registration phase and vote cast. The only requirement of these credentials is that they certify certain attributes, which are used to group voters by electoral colleges and filter votes cast by the same voter. Several constructions exist in literature, [39–41]. We instantiate them by the use of three algorithms: The request, *ReqCred*(auth), where the user authenticates to the credential authority and requests an anonymous credential; the generation, *Cert*(attr) = *CredGen*(attr), where upon receipt of a certificate request, the certificate authority generates one with the attributes, attr, assigned to the user; and the verification of the certification, *CertVerify*(pkCA, Cert), where with input of a certificate and the public key of the certificate authority, verifies the correctness of the certificate. It outputs ⊤ if the verification succeeds, and ⊥ otherwise. While any type of attributes can be added in these certificates, throughout the paper we only consider a unique anonymous identifier per voter, and leave additional attributes optional to electoral runs.

Finally, we use an append-only PBB where votes, proofs (re-encryption, shuffle, decryption) and all intermediate steps until the tally step are posted. A specification of a possible construction is explained in [42]. Another interesting approach for a PBB is the use of blockchain technologies, as presented in [43].

4. Description of Our Protocol

This section presents an overview of the protocol in order to introduce the basic ideas of our construction, followed with a more exhaustive explanation of each of the blocks.

4.1. Overview

The protocol can be divided in three phases: pre-election, election and tallying phases. During the pre-election phase all server keys are generated. VS randomly generates *n* voters identifiers, VId for 1 ≤ i ≤ *n*. It then commits to them by encrypting them, wi = Enc(pkVS, VIdi), and posting them in the PBB. In the election-phase the voters first obtain an anonymous certificate, which proves that they are eligible voters. This certificate is ephemeral, and is generated each time that a voter wants to cast a vote. Each certificate generated for the same voter contains the same wi in order to uniquely identify each vote cast by the same voter. When the voter wants to cast a vote, they sign the encrypted ballot with the ephemeral certified key to prove, on the one hand, that they are an eligible voter, and on the other hand, to link the vote to the wi. They then send their vote to VS, which verifies the correctness of the latter and publishes the encrypted ballot in PBB. The voter verifies that her vote was recorded as cast. These two steps are presented in Figure 1. During the tallying phase, the VS generates a random number of ‘dummy’ certificates for each of the voters and casts ‘dummy’ votes (in order to hide the number of votes cast by each voter) in a verifiable manner. Next, the votes are filtered by VS in a verifiable and private manner. Finally, the tellers, T, proceed with a complete tally and decryption of the votes. This phase is presented in Figure 2.

4.2. Pre-Election Phase

During the pre-election phase, the different parties generate their key pairs and publish the public key in PBB. Similarly, PBB publishes the list of candidates. Then, VS generates the random identifiers and commits to them by publishing their encryption.

**Procedure 1** (Setup). During the setup procedure, the different entities run Setup(ε, C, k, t). They pick a group G with primer order p and generator g. Then they proceed as follows:

1. PBB publishes the list of candidates, C = {C1, . . . , CnC}, and initialises a counter Counter = 0.
2. CA, VS and TS generate their key-pairs (pkCA, skCA), (pkVS, skVS) and (pkTS, skTS) respectively, by calling KeyGen(G, g, p). They proceed by publishing their public keys in PBB.
3. The trustees distributively run VoteKeyGen(\(1^f, k, t\)), where the voting key, \(pk_T\), is generated, and each trustee owns a share of the private key \(sk_T\). They proceed by publishing the voting key, \(pk_T\) in PBB.

4. CA takes as input the total number of voters, \(n_e\), and generates random and distinct voting identifiers, \(VId_i \leftarrow \mathbb{Z}_p\) for \(1 \leq i \leq n_e\) with \(VId_i \neq VId_j\) for \(i \neq j\). It keeps the relation between \(VId\) and voter private. Next, it encrypts all identifiers:

\[
w_i := \text{Enc}(pk_{TS}, VId_i) \text{ for } 1 \leq i \leq n_e, \text{ with } r_i \leftarrow \mathbb{Z}_p.
\]

Next, it signs each encrypted identifier, \(w_i\):

\[
\sigma_i = \text{Sign}(sk_{CA}, w_i).
\]

Finally, it commits to these values by publishing the pair \((w_i, \sigma_i)\) in PBB.

---

**Figure 1.** Diagram presenting a summary of the pre-election and election phases involving the voters, certificate authority, voting server and public bulletin board.
4.3. Election Phase

This phase comprises all steps that are taken while the election process is open. Note that a voter needs to follow a certification phase for each vote cast, which allows to avoid coercion without a high increase in complexity whilst simplifying the task for voters to cast votes multiple times from different devices.

Procedure 2 (Certificate generation). The voter authenticates to the certification authority using their inalienable means of authentication, auth, and requests an anonymous credential. As a response, they receive a one-time use anonymous certificate with a re-encryption, $w'_i$, of the respective $w_i$ as an attribute. Together with the certificate, $\text{Cert}(w'_i)$, CA includes a proof of correct re-encryption of $w_i$.

1. The voter authenticates to CA and requests an anonymous certificate generation $\text{ReqCred}(\text{auth})$.
2. CA selects the corresponding encrypted voter identifier, $w_i$, and randomises the ciphertext by leveraging the homomorphic property:

   $$(\Pi_R, w'_i) = \text{Rand}(w_i, r_i),$$

   for $r_i \leftarrow \mathbb{Z}_p$, to generate a randomisation of the encrypted identifier, $w'_i$, and a proof of correct randomisation, $\Pi_R$.
3. CA generates an anonymous certificate, $\text{Cert}(w'_i) = \text{CredGen}(\{w'_i\})$, with $w'_i$ as an attribute, and sends it to the user together with $w_i$ and the proof of re-encryption $\Pi_R$:

   $$(\text{Cert}(w'_i), w_i, \Pi_R).$$
4. The user verifies that the attribute of the certificate is an encryption of $w_i$ by verifying $\Pi_R$. If it is not the first time it casts a vote, it may also verify that it has received the same $w_i$ during both vote cast phases.

Procedure 3 (Vote cast). The procedure of casting a vote proceeds as a ‘regular vote-cast protocol’. Voter selects a candidate, encrypts it and proves correctness. It includes her encrypted identifier for a further filtering phase. More precisely,

1. The voter encrypts the chosen candidate, $C \in C$ and generates a proof of correctness by calling

   \[(V, \Pi) = \text{VoteEnc}(pk_T, C)\]

   and signs it using their ephemeral certificate, $\text{Cert}$. Let $sk_C$ be the private key related to $\text{Cert}$, then the user computes

   \[\sigma = \text{Sign}(sk_C, V),\]

   Finally, they send it to VS,

   \[(\text{Cert}(w'_i), V, \Pi, \sigma).\]

2. VS verifies that the certificate was issued by the CA, the signature is a valid signature by $\text{Cert}$, and the proofs ensures that the encrypted vote corresponds to a valid candidate:

   \[\text{CertVerify}(pk_{CA}, \text{Cert}(w'_i)) = \top \land \text{SignVerify}(pk_C, \sigma) = \top \land \text{VoteVerify}() = \top.\]

   If everything verifies correctly, it sends the vote to PBB and sends an acknowledgement to the voter.

3. PBB augments the counter $\text{Counter} = \text{Counter} + 1$ and publishes the vote in the board

   \[(\text{Counter}, \text{Cert}(w'_i), V, \Pi, \sigma).\]

Procedure 4 (Vote verification). The voter, upon receiving the acknowledge, can verify that the vote was recorded as cast by viewing the PBB. Moreover, any third party is able to check that all votes recorded in the PBB come from a certified voter, the $w'_i$ is related to the certificate and votes have a correct format.

Note that voters may repeat Procedures 2 and 3 as many times as they wish while the election is open, from different devices without needing to store or move the credentials.

4.4. Tallying Phase

At this point, the election process is closed, and all votes from the voters that took place in the election (possibly more than one vote from some voters) are stored. Before proceeding to the tallying, the system needs to perform the filtering, i.e., keeping the last vote of each voter. To this end, we make use of a proof determining whether $a > b$, with $a, b$ being the counters of the objects in the PBB, without giving any other information of $a, b$.

Procedure 5 (Public filtering). Our interest is to do the public filtering in a manner that a voter (or coercer) cannot know which of their votes has been accepted. However, it must be provable that only the last vote cast by each individual voter passed the filtering. In order to do this, we use Bulletproofs [38] to prove that an encrypted counter is greater than another.

1. TS begins stripping the information from the ballot, keeping only the necessary information to proceed the filtering phase, mainly the counter, the encrypted identifier and the encrypted vote, $(\text{Counter}, w'_i, V)$ and adds them to the PBB.

2. Next, the TS decrypts the voter identifier and ads a random number of dummy voters per voter. We describe how the TS chooses the number of voters to add per voter in Section 5. We want
the counter to be always less than the counters of honest voters, and hence, TS always adds a dummy with a zero counter. Moreover, every added dummy will have the zero vector and zero randomness, VoteZEnc(pk_T, 0),

\[(0, w''_i, \text{VoteZEnc}(pk_T, 0)).\]

where \(w''_i\) is another randomisation of \(w_i\) distinct to \(w'_i\). This allows anyone to verify the correctness of this process, while maintaining private to which voter each dummy vote is assigned.

3. Next, TS encrypts each of the counters with randomness zero for verification purposes \(\text{EncCounter} = \text{Enc}(pk_{TS}, i)\) for every counter \(i\), resulting in each entry of PBB as follows:

\[(\text{EncCounter}_i, V_i, w'_i).\]

4. Now, TS proceeds by performing a verifiable shuffle to all the entries in the bulletin board. Let \(B = [B_1, \ldots, B_L]\) be the stripped ballots with the encrypted counter. It uses a provable shuffle to obtain a shuffled list of ballots, \(B' = [B'_1, \ldots, B'_L]\) and a proof of correctness \(\Pi_s\). It appends \(B'\) and \(\Pi_s\) to PBB.

5. Next, it proceeds to group encrypted votes cast by the same voters. To achieve this, it proceeds by decrypting each identifier, \(VId_i = \text{Dec}(sk_{TS}, w'_i)\) and adding a proof of correct decryption, \(\Pi_d\),

\[(\text{EncCounter}_i, V_i, VId_i, \Pi_d).\]

6. Finally, TS filters the votes by taking the encrypted vote with the higher counter. To do this, it locally decrypts every counter and selects the one with the highest counter. It proceeds by publishing the filtered votes, and together with \(S^G_i\) proves that the counter is greater than all the other counters related to votes cast by the same voter, where \(S^G_i\) is the number of votes cast by voter \(V_i\). It publishes it in the bulletin board

\[(\text{EncCounter}_i, V_i, VId_i, (\Pi_{GT,j})_{j \in S_i}),\]

where \(S_i\) are the groups formed by votes cast with the same identifier \(VId_i\).

**Procedure 6** (Tallying). Finally, the TS calculates the full encrypted result by performing an addition of all ciphertexts accepted after the filtering

\[\text{Enc}(pk_T, v_{\text{Final}}) = \prod_{i=1}^{n} \text{Enc}(pk_T, v_i) = \text{Enc}(pk_T, \sum_{i=1}^{n} v_i).\]

Then, the result goes through the group of trustees \(T\) holding the different shares of the private key. They decrypt and generate the proof of correct decryption, \(\Pi_z\). Moreover, any auditor or third party can calculate the sum of all the ciphertexts, and then verify that the result is a proper decryption of such a product.

5. **Including Dummy Votes**

The inclusion of dummy votes allows us to mitigate the 1009 attack in an elegant and simple manner. Undoubtedly, complexity increases, as we will be including more votes in the shuffle and the filtering stage. However, the number of dummy votes does not need to be big, and therefore complexity will only be increased by a small constant. In this section, we describe how the TS includes dummy votes once the election is closed.

This strategy is designed to mitigate what is known as the ‘1009 attack’ [44]. In this attack, the coercer tells the user to cast an unusual number of votes (e.g., 1009). Then, during the filtering phase, the coercer looks at the public information posted in the PBB, and looks for a voter that has
cast 1009 votes. If there is such a group, then the coercer knows that the voter submitted to coercion. On the other hand, if there is no such group, then the coercer knows that the voter escaped coercion.

A naive way to solve this problem would be to filter the votes in a black-box manner [24]. However, such a scheme provides no verifiability.

In order to hide the number of votes that each voter cast, we include a random number of votes per eligible voter. In this section we show how we hide voting patterns by individual voters by using dummy ballots. To see how it is not trivial to determine the number of dummies to add per voter, consider the following:

• It is straightforward to see why a fixed number of dummies for all voters would not serve the purpose here. So say that a random number of dummies for voter $V_i$, $n_{i,dum}$, is added. If the set where we take $n_{dum}$ from is $\mathbb{Z}$, then the overhead would become prohibitive, as there is no upperbound. However, if $n_{dum} \sim \mathbb{Z}_u$, where $u$ is the upperbound, then with probability $1/u$, $n_{i,dum} = u$ which would blow the whistle if voter $V_i$ decided to re-vote to escape coercion (as now a total of $u + 1$ votes would have been added, where not all could have been dummies).

Then, it seems necessary to have no upperbound, but instead of choosing $n_{i,dum}$ uniformly at random from $\mathbb{Z}_u$, we could use a distribution where $n_{i,dum} = n$ with probability $1/2^{n+1}$. With this distribution there is no uppebound but it is very unlikely to add a big number of dummies for voter $V_i$. The drawback of this mechanism is that there is a lower bound. Moreover, with probability $1/2$, zero dummies will be added. This is not a problem for a voter who wants to escape coercion, as re-voting would not reveal anything to the coercer. However, a voter that wants to submit would be able to prove so with probability $1/2$, and therefore be able to sell its vote with high probability.

• However, while we want to hide the groups of votes with unusual group sizes (e.g., 1009), we do not need to add an overhead to small groups (which are not prone to receive the 1009 attack). To this end, our solution adds random votes to voters depending on the votes they have cast, following the negative binomial distribution, defined as:

$$f(\mu; \rho, p) := \Pr[X = \mu] = \binom{\mu + \rho - 1}{\mu} (1 - p)^{\rho} p^\mu.$$ 

where $\rho$ is the number of votes cast by the voter in question, and $\mu$ is the number of dummy votes to add for that user.

The choice of this probability distribution is made clear in Figure 3, left. This distribution results in adding, with high probability, a low number of votes for voters that cast a small number of votes, and with very low probability adding zero dummies for votes who cast an unusual number of votes. This behaviour is exactly what we want to achieve for hiding voting patterns.

We present in Figure 3, left, the different distributions of the number of dummy votes added depending on how many votes a voter cast. In both top and bottom (left) we see the probability distribution of the number of dummies to add given a number of cast votes. In the top, the probability of success is 0.8, while on the bottom it is of 0.2.

In order to understand how big the overhead is in the filtering phase, we present the overall overhead assuming that a subset of users re-voted.

To define how the population of voters votes, we use the Poisson distribution to determine the number of votes cast by each voter. This distribution is , defined by

$$P(k; \lambda) := \Pr[X = k] = \frac{\lambda^k e^{-\lambda}}{k!}.$$ 

Again, this distribution fits our goal with $\lambda = 1$, as we expect most users to vote one or two times, and consider the activity of voting a lot improbable. Note that, with $\lambda = 1$, the probability
of casting a high number of votes is low. However, we need to consider a subset of voters that casts lots of votes, either as an attack to the system or simply by users who are suffering coercion. To this end, we consider that a given percentage, say $l$, cast a very high number of votes, and therefore the number of re-votes are chosen at random from the Poisson distribution with $\lambda = 200$. In this case, the probability of casting a lot of votes is high. In Figure 3 right, we plot the overhead caused by dummies ($(\text{number of votes} + \text{number of dummies})/\text{number of votes}$) with a varying $l$ between 0.1–5% of such users. Top and bottom represent the overhead using probability of success of 0.8 and 0.2, respectively.

We can see that the increase of the number of votes to process is at most times five. Compared with the state of the art scheme by Lueks et al. [29] with a complexity of $O(n \log n)$, our scheme benefits a considerable increase complexity with $O(n)$ where the factor is five for the example case presented above. This linear increase can easily be countered with an increase in the machines used for the filtering stage.

6. Security Analysis

In order to analyse the security properties of the scheme, we define them using a general, protocol independent, syntax. In this section we begin introducing the used syntax and we proceed with the
formal definitions of ballot privacy, practical everlasting privacy, verifiability and strict coercion resistance. Next, we prove that our scheme, as defined in Section 4, satisfies these generically defined properties.

A voting scheme consists of seven protocols: Setup, Register, CastVote, VoteVerify, Valid, Tally and Verify:

- **Setup**($\mathcal{E}, \mathcal{C}$). In the pre-election phase, the scheme runs Setup to prepare the voting scheme for voting. This protocol takes as input the electoral roll $\mathcal{E}$, the list of all eligible voters, and the list of candidates $\mathcal{C}$.
- **Register**($i$). Before casting a vote, voter $V_i$ run Register($i$) to obtain a token $\tau$ that allows them to cast a vote.
- **CastVote**($\tau, \mathcal{C}$). After registering, voters use their token $\tau$ and selected candidate $C$ to cast their vote using the CastVote($\tau, C$) protocol. The user produces a ballot $\beta$ containing their choice, and interacts with the voting scheme. If the user’s ballot $\beta$ is accepted by the voting scheme, the ballot $\beta$ is added to the public bulletin board.
- **VoteVerify**($\beta$, PBB). After casting a vote, voters can verify that the ballot was recorded as cast, i.e., they verify that the vote was successfully stored in PBB.
- **Valid**($\beta$, PBB). Once the scheme receives a vote, it verifies that it is valid.
- **Tally**($B$). After the voting phase, the voting scheme runs Tally. This protocol takes as input the set $B$ of ballots on the bulletin board. It filters the votes and outputs an election result, $z$, and a proof of correctness $\Pi$ of the election results.
- **Verify**($B, z, \Pi$). Finally, any third party can run Verify. This protocol takes the set $B$ of ballots, the result, $z$, the proof of correct tally, $\Pi$, and checks its correctness.

### 6.1. Ballot Privacy

The following game between an adversary, $A$, and a challenger, $D$, based on Bernhard et al. [45], formalises ballot privacy. $A$ wins the game if it manages to differentiate between a real and fake world. To model these two worlds, the game, $Exp_{A,V}^{bpriv}$, tracks two bulletin boards, PBB$_0$ and PBB$_1$ for each world respectively. To model ballot privacy, we allow the adversary to control the certificate authority, CA, the voting server, VS, and the tallying server, TS. During the game, the adversary can make calls to the following oracles:

- **Oboard**() which allows the adversary to see the information posted until that moment in the bulletin board. It can call this oracle at any point of the game.
- **OLRvote**($i, C_0, C_1$) where $A$ selects two possible candidates, $C_0, C_1$ for voter $V_i$. The challenger produces voting tokens $\tau$ and generates one ballot for each candidate, $\beta_0, \beta_1$. It then places $\beta_0$ and $\beta_1$ in PBB$_0$ and PBB$_1$ respectively. It can call this oracle at any point of the game.
- **Ocast**($\beta$) where $A$ has the ability to cast a vote for any voter. The same ballot, $\beta$, is generated for both bulletin boards. It can call this oracle at any point of the game.
- **Otally**(), which allows $A$ to request the result of the election. To avoid information leakage of the tally result, the result is always counted on PBB$_0$, so in the experiment 1, the results and proofs are simulated. It can call this oracle once, and after receiving the answer, $A$ must output a guess of the bit (representing the world the game is happening in).

We denote the calls to the oracles by $A^O$. At the end of the game, the adversary needs to output $b'$, guessing which of the two worlds (real or fake) it is seeing. If it guesses correctly with non negligible probability, the adversary has won the game. We formally describe the experiment, $Exp_{A,V}^{bpriv}$, in Algorithm 1.
Algorithm 1 In the ballot privacy experiment $\text{Exp}_{A,V}^{b\text{priv},b}$, the adversary $A$ has access to the oracles $O = \{\text{OLRvote}, \text{Ocast}, \text{Oboard}, \text{Otally}\}$. The adversary controls the tallying server (TS), the voting server (VS) and the certificate authority (CA). It can call $\text{Otally}$ only once.

1: $\text{Exp}_{A,V}^{b\text{priv},b}(\epsilon, E, C)$:
2: $(pk, sk_{\text{CA}}, sk_{TS}, sk_T) \leftarrow \text{Setup}(1^\epsilon, E, C)$
3: $b \leftarrow A^O(pk, sk_{\text{CA}}, sk_{TS})$
4: Output $b'$
5: $\text{OLRvote}(\tau, C_0, C_1)$:
6: Let $\beta_0 = \text{CastVote}(\tau, C_0)$ and $\beta_1 = \text{CastVote}(\tau, C_1)$
7: If $\text{Valid}(PBB_b, \beta_b) = \bot$ return $\bot$
8: Else $PBB_0 \leftarrow PBB_0 \parallel \beta_0$ and $PBB_1 \leftarrow PBB_1 \parallel \beta_1$
9: $\text{Ocast}(\beta)$:
10: If $\text{Valid}(PBB_b, \beta) = \bot$ return $\bot$
11: Else $PBB_0 \leftarrow PBB_0 \parallel \beta$ and $PBB_1 \leftarrow PBB_1 \parallel \beta$
12: $\text{Oboard}()$
13: return $PBB_b$
14: $\text{Otally}()$
15: $(z, \Pi_b) \leftarrow \text{Tally}(PBB_0, sk_T)$
16: $\Pi_1 = \text{SimTally}(PBB_1, z)$
17: return $(z, \Pi_b)$

**Definition 1.** Consider a voting scheme $V = (\text{Setup}, \text{Register}, \text{CastVote}, \text{VoteVerify}, \text{Valid}, \text{Tally}, \text{Verify})$. We say the scheme has ballot privacy if there exists an algorithm $\text{SimTally}$ such that for all probabilistic polynomial time adversaries $A$

$$\left| \Pr[\text{Exp}_{A,V}^{b\text{priv},0}(\epsilon, E, C) = 1] - \Pr[\text{Exp}_{A,V}^{b\text{priv},1}(\epsilon, E, C) = 1] \right|$$

is negligible with respect to $\epsilon$.

**Theorem 1.** NetVote provides ballot privacy under the Decisional Diffie–Hellman (DDH) assumption in the random oracle model.

**Proof.** We provide a similar proof than the one used to prove that Helios [46] has ballot privacy presented in [45] by using a sequence of games. We initialise the argument with $\text{Exp}_{A,V}^{b\text{priv},0}$ and go step by step until reaching a game equivalent to $\text{Exp}_{A,V}^{b\text{priv},1}$. By showing that each of the transitions between the steps is indistinguishable, we conclude that the two experiments are indistinguishable and hence NetVote satisfies ballot privacy.

**Game $G_0$:** Let $G_0$ be $\text{Exp}_{A,V}^{b\text{priv},0}$ as defined in Algorithm 1 where the adversary has access to the bulletin board $PBB_0$.

**Game $G_1$:** $G_1$ is defined exactly as $G_0$ with the exception that the tally proof is simulated. This is, the result is still computed from the votes in $PBB_0$, but the proof of tally is simulated. The proofs to be simulated are the shuffle proof in Step 4, the proofs of correct decryption in Step 5, and the proofs of greater or equal relation in Step 6, of Procedure 5. Given that all these proofs are zero-knowledge proofs, they require (in order to have the zero-knowledge property) the existence of a simulator algorithm that generates simulations of the proofs that are indistinguishable from real proofs. We use the random oracle to describe as such our $\text{SimTally}$ algorithm.
Let $L$ be the number of votes published in the bulletin board. Note that, by how the oracles are defined, this number is equivalent in PBB$_0$ and PBB$_1$. We denote $\beta_i$ the ballots posted in PBB$_i$ for $i \in \{0, 1\}$. Next, we proceed with a series of $L$ games where we change (one by one) each entry of posted votes. Let $G_1^0 = G_1$. For $i \in \{1, \ldots, L\}$, we do the following:

**Game $G_1^i$:** The difference between $G_1^i$ and $G_1^{i-1}$ is only one. If ballot $\beta_1^0$ of PBB$_0$ differs from ballot $\beta_1^i$ of PBB$_i$, it exchanges $\beta_1^0$ by $\beta_1^i$.

**Game $G_2$:** We define $G_2$ as $G_1^i$. Note that this view is equivalent to the view of $\text{Exp}^{\text{bpriv}, 1}_{A, V}$. Hence, all that remains to prove is that this set of transitions of games $G_1^i$ are indistinguishable among each other.

In order to prove that the transitions made between games $G_1^i$ are indistinguishable, we use the non-malleability under chosen plaintext attack (NM-CPA) property of the ElGamal cryptosystem [47]. This property of ElGamal ensures that an adversary that chooses two plaintexts, and has a challenger encrypt them, is capable of distinguishing which ciphertext encrypts which plaintext with negligible probability. Recall that the ballots are formed by $(\text{Cert}(w'), V, \Pi, \sigma)$, where the identifier and vote are encrypted. However, the process of changing each of the ballots will occur after TS has stripped them, as defined in Step 1 of Procedure 5, mainly, $(\text{Counter}, w', V)$.

Hence, when changing two ballots between games $G_1^i$ and $G_1^{i+1}$, we only need to change the encrypted vote $V$. We piggyback on this property of ElGamal encryption, and deduce that if an adversary is capable of distinguishing between two consecutive games $G_1^i$ with non-negligible probability, then it is capable of breaking NP-CPA security of ElGamal.

This completes the proof that an adversary can distinguish between $\text{Exp}^{\text{bpriv}, 0}_{A, V}$ and $\text{Exp}^{\text{bpriv}, 1}_{A, V}$ with negligible probability. □

6.2. Practical everlasting Privacy

We prove how our scheme provides practical everlasting privacy as introduced by Arapinis et al. [48]. A more recent game-based definition of everlasting privacy was presented by Grontas et al. [49], which allows the future adversary to control the electoral entities during the election. Our scheme does not satisfy this stronger model of everlasting privacy as we assume that the information generated by the certificate authority during the election is unreachable to the future adversary. In the definition of Arapinis et al., it is assumed that the adversary can only get information that was posted in the PBB during the election. This is, all information that was exchanged during the election is not accessible to the adversary (such as timing attacks or tokens requests). We propose a game based definition, $\text{Exp}^{\text{everbpriv}, b}_{A, V}$, similar to $\text{Exp}^{\text{bpriv}, b}_{A, V}$. Again, $A$ wins the game if it manages to differentiate between a real and fake world. To model these two worlds, the game tracks two bulletin boards, PBB$_0$ and PBB$_1$ for each world respectively. To model such a scenario, we allow the adversary to call on runs of the voting protocol, with electoral roll $E = V_0, V_1$, and candidate list $C = C_0, C_1$.

Hence, the adversary can make calls to the following oracle:

- $\text{ORunElection}(V_0, V_1, C_0, C_1)$ where the adversary chooses two voters and two candidates and requests the challenger to run the election. The challenger runs the election, by first running the Setup protocol, generating keys for all parties, and distinct random identifiers to each of the voters. It proceeds with the Register$(i)$ protocol for each voter, generating voting credentials for each of the voters, then proceeds by casting votes for both voters in both worlds, and, finally, it runs the tally protocol.

Then, $A$ needs to guess which world it is interacting with. We formally describe the game, $\text{Exp}^{\text{everbpriv}, b}_{A, V}$, in Algorithm 2. Note that the result is independent of the game bit $b$, as it will always be one vote for $C_0$ and one vote for $C_1$. 
We say the scheme has practical everlasting privacy if for a computationally unbounded adversary $A$ in the practical everlasting privacy game, \textsf{NetVote} provides practical everlasting privacy.

Theorem 2. \textsf{NetVote} provides practical everlasting privacy.

Proof. As in the proof of Theorem 1, we begin defining a game corresponding to $\textsf{Exp}_{A,Y}^{\text{everbpriv,0}}$, and proceed with indistinguishable changes until a game corresponding to $\textsf{Exp}_{A,Y}^{\text{everbpriv,1}}$, therefore completing the proof.

Game $G_0$: This is defined as a run of $\textsf{Exp}_{A,Y}^{\text{everbpriv,0}}$ as defined in Algorithm 2, where the adversary has access to the bulletin board PBB$_0$.

Game $G_1$: This game is defined exactly as $G_0$ with the sole exception that now, we change the register phase, and instead run: $\tau_1 = \text{Register}(V_0)$ and $\tau_0 = \text{Register}(V_1)$

Note that $G_1$ already corresponds to $\textsf{Exp}_{A,Y}^{\text{everbpriv,1}}$. In order to prove that these two events are statistically (and not computationally) indistinguishable, we recall how the Register phase is defined in NetVote. A voter $V_i$ uses its authentication credentials (e.g., usr/pwd) to request a voting certificate, $\text{Cert}()$ to CA. This certificate contains an encrypted voting identifier $VId$ unique to the voter. However, these identifiers are chosen at random during the Setup protocol, and the link between voter and $VId$ is private to CA (i.e., it is not published in the PBB). Hence, while the adversary is capable of decrypting the identifier in each of the credentials, it is not capable of determining whether a given $VId$ corresponds to $V_0$ or $V_1$, as they are chosen at random at each call.

This completes the proof that NetVote provides practical everlasting privacy.

6.3. Verifiability

There exist several concepts of verifiability in the e-voting scenario. First we have the property known as cast as intended, which allows a voter to verify that the encrypted vote sent to the PBB indeed contains the intended vote. This property aims at detecting attacks performed by the voting hardware. Secondly, we have recorded as cast, allowing voters to verify that the encrypted vote generated by their voting device has been correctly recorded. Finally, the property counted as recorded is private to CA (i.e., it is not published in the PBB). Hence, while the adversary is capable of decrypting the identifier in each of the credentials, it is not capable of determining whether a given $VId$ corresponds to $V_0$ or $V_1$, as they are chosen at random at each oracle call.

This completes the proof that NetVote provides practical everlasting privacy.

6.3. Verifiability

There exist several concepts of verifiability in the e-voting scenario. First we have the property known as cast as intended, which allows a voter to verify that the encrypted vote sent to the PBB indeed contains the intended vote. This property aims at detecting attacks performed by the voting hardware. Secondly, we have recorded as cast, allowing voters to verify that the encrypted vote generated by their voting device has been correctly recorded. Finally, the property counted as recorded is private to CA (i.e., it is not published in the PBB). Hence, while the adversary is capable of decrypting the identifier in each of the credentials, it is not capable of determining whether a given $VId$ corresponds to $V_0$ or $V_1$, as they are chosen at random at each oracle call.

This completes the proof that NetVote provides practical everlasting privacy.

6.3. Verifiability

There exist several concepts of verifiability in the e-voting scenario. First we have the property known as cast as intended, which allows a voter to verify that the encrypted vote sent to the PBB indeed contains the intended vote. This property aims at detecting attacks performed by the voting hardware. Secondly, we have recorded as cast, allowing voters to verify that the encrypted vote generated by their voting device has been correctly recorded. Finally, the property counted as recorded
allows voters to verify that the ballot registered in the bulletin board has been correctly counted in the final tally.

Moreover, voting schemes based on different paradigms require different verifiability definitions. For the case of re-voting schemes, the verifiability game needs to take into account all votes cast by the same voter. As an example, take a voter that casts vote one and verifies it was recorded as cast, but then decides to cast another vote without verifying it was properly recorded. In the re-voting scenario, such cases must be modelled. Several analyses fail to study such corner cases, such as Achenbach et al.’s [26] and Juels et al.’s [16] models.

To this end we base our security analysis on the game presented by Lueks et al. [29], which we introduce below (using the same notation as in the original paper), which is in turn an extension of the work by Cortier et al. [50]. This model excludes the cast as intended property. We follow these lines in our modelling, and consider voting hardware security to be an orthogonal problem to our construction.

We assume that the CA is honest (as it is the sole entity generating the voting credentials), but the adversary controls PBB, VS, TS and the trustees. The game presented in [29] and reproduced in Algorithm 3, \( \text{Exp}_{\mathcal{A},\mathcal{V}}^{\text{verif},b}(\epsilon, E, C) \), tracks when voters are corrupted in list \( \mathcal{C} \), as well as the honest voters in \( \mathcal{H} \). The adversary has access to two oracles:

- \( O_{\text{register}}(i) \) to get a token for voter \( V_i \).
- \( O_{\text{cast}}(i, C) \), to make voter \( V_i \) cast a vote for candidate \( C \).

Every voter \( V_i \) for which the adversary calls \( O_{\text{register}}(i) \) is considered corrupted until it casts an honest vote. Particularly, the game divides voters into three different groups: (i) the corrupted as described above, \( \text{Corrupted} \), and then honest voters are divided in two groups: (ii) the ones that check that a ballot cast after coercion has been recorded as cast, \( \text{Checked} \), and (iii) the ones that do not check their ballots were recorded as cast, \( \text{Unchecked} \), and have not been coerced. Similarly, the game tracks which are the candidates that the system is allowed to exchange for each voter, \( \text{AllowedCandidates} \). In particular, this list contains the candidates cast during or after the last checked vote cast. In other words, the final tally must contain the last checked vote or a later one.

At the end of the game, \( \mathcal{A} \) returns the state of the PBB, the result of the election and the proof of correctness. The adversary wins if the result and corresponding proofs verify, but manages to cheat the system, i.e., (i) a higher number of corrupted votes than the number of voters it corrupted, \( n_\epsilon \), are counted, (ii) for some voter that verified a ballot, the result includes a candidate cast only before that event (i.e., a candidate chosen only before verifying), or (iii) the result includes a candidate not cast at any point during the election by a voter that did not check its submissions.

In the game experiment, the tally is produced individually by groups (as introduced above), and therefore requires the scheme to support partial tallying, for example,

\[
\text{Tally(\text{Corrupted} \cup \text{Checked})} = \text{Tally(\text{Corrupted})} \star \text{Tally(\text{Checked})},
\]

where \( \star : \mathbb{Z} \times \mathbb{Z} \to \mathbb{Z} \) is a binary function that ads both of the partial tallies. Note that our tally function performs the homomorphic addition of votes, and therefore supports partial tallying. We formally describe the game, \( \text{Exp}_{\mathcal{A},\mathcal{V}}^{\text{verif},b}(\epsilon, E, C) \), and corresponding oracles, in Algorithm 3.

**Definition 3.** Consider a voting scheme \( \mathcal{V} = (\text{Setup}, \text{Register}, \text{CastVote}, \text{VoteVerify}, \text{Valid}, \text{Tally}, \text{Verify}) \). We say the scheme is verifiable if for all probabilistic polynomial time adversaries \( \mathcal{A} \)

\[
\Pr \left[ \text{Exp}_{\mathcal{A},\mathcal{V}}^{\text{verif},0}(\epsilon, E, C) = 1 \right] - \Pr \left[ \text{Exp}_{\mathcal{A},\mathcal{V}}^{\text{verif},1}(\epsilon, E, C) = 1 \right]
\]

is negligible with respect to \( \epsilon \).

**Theorem 3.** NetVote is verifiable under the DDH assumption in the random oracle model.
Proof. We provide a similar proof to the one presented by Luiks et al. [29], by showing that dummy votes are not counted in the final tally and that at least a cast vote has been counted (one later than the last verification). At the end of the election, the adversary outputs $z, \Pi$. Because $\Pi$ validates, we know that the result $z$ is the addition of the filtered votes from the PBB. Now it remains to show that the filtered votes do indeed satisfy the conditions imposed by the game.

Let $B$ be the stripped ballots in PBB once the election closes. We know that all these votes originate from a valid ballot cast by a voter, and hence are accompanied by a proof that they contain an encryption of a valid candidate.

Let $n$ be the number of different voters that cast at least a ballot. We argue that the number of ballots included in the tally equals $n$. Because of the correctness of the shuffle, $\Pi_n$, we know that these same ballots will be present after the shuffle, and hence votes of voters $1, \ldots, n$ are present in $B'$. The filtering procedure groups votes cast by the same voter, and takes only the vote with the highest proofs, $\Pi$.

Let $\Pi$ be the number of different voters that cast at least a ballot. We argue that the number of these same ballots will be present after the shuffle, and hence votes of voters $1, \ldots, n$ are present in $B'$. The filtering procedure groups votes cast by the same voter, and takes only the vote with the highest proofs, $\Pi$.

### Algorithm 3 Verifiability game presented by Luiks et al. [29]. In the verifiability game experiment $\text{Exp}_{\text{PV}}^b$, the adversary $A$ has access to the oracles $O = \{O_{\text{register}}, O_{\text{cast}}\}$.

1: \( \text{Exp}_{\text{PV}}^b(e, \mathcal{E}, \mathcal{C}) \)
2: \((pk, sk_{CA}, sk_{TS}, sk_T) \leftarrow \text{Setup}(1^e, \mathcal{E}, \mathcal{C})\)
3: Set $\delta \leftarrow \emptyset$ and $\mathcal{C} \leftarrow \emptyset$
4: \((\text{PBB}, z, \Pi) \leftarrow \mathcal{A}^O(pk, sk_{TS}, sk_T)\)
5: If $\text{Verify}(\text{PBB}, z, \Pi) = \perp$ return 0
6: Let $\text{Verified} = \{(i_1, \text{Counter})_1, \ldots, (i_n, \text{Counter})_n\}$ correspond to checked ballots.
7: Let $\text{Corrupted} = \{i \mid (i, \text{Counter}) \in \mathcal{C} \land \forall (i, \text{Counter'}) \in \text{Verified} : \text{Counter'} < \text{Counter}\}$
8: Let $\text{Checked} = \{i \mid (i, \text{Counter}) \in \text{Verified}\} \setminus \text{Corrupted}$
9: Let $\text{Unchecked} = \{i \mid (i, \text{Counter}) \in \delta \land (i, \text{Counter}) \notin \mathcal{C}\} \setminus \text{Checked}$
10: Let $\text{AllowedCandidates}[i] = \{C \mid (i, \text{Counter}), C \in \mathcal{C}\}$ s.t. $\forall (i, \text{Counter'}) \in \text{Verified} : \text{Counter'} \geq \text{Counter'}$
11: If $\exists C_{i_1}^y, \ldots, C_{i_n}^y$ s.t. $C_{i_j}^y \in \text{AllowedCandidates}[i_j^y]$ where $\text{Checked} = \{i_1^y, \ldots, i_n^y\}$
12: $\exists (i_1^U, C_{i_1}^U), \ldots, (i_n^U, C_{i_n}^U)$ s.t. $i_j^U \in \text{Unchecked}, C_{i_j}^U \in \text{AllowedVotes}[i_j^U], i_j^U$ distinct
13: $\exists C_{1}^B, \ldots, C_{n_B}^B \in \mathcal{C}$ s.t. $0 \leq n_B \leq |\text{Corrupted}|$
14: s.t. $z = \text{Tally}((C_{i_1}^U)^{n_{i_1}}) \ast \text{Tally}((C_{i_2}^U)^{n_{i_2}}) \ast \text{Tally}((C_{i_3}^U)^{n_{i_3}})$
15: Then return 0, otherwise return 1
16: $\text{Ocast}(i, C)$:
17: $\tau = \text{Register}(i)$
18: Add $(i, \#\text{tokens}(i), C)$ to $\delta$
19: Return CastVote($\tau, C$)
20: $\text{Oregister}(i)$:
21: Let $\tau = \text{Register}(i)$
22: Add $(i, \#\text{tokens}(i))$ to $\mathcal{C}$
23: return $\tau$
Hence, we know that votes counted in the final tally are the last votes recorded in the PBB by each voter that took part in the election. These voters are part of one of the three groups of our definition. What remains is to prove that the conditions are met for each of these three groups.

First, we show that the last checked vote or one after is counted for each voter in \( \text{Checked} \). Consider voter \( V_i \in \text{Checked} \), and let \( \text{Counter}_v \) be the counter of the last ballot it checked was recorded as cast. We know that the ballot with counter \( \text{Counter}_v \) was added to PBB, therefore in the grouping after the shuffle, we know that the group for voter \( V_i \) will exist, with at least the ballot with counter \( \text{Counter}_v \). Given that the selected ballot of each group is accompanied with a proof that the counter is greatest among the group, the selected ballot must be the one with counter \( \text{Counter}_v \) or one cast afterwards. Given the proof of decryption of the homomorphic tally among all selected votes, we know that either ballot \( \text{Counter}_v \) or a later ballot by voter \( V_i \) is counted in the final tally.

Now consider a voter \( V_i \in \text{Unchecked} \). Then, by the same argument as above, we know that the tally either drops all ballots, or counts one of the ballots cast by the voter. In other words, the tally cannot add a vote not cast by voter \( V_i \).

Finally, all remaining voters correspond to group \( \text{Corrupted} \). Notice that by the arguments above, the tally procedure cannot include any votes by voters who did not cast a vote. Moreover, only one vote per grouped votes is selected. Hence, it follows that the size of this group is at most the number of corrupted voters, \( n_G \).

### 6.4. Strict Coercion Resistance

The advantage that our padding strategy gives us in the linear filtering procedure against current literature, obliges us to weaken the coercion resistance property that our scheme satisfies. In the work by Lueks et al. [29], a new coercion resistance definition is presented for the re-voting setting. However, their quasi linear deterministic padding strategy ensures that the same number of ballots is added regardless of how voters voted. This strategy has the downside of producing a filtering stage with complexity \( O(N \log N) \), with \( N \) being the number of voters. However, it facilitates the task of modelling coercion resistance. To see this in comparison with our construction, consider an election where two voters, \( V_1, V_2 \), vote. \( V_1 \) casts one vote, while \( V_2 \) casts 1009 votes. Then, if the coercer obliged \( V_1 \) to cast one vote, then with high probability (0.2 in the case of the negative binomial distribution with probability of success 0.2) no vote will be added. However, we expect an election to hide patterns of voters casting a small amount of votes, as the expected behaviour of voters is to cast only once. Nonetheless, patterns of voters which are forced to cast a higher number of votes, for example, 1009, are not expected to be hidden by other voters. In this scenario, if voter \( V_2 \) wants to sell its vote and not escape coercion it can prove so with non negligible probability. While the probability remains small, it is still bounded by the probability distribution that we use for adding dummies, and hence non-negligible. Note, however, that if the coerced voter wants to escape coercion, the coercer cannot determine whether the voter really escaped or simply dummy votes were added. To model such a difference we need to differentiate between coercion-resistance and vote-buying. To this end we need to briefly modify the definition of Lueks et al. [29].

**Strict Coercion Resistance:** To offer a linear filtering phase, we propose a new game-based coercion-resistance definition, \( \text{Exp}_{\text{A,V}}^{\text{coer},b}(\epsilon, E, C) \), that we name strict coercion-resistance, inspired by Lueks et al.’s coercion resistance definition. The game tracks two bulletin boards, PBB\(_0\), PBB\(_1\), of which the adversary has access to only one. In our definition we do not require the adversary to not be able to distinguish between a voter resisting or submitting to coercion. We only require that, if the voter escapes coercion, the coercer cannot determine whether it decided to resist coercion and cast another vote, or if on the contrary, the voter decided to submit to coercion. The goal of the adversary is to determine which run of the experiment it is seeing (see Algorithm 4). To model this, we provide the adversary with five oracles that it can call throughout the game:

- \( \text{VoteDR}(i_0, C_0, i_1, C_1) \), to make voter \( V_{i_0} \) cast a vote for candidate \( C_0 \), and voter \( V_{i_1} \) cast a dummy vote for a dummy candidate, 0, in PBB\(_0\), and to make voter \( V_{i_1} \) cast a vote for candidate \( C_1 \),
and voter $V_0$ cast a dummy vote for a dummy candidate, 0, in PBB$_1$. We use, RegisterDummy$(i)$ to denote the dummy registration of voter $V_i$. Moreover, we denote by CastVoteDummy$(\tau, C)$ the dummy vote cast for candidate $C$ using token $\tau$. The adversary is allowed to make this call multiple times.

Note that regardless of the call, two votes are added to both bulletin boards. This oracle models the situation we want to protect our voters from. If they wish to escape coercion, the adversary will not be able to distinguish that situation with one where a dummy vote is added. Note that in our scheme, the situation we want to protect our voters from. If they wish to escape coercion, the adversary will not be able to distinguish that situation with one where a dummy vote is added. Note that in our scheme, the adversary is allowed to see the bulletin board. It can call this oracle only once.

**Algorithm 4** In the strict coercion resistance experiment, $\mathsf{Exp}_{\mathcal{A}, \mathcal{V}}^{\mathsf{coer}, b}(e, \mathcal{E}, \mathcal{C})$, adversary $\mathcal{A}$ has access to oracles $O = \{\mathsf{O}_{\text{voteDR}}, \mathsf{O}_{\text{cast}}, \mathsf{O}_{\text{board}}, \mathsf{O}_{\text{register}}, \mathsf{O}_{\text{tally}}\}$. It can call $\mathsf{O}_{\text{tally}}$ only once.

1: $\mathsf{Exp}_{\mathcal{A}, \mathcal{V}}^{\mathsf{coer}, b}(e, \mathcal{E}, \mathcal{C})$:
2: $(pk, sk_{\mathcal{CA}}, sk_{\mathcal{T}S}, sk_{\mathcal{T}T}) \leftarrow \mathsf{Setup}(1^e, \mathcal{E}, \mathcal{C})$
3: $b' \leftarrow \mathcal{A}^O(pk, pk_{\mathcal{CA}})$
4: Output $b'$
5: $\mathsf{O}_{\text{voteDR}}(i_0, C_0, i_1, C_1)$:
6: Let $\tau_0 \leftarrow \mathsf{Register}(i_0)$ and $\tau'_1 \leftarrow \mathsf{RegisterDummy}(i_1)$
7: $\tau_1 \leftarrow \mathsf{Register}(i_1)$ and $\tau'_0 \leftarrow \mathsf{RegisterDummy}(i_0)$
8: Let $\beta_0 = \mathsf{CastVote}(\tau_0, C_0)$ and $\beta'_1 = \mathsf{CastVoteDummy}(\tau'_1, 0)$
9: $\beta_1 = \mathsf{CastVote}(\tau_1, C_1)$ and $\beta'_0 = \mathsf{CastVoteDummy}(\tau'_0, 0)$
10: If Valid(PBB$_0, \beta_0, \beta'_0) = \bot$ or
11: Valid(PBB$_b, \beta'_1 - b) = \bot$ return $\bot$
12: Else PBB$_0 \leftarrow$ PBB$_0 || \beta_0 || \beta'_1$ and
13: PBB$_1 \leftarrow$ PBB$_1 || \beta_1 || \beta'_0$
14: $\mathsf{O}_{\text{register}}(i)$:
15: Let $\tau \leftarrow \mathsf{Register}(i)$
16: return $\tau$
17: $\mathsf{O}_{\text{cast}}(\tau, C)$:
18: If Valid(PBB$_0, \beta) = \bot$ or
19: Valid(PBB$_1, \beta) = \bot$ return $\bot$
20: Else PBB$_0 \leftarrow$ PBB$_0 || \beta$ and
21: PBB$_1 \leftarrow$ PBB$_1 || \beta$
22: $\mathsf{O}_{\text{board}}()$
23: return PBB$_b$
24: $\mathsf{O}_{\text{tally}}()$
25: Let $(z, \Pi_0) \leftarrow \mathsf{Tally}(\text{PBB}_0, sk_{\mathcal{T}T})$
26: $\Pi_1 = \mathsf{SimTally}(\text{PBB}_1, z)$
27: return $(z, \Pi_1)$
Again, as in the ballot privacy game, the result is always computed from the same bulletin board, to avoid leakage of information given by the result. To this end, the game simulates the tally and proofs of correctness in case the game is using PBB. We stress that this game models the 1009 attack only when the voter decides to escape coercion. The vote-selling where the voter decides to submit to the adversary and prove that it did not resubmit is not hereby modelled. At the end of the game, the adversary needs to output a guess, $b'$. If it guesses correctly with non-negligible probability, it wins the game. We formally define $\text{Exp}_{\text{coer}}^b(e, E, C)$ in Algorithm 4.

**Definition 4.** Consider a voting scheme $V = (\text{Setup}, \text{Register}, \text{CastVote}, \text{VoteVerify}, \text{Valid}, \text{Tally}, \text{Verify})$. We say the scheme has strict coercion resistance if there exists algorithm $\text{SimTally}$ such that for all probabilistic polynomial time adversaries $A$

$$\Pr \left[ \text{Exp}_{\text{coer}}^b(e, E, C) = 1 \right] - \Pr \left[ \text{Exp}_{\text{coer}}^1(e, E, C) = 1 \right]$$

**Theorem 4.** NetVote has strict coercion resistance under the DDH assumption in the random oracle model.

**Proof.** As in the proof of Theorem 1, we construct our $\text{SimTally}$ algorithm by leveraging the zero-knowledge property of the zero-knowledge proofs used in the tally. Namely, $\text{SimTally}$ simulates the proofs of shuffle, decryption, greater than, and finally, the proof of decryption of the added votes (Procedures 5 and 6).

We follow a similar proof than that presented by Lueks et al., which proceeds by a series of games, replacing all the ballots that depend on the bit $b$. If all steps used throughout the replacement of these ballots are indistinguishable, strict coercion resistance follows.

**Game $G_1$:** This game is defined as $\text{Exp}_{\text{coer}}^b(e, E, C)$ of Algorithm 4. Note that we differ from the proof of ballot privacy in that we do not start with a fixed value of $b$.

**Game $G_2$:** Later, we are going to replace all votes by random votes. To this end, in this game, we compute the result taking the decrypted ballots of PBB. Consider the stripped ballots of Step 3 of Procedure 5, $(\text{EncCounter}, V, w')$. It computes the tally of these ballots, $\text{Tally}((\text{EncCounter}, V, w')_{i=1}^{n_l})$, where $n_l$ is the total number of votes cast. It does so by first decrypting $\text{EncCounter}, V, w'$ using $sk_{TS}, sk_T$ and $sk_{TS}$ respectively. Now, it proceeds by computing the final result by taking the last vote cast per $V Id_i$. Note that, as the result is always taken from PBB and the game does not publish these decrypted values, game $G_2$ is indistinguishable from game $G_1$.

**Game $G_3$:** Same as the previous game, but now all zero-knowledge proofs, regardless of $b$, are replaced by simulations. This is, the proof of shuffle, $\Pi_{\text{sh}}$, of all votes (including the dummies), the proof of correct decryption, $\Pi_{\text{de}}$, of each identifier, $V Id_i$, the greater than proofs used to filter all but the last vote, $\Pi_{GT,i}$, and finally, the proof of decryption of the final result, $\Pi_{\text{de}}$.

Due to the zero-knowledge property, we can use the random oracle to simulate this step, making the difference between game $G_2$ and $G_3$ indistinguishable.

Our goal now is to exchange all identifying ciphertexts (mainly $w'$, EncCounter, and the corresponding values after the shuffle) by random ciphertexts. Note that the proofs are simulated, and the result (filter and tally) is calculated from the decrypted votes of game $G_2$, so the decryption, shuffle, and tally are now independent of the actual values of the encrypted votes.

**Game $G_4$:** We define $G_4$ the same as $G_3$ with the exception that we exchange all ciphertexts $w'$ in the certificates by random ciphertexts. Note that due to the changes of $G_2$, the result is correctly calculated from the votes initially in PBB and hence this does not affect the filtering stage. A hybrid argument reduces the indistinguishability of games $G_4$ and $G_3$ to the CPA security of ElGamal encryption. Note that this reduction is possible as we no longer need to decrypt the ciphertexts in the tallying.
**Game $G_5$:** We follow by replacing all votes cast by $\text{VoteDR}()$ by zero votes. Again, following the lines of the ballot privacy proof, the indistinguishability of this step is reduced to the NM-CPA security of ElGamal.

**Game $G_6$:** To ensure that the filter does not leak information to the coercer, we also replace all ciphertexts generated thereafter. We replace the encryption of the counters, $\text{EncCounter}$, by random ciphertexts. We do the same with all ciphertexts that exit the shuffle. Namely, we replace the shuffled encrypted counters, encrypted votes and encrypted $VIds$. This exchange is possible as we do not need to decrypt the ciphertexts (as of game $G_2$). Moreover, the indistinguishability of this step follows from the simulation of the zero-knowledge proofs (of game $G_3$) and the NM-CPA security of the encryption scheme.

The resulting game is clearly independent of $b$. Due to indistinguishable changes that we made to achieve this last game, we conclude that game $G_1$, and therefore $\text{Exp}_{A,Y}^{\text{coer},b}(c,E,C)$, are independent of the game bit $b$, and hence strict coercion resistance follows. \(\square\)

### 7. Discussion on the Assumptions of Fake Credentials vs. Re-Voting

Coercion in remote elections is a hard problem that requires strong assumptions regarding the adversary and the user interaction with the election. As presented in Section 2, current solutions mitigate coercion either by the use of fake credentials, or by allowing voters to re-vote. In this section we give an intuition of the motivation of choosing the latter. We do not analyse specific constructions, but rather study the intrinsic limitations of each approach.

For the fake credentials the assumptions are the following:

1. User needs inalienable means of authentication.
2. User needs to lie convincingly while being coerced.
3. User needs to store cryptographic material securely and privately.
4. Coercer needs to be absent during the registration and at some point during the election.

In the case of the re-voting elections, the assumptions are as follows:

1. User needs inalienable means of authentication.
2. Coercer needs to be absent at the end of the election.

Current work has failed to present a solution to remove the assumption on inalienable means of authentication, and it seems that it is an intrinsic problem to remote voting. A voter, either to register or to cast a vote, will need to authenticate itself to prove that it is an eligible voter. If these authentication means can be removed by an adversary, then coercion is inevitable.

In our opinion, fake credential schemes seem to have stronger assumptions. Lying convincingly to an adversary while voting can be a challenge to some. However, this is not the only limitation. It is clear from how much money it has been lost in the cryptocurrency world (because of losing keys) that storing cryptographic credentials securely and privately is not obvious [51]. Moreover, having to store the cryptographic material in a device opens attack vectors for a coercer to impede re-voting, simply by removing the device where these keys are stored. Last but not least, a study by Neto et al. [52] concluded that more than 90% of the participants did not understand the concept of casting fake votes, and were uncomfortable with the fact of not being able to distinguish between real or fake votes at the time of casting. This study puts the usability of fake credential systems for the common public under question.

Finally, we argue on the difference of the strength of the assumptions regarding the absence of the adversary. Both approaches require that the coercer is absent during a fixed period. In the re-voting setting the coercer must not allow to cast a vote to the coerced voter at the end of the election. As long as the voter is left alone enough time to cast a vote (say 5 min), the voter will be able to escape coercion. In the other case, the coercer needs to be absent during registration and some time during the election.
In general, a registration process can happen across several hours or days (in Spain it is 24 days for citizens living abroad [53]).

Hence, in the ‘registration-scenario’ it would not suffice for the adversary to be absent for five minutes. Clearly, both limitations allow an adversary to successfully perform a targeted attack. However, this intuitively shows that producing a large scale coercion attack in a time frame of 5 min is harder than performing one during the registration phase. This motivates our choice of a re-voting scenario rather than fake credentials.

8. Conclusions and Future Work

The core requirement of elections has not changed since it was introduced by the Greeks: there must be proof of the final result. Whether it was putting pebbles in an urn, using marked paper in a ballot box or using cryptography to prove the results. While the transparency of the counting (and the possibility to repeat it to consolidate the results) is unarguable, the guarantee of some other properties, such as coercion-resistance, ballot secrecy or voter eligibility, has not always received the same importance. Technology now offers us the possibility of doing the tally in a provable and reproducible way, but producing a scheme with the required properties that does not use paper at all, and that is usable, is something that is still under research. It is clear that the migration from standard voting to electronic voting will have to consider trade-off’s, at least in the point of time we are now, so the problem that has to be solved in the present is which trade-off’s are to be done in which situations. For instance, presence voting can highly be improved by hybrid schemes, where trust is removed, and a dual system using paper and cryptography improves the verifiability and election experience. For the case of remote elections, it depends on requirements, as if a presence registration process is to be considered, high levels of eligibility verification and coercion-resistance can be reached. However, for the case where the whole process is to be done remotely, we have seen how proposals allow a voter to mitigate coercion and guarantee ballot secrecy by sacrificing the usability and implementability of the scheme.

We have presented a protocol that stands in between. The requirements for deployment are low, the usability is very high and we offer verifiability, ballot secrecy, practical everlasting privacy, and strict coercion-resistance. The complexity is also improved in comparison to existing schemes, and allows an organisation to employ remote voting elections in a secure, deployable and verifiable manner without the requirement of voters having cryptographic keys.

Our current lines of investigation are directed towards diminishing the trust assumptions of our model, and we are studying what are the reaches of our scheme if we assume the existence of voter cryptographic keys. Moreover, future work will study the exact probability of success of vote buying under these circumstances, and try to prove coercion resistance under stronger existing definitions. An evaluation study will proceed, with an implementation of the system, to study the execution times and resources required for a large scale election, and a user study to present usability results.
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Abbreviations

The following abbreviations are used in this manuscript:

- DDH: Decisional Diffie–Hellman
- CPA: Chosen Plaintext Attack
- NM-CPA: Non-Malleability under Chosen Plaintext Attack
- V: Voters
- T: Trustees
- CA: Certificate Authority
- VS: Voting Server
- TS: Tallying Server
- PBB: Public Bulletin Board
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