Abstract—Airdrop is a crucial concept in tokenomics. Startups of decentralized applications (DApps) reward early supporters by airdropping newly issued tokens up to a certain amount as a free giveaway. This naturally induces greedy hackers, called Sybils, to create multiple accounts for more shares. Most airdrops have prerequisites for qualification, in which utilizing these DApps is unsurprisingly the principal. One particular characteristic of DApps is to implement users’ interactions with them in the form of token transfer transactions or smart contract calling transactions on public blockchains. We argue that these individual transactions could reveal underlying signatures of their sending accounts. Specifically, accounts controlled by the same Sybil may exhibit some common behaviors.

A careful analysis of Sybil’s behaviors shows that accounts controlled by the same Sybil may produce similar DApp activities and regular token transfer patterns. We model the transactions as graphs by representing accounts as vertices and transactions as edges. When multiple accounts receive tokens from the same Sybil to conduct interactions with DApps, we inspect the graphs for these activities and patterns to detect suspicious accounts. We demonstrate the effectiveness of the proposed method in a recent airdrop by presenting the suspicious accounts controlled by Sybils. All the detected accounts exhibit similar interaction activities and regular transfer patterns.

1. Introduction

Tokenomics is a crucial factor in the success of decentralized applications (DApps) or projects [1]. It is a portmanteau of “token” and “economics”, which refer to all aspects of tokens issued by decentralized applications or projects, from the token’s supply to its allocation, from the token’s incentive design to its utility. One significant part of tokenomics is the initial coin offering (ICO) [2], which could raise capital for projects through selling digital assets, newly issued crypto tokens typically.

However, part of the native tokens in an ICO could be a free giveaway to early supporters or potential users. This is called airdrops. There are two reasons why airdrops give out crypto tokens for free [3], [4]. On the one hand, crypto airdrops are a market promotion strategy for startups and new projects. Through airdrops, startups try to gain public awareness and emerge victorious from the crowded market with thousands of crypto tokens. Token holders and users could boost the building of a community for the project, eventually bringing a positive influence on token demand. On the other hand, with the increasing regulation and enforcement against ICOs, more startups skip the public sale of an ICO altogether and use airdrops as a distribution mechanism to avoid regulatory scrutiny.

With the opportunity to obtain newly issued tokens for nearly free, it is unsurprising that a considerable number of greedy hackers, called Sybils, are allured to lurk in almost all DApp projects with potential airdrops. Sybils exist everywhere in the crypto field [5], [6]. For example, one can take over a peer-to-peer network by managing many nodes or computers. Airdrop in tokenomics does not necessarily mean sending gift tokens to more users is better. The token supply on the liquidity market directly influences the token’s value, so this is a subtle trade-off for DApp startups. DApp teams often set up rules for airdrop qualification, and among the prevalent prerequisites, utilizing these DApps is known to be a must.

It is known by Sybils too. To seize bigger profits from more tokens, A Sybil often creates multiple accounts, operates each account to utilize dedicated DApps, and expects airdrop qualifications of all the accounts. It seems that Sybils increase the popularity of DApps by bringing more activities, but these activities are from factitious users whose presence degenerates normal users’ rewards. Therefore, detecting the suspicious accounts controlled by Sybiles is a crucial task in airdrops.

When a Sybil creates multiple accounts, a computer problem called bot is usually employed to manage these accounts and their interactions with DApps. One characteristic of DApps that separates them from traditional applications is to implement users’ interactions with them in the form of token transfer transactions or smart contract calling transactions on public blockchains. We argue that these individual transactions could reveal underlying signatures of their sending accounts. Specifically, accounts controlled by the same Sybil may exhibit some common behaviors.

Sybil detection is to find accounts possibly controlled by Sybils. In the following of this paper, we explore solutions by qualifying and identifying these common behaviors.
• We carefully analyze Sybil’s behaviors along with a DApp project recently airdropped, Hop Protocol. We formulate Sybil’s attack model and inspect Sybil’s activities in the form of transactions. This leads us to the result that accounts controlled by the same Sybil exhibit similarities and regularities in transactions when interacting with DApps. (Section 4).

• We design a new representation of DApp activity sequences produced by DApp interactions and employ a popular clustering algorithm to discover cohesive groups. We model the token transfer transactions as graphs by representing accounts as nodes and transactions as edges and propose algorithms for searching both sequential and radial patterns. (Section 4).

• We demonstrate the effectiveness of the proposed framework in a recent airdrop event by presenting and analyzing the suspicious accounts controlled by Sybils. All the detected accounts exhibit similar activities and regular token transfer patterns. (Section 4).

Besides, we discuss some limitations and interesting issues in the proposed framework, as well as its possible improvements and extensions as future work of our study. (Section 5).

2. Background

This section introduces the background knowledge of the study in this paper, including blockchains, decentralized applications, and token economics. Interested readers could refer to recent surveys and books, such as [7]–[10], for a comprehensive overview and details.

2.1. Blockchain and Transactions

Since Satoshi Nakamoto’s breakthrough in cryptocurrency in 2008 [11], Bitcoin’s underlying infrastructure, blockchain, has attracted significant attention from both industries and academics. Blockchain is a distributed ledger designed to maintain a record of transactions in a decentralized manner without the help of a centralized institution. Here, transactions in the form of signed structure texts are state-changing instructions indicating the transfer of some funds or tokens from one account to another. A blockchain account has a unique identifier, denoted as an address so that tokens can be sent and received, similar to a bank account’s account number. Every address is unique and, in fact, a hashed version of the public key in an asymmetric cryptography system [12]. It has 26 to 40 alphanumeric characters. In the following of this paper, we may use “account” and “address” interchangeably when there is no obvious ambiguity.

In order to embrace the fidelity and security of the distributed ledger without the trusted central party, a blockchain organizes its transactions by employing a fundamental structure, blocks. Each block comprises a series of transactions. These blocks are coupled by computing the cryptographic hash of several inputs, such as protocol version, previous block hash, Merkle root hash of all transactions in the block, timestamp, and nonce. It is worth noting that various blockchains have slight differences in calculating the block hash. Blockchain exemplifies a distributed computing system with high Byzantine fault tolerance [13]. Typically, a peer-to-peer network is responsible for managing the distributed ledger based on well-designed protocols. Nodes in the network receive newly broadcasted transactions, validate new transaction blocks, and obtain rewards in return.

2.2. Decentralized Applications and Smart Contracts

With the continuously growing popularity of blockchain technology, decentralized applications are fruitful in decentralized finance due to their trustless and transparent nature. Nowadays, DApps are associated with more areas such as games, gambling, storage, governance, identity, media, social, security, energy, insurance, health, and many others. Developers have different opinions on what precisely a DApp is [14], [15]. Many new models have emerged. However, the consensus is that DApp can operate autonomously and run on a decentralized computing infrastructure such as blockchains. Here, decentralized means no node instructs any other node on what to do.

The cornerstones of DApps are smart contracts in advanced blockchains, which provide the ability to execute computer programs [16]. The objective of smart contracts is to enforce the agreements between untrusted parties. The bitcoin protocol is a weak version of the smart contract concept. Other recent blockchains, such as Ethereum and Solana, propose Turing-complete versions based on the Solidity or the Rust programming language. Smart contracts are deployed on the chain and could be triggered by user-submitting transactions with executing parameters. Smart contracts enforce the execution of the functions via codes, which are trackable and irreversible if the execution succeeds.

2.3. Tokenomics and Airdrops

Tokenomics is a significant factor in the success of DApp projects. Tokenomics refer to all economic aspects of tokens issued by DApp projects, from token’s supply to allocation, from token’s incentive design to utility. For instance, the token incentive is a powerful new tool for bootstrapping the business in the early stage. When investors inspect the intricate value of an attractive project, an ingenious design of incentive mechanism could attract new investments to these tokens, resulting in boosted token value.

Founders of successful DApps design tokenomics in their projects very carefully. One key part among them is
the initial coin offering (ICO) [17], which could raise capital through selling digital assets, i.e., newly issued crypto tokens. ICO funding activities are escalating since 2017, and the largest ICO raised a record-breaking $4.1 billion [18]. ICO is similar to initial public offering (IPO) in the real-world financial market. However, the difference is that ICO investors do not own an equity state of the company behind the DApp. Sometimes token issues tend to exploit the regulatory loopholes due to the opacity, resulting in significant risks to the investors [19].

However, part of the tokens in an ICO could be a free giveaway to DApp’s early supporters or potential users. This operation is called airdrop. There are two major reasons why DApp teams are willing to airdrops give out crypto tokens for free. On the one hand, token airdrops are a market promotion strategy for new DApps projects and startups. Startups try to gain public awareness and emerge victorious from the crowded market with thousands of crypto tokens through airdrops. Token users and holders could elevate the DApp communities to an upper level, which eventually brings a positive influence on token demand. On the other hand, regulation and enforcement against ICOs are increasing. More and more startups skip the public sale of ICOs altogether and instead use airdrops as a distribution mechanism to avoid regulatory scrutiny. The first cryptocurrency airdrop, AuroraCoin [2], can be traced back to 2014, while now airdrops are almost a standard routine for DApp startups.

3. Sybil’s Behaviors

We focus on detecting Sybils in airdrops. Sybils in airdrops expect to receive more airdrop tokens by creating and controlling multiple accounts. Unlike other similar yet different problems such as bot detection in social networks introduced in the related work (Section 7), there is no systematic research on Sybil detection in airdrops, not to mention the lack of corresponding labeled data.

In the following, we will investigate in detail Sybil’s behaviors in conjunction with two decentralized finance (Defi) applications, Uniswap and Hop protocol, to provide a solid foundation for Sybil detection. Hop protocol recently finished its airdrop.

3.1. DApp System Model

DApps deploy smart contracts on public blockchains and provide Web or mobile clients with graphical user interfaces (GUI) for Dapp users. It is rare for normal DApp users to interact with these smart contracts directly by code. One particular feature of DApps is that DApps stores the users’ states and interactions in the form of transactions on blockchains.

Take the most popular decentralized finance (Defi) protocol, Uniswap [3] as an example. Uniswap allows users to swap a particular kind of crypto token for another kind of token by using the corresponding DApp [4] as presented in Fig. 1.

The swapping process is based on a set of smart contracts deployed on blockchains, such as Ethereum. One key smart contract among them is the one of automatic market maker (AMM). AMMs allow digital assets to be traded without permission and automatically by using liquidity pools (LP) instead of a traditional market of buyers and sellers. From the blockchain point of view, users’ swaps are transactions between users’ accounts and the smart contracts of liquidity pools. In Fig. 1 a user wants to swap 0.01 ETH to UNI on Ethereum. Fig. 2 shows the transaction corresponding to the swap. The transaction shows an interaction between address 0xb75175 and the smart contract 0x68b346. Smart contract 0x68b346 is the swap route contract, and the LP contract is located at 0xe9961. These transactions record the changes in users’ state, i.e., token transfers, and are a proper representation of users’ interactions with DApps.

DApps are flourishing. Other DApps in games, media, social, and many others might be more complex and include both decentralized and centralized parts. However, interactions with these DApps, which change users’ states, are always traced back to the transactions on blockchains. This makes it possible to analyze Sybil’s behaviors in these DApps by studying the details of corresponding transactions.

2. https://www.ibf.is/
3. https://uniswap.org/
4. https://app.uniswap.org/
5. For simplicity, addresses are donated by their first eight characters.
3.2. Sybil’s Attack Model

Airdrops can be pre-announced or be a surprise for early DApp adopters. DApp projects often set up prerequisites for airdrop qualification, such that users need to complete some basic activities within DApps before being qualified for an airdrop. Sybils tend to create multiple accounts and manipulate each account’s activities for airdrop qualification, aiming at obtaining more issued tokens. This breaks the original intention of airdrops in tokenomics. Some DApps require users to join their discord community, follow the official Twitter account, or even retweet their promotion tweets. Integrating multi-source information from social networks to detect Sybils is not the focus of this paper, but it could be an exciting topic for future work.

When Sybils control multiple accounts and use them to interact with the targeted DApp, the activities of these accounts are not much different from the ones of the ordinary user account. Each account usually triggers a few functions provided by the DApp. Suppose the targeted DApp is Uniswap, then an interaction could be swapping some tokens or providing liquidities. However, a Sybil manipulates many accounts while an ordinary user usually has only a few accounts. In order to control multiple accounts, a Sybil generally employs a specifically designed computer program, called bot, to execute the interactions from these accounts automatically. Of course, there are also diligent Sybils who conduct interactions by hand. In this case, we consider them to be manual bots, and the following analysis still holds. In the following of this paper, we may refer to these accounts as Sybil’s accounts or bot’s accounts.

3.3. The Analysis of Sybil’s Behaviors

In the following, we will investigate in detail Sybil’s behaviors in conjunction with a Defi application, Hop Protocol. Hop Protocol is a scalable rollup-to-rollup general bridge that allows users to send tokens from one rollup or sidechain to another almost immediately without having to wait for the network’s challenge period. There are several functionalities provided by Hop Protocol, such as "send", "add liquidity", "convert", and "stake". Defi application users can easily understand these functionalities, while interested readers unfamiliar with Defi could refer to Hop Protocol’s documentation for the concrete meanings of these functionalities. It is worth noting that the following analysis of Sybil’s behaviors is independent of the DApp’s domains and the concrete meanings of DApp’s functionalities.

Sybil detection is to find the accounts controlled by the same Sybil or bot. Recall that transactions on blockchains record these interactions, and transactions in the form of singed structure texts are state-changing instructions indicating the transfer of some funds or tokens from one account to another. We argue that it is possible to infer bot’s accounts from patterns of the transactions generated from the activities within their DApp’s interactions.

When a bot triggers activities with DApps from a controlled account, it is indeed that the account interacts with the smart contracts deployed by the DApp. The corresponding transactions from the address are submitted to nodes of a blockchain network and will be included in a block. Fig. already shows an example.

We focus on two facets of the transaction details. One is the field of transaction receipt event logs, shown in Fig. These event logs reveal what kind of activities the account triggers in the DApp. The red boxes in Fig. show three event logs emitted by the smart contract: 1) a token transfer occurs; 2) reserves of liquidity pool are updated; 3) tokens are swapped. Then this transaction indicates the token swap activity of the account. When a Sybil employs a bot, a computer program to automate these interactions, the accounts controlled by the same bot may have similar activities on a DApp. The assumption holds that even if a diligent Sybil is a manual bot and conducts all the activities by hand because conducting similar activities saves human efforts, as demonstrated in the experimental results.

The other is the field called transaction fee. For a transaction to be included in a block in a blockchain, the account submitting the transaction must have enough funds to pay miners and states gas fees as compensation. If the account interacts with a smart contract, the total amount of gas fees is calculated based on the execution instructions in the code. It is often the case that gas fees are paid with the native token of the blockchain, e.g., Ether (ETH) on Ethereum. One may already notice the field tokens transferred in Fig. Some interactions between accounts and DApps involve token transfers, such as "swap" in Uniswap or "Send" in Hop protocol, so it is imperative for accounts to have some initial funds for these interactions, as well as gas fees.

With the above observation, we propose to study Sybil’s behaviors, specifically their account activities, by exploring the above activity and transaction patterns.

1) DApp activities: If lots of accounts interact with a DApp, is it possible to qualify the patterns of similar activities in the transaction details from accounts potentially controlled by the same bot?
2) Token transfers: Bot’s accounts need initial funds for paying gas fees and interacting with DApps, meaning these accounts must receive the funds from somewhere. Are there any distinctive patterns of the token transfer transactions to these accounts?

3.4. DApp Activities

Different DApps could have various activities in users’ interactions. Nevertheless, almost all these interactions involve the transfers of particular tokens, which can be obtained from the corresponding transaction event logs. For instance, a bot controls multiple accounts to interact with Hop Protocol. The provided functionalities include "send", "add liquidity", "convert" and "stake". When an account triggers these functions to interact with Hop Protocol, all these activities involve token transfers to smart contracts on Ethereum or the layer 2 blockchains.

6. https://hop.exchange/
Let $B$ denote an activity triggered by an account on a DApp, then $B$ is a triplet, $B = (t, a, p)$, where $t$ is the timestamp when the activity happens, $a$ is the activity type which indicates the functionalities in the DApp, and $p$ is the parameter set such as the number of tokens transferred or other input data to smart contracts. Then all activities from account $c$ on a DApp could be represented by a sequence of these activities, $B_c = B_1, B_2, ..., B_k$. In this paper, we only consider the activity type $a$ and the parameter set $p$ when qualifying the similarity between interaction sequences.

**Definition 1. Similar sequences.** Two activities $B_i$ and $B_j$ are similar, if $a_i = a_j$ and $p_i \approx p_j$, where $a_i, p_i \in B_i$ and $a_j, p_j \in B_j$. Two activity sequences $B_m$ and $B_n$ are similar, if there are many activity subsequences in $B_m$ are similar to activity subsequences in $B_n$.

Note that activities in subsequences are not necessary to be consecutive in $B_m$ or $B_n$.

### 3.5. Token Transfers

As mentioned, Sybil’s accounts have similar activity sequences, but to say accounts are controlled by a Sybil purely based on their similar activity sequences is arbitrary. There are coincidences. Many users might refer to the same online tutorial of a DApp. In this case, they may have similar account activity sequences. We need enhancement.

When a bot manipulates accounts to interact with smart contracts of DApps, these accounts should have funds for interacting or paying the gas fees of transactions. Tokens held by accounts cannot fall from the sky. Since bots control these accounts, they do not hold tokens for an extended period due to security reasons. Usually, bots manage to send tokens to these addresses before manipulating them and collect left tokens after all the interactions are finished. There are two fundamental and regular token transfer patterns.

- **Sequential pattern**: A bot sends some tokens from one treasury account to the first account. Then these tokens are transferred from the last account receiving the tokens to the next address under the bot’s control, as shown in the dotted box in Fig. 4.

- **Radial pattern**: A bot sends some tokens from one treasure account to all the accounts under its control directly, as shown in the dotted box in Fig. 5. Note that these transfers are unnecessary to happen at the same time.

It is not difficult to see that these two fundamental token transfer patterns could be combined to generate more complex patterns. According the order of the fundamental patterns, Fig. 6 and Fig. 7 show two possible combinations. The pattern in Fig. 6 is radial first, sequential later. The bot sends some tokens from one treasury account to a set of accounts first, and each account in the set then sends tokens to other accounts. The pattern in Fig. 7 is sequential first, radial later. Each account in the sequential pattern...
receives tokens from the bot’s treasury first and then sends the received tokens to multiple accounts radially.

Although there could be more complex token transfer patterns by adding more fundamental patterns, capturing only the fundamental patterns is adequate because they already show relationships between these accounts. We present an example of complex patterns in the experimental evaluation (Section 5).

3.6. Sybil’s Behavior Model

We introduce two typical Sybil’s behavior models corresponding to the above two fundamental token transfer patterns, as shown in Fig. 4 and Fig. 5. The right parts out of the box in Fig. 4 and Fig. 5 indicate similar activities triggered by the bot’s accounts. In Fig. 4 when a bot uses the sequential pattern, the bot sends tokens from one treasury to the first account. The bot then triggers the first account to conduct some interactions with a certain DApp. After finishing all the interactions, left tokens are transferred from the first account to the next account, and the subsequent account continues the process in the same way.

In Fig. 5, when a bot uses the radial pattern, it sends tokens from one treasury to all the addresses under its control, then triggers each account to conduct some interactions with a certain DApp. In both cases, the left tokens are usually transferred back to the treasury after finishing all interactions, but this is optional. Some Sybils will leave these tokens in these accounts to pretend they are ordinary users.

4. Detecting Sybil’s Accounts

This section introduces the proposed framework for detecting Sybil’s accounts. Based on Sybil’s behavior analysis in Section 3, the bot’s controlled accounts have similar activity sequences and regular token transfer patterns. So detecting Sybil’s accounts is discovering groups of cohesive sequences and regular patterns among accounts in the groups.

4.1. Finding Similar DApp Activities

Let us first discuss how to find similar DApp activity sequences. Recall that activity sequence $B_c = B_1, B_2, \ldots, B_k$ represents all activities from account $c$ on a DApp. The similarity between two activity sequences $B_m$ and $B_n$ is defined in Definition 1. However, Definition 1 only states the requirements of the sequence similarity without indicating how to qualify it. It is necessary to qualify the activity sequence similarity before putting them into cohesive groups.

It is easy to tell that two activity sequences $B_m$ and $B_n$ are similar if $|B_m| = |B_n|$ and $B_i^m$ is similar to $B_i^n$ for $i = 1$ to $|B_m|$. Nevertheless, Sybils are smart. The bots tend to add some noise by triggering a random function during the interactions to make the activity sequences like sequences from ordinary users. However, bots cannot randomly trigger activities because if the activities are in totally random order and involve token transfers, it is complicated to track the trace of the tokens for both computer programs and manual bots. Definition 1 is based on this observation.

Now the problem is to qualify the similarity between activity sequences, which have various lengths. These sequences have many similar activities, and the temporal orders of these similar activities are nearly the same. There are several choices of similarity measures to qualify the
sequence similarities [20]. Commonly used measures include cosine distance, hamming distance, Levenshtein distance, longest common subsequences, and many others. Either these measures cannot handle the activity noises in sequences, or they cannot consider the temporal order of similar activities. In this paper, we propose to employ the Jaccard similarity coefficient by representing activity sequences as activity pairs.

Given an activity sequence $B$, we extract all activity pairs from this sequence and represent it by the set of activity pairs. Each activity pair maintains the temporal order of the two activities on sequences. For example, if $B = B_1, B_2, B_3, B_4$, the corresponding activity pair set is $\text{Pairs}(B) = \{(B_1, B_2), (B_1, B_3), (B_1, B_4), (B_2, B_3), (B_2, B_4), (B_3, B_4)\}$. Then a suitable measure to qualify the sequence similarity is the Jaccard similarity coefficient, which is

$$\text{SeqSim}(B_m, B_n) = \frac{|\text{Pairs}(B_m) \cap \text{Pairs}(B_n)|}{|\text{Pairs}(B_m) \cup \text{Pairs}(B_n)|}$$  \hspace{1cm} (1)

With the properly defined activity sequence similarity, it is easy to see that we can apply popular cluster algorithms to find cohesive sequence clusters. DBSCAN [21] is selected in this paper, which is a density-based clustering non-parametric algorithm. DBSCAN does not require to specify the number of clusters and can find clusters of arbitrary shapes.

4.2. Searching Token Transfer Patterns

This section will introduce the approach to discovering token transfer patterns among accounts with similar activity sequences in a cluster.

Preprocessing and Transaction Graph

Bots control accounts with similar activity sequences. These accounts need initial funds for paying gas fees and conducting interactions. As analyzed in Section 3.3, identifying the token transfer patterns among these accounts can enhance the conclusion that they are Sybil’s accounts. We propose to search token transfer patterns on the graph constructed from transactions of token transfers.

A snapshot records the contents of the entire decentralized ledges of blockchains, including all existing addresses and their associated data such as transactions, fees, balance, and metadata. When a DApp prepares for an airdrop, its development team will take a snapshot from the time when the DApp is online to a specific point in time before the airdrop events. The qualified addresses for airdrop are selected from the addresses in the snapshot based on pre-defined qualifications.

For instance, before the airdrop of Hop Protocol, its development team records a snapshot of Ethereum and its four layer 2 blockchains. There are two types of addresses on these blockchains, EOA and smart contract addresses. Since we focus on token transfer patterns on bot’s addresses, all transactions involving smart contract addresses are removed. Besides EOA addresses belonging to centralized exchanges, addresses in the pre-defined whitelists are also removed.

For each blockchain in the snapshot, we construct a directed transaction graph based on all the transactions filtered by prepossessing A vertex $u$ on graphs represents an address, and there is a directed edge from $u$ to $v$ if there are token transfer transactions from $u$ to $v$ in the snapshot. Let $G$ denote either one of these graphs.

Searching Sequential Patterns

Now we discuss searching sequential patterns given accounts in a cluster with similar activity sequences. The key task is to find a path on $G$ that can pass through all the vertices corresponding to these accounts. There are two observations: 1) it is unnecessary to be a simple path since finding simple paths can significantly increase the computation complexity; 2) the path should contain as few vertices which are not in the cluster as possible.

We only consider finding paths on a subgraph $G$ of $G$. Let $V(G)$ and $E(G)$ represent the vertex set and the edge set of $G$, respectively. $V(G)$ is the vertex set containing all the vertices in the clusters and their 2-hop neighbors on $G$. For $u, v \in V(G)$, if $(u, v) \in E(G)$, $V(G)$, and vice versa. Suppose $C \subseteq G'$ is a clique, then there is a corresponding path $\pi \subseteq G$, and $V(C) = V(\pi)$.

Sketch of proof:

We prove Theorem 1 by contradiction. Given a vertex set $U$, suppose there is no path on $G'$ that can contain all vertex $u \in U$, then we will prove that vertices in $U$ cannot form a clique on $G'$.

Since there is no path on $G$ that passes through all vertices in $U$, without loss of generality, let us suppose there is a path $\pi$ which contains partial vertices in $U$, and at least one vertex $u \in U$ is not on path $\pi$. Now let us prove $U$ cannot form a clique on $\pi$. There are two cases: 1) at least one vertex $v \in V(\pi)$ cannot reach $u$ on $G$, and vice versa; 2) all vertices in $V(\pi)$ can reach $u$ on $G$, and vice versa.

The proof of the first case is obvious. Since $u$ and $v$ cannot reach each other, there is no edge $(u, v)$ in $E(G')$, $V(\pi)$ cannot form a clique on $G'$.

The proof of the second case is a little bit complicated. Each vertex $v \in V(\pi)$ reaches $u$ or $u$ reaches $v$. Let $s$ and $t$ be the first and the last vertex of $\pi$, respectively. It is obvious that $u$ cannot reach $s$ and $t$ cannot reach $u$. Otherwise, $u$ and $\pi$ can be concatenated to form a new path, which contradicts there is no path on $G$ that passes through all vertices in $U$.

Then in this case, $s$ reaches $u$ and $u$ reaches $t$. For each vertex $w$ between $s$ and $t$, either $w$ reaches $u$ or vice versa. Then there must have two consecutive vertex $x$ and $y$ where $x$ reaches $u$ and $u$ reaches $y$, or $u$ reaches $x$ and $y$ reaches $u$. We can form a new path by inserting vertex $u$ into $\pi$ between $x$ and $y$. This contradicts there is no path on $G$ which passes through all vertices in $U$. $\Box$
The algorithm for searching sequential patterns is presented in Algorithm 1. \( U \) is the vertex set of the given clusters. The graph \( G \) contains vertices in a given cluster, and its 2-hop neighbors are constructed at line 1, and the corresponding reachability graph \( G' \) is built at line 2. In each loop from line 4 to line 12, the algorithm tries to find a clique that contains the most vertices in \( U \), remove the covered vertices from \( U \), and store the sequential patterns. This loop ends when there is no clique that contains more than two vertices in \( U \).

**Searching Sequential Patterns**

The algorithm for searching sequential patterns is relatively easier than searching radial patterns. We use the same subgraph \( G \) in searching sequential patterns. Recall \( V(G) \) is the vertex set containing all the vertices in the clusters and their 2-hop neighbors on \( G \). For \( u, v \in V(G) \), if \( (u, v) \in E(G) \), \( (u, v) \in E(G) \). Then searching radial patterns is done by finding 1-hop and 2-hop common neighbors of vertices in the given cluster on \( G \).

The algorithm for searching radial patterns is presented in Algorithm 2. \( U \) is the vertex set of the given clusters. The graph \( G \) contains vertices in a given cluster, and its 2-hop neighbors are constructed at line 1, and the corresponding reachability graph \( G' \) is built at line 2. In each loop from line 4 to line 12, the algorithm tries to find the clique containing the most vertices in \( U \), remove vertices in \( U \), store the radial pattern which includes \( u \) and its reachable vertex set \( U_v \).

**Searching Radial Patterns**

In this section, we present the overall framework to detect Sybil’s accounts in Algorithm 3 by putting together everything in Section 4.1 and Section 4.2.

The Sybil-related transactions are extracted on line 1, and the transaction graph is constructed on line 2. There is no need to apply Algorithm 1 and Algorithm 2 on the whole graph, so we find all the connected components \( S \) in line 3. In each loop from line 4 to line 12, the algorithm builds activity sequences for every vertex and applies DBSCAN to find the clusters of cohesive activity sequences. Next, the algorithm searches two fundamental token transfer patterns by calling Algorithm 1 and Algorithm 2 and returns the results.

4.3. The Overall Framework

The Sybil-related transactions are extracted on line 1, and the transaction graph is constructed on line 2. There is no need to apply Algorithm 1 and Algorithm 2 on the whole graph, so we find all the connected components \( S \) in line 3. In each loop from line 4 to line 12, the algorithm builds activity sequences for every vertex and applies DBSCAN to find the clusters of cohesive activity sequences. Next, the algorithm searches two fundamental token transfer patterns by calling Algorithm 1 and Algorithm 2 and returns the results.

5. Experimental Evaluation

In this section, we evaluate the proposed framework based on real-world data set. As mentioned, Hop Protocol is a scalable rollup-to-rollup general token bridge. It allows users to send tokens from one rollup or sidechain to another almost immediately without having to wait for the network’s challenge period. In the Hop Protocol’s tokenomics, Hop Protocol’s tokens are allocated among Treasury, Hop team, investors, and airdrop. Recently, Hop finished its airdrop, and it airdropped 8% of its total token supply to early network participants. The prerequisites of airdrop qualification are a minimum of $1K transfer volume and at least two transactions.

Before Hop Protocol’s airdrop, the Hop team makes public all transactions in their snapshot, including the user’s
transactions on Ethereum and its four layer 2 blockchains and the users’ interactions with Hop Protocol. There are 43,058 initially eligible addresses, and the team themselves managed to identify 10,253 addresses as Sybil’s addresses by removing the isolated connected components on the transaction graph, which contain only a few addresses. Hop Protocol announced that they would provide rewards to those who could discover Sybil’s addresses in the snapshot.

### 5.1. Data Characteristics

Hop protocol supports Ethereum and its Layer 2 blockchains: Arbitrum, Optimism, Polygon, and Gnosis. Users can move their ERC20 tokens among these blockchains using Hop Protocol. Figs. 8 to 11 present some essential data characteristics of users and transactions on Hop Protocol.

Similar to the transaction graph in Section 4.2, we construct a large transaction graph to represent Hop users and their transactions by combining the transactions from all the five blockchains. There are more than 1,000 isolated connected components (groups) on this graph. In each connected component, according to the prerequisites of airdrop qualification, only partial accounts in each component are qualified. In Figs. 8 to 11, we removed the long tail of each figure where the number of eligible accounts is less than 4.

### 5.2. Clustering Results of DApp Activities

In this section, we present the clustering results of DApp activities. As mentioned, we construct a transaction graph for each blockchain in Hop Protocol. The parameters of DBSCAN, eps, and minPts are shown in Table 1, which is identified by grid search based on cluster quality. Table 1 also shows the clustering results, including the number of clusters, the number of noise points that are not included in clusters, and the cluster quality. The silhouette coefficient is a popular quality measure for clustering results.

Fig. 8 shows the account distribution sorted by the number of accounts. The dotted blue line is the total number of accounts in each component, and the orange bars indicate the number of eligible accounts in the airdrop.

Figs. 9 and 10 show the transaction distributions sorted by the number of accounts. The dotted blue line is still the total number of accounts in each component. The brown bars in Fig. 9 and the green bars in Fig. 10 indicate the number of native token transactions and ERC20 token transactions, respectively. Fig. 11 presents Hop Protocol related transaction distribution. The purple bars indicate the number of transactions on Hop Protocol in each component.

We found that considering only activity types is enough to qualify the similarity between activity sequences in the experimental evaluation. The following results are obtained by using the Jaccard similarity coefficient based on pairs of activity types only.

Fig. 8 shows the account distribution sorted by the number of accounts. The dotted blue line is the total number of accounts in each component, and the orange bars indicate the number of eligible accounts in the airdrop.

Figs. 9 and 10 show the transaction distributions sorted by the number of accounts. The dotted blue line is still the total number of accounts in each component. The brown bars in Fig. 9 and the green bars in Fig. 10 indicate the number of native token transactions and ERC20 token transactions, respectively. Fig. 11 presents Hop Protocol related transaction distribution. The purple bars indicate the number of transactions on Hop Protocol in each component.

We found that considering only activity types is enough to qualify the similarity between activity sequences in the experimental evaluation. The following results are obtained by using the Jaccard similarity coefficient based on pairs of activity types only.
The similarity matrix is not the raw similar matrix, where we reorder the rows and columns based on the DBSCAN’s results by putting together rows and columns in the same cluster. From these two figures, we can clearly see that the activity sequences from vertices in the same cluster are much more similar to the ones from vertices in different clusters.

Fig. 12 show the statistics of clusters containing Hop Protocol activity sequences on Arbitrum. The left y-axis indicates the number of accounts in each cluster, and the right y-axis indicates the average Jaccard similarity coefficient of each cluster. Fig. 13 show the statistics of clusters containing Hop Protocol activity sequences on Gnosis. The values of the Jaccard similarity coefficient in Fig. 12 and Fig. 13 are close to 1, which means the corresponding cluster is cohesive.

### Table 1. The Parameters and the Results of DBSCAN

|         | Arbitrum | Gnosis | Ethereum |
|---------|----------|--------|-----------|
| eps     | 0.405    | 0.550  | 0.285     |
| min_pts | 3        | 3      | 3         |
| # of cluster | 24  | 11    | 65        |
| # of noise points | 1146 | 1113  | 2845      |
| silhouette coefficient | 0.408 | 0.408 | 0.236     |

5.3. Token Transfer Patterns

We present several case studies in this section to demonstrate the discovery of fundamental token transfer patterns. Fig. 16 shows a transaction subgraph of a radial pattern. All the transactions are from Optimism. There is no duplicated edges on the transaction graph built for Optimism, however, to clearly show the transactions between these accounts, duplicated edges are allowed. If there are two token transfer transactions between two vertices, then there are two edges between them.

Fig. 16 to Fig. 18 present some preliminary results. Fig. 16 shows the transaction subgraph of a star transfer pattern. All the transactions are from Optimism. The corresponding Hop transactions of these addresses are presented in Table 2, which are very similar. Table 2 shows the transactions on Hop Protocol of all the accounts in Fig. 16. The Hop activity sequences of these accounts are very similar, and some of them are exactly the same. The amount of transferred tokens are also in Table 2 as we can see that almost in all the transactions, the amount of transferred tokens is around 1. Address 0x4dD1cb26 has similar activity sequences but of different token amounts, which is the center of the radial pattern, meaning 0x4dD1cb26 is the treasury account.

Fig. 17 shows the transaction subgraph of a sequence transfer pattern, where all the transactions are from Arbitrum. Fig. 18 is a more complex pattern, which is corresponding to Fig. 7. All the transactions are from Gnosis. The complex pattern is found by modifying Algorithm 3. Suppose we are searching for the sequential first, radial later pattern. We first search radial patterns by using Algorithm 1 then search sequential patterns using the center vertices in the returned set as the input to Algorithm 2.
TABLE 2. \textbf{Hop interactions of addresses in Fig. 16 (O is Optimism, P is Polygon, and E is Ethereum.)}

| Address | Activity 1 & Token amount | Activity 2 & Token amount | Activity 3 & Token amount | Activity 4 & Token amount |
|---------|---------------------------|---------------------------|---------------------------|---------------------------|
| 0x4dD1cb26.. | O → E 2.4948 | P → O 1.9893 | P → O 2.0020 | O → P 1.9971 |
| 0x7af8b4E.. | P → O 0.9936 | P → O 1.9893 | O → P 0.9985 | O → P 0.9985 |
| 0x7a3F99f7c.. | P → O 0.9936 | P → O 1.9893 | O → P 0.9985 | O → P 0.9985 |
| 0x8A3E5a8.. | P → O 0.9936 | P → O 1.9893 | O → P 0.9985 | O → P 0.9985 |
| 0x5Af873c.. | P → O 0.9936 | P → O 1.9893 | O → P 0.9985 | O → P 0.9985 |
| 0x69979b98.. | P → O 0.9936 | P → O 1.9893 | O → P 0.9985 | O → P 0.9985 |
| 0xB79d9e71.. | P → O 0.9936 | P → O 1.9893 | O → P 0.9985 | O → P 0.9985 |
| 0x2A4C5af8.. | P → O 0.9936 | P → O 1.9893 | O → P 0.9985 | O → P 0.9985 |
| 0x5Ad4873c.. | P → O 0.9936 | P → O 1.9893 | O → P 0.9985 | O → P 0.9985 |

6. Discussion

We highlight the implications, limitations, and potential future work in the section.

6.1. Implications for DApps

More and more DApps adopt airdrops as a market promotion strategy, which makes it a crucial task to detect Sybil's accounts from the airdrop qualification list. The difficulty of detecting Sybils lies in the ground truth and
standard. The analysis and the framework provided in this paper could contribute to building a detection system. Hop Protocol held a Sybil hunting event. Anyone interested in finding Sybils can participate in the event. It is known that some later projects directly borrowed Sybil’s addresses in Hop Protocol and disqualified those addresses. This is inappropriate, especially for the manual bots described in this paper. Without the similar activity sequences and regular token transfer patterns, one can hardly say that an account is Sybil’s account for sure.

6.2. Limitations

On the large transaction graph, many accounts obtain native tokens from hot wallets of Centralized Exchange (CEX), which form a perfect star token transfer pattern. The hot wallets of some popular CEX may have up to hundreds of neighboring vertices. With a large number of neighbors, there are sometimes similar DApp interactions between these users if the number of interaction types is relatively small. In this case, ordinary users’ accounts might be tagged as Sybil’s account by mistake. This mistake might be avoided by introducing multi-source interactions, i.e., interactions with other DApp. The more types of interactions there are, the lower chance that this kind of mistake will happen.

6.3. Future work

There are two promising extensions of the proposed detection framework, which could further benefit DApps during airdrops.

What if there is no pre-defined eligible prerequisites? The proposed method in this paper relies on knowing eligible airdrop addresses beforehand, where prerequisites need to be pre-defined. When there are no predefined eligible prerequisites, can we still identify Sybil’s accounts? The answer is yes. The DBSCAN clustering algorithm works on enormous datasets. The bottleneck is located at the transfer pattern, and faster algorithms are needed for searching token transfer patterns. Additionally, it will be helpful if one can set up prerequisites based on the in-depth analysis of existing Sybil’s behaviors in the DApp.

How to utilize external information on other DApps or blockchains? Hop Protocol is a scalable rollover-to-rollover general token bridge, so interacting with Hop Protocol can involve two or more layer 2 blockchains. In the existing work, building activity sequences only considers those activities from Hop Protocol’s functionalities, which have limited activity type. The external information from other DApps or blockchains could help Sybil detection on a particular DApp. The motivation for this is that by involving external information, the number of activities type is increased. However, how to merge the information from multiple sources is still unclear. Should we put them together without considering their sources, or should we handle the information from individual sources separately?

7. Related Work

In this section, we discuss previous work related to Sybil detection. There are research works on Sybil detection or attacks in several domains. Although, generally speaking, Sybil is a synonym referring to hackers, the concrete definition and behaviors of Sybils are different.

In sensor network and Internet of Things (IoT) [23]–[26], Sybil attack is a gigantic damaging attack the sensor network various veritable characters with manufactured personalities are utilized for illicit section an organization. Other kinds of Sybil attacks could target at Routing Protocol for Low-Power and Lossy Networks (RPL). In Mobile ad hoc networks [27]–[30], Sybils could intrude network, data link, application layer, and physical layer functioning. Sybil attacks are launched by fabricating or creating multiple pseudonyms to spread false information in the network, which poses a severe security threat. In machine learning system [31]–[33], Sybil attacks are usually related to federate learning since federate learning is over distributed multi-part data. A single adversary may control malicious devices to manipulate these devices to attack the learning system.

Sybil in the above domains are related to the ones in the paper, but the goals of attacks, as well as the methods of attacks, are totally different.

In social networks, there are research works about finding malicious accounts based on their activities on social networks [34]–[38]. Sybils in social networks are similar to Sybils in airdrops since Sybils on social networks produce behavior sequences, such as click streams. Based on the learning method, the Sybil detection methods in social network could be categorized into two classes: supervised learning [39]–[44] or unsupervised learning [44]–[48].

Research work such as [39] and [40] employ machine learning model on constructed features number of followings/followers to identify malicious users and analyze the spammers’ behavior on social networks. Wang et al. [41] made an empirical analysis of the evasion tactics utilized by Twitter spammers and then designed robust features to detect Twitter spammers. Ghosh et al. [42] are the first to investigate link farming in the Twitter network and then explore mechanisms to discourage the activity. Galan-Garcia et al. [43] proposed an approach to detect and associate fake accounts on Twitter that are employed for defamatory activities to a real account within the same network by analyzing the content of comments generated by both real and fake accounts. Wang et al. [44] detect fake identities by using Support Vector Machine (SVM) based on server-side clickstream models.

Wang et al. [44] also proposed an unsupervised method that uses graph clustering to divide users’ behaviors. Viswanath et al. [45] proposed using unsupervised anomaly detection techniques over user behavior to distinguish potentially bad behavior from normal behavior. Then model the behavior of normal users accurately based on the Principal Component Analysis (PCA) and identifies significant deviations from it as anomalous. Egele et al. [46] identify reliably compromises of individual high-profile accounts,
which show consistent behaviors over time. Cai et al. [47] decompose social networks into dense subgraphs and identify vertices that connect to these dense subgraphs in an unnatural or inconsistent manner. Cao et al. [48] proposed a Sybil detection system, SynchroTrap, by clustering malicious accounts based on behaviors and timestamps.

There are a few research works about Sybil attacks in the blockchain area [6], [49], [50], but not related to airdrops. Abdelatif et al. [49] analyzed Sybil attacks in ledger-based blockchain protocols. Sharding divides the blockchain network into multiple committees, where Sybils attack the network by failing some of these committees. Nasrulin et al. [6] study decentralized reputation schemes. They formulated the trade-offs between limitations and benefits of the reputation system and proposed MeritRank: Sybil tolerant feedback aggregation mechanism for reputation. Skowroński and Brzeziński [50] focused on the problem of sybil-proof data exchange. They proposed the first information exchange framework with integrated routing and reward-function mechanisms, which is proved to be secure in thwarting Sybil-nodes in 1-connected or eclipsed networks.

8. Conclusion

As far as we know, this paper is the first to explore Sybils in DApp airdrops. We contribute a Sybil detection method for discovering bot-controlled accounts. We carefully analyzed Sybil’s behaviors based on the details of the transactions on ledgers when Sybils manipulate controlled accounts to interact with DApps. In the proposed detection framework, the cohesive groups of similar DApp activities are found by applying a popular cluster algorithm with a similarity measure defined on the sets of activity pairs. The same Sybil potentially controls accounts in a single cluster. The potentiality is further enhanced by finding the regular token transfer patterns among these accounts. The experiment results on a recent airdropped DApp demonstrated that the proposed approach could detect Sybil’s accounts effectively.
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