Meeting in the notebook: a notebook-based environment for micro-submissions in data science collaborations
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Developers in data science and other domains frequently use computational notebooks to create exploratory analyses and prototype models. However, they often struggle to incorporate existing software engineering tooling into these notebook-based workflows, leading to fragile development processes. We introduce Assemblé, a new development environment for collaborative data science projects, in which promising code fragments of data science pipelines can be contributed as pull requests to an upstream repository entirely from within JupyterLab, abstracting away low-level version control tool usage. We describe the design and implementation of Assemblé and report on a user study of 23 data scientists.
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1 INTRODUCTION

Software engineering is a mature discipline with robust processes for team-based development, including version control tools, build tools, documentation generators, unit test frameworks, linters and formatters, and code review interfaces. Taken together, these tools address or prevent a wide class of issues in collaborative software development and make the resulting processes much more robust. Although diverse types of practitioners write code, there has traditionally been a divide between the processes used by software engineers and those used by other developers, such as data scientists. Data scientists in particular often do exploratory data analysis and prototyping within a computational notebook, such as Jupyter Notebook or its successor, JupyterLab [13]. These “notebook-based” developers then productionize completed analyses, either by themselves or together with specialized teammates. The exploratory code may be refactored, made more efficient and modular, or rewritten in a different framework or to target a different runtime. This two-stage development process presents challenges for developers that are not as fluent in using development tools, and makes the resulting software vulnerable to quality issues.

In response, researchers have proposed a variety of improvements to the data science development process. One recent idea is Ballet, a software framework that supports collaborative data science development by composing a data science pipeline from a collection of modular patches that can be written in parallel [22]. Within the larger practice of data science, Ballet focuses on predictive machine learning (ML), and more specifically, feature engineering, a key subprocess in which raw variables are transformed into useful features suitable for learning. Thus developers might split up work to write individual feature definitions in short code snippets, while the Ballet framework is responsible for structuring contributions, validating them in the context of the prediction task, and composing them into an executable feature engineering pipeline.

Typically, a developer contributing to a Ballet project (or other kinds of data science projects) does exploratory work in a notebook before finally identifying a worthwhile patch to contribute. By this time, their notebook may be “messy” [11] and the process to extract the relevant patch and translate it into a well-structured contribution to a shared
Open bob wants to merge 1 commit into alice/ballet-predict-x from bob/ballet-predict-x:submit-feature

```
from ballet import b
X_raw, y_raw = b.api.load_data()
```

Fig. 1. A overview of the Assemblé development environment. Assemblé’s frontend (left) extends JupyterLab to add a Submit button and a GitHub authentication button to the Notebook toolbar (top right). Users first authenticate Assemblé with GitHub using a supported OAuth flow. Then, after developing a patch within a larger, messy notebook, users select the code cell containing their desired patch using existing Notebook interactions (1) and press Assemblé’s Submit button (2) to cause it to be automatically formulated as a pull request by the backend. (2). The backend performs initial static analysis and validation of the intended submission and then creates a well-structured PR containing the patch (right). Taken together, the components of Assemblé support the patch contribution task for notebook-based developers.

Repository becomes a challenge. Developers usually need to rely on a completely separate set of tools for this process, jettisoning the notebook for command line or GUI tools targeting team-based version control. This patch contribution task is challenging even for developers experienced with open-source practices [10], and is only more acute for data science developers who are less familiar with open-source development workflows.

To address this challenge, we propose a novel development environment, Assemblé. Assemblé solves the patch contribution task to data science collaborations that use Ballet by providing a higher-level interface for contributing code snippets within a larger notebook to an upstream repository — meeting data science developers where they are most comfortable. Rather than asking developers to productionize their exploratory notebooks, Assemblé enables data scientists to both develop and contribute back their code without leaving the notebook. A code fragment selected by a developer can be automatically formulated as a pull request (PR) to an upstream GitHub repository using an interface situated within the notebook environment itself, automating and abstracting away usage of low-level tools for testing and team-based development. It integrates tightly with Binder, a community service for cloud-hosted notebooks, so that developers can get started with no setup required.

In this paper, we describe the ideation, design, and implementation of a development environment that supports notebook-based collaborative data science. We then report on a user study of 23 developers using Assemblé in a data science collaboration case study. Finally, we discuss future directions for interfaces and workflows to support collaborative data science development.

---

1https://github.com/ballet/ballet-assemble
2Assemblé is a ballet move that involves lifting off the floor on one leg and landing on two.
3Assemblé targets contributions to Ballet projects because of the structure that these projects impose on code contributions, but can be extended to support other settings as well.
4https://mybinder.org/
2 BACKGROUND AND RELATED WORK

2.1 Collaborative data science

Researchers have observed that large collaborations in data science are rare compared to traditional software development, even as the field continues to grow and mature [5]. In data science development, one approach to collaboration is to coordinate around a shared work product, such as a data science pipeline [6]. However, the scale of previous collaborations has not approached what is regularly observed in open-source software development.

Ballet is a framework that builds on approaches to facilitating collaboration between data scientists by carefully structuring a data science pipeline as a composition of smaller modules that can be developed separately [22]. The creation of these small components can be done in parallel by different contributors who then introduce a patch to the upstream project defining this new component.

For example, as data science is an expansive and rapidly growing field, Ballet focuses on predictive machine learning and an important subprocess called feature engineering, in which developers write code to transform raw variables into useful features suitable for learning algorithms. In such a feature engineering project, a feature engineering pipeline is composed of features; this pipeline is grown incrementally by patches/pull requests to the repository that contain feature definitions. Thus developers might split up work to write individual feature definitions in short code snippets, in much the same way that they would split up work in fixing bugs or implementing new functionality in a traditional software project. The framework imposes a structure on the repository (i.e. feature definitions are written in individual Python source files at a specific path) and is then able to collect many feature definitions into a single feature engineering pipeline. It is also responsible for validating contributions using a custom suite of statistical and software tests. Other data scientists can freely install and use this collaboratively written feature engineering pipeline on their data that follows the same schema.

Ballet leaves open the subsequent question of supporting data science developers in the process of creating feature definitions. One naïve workflow that is available to software development experts is to use their usual low-level command line tools to manually structure their patches and make pull requests to the shared project repository [9]. However, this workflow is challenging and discouraging for many data science developers. Assemblé fills this gap by allowing notebook-based developers to transparently contribute their work from within a notebook environment to a shared repository without exposing any low-level tools.

2.2 Exploratory data analysis

Similar to other data analysis tasks, creating a new feature definition is an iterative process in which data scientists explore patterns in the raw data, hypothesize about possible relationships, and evaluate potential transformations. Data scientists frequently use computational notebooks like Jupyter for exploratory analyses [13, 15]. However, functionality that is popular for exploratory work, such as interleaving code input and rich outputs and executing code cells in arbitrary orders, can lead to analyses that are difficult to share, understand, reproduce, or productionize [4, 14, 24].

One response to this situation is to try to make the tools used in team-based software engineering more common in data science settings [1, 26, 27], such as those for version control, testing, and building. These tools may be used more easily if they are embedded within the primary development environment, so both JupyterLab and other IDEs offer support for applying git operations, either natively or in extensions [18, 21]. However, the challenge of using git remains, albeit with a different visual interface. In contrast to these tools, while Assemblé is backed by git, it operates at a higher level of abstraction and its users never interact with git directly.
Researchers and practitioners have also built new tools that extend the functionality of existing tools to additional formats and settings. These include version control and provenance of notebooks and datasets, as well as other artifacts such as figures and learned model parameters; test frameworks for notebooks; and language extensions to support notebooks as libraries within a larger application [8, 17]. Another approach is to attempt to improve the notebook experience itself with these issues in mind. For example, Head et al. [11] introduce code-gathering tools in a JupyterLab extension. With these tools, a notebook user can select certain content from a messy notebook, such as a variable assignment or displayed figure, and identify the set of code cells needed to produce that value along with the order in which they were executed. These can then be exported to a “clean” notebook. Other notebook extensions allow notebook users to track past analysis choices [12] or join with other developers for synchronous editing [25].

2.3 Learning data science

A separate line of related work inverts this problem and asks about challenges for non-ML experts learning ML. In the case of software developers, it is a lack of mathematical and theoretical background that causes hurdles [3], rather than difficulties using software development processes as in our case. For other non-experts, common pitfalls include challenges in formulating learning problems and over-reliance on headline performance metrics [27].

3 DESIGN

To investigate development workflow issues in Ballet, we first conducted a formative study with eight data scientists recruited from a laboratory mailing list at a large research university. We asked them to write and submit feature definitions for a collaborative project based around predicting the incidence rates of dengue fever in two different regions. Although participants created feature definitions successfully, we observed that they struggled to contribute them to the shared repository using the pull request model, with only two creating a pull request at all. In interviews, participants acknowledged that a lack of familiarity and experience with the pull request-based model of open source development was an obstacle to contributing the code that they had written, especially in the context of team-based development [10].

In this study, and in other experiments with Ballet, we observed that data scientists predominately used notebooks to develop feature definitions before turning to entirely different environments and tools to extract the smallest relevant patch and create a pull request. We thus identified the patch contribution task as an important interface problem to address in order to improve collaborative data science. Once working code has been written, we may be able to automate the entire process of code contribution according to the requirements of the specific project the user is working on.

With this in mind, we elicited the following design criteria to support patch contribution in a collaborative data science environment.

D1 Make code easy to contribute. Once a patch has been identified, it should be easy to immediately contribute it without a separate process to productionize it.

D2 Hide low-level tools. Unfamiliarity and difficulty with low-level tooling and processes, such as git and the pull request model, tend to interrupt data scientists’ ability to collaborate on a shared repository. Any solution to submitting patches should not include manual use of these tools.

D3 Minimize setup and installation friction. Finally, the solution should fit seamlessly within users’ existing development workflows, and should be easy to setup and install.
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Based on these criteria, we propose a design that extends the notebook interface to support submission of individual code cells as pull requests. By focusing on individual code cells, we allow developers to easily isolate relevant code to submit. Once a user has selected a code cell using existing Notebook interactions, pressing a simple, one-click “Submit” button added to the Notebook Toolbar panel spurs the creation and submission of a patch according to the configuration of the underlying project.

By abstracting away the low-level details of this process, we lose the ability to identify some code quality issues that would otherwise be identified by the tooling. To address this, we run an initial server-side validation using static analysis before forwarding on the patch, in order to immediately surface relevant problems to users within the notebook context. If submission is successful, the contributor can view their new PR in a matter of seconds. Assemblé is tightly integrated with Binder such that it can be launched from every Ballet project via a README badge. Installation of the extension is handled automatically and the project settings are automatically detected so that developers can get right to work. An in-notebook, OAuth-based authentication flow also allows developers to easily authenticate with GitHub without difficult configuration.

In summary, we design Assemblé to provide the following functionality:

- isolate relevant code snippets from a messy notebook
- transparently provide access to take actions on GitHub
- automatically formulate an isolated snippet as a PR to an upstream data science project without exposing any git details

4 IMPLEMENTATION

Assemblé is implemented in three components: a JupyterLab frontend extension, a JupyterLab server extension, and an OAuth proxy server. These are shown in Figure 2.
4.1 JupyterLab extension

The frontend extension is implemented in TypeScript on JupyterLab 2. It adds two buttons to the Notebook Panel toolbar. The GitHub button allows the user to initiate an authentication flow with GitHub (Section 4.2). The Submit button identifies the currently selected code cell from the active notebook and extracts the source. It then posts the contents to the server to be submitted (D1). If the submission is successful, it displays a link to the GitHub pull request view. Otherwise, it shows a relevant error message – usually a Python traceback due to syntax errors in the user’s code.

The server extension is implemented in Python on Tornado 6. It adds routes to the Jupyter Server under the /assemble prefix. These include /assemble/submit to receive the code to be submitted, and three routes under /assemble/auth to handle the authentication flow with GitHub. Upon extension initialization, it detects a Ballet project by ascending the file system, via the current working directory looking for the ballet.yml file and loading the project using the ballet library according to that configuration.

When the server extension receives the code to be submitted, it first runs a static analysis using Python’s ast module to ensure that it does not have syntax errors or undefined symbols, and automatically cleans/reformats the code to the target project’s preferred style. It then prepares to submit it as a pull request. The upstream repository is determined from the project’s settings and is forked, if needed, via the pygit2 interface to the GitHub API with the user’s OAuth token, and cloned to a temporary directory. Using the Ballet client library, Assemblé can create an empty file at the correct path in the directory structure that will contain the proposed contribution, and writes to and commits this file. Depending on whether the user has contributed in the past, Assemblé may then also need to create additional files/folders to preserve the Python package structure (i.e. __init__.py files). It then pushes to a new branch on the fork, and creates a pull request with a default description. Finally, it returns the pull request view link. This replaces what is usually 5-7 manual git operations with a robust and automated process (D2).

4.2 GitHub authentication

The final piece of the puzzle is authentication with GitHub, such that the server can act on GitHub as the user to create a new pull request. Most extensions that provide similar functionality (i.e. take some actions with an external service on behalf of a user that require authentication) ask the user to acquire a personal access token from the external service and provide it as a configuration variable, and in some cases register a web application using a developer console [19, 20].

For our purposes, this is not acceptable, due to the high cost of setup for non-expert software developers (D2, D3). Instead, we would like to use OAuth [16] to allow the user to enter their username and password for the service, and exchange them for a token that the server can use. However, this cannot be accomplished directly using the OAuth protocol because OAuth applications on GitHub (or elsewhere) must register a static callback URL. Instead, Assemblé might be running at any address, because with its Binder integration, the URLs assigned to Binder sessions are dynamic and on different domains. To address this, we create github-oauth-gateway, a lightweight proxy server for GitHub OAuth. We create a reference deployment on Heroku and register it as an OAuth application with GitHub. Before the user can submit their code, they click the GitHub icon in the toolbar (Figure 1). This launches the OAuth flow. First the server creates a secret “state” at random. Then it redirects the user to the GitHub OAuth login page. The user is prompted to enter their username and password, and if the sign-in is successful, GitHub responds to the gateway with

---

5 For example, launching the same repository in a Binder can result in first a hub.gke.mybinder.org URL and then an notebooks.gesis.org URL, depending on the BinderHub deployment selected by the MyBinder load balancer.

6 https://github.com/ballet/github-oauth-gateway
the token and the state created previously. The server polls the gateway for a token associated with its unique state, and receives the token in response when it is available.

5 EVALUATION

We report our analysis of a user study in which 23 participants used Assemblé to develop and submit feature definitions to a shared repository as part of a collaborative project. We aim to assess the ability of users to successfully create pull requests for code snippets within a messy notebook and to identify key themes from participants’ experiences.

5.1 Procedures

The predict-census-income project[^7] is a collaborative effort to predict personal income from responses to the U.S. Census American Community Survey (ACS). As part of a larger effort to understand collaborative data science practices [22], we recruited developers to use the Ballet framework to develop and share feature definitions that would be predictive of personal income. In recruiting participants, we wanted to ensure that all participant backgrounds were represented: beginner/intermediate/expert developers in data science, software, and survey data analysis (the problem domain). Participants were entered into a drawing for several nominal prizes but were not otherwise compensated. In total, 27 developers were recruited after sampling personal contacts with a variety of backgrounds, posting to relevant mailing lists and message boards, and then using snowball sampling to reach more participants with similar backgrounds. Of these, 23 participants used Assemblé (v0.7.2) to develop their code and submit it to the shared repository.

Participants first completed a short questionnaire in which they self-reported their background in data science and open-source software development and their preferred development environments for data science tasks. Participants were also asked to consent to telemetry data collection. If they did, we instrumented Assemblé to collect detailed usage data on their development sessions, their use of the Submit button functionality, and their use of the Ballet client library.

After completing their feature development, participants were also asked to take a short survey about their use of Assemblé, its features, and their overall experience with the project, and were invited to share free-response feedback. We linked survey responses and telemetry data, and then removed all identifying information. Two researchers also qualitatively analyzed participants’ free-response feedback using open and axial coding [2].

5.2 Results

Only five participants reported a preference for performing data science activities and Python development in notebook environments before the study, with 10 instead preferring IDEs and four preferring text editors. Seven participants had never contributed to open-source projects at all, while the remainder reported contributing approximately yearly (eight), monthly (four), or weekly (four). Fifteen participants opted into telemetry data collection, generating an average of 33 telemetry events each. A summary of participant background is shown in Figure 3.

5.3 Quantitative Result

Our main finding is that even with their diverse backgrounds and initial preferences, all participants in the study successfully used Assemblé to create one or more pull requests to the upstream project repository. According to telemetry data, the modal user pressed the Submit button just once. Since the user study task was to submit a single feature, this suggests that users were immediately successful at creating a pull request for their desired contribution. We also find

[^7]: https://github.com/HDF-Project/ballet-predict-census-income
that participants were able to do this fairly quickly – half were able to create a pull request using Assemblé in three minutes or less (Figure 3b). In 16 cases out of 45 submit events captured in the telemetry data (belonging to five unique users), Assemblé’s static analysis identified syntax errors in the intended submissions, each of which would have led to a pull request that would have failed Ballet’s automated test suite. In all of these cases, users were able to quickly resolve these errors and submit again.

5.4 Qualitative Results

From a qualitative perspective, we identified two major themes from free text responses in our post-participation survey.

Keep It Simple While Introducing Better Affordances. Users overwhelmingly noted the simplicity with which they were able to submit their features, with one participant noting “The process of integrating the new feature was very smooth” and another saying “[Submitting a feature] was extremely and springily easy! Most rewarding part”. However, some participants noted that while the submission process was seamless, affordances could be better highlighted, e.g.: “Maybe highlight a bit more that you need to select the feature cell before hitting submit - I got confused after I missed this part”. Indeed, in the few cases where participants were not able to submit their feature on their first attempt, we see in our telemetry data that they either selected the wrong cell or introduced a syntax error.

Tensions between Abstraction and Submission Transparency. Submission transparency was another theme that emerged in our analysis. While we achieved our goal of hiding the lower-level procedures required in the pull request model, some participants were curious about the underlying process. Some wanted to know how their feature was evaluated, both in server-side validation and in continuous integration after pull request creation: “It was not clear whether my feature was actually good, especially compared to other features.” Others expressed a lack of understanding of what was going on “under the hood”: “I didn’t fully understand how Assemblé was working on the backend to actually develop the feature with relatively straightforward commands, but it seemed to work pretty well.” This feedback highlights the tension between abstraction and transparency. While users clearly appreciated the simplicity facilitated by the submission mechanism, they missed the traceability and feedback a more classical pull request model would have provided. We see this as an opportunity to introduce optionally available traces detailing the steps of the underlying process, partly as a way of onboarding non-experts into the open-source development workflow.

6 DISCUSSION AND CONCLUSION

For developers to select the code to submit, we rely upon simple existing interactions provided by Jupyter (i.e. select one cell, select multiple cells). However, as some developers requested better affordances, other interactions could be incorporated. For example, code gathering tools [11] could provide the means to more easily select the code to be submitted, while staying within the notebook environment.

One reason (of many) that powerful developer tools exist for team-based version control is to avoid and/or resolve merge conflicts when contributions are often scattered across multiple files. By tightly coupling with Ballet projects, we take advantage of the structure those projects impose on contributions: they are in single Python modules at well-defined locations in the directory structure. By relaxing this assumption, or by defining such structures for other settings, Assemblé could be used more generally to contribute patches to central locations. For example, the ML Bazaar framework [23] organizes data science pipelines into a graph of “ML primitives,” each of which requires experts to create and validate the primitive (a JSON annotation of some underlying implementation) in a notebook. Assemblé could be used to extract the completed primitive and submit it to the project’s curated catalog of community primitives.
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Fig. 3. User study results.

As another example, an educator running an introductory programming class could invite students to submit their implementations of a basic algorithm to a joint hosting repository, such that they could share in the code review process and learn from the implementations of others. Similarly, a Python language extension for sharing simple functions [7] could use the functionality of the development environment to share functions, rather than requiring the manual addition of function decorators.

In this paper, we presented the design and implementation of the Assemblé development environment. We showed how this environment vastly improves the efficiency and experience of developers collaborating on a data science pipeline using the Ballet framework, and how the use of JupyterLab extensions allows developers to share code without leaving the notebook.
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