The Unified Modeling Language (UML) is a design tool developed by IBM and today it is most commonly used in all software industries for design of software systems. The UML comprises thirteen different diagrams out of which the class diagram is one. The class diagram represents the static behavior of the software system, which comprises the class name, attributes, operations and relationships such as generalization, Aggregation, Association, composition and Interfaces. In this paper, we are proposing a novel approach and developed the tool for the abstraction of the class diagram from the input executable java program. The abstraction of class diagram comprises steps such as restructuring the input program, identifying the reusable components and finally representing the class diagram in the form of a table.
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I. INTRODUCTION

Nowadays many organizations are using java programming language for the development of software applications, because of its naturalness. It supports major features like inheritance, polymorphism, information hiding, object oriented and platform independent. These features are not supported in the procedural oriented programming languages.

Unified Modeling Language (UML) is one of the design tool kit to design any software system. These design diagrams are independent of programming language used for software development. It comprises of thirteen different diagrams which represents either static or dynamic behavior of the system. The class diagram represents the static behavior of the application system. This diagram represents the details such as class name, attributes, operations, visibility and association. Other than that the class diagram also represents generalization, interfaces, and aggregation and composition relationships among the classes present in the class diagram.

2. LITERATURE SURVEY

In paper [1], the authors proposed a methodology for abstraction of functionalities from the legacy ‘C’ program using the technique of program slicing. The proposed approach is appropriately modified and used in our work for the restructuring of java program.

In paper [2], authors discussed about restructuring the java program by converting multiline to the single statement, multiline statement to single statement line, Removing comment lines and blank lines. However, the author has not addressed the issues related to the files which are externally linked to the existing file using the import directive. In our proposed work, we are addressing the issues related to linking of external files.

In the paper [3], the author explained the software metrics tool benefits of extraction of UML diagrams. The software metrics tool collects the information after parsing the XML format generated by UML tool. The class diagram and its XML representation are helpful in the proposed work.

In paper [4], authors proposed tool which takes the UML class diagram as an input and represent it in a table format. This approach discussed in this paper may be helpful in representing the class components in a tabular format.

In paper [5], the author discussed about the diagrammatic description of the class diagram that includes flows of attributes, thus providing a basic representation for specifying behavior and control flow from program. The methodology proposed in the paper is appropriately modified to identify the attributes and operations from the program.

In paper [6], the authors study the metrics for UML structural and behavioral diagrams from different viewpoints, relationships, types of metric values, and their validations. This work is useful in abstraction of relationships of a class.

In paper [7], authors argue that the philosophies behind object-oriented programming are and the claims of Languages that support object-oriented ontology. Since Java is an object-oriented programming language, the topics discussed in the paper are useful in abstraction of class components from java program.

In paper [8], authors developed an application which would convert the given code into UML diagrams class diagram and package diagram and also measure coupling in java object oriented software. The process discussed in
this article is useful to understand conversion process from java program to class diagram. 
In paper [9], authors present an approach to automatically generate structural and behavioral code from UML class and sequence diagrams. This approach is useful in realizing the static behavior of the class diagram. In paper [10], the authors developed a tool for automatic generation of UML class diagrams from Java byte-code. To detect the class diagram elements such as association multiplicities, compositions and query methods. This concept is useful in extracting class relationships from java program. In Paper [11], authors present a discussion on problematic stages and possible element transformations into software components. Several conclusions are drawn on potential usage of the class diagram in industry. From this work we can analyze the reusable components from the class diagram. In paper [12], the authors used UML class graph (UCG) method is used to represent the class diagram for the structural similarity between other classes. This work is useful in depicting the static features of classes inside the class diagram. In paper [13], authors discussed about restructuring the C program by removing comment lines and blank lines converting multi-line to the single statement, multiline statement to single statement line. This approach is useful for restructuring java program.

### 3. METHODOLOGY

The proposed methodology to abstract the design information from the input java program is as shown in the fig 3.1.

**Fig3.1 Block Diagram to abstract the design information from the java program**

The figure 3.1 illustrates the process of abstracting the design information from the java program. The executable java program is act as input to the restructuring process, which generates a restructured java program. From this restructured program, the class information is abstracted and represented in the tabular form called as a class table. The class table consists of class name, attributes present in the class, operations and relationships of the class.

### 3.1 The block diagram contains three important stages such as:

1. Restructuring of input java program.
2. Abstraction of reusable class components from java program.
3. Representation of class diagram in tabular form.

**Step 1: Restructuring of input java program**

Restructuring is a process of making changes to the program at the same abstraction level without changing its functionality. During the restructuring the following tasks are performed on the input java program [1]. It involves the steps such as

(i) Converting multi-statement line to the single statement,
(ii) Multiline statement to single statement line,
(iii) Removing comment lines and blank lines from the java program.
(iv) Inserting the line number to each executable statement in the program.
(v) Minimization of attributes used in a class.
If the java program has external linked classes imported from other packages, the corresponding classes are processed and included in the existing program [1].

**Step 2: Abstraction of reusable class components from java program.**

Each line of the restructured java program is scanned from first line to last line. This process includes six steps:-

**Step 2.1:** When the key word class is encountered in a line, identify the word next to class as a class name. The attributes can be identified, when line beings with data type read all the corresponding elements until it is encountered with semicolon. Here each element present in that line is considered as an attribute. If the attribute is declared inside the class and it is accessed in its operations, then such attribute is considered as valuable and hence store them in the format <visibility type> <attribute> : <data-type> inside the class table. Otherwise eliminate the attribute and it is not part of class table. The visibility type is private(-), public(+), protected(#) and package(~) are considered for attributes and operations. When the scanned line is encountered with data-type operation name along with braces without semicolon, it is to be considered as a function name. Store them as operations in the format <data-type> <operation_name> : <return_type> inside the class table.

**Step 2.2:** Inside the class definition, when we encountered another class name in the line with keyword list<another class_name> object. Then identify this relationship as Association between the classes. Store the association relationship in the format A<sub>n</sub>: another_class_name inside the class table, where A<sub>n</sub> indicates Association and integer value of n will be in the range from 1..n.

**Step 2.3:** Inside the class definition, when we encountered another class name in the line with keyword
private <another class_name> object; then identify this relationship as an Aggregation between the classes. An Aggregation relationship represents the weak assembly of the classes. Store the aggregation relationship as AG_{<another class_name>}, inside the class table, where AG_{<another class_name>} indicates Aggregation and integer value of n will be in the range 1..n.

Step 2.4: In this step, inside the class definition, we encountered another class name in the line with keyword private final <another class_name> object1 and if the object1 is declared inside the constructor of existing class, then identify this relationship as Composition between the classes. Composition represents the strong assembly of the classes. Store the association relationship as C_{<another class_name>}, another class name inside the class table, where C_{<another class_name>} indicates composition relationship and integer value of n will be in the range 1..n.

Step 2.5: When the scanned line in a program is encountered with keyword class along with class name and another keyword extends with sub class name in the same line. Then identify this relationship as a generalization between the classes. The generalization relationship represents the super-sub class relationship. Store the generalization relationship as G_{<sub class name>}, <sub class name> inside the class table, where G_{<sub class name>} indicates generalization relationship and integer value of n will be in the range 1..n.

Step 2.6: When the scanned line in a program is encountered with keyword class along with class name and another keyword implements with interface name in the same line, then identify it as an interface relationship. The interface relationship represents interface name with declaration of operation. Store the interface relationship as I_{interface name}, inside the class table, where I_{interface name} indicates Interface relationship and integer value of n will be in the range 1..n.

Step 3: Representation of class diagram in Tabular form.

The class information is abstracted and represented in the tabular form called as a class table. The class table consists of class name, attributes present in the class, operations and relationships of the class as shown in fig 3.2.

### 4. RESULTS & DISCUSSION

The methodology proposed in this paper is applied to an input java program and abstracted class components are represented in tabular form.

#### 4.1. Step1: Restructuring of input java program

Consider the employee java program as shown in fig 4.1.

```java
package Employee_info;

class Employee {
    int empid; String name;
    empDetails emp;
    //Association relationship
    /*operations of employee class*/
    private location <list> loc;
    //Aggregation
    void input_emp(){
        loc.inlocation();
        System.out.println("Employee details...");
    }
}

class salaryDetails extends Employee {
    //Generalization relationship
    float hra, da, gross;
    void putsal(){
            
            
    }
}

class Department implements project {
    int id;
    void putproject(){
            
            
    }
}

class Location {
    String addr;
    Location() {
        final private Department <list> dept;
        //Composition
        void inlocation(){
            
            
        }
        void outlocation(){
            
            
        }
}

class Address {
    String address;
    Address() {
        final private Department <list> dept;
        //Composition
        void inlocation(){
            
            
        }
        void outlocation(){
            
            
        }
}
```

Fig 4.1. Employee java program

The Restructured student java program is as shown in figure 4.2. Restructuring of java program involves the steps such as

(i) Removing the blank lines and comment lines.
(ii) Converting multiple statements in a single line to a multiple statement.

---

**Table 4.1 Attributes Minimization Table.**

| Attribute | project() | putdept() |
|-----------|-----------|-----------|
| id        | id        |          |
| dept      | dept      |          |
| time      |          |          |
| cost      |          |          |

Unused attributes: time, cost
(iii) Multi line statement to a single line, (iv) Include line numbers.
(v) Process the external linked classes into existing class and
(vi) Minimization of attributes used in a class.

```java
package Employee_info;

class empDetails {
    String Address, mobileNo;
    void empindata(){
    }
    void empoutdata(){
    }
}

class Location {
    String addrs;
    Location() {
        final private Department list;
    }
    Void inlocatio(){
    }
    Void outlocation(){
    }
}

class Department implements project {
    int id;
    string dept;
    void project(){
        Id=111;
        Cost="sales";
    }
    void putdept() {
    }
}

interface project {
    int id;
    string name;
    void getproject(){
    }
    void putproject(){
    }
}

1. Class Location {
2. String addr;
3. Location() {
4. final private Department <list>
5. dept;
6. }
7. Void inlocatio(){
8. }
9. Void outlocation(){
10. }

1. Class Employee {
2. int empid;
3. String name;
4. empDetails emp;
private location <list> loc;
5. void input_emp(){
6.loc.inlocation();
7.System.out.println("Employee details...");
8.}
9.}

1. Class Employee {
2. float hra, da, gross;
3. void getsal(){
4. }
5. Void putsal(){
6. }
7. }

1. class salaryDetails extends Employee {
2. float hra, da, gross;
3. void getsal(){
4. }
5. Void putsal(){
6. }
7. }

1. Class Department implements project {
2. int id;
3. float cost, time;
4. string dept;
5. void project(){
6. Id=111;
7. Cost="sales";
8. }
9. void putdept() {
10. }
11.}
```

In case of minimization of attributes used in a class, the attribute which is declared inside the class, must be accessed in its operations, then such attribute is considered as valuable attribute. Then only store the attribute inside the class table. Otherwise do not include the attribute, inside the class table. In this method, unused attributes are eliminated from the class table. Consider the class Department in the given java program as shown in fig 4.1. The attribute minimization table is as shown table 4.1. The class Table for department class will store attributes id and dept.
ii. Identification of Interface: Project is an interface which is implemented inside an Employee class. The interface relationship is represented in table 4.2.

iii. Identification of Association, Aggregation and Composition Relationships

4.2. Step 2: Abstraction of class components and storing in a class table

i. Identification of generalization: Represents relationship between super class and sub classes. Employee is the super class and salaryDetails is sub class. The generalization relationship is represented in table 4.2.

From the given java program as shown in fig 4.1, the following relationships are identified.

a. Employee is the base class and empDetails is the associated class.

b. Employee is the base class and location is an aggregate class.

c. Location is the base class and Department is the composition class.

All the three relationships are represented in table 4.2. The output screen shot is as shown in fig 4.3.

4.3 Step 3: Representation of class diagram in Tabular form.

The class information is abstracted from the java program and represented in the tabular form called as a class table. The class table is an excel file and it is shown in table 4.2.

All the three relationships are represented in table 4.2. The output screen shot is as shown in fig 4.3.

In this paper we have presented an automated tool to abstract the class diagram from the input executable java program. The proposed tool performs restructuring of input executable java program and the abstracts the required components from the restructured program and finally represents the class diagram in a tabular form. The tool is tested for its completeness and correctness as an input up to 500 lines of code by giving different java programs.
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