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Abstract
Software projects mostly exceeds budget, delivered late and does not meet with the customer's satisfaction for years. In the past, many traditional development models like waterfall, spiral, iterative, and prototyping methods are used to build the software systems. In recent years, agile models are widely used in developing the software products. The major reasons are – simplicity, incorporating the requirement changes at any time, light-weight approach and delivering the working product early and in short duration. Whatever the development model used, it still remains a challenge for software engineer's to accurately estimate the size, effort and the time required for developing the software system. This survey focuses on the existing estimation models used in traditional as well in agile software development.
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1. Introduction
There are number of software development models used for constructing software applications, each has formed based on certain objectives. At higher level, the development models are classified into two categories namely traditional software development and Agile (Dynamic) software development.

Traditional process is a step by step approach in which the development phases like requirements, design, construction and testing are performed one after another. First step in traditional approach is Requirement Elicitation and Analysis. Requirement Elicitation [1] is the process of gathering a complete set of requirements from the stakeholder. There are various techniques used by the development team for gathering the requirements such as Interviews, Story Boarding, Workshops and Brainstorming. The gathered requirements are analyzed by the development team, project manager and the clients and the agreed set of requirements are documented in the form of Software Requirement Specification (SRS). Further changes in the requirements are strictly not entertained once the specification is approved by the stakeholders. The developed SRS document act as an input for further phases-design, development and testing. Developers perform detailed high level and low level design based on the documented SRS followed by the coding phase. Once the product has been developed, different types of testing are performed on the developed product by the testers and business users and the software will be deployed at the customer environment and then the maintenance phase begins.

The most widely used traditional development models used for building software systems are Waterfall, V model, Spiral, Prototyping and Iterative models. All the above said development phases are performed in sequence irrespective of the development model chosen. In late 90s, agile processes are slowly started replacing the traditional approach and in recent years most clients only prefer agile model for their software development. Agile is a lightweight approach which adopts iterative software development methodology. According to Agile manifesto [2]-[3], following are the major strength about agile process over traditional approach:

a. Lightweight vs. Heavyweight
b. Customer collaboration over contract negotiation
c. Welcoming requirement changes even in later phase compared to following a rigid Change Management process;
d. Believes in working software rather than detailed documentation
e. Focus will be on people rather than artifacts
In Agile, further there are number of dynamic models available for constructing a software product that includes Extreme Programming (XP), Dynamic systems development method (DSDM), Agile Modeling (AM), SCRUM, Crystals and Lean development. Each method has its own unique attributes and qualities, so choosing the right method is a critical task and it should be based on the project requirements. In recent years, software industries are showing interests in adopting the hybrid process models like combining the strengths of waterfall and agile or by combining the agile methods like SCRUM, XP and RUP together [4].

### 1.1. Project Planning and Estimation

As software development process has become integral part of many organizations, it is necessary to have an accurate estimation model for effectively manage, predict and plan the software development process. Inaccurate estimation leads to poor project planning and scheduling, under or over staffing, having too short releases which in turn impact the quality of the product. Software Estimation involves estimating the size, effort and cost required for the product to be developed. According to Standish group survey [5], only 16.2% of the projects were completed on time and within the estimated budget. Overall 52.7% of the projects were completed but exceed the budget and development duration. The study reveals further that the major reasons for the project failures are due to lack of user involvement, incomplete requirements, inefficient planning and estimation.

Software process model plays a major role in software estimation process. The estimation technique will vary based on the development model used. For example, estimation technique that suits for waterfall or spiral models may not be compatible for agile approach and vice versa. Therefore, it is essential to identify the suitable estimation technique based on the software development model used.

Even though there are various literature studies exists in the field of software estimation, they all are either related to domain specific or focused primarily on one particular project attributes such as cost, effort or size and not all. The main focus on this survey is to compare various estimation techniques used in traditional and agile based projects and also focused on all possible estimation metrics like cost, effort and size.

The remaining section of the paper is organized as follows: Section 2 presents Estimation techniques in traditional software development and Section 3 is about Estimation techniques in agile software development. Finally, Section 4 concludes the paper with future directions.

### 2. Estimation Techniques in Traditional Software Development

Estimation is the major challenging tasks for project managers, clients and for the development teams. In traditional approach, even though the requirements are well-defined and not subject to changes, still it is difficult for managers to accurately estimate the time, effort and the budget required to develop a software system. There are many software estimation techniques available such as algorithmic based estimation, estimation based on Expert Judgment, Analogy based estimation, top-down and bottom-up methods as discussed in [6-14] and so on. But, due to its simplicity and success factors, most software organizations prefer the following estimation models [15-17] as their primary choice.

a. Algorithmic based model in which Use-Case Point Estimation, Function Point Analysis (FPA) and Constructive COst Estimation MOdel (COCOMO / COCOMO –II) are widely considered.
b. Analogy based estimation, and
c. Expert opinion Method.

### 2.1. Algorithm Based Method

Algorithmic method is based on using the mathematical formulas and equations to perform the estimation. This technique is widely used with the help of multiple contributing factors like historical data, source lines of code (SLOC), number of functionalities involved in the system, skill levels and risk factors etc. Examples for algorithm based estimation models are Function point analysis (FPA), COCOMO and Putnam models. The major advantages of these methods are: highly efficient, ability to easily modify and customize the data and formulas. This
method becomes ineffective in the case of improper cost driver selection or absence of historical data.

Kenneth Lind and Rogardt Heldal [18] approach is to estimate the size of embedded software components. For embedded system application, estimating accurate code size early saves huge amount of cost and effort for developing the component. COSMIC Functional size measurement method has applied in different automotive industries. The study proves a strong correlation exists between functional size and code size, which is crucial for obtaining more accurate estimation outcomes.

Ali Bou Nassif et al. [19] compared decision tree forest (DTF) model against decision tree (DT) model and multiple linear regression model (MLR) for estimating the development effort required for a project. The above said models are evaluated and the results are compared against the evaluation criteria such as MMRE, MdMRE & PRED(x). The result proves that the DTF model outperforms the other two models (DT and MLR) in terms of effort estimation accuracy. However, due to this heavyweight approach, this model might not be suitable for agile based projects.

Ekrem Kocaguneli et al. [20] proposed a simple active learning method called QUICK, that reduces the complexity of data representation and provides a recommendation about which type of effort estimation (simple or complex) is suitable for simple project datasets. The activities involved in this method are (i) Grouping rows and columns based on their similarities, (ii) Discard the repeatable columns and outlier rows based on their similarities and uniqueness respectively and (iii) Generate an effort estimate with the remaining data from nearest example. This approach might not be suitable for complex methods (datasets) as this method focus is only on simple project datasets.

Florian Schnitzhofer et al. [21] introduced a new tool called pocket-estimator, a cloud based framework used to estimate the software development effort. Their main goal is to develop a huge software development project datasets. They have used a combination of expert weighted estimation algorithm with learning algorithms in order to predict the effort more precisely. However, this method does not address the other estimation factors such as cost, time and the size.

Existing estimation techniques has many challenges due to the recent development in emergent technologies and frameworks. Zia et al. [22] presented a cost estimation technique suitable for component based fourth generation environments. This method uses the existing COCOMO-II technique for size estimation. In addition, for making it compatible with today’s component based environments, the total size of the components used in the development is determined by adding the number of database objects such as tables used in the software. This approach is applied in several component based development projects and results are proved to be robust, stable and improved accuracy level when compared with other similar approaches.

Many researchers even today consider software size as a critical variable for estimating the effort for a given project [23][24][25]. One approach to estimate effort is to determine the ratio of effort for planning and requirements phase to the effort for whole development phase. Masateru Tsunoda et al. [24] built an effort estimation model based on the effort for pre-development activities and the software application size. The effort used for pre-development phase activities are considered as explanatory variable and the estimation accuracies are determined by comparing the proposed model with the size based effort estimation models. This model proves that there is a considerable improvement in the estimation accuracy when we use both effort required for pre-construction activities and application size as explanatory variable.

Ali Bou Nassif and team [26] proposed a new method CCNN, called Cascade Correlation Neural Network model for estimating cost based on use case diagrams. Project complexity, teams’ productivity and the size of the software are given as input to the developed model. Multiple linear regression model was developed with the same set of input parameters. The proposed use case point method is validated against linear regression model and the results suggest that the use case point model outperforms other regression methods based on MMER and PRED criteria’s.

2.2. Expert Judgement Approach

This method involves a discussion with a team of estimation experts and their domain knowledge and experiences are utilized to arrive at the estimation. Delphi is the widely used technique in this category.
The steps involved in Delphi methods are:

a. Project coordinator will schedule for a meeting with team of experts.

b. Coordinator elaborates the requirements and the experts anonymously fill out the estimation for each requirement.

c. The requirement that have significant difference in the estimate values are chosen further for detailed discussion.

d. The above steps are repeated for all available specifications.

There is no single best estimation method suitable for all type of projects. Thus, Ekrem Kocaguneli et al. [27] proposed a methodology that combines multiple estimation methods into one. The best solo independent estimation methods are chosen, the selected method has then applied to the datasets and validated using seven critical error measures. This paper confirms that ensembles of multiple solo methods are more consistent and accurate in estimation compared to the independent methods.

Barry Boehm [28] conducted a study based on literature analysis, conducting interviews and surveys with leading resource estimators and users, and concludes that the study on resource estimation has a direct impact with software engineering practices. Aihua Ren and Chen Yun [29] worked on most widely used size estimation models like analogy based Function Point, PERT, Delphi and other methods. Not all methods are suitable for all type of projects. Based on the advantages and limitations of each models, this approach suggests on how to choose the most appropriate method for the given project requirements. However, this approach might not be applicable for agile based projects because of the fact that the requirements in agile are not stable and also not well defined in up-front.

Nikolaos Mittas [30] proposed a statistical model, ranks several estimation models based on multiple comparisons algorithm. This method provides satisfying results by identifying the group of models that have significant differences in accuracy and clustering them into non-overlapping groups. The final decision on choosing appropriate model is based on experts and their personal preferences like familiarity of software and user experiences.

2.3. Estimation by Analogy

Estimation by analogy is a straightforward technique where the estimation is performed based on the comparison of proposed project with similar completed projects. The steps involved are: Categorize the project, compare the proposed project with the completed one based on the similar characteristics, and derive the estimate by analogy. The main advantages of this approach are: Estimation is based on actual project characteristics, estimator's experience and their domain knowledge are also taken into considerations. The drawback with this method is that since the referenced project data are subjective, there is a possibility of biased estimation due to the fact that the values of similar projects are known prior to the estimation.

Analogy-based effort estimation is one of the most prominent techniques used to handle noisy datasets. Same number of analogies may not be suitable for all type of projects to make accurate estimates. Mohammad Azzeh and Ali Bou Nassif [31] proposed a new method based on bisecting k-medoids clustering algorithm to come up with set of analogies for individual projects. The dataset characteristics are gathered by applying the above said algorithm that in turn able to automatically find the set of analogies for each project. The results are compared against the traditional analogy-based estimation and the proposed technique delivers more promising results with enhanced performance.

Ekrem Kocaguneli [32] identified the assumption about analogy-based effort estimation. These assumptions are then tested by obtaining binary tree of clusters and compare the variance of super-trees against sub-trees. It is found that estimating the variance of super-trees are smaller than sub-trees, implies that if cluster variance is lower than the estimation has minimal occurrence of errors. This paper concludes that dynamic selection of nearest neighboring project by using the project data with lesser variance significantly improves the estimation by analogy.

Analogy-Based estimation and artificial neural networks are the most commonly used methods to estimate the effort required for a software project development. Khatibi Bardsiri et al. [33] proposed a hybrid method, is a combination of fuzzy clustering, analogy-based and artificial neural network methods used to improve the accuracy of effort estimation. The related projects are clustered so that the inconsistent and irrelevant projects are reduced which in turn
improves the estimation accuracy. The proposed framework has been validated based on the performance metrics such as MMRE and PRED (0.25) and the promising results proven that this method outperformed all other methods.

Elham Khatibi [34] proposed a new technique to address the problem in Analogy based estimation. Analogy based estimation is more widely used technique in recent years, because of its simplicity and estimation capability used for estimating the effort required to develop a product. The earlier methods compared the two related projects without considering their internal attributes which leads to inaccurate and biased estimates. This paper focuses about developing a hybrid model to address the above said problem. The related projects are classified as group of clusters by considering the internal project attributes such as development platform, organization type and level of expertise. Then the attribute weighting process should be performed and the development effort was analyzed for each cluster of projects. The achieved results are validated by comparing with the existing model and this method delivers a promising result with respect to accuracy and performance metrics.

Magne Jorgensen [35] conducted a study to evaluate the effect of relative based estimation model. The assessments are based on simple comparisons of effort related attributes of the current projects with that of completed similar projects. Based on the analysis, author suggests the following guidelines that will benefit the developers in terms of accuracy while performing the estimation in order to improve the estimation accuracy. A) When using analogy based estimation, comparison with similar projects can be made in terms of work hours rather than percentages. B) Provide importance to the unique properties of the reference project. C) It is advised to perform the estimation on a sequential order of the task size. For example, start with the estimation of small size component first and then move on to medium and large size components. This will improve the estimation accuracy by addressing the logical dependence exists between the modules. Table 1 shows the comparison about different estimation models used in traditional software development. It is represented by grouping the work based on various estimation categories and highlights the estimation attributes the corresponding papers mainly focuses on.

| S.No | Estimation Category | Authors | Estimation Attributes |
|------|---------------------|---------|----------------------|
| 1    | Algorithm Based Method | Kenneth Lind et al. [28] | Size, Cost, Effort |
| 2    |                     | Ali Bou Nassif et al. [32] |                     |
| 3    |                     | Ekrem Kocaguneli et al. [26] |                     |
| 4    |                     | Florin Schnitzhofer et al. [37] |                     |
| 5    |                     | Zia et al. [48] |                     |
| 6    |                     | Masateru Tsunoda et al. [45] |                     |
| 7    | Expert Judgement    | Ali Bou Nassif et al. [3] |                     |
| 8    |                     | Ekrem Kocaguneli et al. [25] |                     |
| 9    | Analogy Based Estimation | Barry Boehm [9] |                     |
| 10   |                     | Aihua Ren et al. [4] |                     |
| 11   |                     | Nikolaos Mittas et al. [30] |                     |
| 12   |                     | Mohammad Azzeh et al. [3] |                     |
| 13   |                     | Ekrem Kocaguneli et al. [24] |                     |
| 14   |                     | Khatibi Bardsiri et al [22] |                     |
| 15   |                     | Elham Khatibi et al. [23] |                     |
| 16   |                     | Magne Jorgensen et al. [20] |                     |
3. Estimation Techniques in Agile Software Development

Accurate estimation is the most difficult task among project managers and stakeholders; more so if this happens to be an agile project. Among agile teams, estimation is the most difficult aspect of the job. The most important research question among agile researcher is: How do we make the estimates as accurate as possible without losing the agility? Unlike the number of estimation methods available for traditional development models, agile has very simple and minimal set of estimation techniques that are widely used. To find answer for the above question, Dan Radigan [36] suggested the following contributing factors to make an efficient estimation for agile based projects.

3.1. Collaborating with Product Owners

In agile development, product owner is responsible for capturing and decomposing requirements from business, prioritizing product backlog but they do not have much technical knowledge on implementation details. Agile development team usually performs the estimation process by co-coordinating with Scrum Master and Product Owner. The estimates help the product owner to prioritize the product backlog.

3.2. Agile Estimation is a Team Sport

Unlike traditional approach, estimation in agile is a team effort. The team in agile involves developers, designers, testers, scrum master etc. Each member brings a different perspective and the work required to deliver a feature [37].

3.3. Agile Story Points

Traditional approach provides estimates in calendar days or weeks, but in agile, story point is the widely used metric for estimation. Story point is a measure used by agile teams to measure the effort required to implement a story. Story points are usually referred by using Fibonacci sequence or with the relative size such as small, medium and large.

Planning poker is most widely used technique for estimation in agile. Agile development team along with product owner and scrum master will gather in a room and the agile team will take a user story from product backlog, discuss it briefly and suggest an estimate in terms of story points. If all estimators selected a same value for a given user story, then that becomes the estimate. If there is any difference exists between the estimators, then the user story is picked for further detailed discussion. The process continues until consensus among the team is achieved. The role of the Product Owner is to elaborate the user stories to the team to perform the estimates, clarifying the development team questions on user stories and the final decision maker. The role of the Scrum Master is to coach the team, resolve the ambiguity or contradictions that arise among the teams, facilitate the session and the central point-of-contact for Product Owners and development teams.

Agile story point is a relative measure which has no direct relation with calendar days. This makes the agile team to think abstract about the effort required to complete the feature. Table 2 lists the various estimation techniques widely used in Agile based software development projects. The main advantages of using story points over calendar days [36] are:

a. Calendar days do not account non project related tasks like meetings, emails and interviews.

b. Normally calendar days have an emotional attachment.

c. Each team uses different scale to estimates, in turn their velocity becomes different.

Since agile is the most recommended development model being adopted by many organizations in recent years, it is essential to understand how the estimation process is performed in agile. Most software engineering researchers believes that the development phases in agile is easy and simple to be performed compared to traditional method [38-42]. C.J. Torrecilla-Salinas et al [43] proposed a framework for estimation and planning of web based projects suitable for Scrum based agile projects. This approach is based on value-based perspective by combining several existing agile techniques. The proposed framework is validated by real-life project case studies in order to obtain the accurate conclusion. This approach is highly suitable for managing, planning and estimating web based agile projects.

Ishrar Hussain et al. [44] developed a method to approximate the functional size of COSMIC standard. COSMIC is an ISO standard used to measure the functional size of software based on user requirements. However, this approach is not suitable for agile process, as this
requires the user requirements to be formalized and decomposed. This paper address the issues by approximate the COSMIC functional size from informal textual requirements that suits with the agile process.

Sungjoo Kang et al. [45] created an estimation model for agile based projects based on function points. Function points are widely used to estimate the cost and effort that are required to develop a product. This approach is widely used in traditional approach. In agile, most widely accepted estimation technique is based on story points. In this paper, they have incorporated the function point approach in addition to story points to achieve the highest level of accuracy. The project status is dynamically tracked with the help of Kalman filter algorithm. The validation is performed with the help of case study by comparing the results with the traditional approach.

Use case point estimation is one of the famous models used for estimation in agile software development. Parvez [46] developed a new layer in the existing use case point estimation model in which they have introduced two contributing factors namely: efficiency and risk for estimating the effort required for testing. The existing use case point method considers only the properties of the project but this paper focuses on the team properties in addition to the project. The important factors to be considered in the new layer are Test team resources, Cycle length, Weight of testing, Efficiency factor and risk factors. The introduction of new layer in the existing use case point improves the effectiveness and performance of the estimation.

Sakshi Garg et al. [47] proposed cost estimation model that suites for Agile software development projects. Sakshi identified the attributes that have maximum correlation and introduced Principle Component Analysis (PCA) for reducing the number of considerable attributes. The proposed approach is suitable even in the absence of statistical data and expert opinion. The result from this approach proves to have a better precision and accuracy of cost estimation in agile software development projects.

Story Point Approach (SPA) is the most widely used approach in agile software effort estimation. Aditi Panda et al. [48] improves the estimation accuracy in agile projects based on neural networks. This approach considers different types of neural networks like General Regression neural networks (GRNN), polynomial neural networks and probabilistic neural networks to improve the accuracy of the effort estimation. This method considers best fit for estimating the effort, however it does not address other aspects of estimation like cost, duration or risk.

Kayhan Moharreri et al. [49] proposed an automatic estimation method called “Auto Estimate” for estimating effort for agile based projects. This approach is complementing to widely used manual planning poker technique. The best learning technique is selected automatically by performing the following steps: Data collection by using story cards, extracting the features using textual analysis, constructing the model with extracted features and performs analysis by measuring the performance. It also provides promising results with respect to accuracy as compared with usual planning poker technique.

| s. No | Authors | Estimation Technique Used | Estimation Attributes |
|-------|---------|---------------------------|----------------------|
| 1     | C J Torrecilla-Salinas et.al. [43] | Value Based | ✓ ✓ ✓ |
| 2     | Ishrar Hussain et. al. [19] | COS MIC, planning poker | ✓ ✓ |
| 3     | Sungjoo Kang et. al. [40] | Function Point based, planning poker | ✓ ✓ |
| 4     | Parvez et. al. [35] | Use case Point based, planning poker | ✓ |
| 5     | Sakshi Garg et.al. [16] | Principle Component Analysis | ✓ |
| 6     | Aditi Panda et.al. [1] | Neural Network based | ✓ |
| 7     | Kayhan Moharreri et.al. [21] | Auto estimate, planning poker | ✓ |

The following are the observations we make on the available estimation models used in agile approaches.

a. Planning poker is the most widely used technique, which is highly dependent on expert judgements and availability of historical data. This technique will not be useful if we do not have any experts or unavailability of historical data in our projects.
b. Estimation is mainly based on Story points, which are relative in nature. A small change in user stories in product backlog will eventually leads to the changes in story points for all other user stories which makes the estimation meaningless.

c. No straightforward technique is available to determine the teams’ velocity. It is usually calculated based on assumptions and trials which might impact the project deliverables.

4. Conclusion

It is essential for any organization to find the most accurate software estimation models for taking a valid management decision and useful for project managers, development teams and clients to have a proper project planning. There are many estimation techniques available for both traditional and agile models, but the estimation methods that suits for one may not be compatible for other. Therefore, it is essential to identify an appropriate estimation model based on the development process model used for the software construction. Also, no single estimation techniques are suitable for all kinds of projects. Therefore, it is necessary to choose the appropriate estimation models by keeping the project characteristics and requirements in mind. For any type of software development, estimation is always a critical and important task.

We have summarized the various estimation approaches that are widely followed in traditional as well in Agile based development projects. In general, it is very difficult to say which estimation method is exceptional due to the fact that it is also highly dependent on project size and various other factors. But, COCOMO-II and Function point based are largely used in traditional approach and planning poker is the most widely accepted one in Agile based projects.

In recent years, agile development models are getting widely adopted for developing software products in software organizations. But, based on research literature reveals that only limited amount of work has been carried out so far in the area of estimation in agile based projects. Further, an interesting future direction in the field of software estimation for Agile development projects could be focus on: (1) In addition to Scrum, estimation of cost and effort in other agile methods such as Extreme Programming (XP), DSDM, crystal, Lean and so on, (2) Identification of various risks that might influence the project and its outcomes in the earlier stage of sprint cycle, (3) It is essential to develop more standardized estimation methods like algorithmic based that we have in traditional environments, (4) Validation of estimation results with large scale industry projects.
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