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Abstract

Web applications are becoming more ubiquitous. All manner of physical devices are now connected and often have a variety of web applications and web-interfaces. This proliferation of web applications has been accompanied by an increase in reported software vulnerabilities. The objective of this analysis of vulnerability data is to understand the current landscape of reported web application flaws. Along those lines, this work reviews ten years (2011 - 2020) of vulnerability data in the National Vulnerability Database. Based on this data, most common web application weaknesses are identified and their profiles presented. A weakness ontology is developed to capture the attributes of these weaknesses. These include their attack method and attack vectors. Also described is the impact of the weaknesses to software quality attributes. Additionally, the technologies that are susceptible to each weakness are presented, they include programming languages, frameworks, communication protocols, and data formats.
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I. INTRODUCTION

All manner of applications and devices are now connected with web-enabled interfaces for remote interaction. Software tools exist to allow individuals at various levels of technical expertise to quickly couple together disparate software components and technologies to spin-up a web application. With this proliferation however comes the associated software vulnerabilities. These vulnerabilities occur in many different forms and at various layers of the application stack. To help address the prevalence of these vulnerabilities, it is important to understand their nature. The National Vulnerability Database (NVD) maintains a collection of vulnerabilities that exist in everyday software [1]. The NVD was initiated in 2002 by the National Institute of Standards and has since cataloged tens of thousands of vulnerabilities over the years. These vulnerabilities are instances of discovered security-related faults in various software.

For this work, we leverage the information in the NVD to gain some insight into the vulnerabilities that exist in Web applications. We create a taxonomy of Web application weaknesses by taking a contemporary view of their associated vulnerabilities. Addressing the issues of software vulnerabilities require some understanding of their characteristics. This insight is useful for stakeholders from industry and education alike in the push to root out security faults. In 2006, the United States Department of Homeland Security warned that software should be developed with security in mind during every phase of the software development lifecycle [2]. To accomplish this, software practitioners require the necessary tools at various stages of the process.

Early in the development process, threat modeling is needed to understand the vulnerability landscape and refine the system’s requirements accordingly [3], [4]. Throughout the process, checks are needed to ensure that the software is developed in a manner that is consistent with those requirements. Inspection is such a verification technique that can expose problems at various stages of the software process. Checklists, used during inspections, are a powerful tool for fault detection especially when used early in the software process [5]. The usefulness of checklists is predicated on knowing common problem areas. Checklists are meant to evolve over time as new problems crop up and this is true for various professions from home inspectors to airline pilots. Software applications are often constructed by coupling together existing components with a multitude of technologies from various vendors. The composite software will inherit any flaws that exist in the components. So, understanding the nature of the existing vulnerabilities is important. This is particularly true for web applications that could have many remote components and actors [6]. We define web applications as those that are inherently client-server architecture and who’s subsystems interact over the internet utilizing a request-response pattern [7]. Web applications leverage existing web infrastructure, standardized communication protocols and are platform-independent [8]–[10].

With this work we answer the following research questions:

(A) How many reported vulnerabilities in the NVD, over the last ten years (2011 to 2020), impact web application software?
(B) What are the most common weaknesses in the reported vulnerabilities for web applications?
(C) What attack methods are utilized to exploit each weakness?
(D) Which attack vectors were leveraged in exploiting each weakness?
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Quite a number of works have looked at the problem of understanding and classifying computer system vulnerabilities. We discuss these works in Section IV. None of these existing works take a contemporary view at web application vulnerability data, nor do they address any of the research questions above. Besides, some of these works are merely proposals that are not based on empirical analysis. With the work presented here, we address the above questions. We present a weakness classification mechanism with various components, including typical attack methods, attack vectors, and impacted technologies. We identify the most susceptible programming languages, frameworks, communication protocols, in addition to data and media formats. We also briefly describe each of the weaknesses and some ways to mitigate them. With this work, we intend to give an updated view on the attributes of web application weaknesses. This is to better inform stakeholders in the push to improve software processes and training for engineers.

The rest of this paper is structured as follows; Section II provides some background on vulnerabilities and the 11 types of weaknesses discussed in this paper. We describe our methodology and the taxonomy hierarchy in Section III. A discussion on related work can be found in Section IV with concluding remarks in Section V.

II. BACKGROUND

This work is an extension of previous work on vulnerability data analysis by the authors [11]–[13]. These previous works leverage software vulnerability data from the National Vulnerability Database (NVD) [1]. They looked at the types of vulnerabilities that impact different types of software, vulnerability risk factors, and ways to mitigate them. This section provides some background on the types of vulnerabilities that are discussed in this paper. This material is useful as these types of vulnerabilities are frequently mentioned. Readers who are familiar with this background may skip this section.

The NVD captures security vulnerabilities in a list known as Common Vulnerabilities and Exposures (CVE) [14]. Each CVE entry contains several attributes including a unique identifier, the name of the affected software product, the software vendor, a description of the vulnerability, and the date of the report. Each entry is also associated with a type of weakness in a Common Weakness Enumeration (CWE). CWE is a list of software and hardware weakness types (e.g., Buffer Overflow) [15]. So, each vulnerability (CVE), which is an instance of a reported software fault, is associated with a specific weakness (CWE).

A. Cross-site Scripting (XSS)

This weaknness results from the consumption of malicious input, which is then incorporated into the application’s output. An actor can exploit a web browser’s ability to run embedded code by inserting malicious web scripts (e.g., JavaScript, HTML) into system data. For instance, malicious script could be inserted into the payload of a URL, form data, email, or file. The malicious script is then consumed and inadvertently executed by the browser. The malicious code, which is disguised to execute within the security context of a trusted domain, redirects the actor or actor’s data to an untrusted domain [16], [17].

Several techniques for preventing XSS exist and include avoiding the use of user-supplied input (E.g., request parameters) in application logic, validating application output, applying the HTTPOnly flag to cookies to make them invisible to client-side code, and specifying an encoding type in HTTP response headers [18], [19].

B. SQL Injection

SQL (Structured Query Language) statements are sometimes constructed dynamically within a program using input data from the actor. For instance, input data could be used to construct a query to authenticate the actor or conduct a search for products. SQL injection is a type of injection attack that occurs when an actor can insert portions of SQL statements into a program’s input data. The malicious input is designed to exploit weak data validation and poorly constructed dynamic SQL queries to gain access to the database. Similar to XSS, mitigating SQL injection includes data validation, sanitization, and avoiding the use of user-supplied input in SQL queries. Other techniques include making use of stored procedures rather than dynamic queries, and using queries than are resilient to SQL injection [19].

C. Exposure of Sensitive Information

This weakness manifests in various forms. The vulnerabilities associated with this weakness include overly descriptive error messages (E.g., stack traces), insecure cookies, information logs (including caches), and other system artifacts (E.g., client-side code) that reveal information such as IP addresses, user credentials, document links, and database connection strings. An actor could glean useful information about the system and utilize the information to refine a future attack. Error messages from login attempts and password resets can also be exploited in this manner. Revealing sensitive information in URL parameters also falls within this weakness. The vulnerabilities reported here included, not properly implementing access controls which allows actors to obtain sensitive information through direct requests. Others are, not encrypting network traffic, and in some cases,
submitted passwords have been included within HTTP response messages. Also reported were username and password fields that revealed user credentials through auto-complete. Mitigating this weakness requires a very broad approach including using generic error messages, effective access control, strong data encryption, and minimizing client-side information disclosure [18], [20], [21].

D. Cross-Site Request Forgery (CSRF)

This weakness exists when an application is unable to correctly determine if a client request is intentionally sent. A lack of proper verification of requests could be exploited by an attacker to trick a user to submit a malicious request, for instance by clicking a link (URL) while logged into a system. This request thus leverages the context of the user’s valid session. The forged requests could be used to carry out malicious actions on behalf of the attacker. Malicious actions could include creating a user account or modifying a user’s credentials. This weakness occurs mainly in applications that utilize HTTP cookies as the only means for tracking sessions. Mitigating CSRF centers around having proper session token checks which might include using unique request tokens and inserting tokens into hidden form fields [18], [19], [21].

E. Improper Access Control

This weakness relates to failure to correctly authenticate the identity of an actor and failure in correctly determining whether the actor is authorized to access some functionality or information. This could result from the improper management of session identifiers as well and lack of consistent enforcement of authentication and authorization across different layers of the architecture. With that, an actor that is able to bypass authentication measures at the presentation layer may find access control that incorrectly authorizes access to data and functionality [20], [22]. Some aspects of this weakness relate to improper management of user credentials. A few of the vulnerabilities reported here include poor password management that allows an actor to change a password without knowing the existing password. Poor password policies have also allowed for successful brute-force password guessing. Mitigating this weakness must include the implementation of appropriate access control patterns (E.g., role-based access control) as well as strong policies for managing user credentials.

F. Improper Input Validation

This weakness involves the inadequate validation of data that originates from outside the trust boundary of an application. By inadequately validating, the application places undue trust on consumed data by discounting the possibility of malicious data. Consuming malicious data is the basis for the injection attack method and can cause an application to enter an erroneous state that leads to various other weaknesses. The vulnerabilities reported under this weakness include, not properly handling malicious server requests which could contain manipulated session data, certificates, or other invalid request parameters. Others are, not validating the size and content of uploaded files, and not validating form. This weakness could be mitigated by identifying all data flows that originate from outside the boundary of a system component (including packet data). All incoming data need to be validated [4], [21], [22].

G. Path Traversal

An application may utilize user-controlled data to generate a file path to the system directory. An actor could exploit this behavior to gain access to an unauthorized location in the directory tree. Through path traversal, an actor could access system resources that permits them to impact the reliability and availability of the application as well as violate the integrity and confidentiality of system data [20], [21]. The vulnerabilities reported under this weakness include allowing an actor to access or delete files via a malicious URL. For instance, a malicious URL could be crafted by replacing portions of a legitimate URL with a dot-dot-slash sequence (E.g., ../../) Mitigating path traversal could include not allowing user-controlled data as input to the file system, otherwise such data needs to be thoroughly sanitized of suspicious characters [18].

H. Buffer Overflow

In this weakness, memory location that is outside the bounds of a buffer can be accessed if proper bounds checks are absent. An actor can exploit this vulnerability by supplying data that causes the overflow to occur. Access could be gained to other parts of the program’s memory which can cause the application to behave as unintended [21]. The vulnerabilities reported under this class include the insertion of invalid data through office productivity documents, XML files, email attachments, and crafted websites with malicious code. Preventing this weakness requires appropriate validation of all forms of input data, including the length of URL strings [18].

I. Unrestricted Upload of File

This weakness relates to vulnerabilities that allow an actor to specify a malicious file that is consumed by the application. The file is then either automatically processed by the application or directly accessed by the actor. Mitigating this weakness requires that both a file’s payload and type (extension) are adequately validated. Suitable whitelists or blacklists could be used to filter allowable types. Also, access control measures should be used to prevent unauthorized uploads.
J. Code Injection

In this weakness, the actor is allowed to insert code snippets into a system and thereby alter its behavior. The vulnerabilities reported for this weakness include the uploading of executable files and insertion of source code via serialized objects, email attachments, media files, and ZIP archives. Steps to mitigate this weakness should include adequate validation and sanitization of data. Additionally, access control measures should be in place to prevent access to application features and components that might be susceptible to code injection.

K. Improper Authentication

This weakness involves the incorrect implementation of security-related features (e.g., configuration setting and session management) that allows an actor to bypass authentication. The NVD notes that Improper Authentication is related to (child-of) Improper Access Control [23]. Vulnerabilities reported here included enabling auto-complete for authentication fields, not requiring authentication for requests, and improper sanitization of authentication input.

III. Methodology and Results

To understand the weaknesses that are associated with web applications, empirical evidence is needed. Along this vein, we decided to review reported software vulnerabilities in the NVD. The NVD contains several thousands of vulnerabilities across several thousands of software products. With NVD data, some generalized vulnerability and weakness trend analysis is possible [24]–[26]. Although vulnerability entries in the NVD contains attributes such as vendor and product, the data does not identify the software type (e.g., Operating System). For instance, a vulnerability for Windows 10 would identify Window 10 without identifying its type as operating system. So, to identify web application vulnerabilities, we needed to classify each vulnerability by the software type of the named product. Identifying software type is important for such empirical study as important characteristics of software do vary by their type. Determining the application type is important in performing analysis that is specific to the application domain [27].

In previous work, we classified NVD vulnerability data into seven software types, namely; web application, utility, server, operating system, browser (web), framework, and middleware [11], [12]. The process of classifying the software type is illustrated in Figure 1. The NVD provides a feed of yearly vulnerability data [28]. The data which is available in JSON (JavaScript Object Notation) format does not identify the software type for each vulnerability, so we first annotate each vulnerability with a software type. Our four-step annotation process is described below:

1) The JSON data format is first converted to a CSV (Comma-Separated Values) format. Repeated entries of the same vulnerability (with the same identifier) are removed.
2) The CSV list of vulnerabilities is fed into a software tool that we specifically developed for annotating vulnerabilities with a software type.
3) A software type is inserted as an attribute of each vulnerability. The type is identified from the combination of the vendor and product name (e.g., Microsoft and Windows 10). We created a database of software types, which is utilized to make this match.
4) A CSV file of vulnerabilities is generated. Each vulnerability is now associated with one of the six software types previously mentioned.

Our analysis is based on reviewing the CSV vulnerability data. This manual review includes reading the description provided for each reported vulnerability. The vulnerability data in CSV format is viewed using Microsoft Excel spreadsheet. Pivot tables [29] are used to filter the data for analysis. This method of manual review is tedious. A scalable approach to review of vulnerability descriptions would require automated tools that employs natural language processing and machine learning techniques.
A. How many reported vulnerabilities in the NVD, over the last ten years (2011 to 2020), impact web application software?

After annotating the vulnerability data with software type, we focused on a decade’s worth of vulnerabilities (2011 to 2020). We then picked those of the web application type for which there were a total of 13,346 vulnerabilities. Figure 2 shows the distribution of web application vulnerabilities in the review period. Although there are 7 types of applications in our classification. We focus on web applications because software is increasingly connected. This has led to the blurring of lines between application types. Contemporary applications increasingly have elements that are web-based [8], [30]. Our data shows that the most vulnerabilities were reported in 2018 (14,863). Of these, 18% (2,644) were associated with web applications. Over each of the ten years, the portion of web application vulnerabilities ranged from 9% (704) in 2015 to 19% (979) in 2012. Our analysis showed that over the ten years, operating system vulnerabilities accounted for the most vulnerabilities (23,567), while utility software vulnerability was second (20,790). Server software was third (16,561), Frameworks were fourth (16,099), web application was fifth. The rest were, Browser and Middleware (5,538 and 983, respectively).

Fig. 2. Web application vulnerabilities vs all vulnerabilities, 2011-2020

B. What are the most common weaknesses in the reported vulnerabilities for web applications?

After determining which vulnerabilities are attributed to web application software, we then determine the most common weaknesses in that group of vulnerabilities. Thus, we reviewed the web application vulnerabilities to identify the most prevalent weaknesses. Our criteria for prevalence is based on a weight metric. The weight is the frequency of occurrence of a weakness in a group of vulnerabilities. The threshold for most common is any weakness that has a weight of 1 or more (frequency of 1% or greater). By this metric, 11 weaknesses met the threshold. Table I shows the 11 most common weaknesses and their respective weights. Our analysis shows a total of 127 identified weakness over the 13,346 vulnerabilities for web applications. Of the 127 weaknesses, these 11 weaknesses accounted for just over 70% of all vulnerabilities for web applications. As can be seen from Table I Cross-Site Scripting is the most common weakness for web applications. In Section III, we briefly describe each weakness and present further details on our findings.

| ID  | Name                                  | Weight |
|-----|---------------------------------------|--------|
| CWE-79 | Cross-Site Scripting (XSS)          | 27.6   |
| CWE-89 | SQL Injection                       | 9.9    |
| CWE-200 | Exposure of Sensitive Information   | 7.0    |
| CWE-352 | Cross-Site Request Forgery (CSRF)   | 5.8    |
| CWE-284 | Improper Access Control              | 5.2    |
| CWE-20 | Improper Input Validation            | 4.5    |
| CWE-22 | Path Traversal                      | 3.3    |
| CWE-119 | Buffer Overflow                     | 2.3    |
| CWE-434 | Unrestricted Upload of File         | 2.0    |
| CWE-94 | Code Injection                       | 1.8    |
| CWE-287 | Improper Authentication             | 1.0    |

The rest of the research questions refer to specific attributes of each of weaknesses. This requires that the vulnerabilities associated with each weakness in Table I be analyzed to identify these attributes. Each vulnerability was reviewed (recall that each vulnerability is associated with a weakness). Our analysis of the vulnerabilities informed the classification of the attributes of each weakness. Figure 3 illustrates the relationship between a weakness and 3 attributes (Attack Vector, Attack Method, and Technology). Each attribute has a set of children. We use the type-of relationship where the child is not atomic, i.e., it has other subtypes. We use the is-a relationship where the child is atomic. In our analysis, each vulnerability was reviewed to
determine its specific attributes. The ontology is based on the answers to the research questions posed here. It summarizes the results of the analysis of contemporary vulnerability data to understand the various aspects of web application weaknesses. This understanding exists of vulnerabilities is important to inform related endeavors in threat modeling and security requirements engineering. In these endeavors, there are increasing needs for automated tools to assist in tackling the growing vulnerability landscape. We provide further details of these weaknesses attributes as we address each research question in the sections below.

We define attack method as the technique that is utilized by an attacker (malicious actor) to exploit a weakness. To determine the attack method for each weakness, all vulnerability (CVE) data were reviewed. Although the level of detail for the descriptions did vary, there was at times enough information to determine attack methods. Our review identified three types of attack methods, namely, Injection, Inspection, and Interception. Each attack method is described as follows:

1) **Injection**: In this method, the attacker inserts some form of malicious data into the control flow of an application. An example of an injection attack is uploading an image file that has been compromised with malicious code. Other forms of this attack include the injection of commands into system, to perform tasks on behalf of the attacker. This could be accomplished through maliciously crafted scripts or action by the attacker to access a functionality (or issue requests) for which they are not authorized. Mitigating injection attacks requires that undue trust is not placed on data that originates from outside the trust boundary of an application. Such data needs to be validated and invalid data be discarded. Implementation of adequate access control measures are also useful for mitigating injection attacks.

2) **Inspection**: In this method, the attacker is able to observe sensitive information about the application for which they are not authorized. For instance, an attacker could review source code and other system artifacts (e.g., client-side views, logs and configuration files) to find login credentials, IP addresses, or other information that reveal sensitive implementation detail. Often, an inspection-based vulnerability is the precursor to a future attack as the attacker is able to leverage the observed information to exploit other weaknesses. To mitigate this weakness, care must be taken to scrub exposed system artifacts of sensitive information. Exposed system artifacts are those that put outside of a system’s trust boundary where they are easily accessible to an attacker. Encryption should be considered for certain artifacts and caches cleared when no longer needed. Also, care must be taken to see that error messages are generic and do not expose sensitive information to an attacker. Examples of inspection-related vulnerabilities are [34] and [35].

3) **Interception**: In this method, the attacker is able to view or modify sensitive data in the application’s network traffic. This is typically known as a man-in-the-middle attack as the attacker is able to intercept the traffic between a sender and receiver. The attacker takes advantage of absent or poor encryption of network messages. CVE-2015-0943 [36] is an example of a reported vulnerability that utilizes this attack method.

Figure 3 illustrates the relationship between attack method and weaknesses. Each vulnerability is associated with a weakness and one or more attack methods. For instance, a reported vulnerability could reveal that login credentials were discovered in an application’s source code. For this vulnerability, the associated attack method would be Inspection, while the weakness is Exposure of Sensitive Information. This relationship allows us to identify all attack methods for each weakness. The association between all the weaknesses and attack methods is captured in Table II. It shows the most common web application weaknesses and their observed attack methods. Based on our analysis, Injection is the attack method that is utilized across all types of weaknesses. Also, Exposure of Sensitive Information is the only weakness that was found to be susceptible to all three attack methods. This mapping is based on the vulnerability data reviewed. It is conceivable the some weaknesses are susceptible to any of the three attack methods.
TABLE II
WEAKNESSES AND ASSOCIATED ATTACK METHODS AND ATTACK VECTORS (SCRIPT & MESSAGING)

| Weakness                        | Method                  | Script | Messaging |
|---------------------------------|-------------------------|--------|-----------|
| Cross-Site Scripting (XSS)      | x                       | x      | x         |
| SQL Injection                   | x                       | x      | x         |
| Exposure of Sensitive Information| x                       | x      | x         |
| Cross-Site Request Forgery      | x                       | x      | x         |
| Improper Access Control         | x                       | x      | x         |
| Improper Input Validation       | x                       | x      | x         |
| Path Traversal                  | x                       | x      | x         |
| Buffer Overflow                  | x                       | x      | x         |
| Unrestricted Upload of File     | x                       | x      | x         |
| Code Injection                   | x                       | x      | x         |
| Improper Authentication         | x                       | x      | x         |

D. Which attack vectors were leveraged in exploiting each weakness?

**Attack vector** can be broadly defined as a pathway through which an attacker exploits a system [37]. For this work, we view those pathways as the part of the application that serves as the delivery mechanism or is the target of an attack that seeks to exploit a weakness. This attribute has two subtypes, namely, **Script** and **Messaging**. As illustrated by Figure 3, these attributes are not atomic and therefore have their own subtypes. Table II captures the association between the most common web application weaknesses and their attack vectors. This is based on our analysis of vulnerabilities that occurred over the review period of 2011 to 2020. Script and Messaging have four and six subtypes, respectively. A keyword-based search of the all vulnerability data was used to determine the association between weaknesses and vector. Example keywords were "form", "upload", "cookie", "ajax", and "rpc". The keywords were chosen based on the review vulnerability descriptions. After a search determines the presence of a keyword in a vulnerability, the descriptions are reviewed to determine whether the keyword is used in the correct context. That is, to determine if the keyword is an attack vector for the associated weakness. CVE-2020-12432 [38] is an example of a vulnerability that leverages file data to exploit XSS. The vulnerability description includes the keyword "upload". We further the identified attack vectors below:

1) **Script**: Script represents application artifacts that occur in some form of textual or character encoding. Script has four subtypes which are as follows:

i. **Form Data**: Malicious data could be inserted into a form field to exploit weaknesses. This attack vector is typically used to carry out injection-based attacks where the attacker injects data that exploits a weakness. With this attack vector, the attacker takes advantage of the lack of input data length limits, or poor validation and sanitization of input data. CVE-2019-9714 [39] is an example of a vulnerability that is associated with form data and exploits XSS weakness. As Table II show, we found form data as an attack vector for all types of weaknesses.

ii. **File Data**: Various file formats can be manipulated by an attacker and used to exploit a weakness. This is typically accomplished through a file upload (or attachment) function. An attacker can leverage these functions if the application lacks adequate access control, proper checks for file size limit, and validation for file format (both file content and file extension) [40]. Examples of utilized file formats include images and productivity (E.g., Microsoft Word). XML data can be susceptible to various types of attacks such as XML eXternal Entity (XXE) injection. XXE injection leverages the ability of XML documents to reference data that exists outside the document [41]. For instance, a manipulated URL (Uniform Resource Locator) in a JSON (JavaScript Object Notation) file could be used to trick the browser to download and execute a malicious file, in an attack known as reflected file download [42]. In some cases, remote and local inclusion of configuration, template, data, and source files have been leveraged to compromise a system [43]. Table II shows that File Data is a common attack vector for all types of weaknesses.

iii. **Source Code**: An attacker could leverage languages such as SQL, PHP (Hypertext Preprocessor), and JavaScript to craft malicious code snippets that are then injected into the application via some other attack vector such as Form Data or File Data [44], [45]. At times, the very nature of some file formats allows for them to be injected with malicious source code. For instance, PHP code can be embedded in some image files [46]. An attacker could also glean useful information about an application by inspecting different forms of its implementation artifacts such as client code, configuration files and local data cache [47], [48].

[1]See appendix for explanation of acronyms
iv. **Cookie Data:** A cookie is a name-value pair data structure that is part of the HTTP protocol. It is used to exchange application-context information between the server and the client. The types of information exchanges might include session identifier, expiration date, and a secure flag that determines if the cookie is submitted only in HTTPS. In some cases, an application may extract information in the HTTP request parameters, such as user preferences, and place that information within a cookie in the response message. An attacker may leverage this behavior to carry out a cookie injection attack by crafting a malicious request that would insert a vulnerability into cookie data [49]. The susceptibility of cookies highlights the importance of encryption, validating cookie data, sanitizing user supplied data, and utilizing good server-side session management.

2) **Messaging:** Messaging represents communication mechanisms for data interchange over a network. These mechanisms can be used as attack vectors to exploit weaknesses. We identify six subtypes of this attribute and describe them below:

i. **E-mail Message:** This attack vector relates to vulnerabilities that involve the exchange of e-mail messages. Weaknesses have been exploited by embedding malicious code into e-mail messages [50]. Also possible are account activation vulnerabilities (related to e-mail verification) that allow for accounts to be created by the use of tokens in e-mail messages [51]. Other vulnerabilities include e-mail header injection in which the addressing component of an e-mail message can be manipulated with code to result in outbound spam messages. We also observed some vulnerabilities where an attacker injects executable code into the attachment in an e-mail message [52]. Table II shows the associated weaknesses to this attack vector.

ii. **HTTP Request:** The Hypertext Transfer Protocol (HTTP) is a request-response protocol for client-server interaction [53]. HTTP requests are utilized to exploit multiple types of weaknesses. For instance, an authenticated actor could compose a request to a path that gives them access to unauthorized functionality or data, thereby escalating their privilege and exploiting an **Improper Access Control** weakness [54]. CVE-2013-2713 [55] is another example of various forms of weaknesses that have been exploited using maliciously crafted requests. A handful of vulnerabilities involved the exposure of sensitive information in HTTP responses. The exposed information has included submitted passwords and private IP addresses [56]. Extrinsic information needs not be included in responses, especially when unobscured.

HTTP messages contain metadata (header) that includes information such as the host address, browser name, user language, and character encoding. The message header and payload are separated by a combination of carriage return (%0d) and line feed (%0a) characters, known as **CRLF** [19]. HTTP headers are susceptible to manipulation where an attacker leverages improper sanitization of user supplied data to inject vulnerabilities into the message. Attackers have carried out CRLF injections through a crafted request that would create a malicious header or payload and exploit various types of weaknesses [57]. An example is the "Referer" **HTTP header** attack which is used to spoof the address of the previous web page (the referrer) and trick the server into trusting a malicious payload [58]. Another example [57] is the HTTP response splitting attack which is used to inject malicious payload that could be used to poison the cache of a proxy server that would subsequently serve up the compromised content to unsuspecting clients [18], [19]. Another form of exploit that involves the HTTP header is called the **MIME sniffing** attack [59]. This is possible because the header contains a content type that specifies the MIME standard (E.g., image/jpg, text/javascript, text/html) of the payload. The browser uses the content type to determine how to treat the message. However, some browsers may determine the content type by examining the payload (sniffing) and rely on this instead of the header. An attacker can leverage this behavior to get the browser to execute malicious code. For instance, suppose the header specifies a content type of image/jpg, but the attacker is able to inject javascript at the top of the image. When the browser sniffs the javascript, it executes code rather than renders an image. This vulnerability can be attributed to not validating MIME types. We found HTTP header exploits for **Cross-Site Scripting**, SQL Injection, Exposure of Sensitive Information, and Code Injection weaknesses. As Table II shows, HTTP request is a common attack vector across all types of weaknesses.

iii. **STUN Request:** Session Traversal Utilities for Network Address Translation (STUN) is a network protocol for mapping IP addresses between networked resources [60]. Our review showed a vulnerability where the browser disclosed private IP addresses in STUN requests [61]. This type of issue is typically attributed to a lack of encryption.

iv. **DNS Request:** The Domain Name System (DNS) provides a mechanism for resolving web addresses (domain names) to IP addresses. The resolutions are accomplished by a client sending queries to a DNS server (nameserver) [62]. The resolved domain name-IP address mapping has a time-to-live (TTL) which upon expiry, a new query is needed to refresh the IP address. The TTL is set by the nameserver. Due to the need for the client to re-resolve domain names (when the TTL expires), an attack-controlled nameserver could swap out IP addresses so that a subsequent query for the same domain resolves to a different IP address. The client application is thus inadvertently used to target a host at the new IP address. This is known as **DNS rebinding** attack, and it allows a compromised page to make cross-domain requests to circumvent the same-origin policy of the HTTP protocol. The same origin policy only permits requests to the same domain (origin) of the page in which the request is included [18], [19]. A DNS rebinding vulnerability was reported and attributed to **Improper Input Validation** weakness [63]. Other similar vulnerabilities involved the client consuming malicious code (in a query response) from a nameserver with a cache that has been poisoned via a DNS cache poisoning attack [64]. Also, we observed a vulnerability where the attacker has utilized DNS requests to bypass two factor authentication [65].

v. **AJAX Request:** Asynchronous JavaScript and XML (AJAX) is a framework that is used to load data into a web page without
the need to refresh the entire page. AJAX requests have been used to exploit several weaknesses. CVE-2016-2158 [66] is an example that exploits Exposure of Sensitive Information weakness. Some AJAX requests utilize XMLHTTPRequest. XMLHTTPRequest is of HTTP request that exchanges XML data between the client and server [113]. As previously discussed, XML data could be vulnerable to XXE injection. AJAX at times will use JSON for serialized data transmission, instead of XML. JSON objects (and a variation called JSONP) are processed by the JavaScript interpreter on the client-side. Some vulnerabilities have leveraged this technology to inject malicious code into JSON data to exploit several weaknesses including SQL Injection and XSS [67]. Our review found vulnerabilities involving AJAX for all types of weakness (Table II).

vi. RPC Request: Remote Procedure Call (RPC) is a communication paradigm that allows two independent processes to interact over a network through message-passing [68]. With RPC, a client can remotely invoke methods on a server process (or web service). RPC can be performed over various transport and application layer protocols, including HTTP and SMTP (Simple Mail Transfer Protocol). SOAP (Simple Object Access Protocol) is an XML-based messaging standard for RPC [69]. Several vulnerabilities involving SOAP requests are reported in the NVD [70]. Some web applications use some form of RPC and at times the interaction includes serialized XML or JSON data. For RPC-based requests, we found it to be associated with all weaknesses except Path Traversal (Table II).

E. Which technologies are susceptible to each weakness?
Here we identify the specific technologies that were susceptible to the weakness or were utilized in exploiting them. A keyword-based search was utilized, similar to that used in identifying attack vectors. As illustrated in the weakness ontology (Figure 3), Technology is an attribute of each weakness and this attribute has five subtypes. The subtypes are Language/Framework, Protocol, Data, Configuration/Template, and Multimedia. The Data subtype excludes multimedia (i.e., audio, video, and image data). It is important to understand the association between weaknesses and specific technologies as the susceptibility of each technology does vary. Table II shows the association between each weakness and their Multimedia attribute, which has 9 subtypes. The subtypes constitute the various multimedia formats that we found associated with each weakness. Our analysis shows that JP(E)G (JPEG image format) played a part in more types of weaknesses than any other multimedia type. CVE-2018-20149 [71] is an example of such a vulnerability that relates to XSS weakness.

Understanding weakness as they relate to specific technologies is useful for the requirements engineering of systems [2]. [31]. Table III shows the weaknesses and associated group of attributes that we identified as Protocol (with 13 subtypes). It is of no surprise that HTTP is common for all weaknesses. Table IV shows weaknesses as they relate to programming languages and frameworks. Similar to the Multimedia attribute, this Language/Framework attribute is composed of subtypes (24 subtypes). Our analysis showed that 5 of these, namely, AJAX, ASP(X), (P,X)HTML, JavaScript, and PHP can be associated with every type of weakness. Table V captures the association between weaknesses and the attributes Data and Configuration/Template. Data represents various formats for data encapsulation, of which we found 11 subtypes. XML, JSON(P), and ZIP are common data formats for most types of weaknesses. Configuration/Template includes template and configuration files that are used to specify application rules. We identified 7 subtypes for this attribute. HTACCESS, the configuration file for Apache Web Server [72], is the most common of the Configuration/Template type.

### TABLE III

**WEAKNESSES AND ASSOCIATED PROTOCOL AND MULTIMEDIA**

| Weakness                        | Protocol | Multimedia |
|--------------------------------|----------|------------|
| Cross-Site Scripting (XSS)     | FTP      | x          |
|                                | DNS      | x          |
|                                | HTTP     | x          |
|                                | LDAP     | x          |
|                                | MIME     | x          |
|                                | OAuth    | x          |
|                                | SMTP     | x          |
|                                | SOAP     | x          |
|                                | SSH      | x          |
|                                | SSL      | x          |
|                                | STUN     | x          |
|                                | TLS      | x          |
|                                | RPC      | x          |
|                                | ARFP/TBP | x          |
|                                | GIT      | x          |
|                                | GIF      | x          |
|                                | JSON(P)  | x          |
|                                | ZIP      | x          |
|                                | PNG      | x          |
|                                | SWF      | x          |
|                                | SVG      | x          |
|                                | WBFS     | x          |

2See appendix for explanation of acronyms
### TABLE IV
**WEAKNESSES AND ASSOCIATED LANGUAGE/FRAMWORK**

| Weakness                                             | Language/Framework |
|------------------------------------------------------|---------------------|
| Cross-Site Scripting (XSS)                          | ActiveX  |
|                                                      | AJAX, JavaScript   |
|                                                      | AngularJS, VBScript|
| SQL Injection                                        | x         |
| Exposure of Sensitive Information                   | x         |
| Cross-Site Request Forgery                          | x         |
| Improper Access Control                              | x         |
| Improper Input Validation                           | x         |
| Path Traversal                                      | x         |
| Buffer Overflow                                      | x         |
| Unrestricted Upload of File                          | x         |
| Code Injection                                       | x         |
| Improper Authentication                              | x         |

### TABLE V
**WEAKNESSES AND ASSOCIATED DATA AND CONFIGURATION/TEMPLATE**

| Weakness                                             | Data       | Configuration/Template |
|------------------------------------------------------|------------|------------------------|
| Cross-Site Scripting (XSS)                           | x x x x x x x | x x x x x |
| SQL Injection                                        | x         | x x |
| Exposure of Sensitive Information                   | x         |
| Cross-Site Request Forgery                           | x         |
| Improper Access Control                              | x         |
| Improper Input Validation                            | x         |
| Path Traversal                                      | x         |
| Buffer Overflow                                      | x         |
| Unrestricted Upload of File                          | x         |
| Code Injection                                       | x         |
| Improper Authentication                              | x         |

### IV. RELATED WORK

Some works exist that have seek to understand the properties of software vulnerabilities. However, none of those works address the questions posed by this work with regards to the most common web application weaknesses. Besides, existing works become quickly outdated as the software vulnerability landscape changes. The work presented here involves a review of contemporary vulnerabilities in the NVD. The weakness attributes described are not merely a proposals but based on actual systematic analysis of 10 years (2011 to 2020) of reported vulnerabilities. We are yet to find related work that presents this view. We organize the related work below into two groups and present a comparison of the most closely related in Section IV-C.

#### A. Web Systems

Sadqi et al. [73] offers a comparison of some existing taxonomies of web application vulnerabilities and threats. It describes the general characteristics of each taxonomy and discusses their advantages and disadvantages. They propose a unified approach that takes advantage of the benefits of the existing taxonomies and classifies attacks by both client-side and server-side.

Alvarez et al. [74], [75] propose a taxonomy of web attacks. Their proposed taxonomy is based on an attack life cycle that includes the following classifiers: (1) Entry point: where the attack gets through; (2) Vulnerability: a weakness in the system that allows the unauthorized action; (3) Service: the security service threatened by the attack; (4) Action: the attack that realizes the threat (e.g., read, modify, and search); (5) Length: the length of the arguments passed to the HTTP request; (6) HTTP Verb: Verbs used in the attack (e.g., GET, POST, and HEAD); (7) HTTP Header: the headers used in the attack (e.g., Host, Cookie, and Referer); (8) Target: whether application attacks or platform attacks; (9) Scope: the impact of the attack (local or universal) on the web server users; (9) Privileges: the privileges obtained by the attacker attack (i.e., unprivileged...
or administrative). This proposed taxonomy is highly generalized and the authors do not offer any basis for deriving their classification criteria.

Al-Kahla et al. [76] gives some examples of web application vulnerabilities which they classify into three type: (1) Vulnerabilities at the input side due to misconfiguration (e.g., broken authentication and session management); (2) Vulnerabilities at the input and output side (e.g., broken access control); (3) Vulnerabilities at the output side (e.g., sensitive data exposure). There are also some detection tools for web application vulnerabilities into three types: (1) Static tools for source code review; (2) Dynamic tool detection tools for testing web applications; (3) Hybrid tool that combine both static and dynamic methods.

Lai et al. [77] propose a taxonomy of Web attacks. The taxonomy is focused on HTTP methods (GET and POST). The given rationale is that attack behavior only occurs by transmitting messages between client and server. This assertion is false as some weaknesses such as Exposure of Sensitive Information could be present in various system artifacts such as client-side source code. Also, as we show in Table [III] there are other application layer protocols that are susceptible to attack such as FTP, DNS, and LDAP.

Silva et al. [78] propose a classification model for vulnerabilities in the web ecosystem. The ecosystem is divided into three domains: (1) Service; (2) Service Consumption; (3) Social Engineering. The classification model is based on 21 attack vectors divided into 8 security threats across the ecosystem domains. Examples of security threats include Frauds in Service Domain and Frauds in Consumer Domain. Examples of attack vectors include Missing Cross-Origin Management and Service Openness Flaws. They use an example of the use of their classification by applying it to a list of security risks [79] to show their associated attack vectors and threats.

The OWASP (Open Web Application Security Project) Top 10 [79] is a commonly referenced list of security risks for web applications. There are some similarities between this list and our list of the most common weaknesses in Table [I]. It is not clear to us how the OWASP Top Ten are determined. The Top 10 is also not strictly based on the CWE [15], which makes some of its items less concise. For instance Security Misconfiguration could be related to several weaknesses including XSS, CSRF, Improper Access Control, and Exposure of Sensitive Information. The Top 10 includes Insufficient Logging & Monitoring, which really isn’t a software development issue. In addition, it includes Using Components with Known Vulnerabilities which is rather broad and not a specific weakness as defined by the CWE. Lastly, the Top 10 does not include Buffer Overflow which we did find and is a very common weakness [4], [11], [26], [80]. This work provides a ranking to most common web application weaknesses based solely on the review of 10 years of contemporary vulnerability data. It does not include sundry weaknesses. We view the OWASP Top 10 to be complementary.

Antón et al. [81] present a taxonomy of privacy vulnerabilities for Web sites. The classification includes seven kinds of privacy vulnerabilities namely: information monitoring, information aggregation, information storage, information transfer, information collection, information personalization, and contact (of customer). Each vulnerability is associated with privacy goals that can be used to drive privacy policy and reduce privacy vulnerabilities.

Hansman et al. [82] propose a taxonomy of computer network attacks. The taxonomy consists of four dimensions. The first dimension consists of two options: whether the attack uses an attack vector or not. It lists 9 attacks, including Buffer Overflow which it claims does not have an attack vector. The second dimension covers the targets of the attack, which are grouped into hardware and software. The third dimension covers the vulnerabilities and exploits used in the attack. It claims that entries in this dimension are usually a CVE entry. The fourth dimension relates to attacks having payloads or effects. There are 5 categories to the fourth dimension: (1) First dimension attack payload; (2) Corruption of information; (3) Disclosure of information; (4) Theft of service; (5) Subversion.

Chen et al. [83] present a taxonomy of security attacks for IoT. The taxonomy classifies attacks in the four-layer IoT architecture, namely, application layer, middleware layer, network layer, and perception layer. Examples of 23 attacks across all layers are discussed. These attacks include, Code Injections and Buffer overflow in the application layer, SQL Injection and Web browser attack in the middleware layer, DOS attack and Sniffing attack in the network layer, Tag cloning and Eavesdropping in the perception layer.

Li and Deepa [84], [85] put web application vulnerabilities and attacks into 3 groups: (1) Input validation vulnerabilities; (2) Session management vulnerabilities; (3) Application logic vulnerabilities. They identify some examples of vulnerabilities for each group, including, SQL Injection (input validation), Cross-Site Request Forgery (session management), and Redirection Headers (application logic). We believe that this grouping is inaccurate. We found that all common web application weaknesses are susceptible to some form of injection attack, including Cross-Site Request Forgery (Table [I]). Although Cross-Site Request Forgery does leverage a user’s sessions, some forms of this weakness do exploit the improper validation of input data.

Atashzar et al. [86] present a review of web application vulnerabilities and hacking tools. The work focuses on the OWASP Top Ten risks and its countermeasures released in 2010. The discuss some solutions for the mentioned vulnerabilities. They also present some web application hacking tools and ways to mitigate them.

B. General Software Systems

Weaver et al. [87] discuss a taxonomy of computer worms. The taxonomy is into 5 categories, namely, target discovery, distribution mechanisms, activation, payloads, and attacker motivation. Target discovery is the mechanism by which a worm.
disCOVERS ITS TARGETS. THE CARRIER IS THE MECHANISM WHICH A WORM USES TO TRANSMIT TO THE TARGET. ACTIVATION IS THE MECHANISM OF OPERATION ON THE TARGET. PAYLOADS ARE THE NON-PROPAGATING ROUTINES A WORM UTILIZES TO ACCOMPLISH ITS GOAL. EXAMPLES ARE GIVEN IN EACH CATEGORY. THEY INCLUDE HUMAN ACTIVATION (ACTIVATION), INTERNET DOS (PAYLOADS), SCANNING (TARGET DISCOVERY), EMBEDDED (CARRIER), PRIDE AND POWER (MOTIVATION).

THE MITRE CORPORATION PROVIDES AN ANNUAL LIST OF THE TOP 25 MOST DANGEROUS SOFTWARE WEAKNESSES [88]. IT DETERMINES THE MOST DANGEROUS BY USING A METRIC THAT IS A FUNCTION OF FREQUENCY OF OCCURRENCE OF THE WEAKNESS AND ITS CVSS SCORE [89]. ALTHOUGH THIS LIST LEVERAGES NVD DATA, IT IS AN AGGREGATE OF WEAKNESSES AS IT DOES NOT DETERMINE WEAKNESSES BY SOFTWARE TYPE. IT IS IMPORTANT TO DETERMINE COMMON WEAKNESSES BY SOFTWARE TYPE (E.G., OPERATING SYSTEM AND WEB APPLICATION) AS THE VULNERABILITY LANDSCAPE FOR EACH TYPE DOES VARY [11]. ALSO, AS ACKNOWLEDGED IN THE LIMITATIONS OF THE METHODOLOGY, THE USE OF THIS METRIC COULD LEAD TO BIASES IN WEAKNESS RANKING [88].

TSIPENYUK ET AL. [90] PROVIDE A CLASSIFICATION FOR THE COMMON TYPES OF CODING ERRORS THAT LEAD TO VULNERABILITIES. THE CODING ERRORS ARE CLASSIFIED INTO 7 GROUPS: (1) INPUT VALIDATION AND REPRESENTATION; (2) API ABUSE; (3) SECURITY FEATURES; (4) TIME AND STATE; (5) ERRORS; (6) CODE QUALITY; (7) ENCAPSULATION. SOME EXAMPLES OF CODING ERRORS ARE GIVEN FOR EACH GROUP, THEY INCLUDE, LOG FORGING (INPUT VALIDATION AND REPRESENTATION), DANGEROUS FUNCTION (API ABUSE), INSECURE RANDOMNESS (SECURITY FEATURES), DEADLOCK (TIME AND STATE), EMPTY CATCH BLOCK (ERRORS), DOUBLE FREE (CODE QUALITY), AND SYSTEM INFORMATION LEAK (ENCAPSULATION).

LI ET AL. [91] PROPOSE AN APPROACH TO SOFTWARE VULNERABILITY CLASSIFICATION. IN THEIR CLASSIFICATION, THE VULNERABILITIES ARE DIVIDED INTO THREE CATEGORIES: AGING RELATED VULNERABILITY, NON-AGING MANDEL VULNERABILITY, AND BOHR VULNERABILITY. THEY IDENTIFY 7 ATTACK PATTERNS ACROSS ALL THREE CATEGORIES. THE ATTACK PATTERNS ARE, RACE CONDITION ATTACK, TOCTOU ATTACK, USE AFTER FREE, INTEGER OVERFLOW ATTACK, TYPE CONFUSION ATTACK, UNINITIALIZATION ATTACK, AND BUFFER OVERFLOW ATTACK.

ALMUTAIRY ET AL. [92] PRESENT A TAXONOMY OF VIRTUALIZATION SECURITY CHALLENGES. THE CHALLENGES ARE GROUPED INTO 6 CATEGORIES. THE CATEGORIES ARE CHARACTERISTICS-RELATED ISSUES, INFRASTRUCTURE ISSUES, ACCESS ISSUES, DATA SECURITY ISSUES, CONTROL AND MONITORING ISSUES, AND SECURITY POLICY AND RULES. A TOTAL OF 30 VULNERABILITIES ARE LISTED ACROSS ALL 6 CATEGORIES. EXAMPLES OF THE VULNERABILITIES IN EACH CATEGORY INCLUDE, INCORRECT ISOLATION, INSECURE HYPERVISOR, HIDDEN IDENTITY, IMPROPER DATA SANITIZATION, LACK OF VISIBILITY CONTROL, AND LACK OF SECURITY POLICY.

PIESSENS [93] PROPOSES A TAXONOMY OF THE MOST FREQUENTLY OCCURRING CAUSES OF VULNERABILITY. THE TAXONOMY IS ORGANIZED INTO FIVE CATEGORIES. THE CATEGORIES ARE ANALYSIS PHASE, DESIGN PHASE, IMPLEMENTATION PHASE, DEPLOYMENT PHASE, AND MAINTENANCE PHASE. IT IDENTIFIES 19 CAUSES OF VULNERABILITIES ACROSS ALL THE PHASES. EXAMPLES OF THE CAUSES INCLUDE, NO RISK ANALYSIS IN ANALYSIS PHASE, NO LOGGING IN DESIGN PHASE, INSUFFICIENTLY DEFENSIVE INPUT CHECKING IN IMPLEMENTATION PHASE, COMPLEX OR UNNECESSARY CONFIGURATION IN DEPLOYMENT PHASE, AND INSECURE FALLBACK IN THE MAINTENANCE PHASE.

BERGHE ET AL. [94] PROPOSE A METHODOLOGY FOR PREDICTING VULNERABILITIES IN SYSTEMS. THE METHODOLOGY WHICH ASSESSES THE LIKELIHOOD THAT HISTORIC VULNERABILITIES WILL APPEAR IN A SYSTEM, IS BASED ON DETERMINING THE PROPERTIES OF THE SYSTEM (E.G., USE OF ENCRYPTION) AND ITS ARCHITECTURE. THEY APPLY THEIR METHODOLOGY BY UTILIZING AN EXAMPLE OF A WEB SERVICE. IN THE EXAMPLE, A MATRIX (WEIGHTED) IS USED TO PREDICT THE LIKELIHOOD OF A VULNERABILITY BY MAPPING SOME VULNERABILITIES (E.G., CONFIGURATION ERROR, DESIGN ERROR) AGAINST SOME ARCHITECTURAL PROPERTIES (E.G., CLIENT, DIRECTORY, AND BACKEND). THE SYSTEM PROPERTIES, VULNERABILITIES, AND THEIR WEIGHTING AS USED IN THE EXAMPLE, SEEM ARBITRARY.

IGURE ET AL. [95] PRESENT AN OVERVIEW OF TAXONOMIES OF ATTACKS AND VULNERABILITIES FROM 1974 UNTIL 2006 IS PRESENTED. THEIR WORK IS SIMILAR TO THAT OF SADQI ET AL. [73] ABOVE. IT PRESENTS A SURVEY OF TAXONOMIES THAT ARE RELATED TO COMPUTER AND NETWORK SECURITY. THEY CLAIM THAT THEIR COMPARISON OF TAXONOMIES HELPS IDENTIFY SPECIFIC PROPERTIES OF THAT AID SECURITY ASSESSMENT.

C. Evaluation against related works

IN THIS SECTION, WE OFFER A COMPARISON OF THIS WORK AGAINST RELATED WORK. WE FOCUS THE COMPARISON ON THE MOST RELATED, WHICH ARE THE WEB SYSTEMS VULNERABILITIES (SECTION V-A). WE USE THIS COMPARISON TO DEMONSTRATE THE CONTRIBUTION OF THIS WORK. WE EVALUATE THESE WORKS AGAINST THE CRITERIA LISTED BELOW. THESE CRITERIA ARE AlIGNED WITH THE RESEARCH QUESTIONS (SEE SECTION I) ADDRESSED BY THIS WORK.

(A) THE WORK QUANTIFIES THE MOST REPORTED WEB APPLICATION VULNERABILITIES?
(B) THE WORK ENUMERATES THE MOST COMMON WEAKNESSES FOR WEB APPLICATIONS?
(C) THE WORK ENUMERATES THE ATTACK METHODS THAT ARE UTILIZED TO EXPLOIT EACH WEAKNESS?
(D) THE WORK ENUMERATES THE ATTACK VECTORS THAT WERE LEVERAGED TO EXPLOITING EACH WEAKNESS?
(E) THE WORK ENUMERATES THE TECHNOLOGIES THAT ARE SUSCEPTIBLE TO EACH WEAKNESS?

Table VI summarizes the comparison of closely related work. As can be seen, no other work meets all the 5 criteria listed above, as indicated by the check marks. This work is the only one that performs a comprehensive review of vulnerability data to determine the most common web applications weaknesses. And based on that, provides a weakness-specific classification that maps each weakness to their attack method, attack vectors, and impacted technologies, as determined by vulnerability data. Similar works are not comprehensive and merely use examples vulnerabilities to derive their classification.


V. DISCUSSION AND CONCLUSION

To help address the proliferation of web application vulnerabilities, this work presents a review of contemporary vulnerability data. The data from the NVD covers the period of 2011 to 2020. With the review, we address 6 research questions to understand the characteristics of web application weakness. The 11 most common web application weaknesses are identified and their properties are captured as a set of weaknes attributes. These attributes are modeled as a weakness ontology. The ontology describes the relationship between weakness and attack methods, attack vectors, impact, and technologies that are common with each weakness. This ontology will help inform efforts related to threat modeling and security requirements engineering, where more automated tools are needed. This work shows that the most prevalent attack method is injection. Instances of this method of attack were found for all types of weaknesses. Similarly, form data, file data, and HTTP request were the most common attack vectors across all weaknesses. We also show that security is the most impacted software quality attribute. A wide range of compromised technologies is also identified. These technologies span languages, frameworks, protocols, multimedia, and data formats.

We note some limitations of NVD data. Both the data and its schema are subject to change. The data used in this review was retrieved in January of 2021. At the time, the schema was NVD JSON 1.0. As of this writing, the current version is NVD JSON 1.1 [96]. With the change in the schema, certain information have changed. For instance, software vendor is no longer captured as a separate element. Also, the vulnerability data does get updated, this is especially true for more recent vulnerabilities. Whereas, vulnerabilities from previous years are more stable. The one-to-one mapping of vulnerabilities to weaknesses that was used in the version of the reviewed data may lead to incorrect count of weaknesses. This is because certain weaknesses are related. For instance, Improper Access Control and Improper Authentication may be related for a specific vulnerability.

Table VI
Comparison of Related Works.

| Work        | Goal                                                                 | Criteria | Comment                                                                                               |
|-------------|-----------------------------------------------------------------------|----------|-------------------------------------------------------------------------------------------------------|
| Sadqi et al. [73] | Compare some existing vulnerability classifications.                  | x x ✓ ✓ ✓ | Offers summaries of different taxonomies. Some of which are presented here.                          |
| Alvarez et al. [74, 75] | Classification of web attacks.                                        | x x ✓ ✓ ✓ | Focuses only on "HTTP attacks". Identifies 5 vulnerabilities (Code injection, Canonicalization, HTML.manipulation, Overflow, and Misconfiguration) |
| Al-Kahla et al. [76] | Classify web application vulnerabilities.                             | x x ✓ ✓ ✓ | Groups vulnerabilities into 3 broad types (Input side, Input & Output side, and Output side)         |
| Lai et al. [77]   | Classification of web attacks.                                        | x x ✓ ✓ ✓ | Focuses on attacks on "HTTP methods". Identifies 5 types of attacks (SQL injection, Buffer overflow, Access control, Authorization, and Authentication) |
| Silva et al. [78] | A vulnerability classification model for web ecosystem.               | x x ✓ ✓ ✓ | Proposed taxonomy is highly generalized and not vulnerability-centric.                                  |
| OWASP [79]      | Identify top 10 web application risks.                                | x ✓ ✓ ✓ ✓ | Does not offer classification for vulnerabilities. Ranking not based solely on vulnerability data.    |
| Antón et al. [81] | Classify web site privacy vulnerabilities.                            | x x x x x | Focuses on privacy requirements.                                                                      |
| Hansman et al. [82] | Classify computer network attacks.                                   | x x x ✓ ✓ | Focuses on viruses and worms.                                                                        |
| Chen et al. [83] | Classify vulnerabilities in the IoT.                                  | x x ✓ ✓ ✓ | Gives some examples of vulnerabilities in 4 architectural layers (application, middleware, network, and perception). |
| Li et al. [84]   | Discuss server-side vulnerability mitigation techniques.              | x x ✓ ✓ ✓ | Groups vulnerabilities into 3 types (input validation, session management and application logic).    |
| Deepa et al. [85] | Discuss web application vulnerability mitigation techniques.         | x x ✓ ✓ ✓ | Leverages OWASP Top 10 risks.                                                                        |
| Atashzar et al. [86] | Discuss web application vulnerabilities.                              | x ✓ ✓ ✓ ✓ | Groups vulnerabilities into 3 types (improper input validation, improper authentication and authorization, and Improper session management). |


However, only one weakness is typically identified for the vulnerability. This one-to-one mapping also leads to missed causal relationships between weaknesses. Such as that which exists between SQL Injection and Improper Input Validation.

The vulnerability descriptions in each CVE entry do vary in their level of detail. They often do contain a wealth of useful information but this is not always the case. For instance, for some vulnerabilities, the weakness is not identified but rather is noted as NVD-CWE-noinfo. A smart software tool to automate the analysis of NVD data in a scalable manner is needed. This tool could utilize machine learning to address some of the limitations in NVD such as identify missing information such as software types, and weaknesses. This tool could also identify causal relationships between weaknesses. The wealth of information available in the NVD presents an opportunity to better understand the software vulnerability landscape, and improve threat modeling and requirements engineering for software.

APPENDIX

ActiveX - Microsoft Software Framework
AngularJS - JavaScript Framework
AJAX - Asynchronous JavaScript and XML
ARF - Advanced Recording Format
ASHX - Web application (.NET Framework)
ASMX - Web Service (.NET Framework)
ASP(X) - (ASP or ASPX)
ASP - Active Server Pages
ASPX - Active Server Pages (.Net Framework)
Atom - A syndication data feed format
C# - C-sharp Programming Language (.Net Framework)
CF - Configuration file for Sendmail application
CG - Security policy file for cPanel application
CGI - Common Gateway Interface
CONF - A commonly used configuration file extension
CSS - Cascading Style Sheets
CSV - Comma Separated Value
CTP - Layout template file for MISP application
DLL - Dynamic Link Library
DNS - Domain Name System
DOCX - Microsoft Word Format
FTP - File Transfer Protocol
GIF - Graphics Interchange Format
HTACCESS - Configuration file for Apache Web Server
HTML - Hypertext Markup Language
HTTP - Hypertext Transfer Protocol
jQuery - JavaScript Library
JP(E)G - (JPEG or JPG) image file format
JSON(P) - (JSON or JSONP) JavaScript Object Notation
JSP(A) - (JSP or JSPA) Java Server Pages
LDAP - Lightweight Directory Access Protocol
MIME - Multipurpose Internet Mail Extensions
OAuth - Open Authorization protocol
PHP - Hypertext Preprocessor
PHTML - HTML with PHP
PNG - Portable Network Graphics
(P,X)HTML - PHTML, XHTML, or HTML
(RE)CAPTCHA - Test for determining human users
RDF - Resource Description Framework
RPC - Remote Procedure Call
RPT - Crystal Reports application file
RSS - Really Simple Syndication
SMTP - Simple Mail Transfer Protocol
SOAP - Simple Object Access Protocol
SQL - Structured Query Language
SSH - Secure Shell Protocol
SSL - Secure Sockets Layer
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