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Abstract—The rapid technological leaps of Industry 4.0 increase the pressure and demands on humans working in automation, which is one of the main motivators of Industry 5.0. In particular, automation software development for mechatronic systems becomes increasingly challenging, as both domain knowledge and programming skills are required for high-quality, maintainable software. Especially for small companies from automation and robotics without dedicated software engineering departments, domain-specific low-code platforms become indispensable that enable domain experts to develop code intuitively using visual programming languages, e.g., for tasks such as retrofiting mobile machines. However, for extensive functionalities, visual programs may become overwhelming due to the scaling-up problem. In addition, the ever-shorthening time-to-market increases the time pressure on programmers. Thus, an assistance system concept is introduced that can be implemented by low-code platform suppliers based on combining data mining and static code analysis. Domain experts are supported in developing low-code by targeted recommendations, metric-based complexity measurement, and reducing complexity by encapsulating functionalities. The concept is implemented for the industrial low-code platform HAWE eDesign to program hydraulic components in mobile machines, and its benefits are confirmed in a user study and an industrial expert workshop.
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I. MOTIVATION AND INTRODUCTION

To meet the growing demands on humans to adapt to the ever shorter innovation cycles of Industry 4.0, Industry 5.0 puts the human into the center of technological progress by enlarging Industry 4.0 with ecological, sustainable, and human factors [1, 2]. An increasing part of mechatronic system functionality is implemented via automation software, causing a complexity shift towards software. The shorter time-to-market increases the pressure on humans programming the software, and, thus, the importance of innovative approaches in the context of Industry 5.0 to consider human factors in software engineering is increasing. Programming automation software requires in-depth domain knowledge to consider process-specific characteristics and avoid inconsistencies. However, domain experts often do not have sound software engineering skills to implement sophisticated functionalities efficiently with high quality. Therefore, visual programming languages (VPLs) are widely used in computer science and mechatronics, e.g., Simulink [3] or the graphical languages of IEC 61131-3 [4] used in manufacturing systems to support the programmer (i.e., the user) by graphic elements, e.g., encapsulated function blocks (referred to as blocks as follows), arrows, or spatial separation, rather than pure text [5]. Thus, VPL support the idea of human-centered approaches in Industry 5.0. by helping users to complete tasks faster and simplify human-machine interaction and debugging [6].

With low-code platforms, a large application area for VPL has emerged in recent years, which abstract programs to make them understandable to technicians with extensive domain knowledge but only superficial programming skills. Low-code platforms like Siemens Mendix [7] or Lego NXT-G [8] allow rapid development of programs with as little code as possible written by hand, thus enabling faster development times and reducing software complexity [9, 10]. However, VPL and low-code platforms can have the opposite effect for extensive functionalities: Graphical elements may inflate a project, leading to the so-called scaling up problem [11].

To leverage Industry 5.0 and support domain experts in programming low-code, this letter presents an assistance system with three enablers: To address the scaling-up problem, the complexity of VPL software is made explicit using software metrics and reduced by encapsulating recurring code artifacts. To counter the increasing time pressure on programmers, recommendations for blocks to use are provided. Using the industrial low-code platform HAWE eDesign [12], the benefits of the assistance are demonstrated for the use case of programming hydraulic components—a highly relevant application in automation and robotics [13], where hydraulics are in widespread use to quickly generate enormous forces, e.g., in mobile machines, hydraulic presses,
or exoskeletons. Users of such platforms are often small companies without dedicated software departments and, thus, without in-depth programming competencies to efficiently comprehend and adapt software in more complex VPL such as graphical IEC 61131-3 languages in short time. Nevertheless, domain experts have to perform an increasing amount of programming tasks in their daily work, e.g., to integrate hydraulic components into existing machines, making low-code platforms indispensable. Platform users often only have a small amount of highly application-specific software projects. Assuming that instead, platform suppliers usually have access to a high number of user projects, the assistance system is implemented with the supplier HAWE providing more than 1200 anonymized user projects as a data basis.

The requirements for the assistance are derived in Sec. II. Sec. III introduces the state of the art. The assistance system concept follows in Sec. IV and the implementation in Sec. V to be evaluated in Sec. VI. The results are discussed in Sec. VII. A summary and outlook are provided in Sec. VIII.

II. REQUIREMENTS FOR A LOW-CODE ASSISTANCE SYSTEM

Complexity is a major obstacle to the understandability and maintainability of software [14]. To make software complexity explicit and thus controllable, an approach for quantifying complexity in VPL during programming shall be developed (R1 complexity measurement).

One driver for high complexity in VPL projects is that repetitive code structures (code clones) are introduced via copy & paste to save time during programming, which may inflate a project. The assistance system shall automatically identify code clones in VPL and encapsulate them as a reusable unit (R2 clone encapsulation).

The growing global competition requires a shorter time-to-market to stay competitive, increasing the pressure on programmers to develop more software in less time. Thus, the assistance system shall support programmers to develop software faster (R3 time saving).

A popular means of assistance systems for textual languages to save time is the generation of recommendations for the next step intended by the programmer (e.g., auto-completion of variable names). Analogously, the proposed assistance system shall generate recommendations on which block could be needed next (R4 recommendations).

The ever-increasing software complexity puts pressure on domain experts with little programming background, whose technical expertise, however, is a core requirement for correct software. Therefore, domain experts are the target group of the assistance system (R5 support for domain experts).

To generate actual benefits with the assistance system during daily programming practice, it is required that the assistance system is intuitive to apply (R6 intuitiveness).

Code analysis is a powerful lever for quality optimization of automation software, but usually requires time and additional steps in the workflow. Thus, the analysis results are often not further used for software optimization [15]. Therefore, it shall be possible to use the assistance system live during programming (R7 online assistance).

III. STATE OF THE ART

The state of the art in complexity measurement, code clone identification, and approaches for programming assistance systems are outlined in the following.

A. Complexity Measurement of VPL

Static code analysis and software metrics are a valuable means of identifying optimization potentials without executing the code and measuring specific software characteristics, e.g., complexity [16] (cf. R1). However, static code analysis is not yet widespread for VPL, and existing approaches are often tailored to a specific language (e.g., commercial tools such as MathWork’s Model Metrics [17] for Simulink). Plauska and Damaševičius [8] determine the complexity of VPLs using metrics and validate the approach on the VPLs Lego NXT-G and Microsoft VPL, but only individual blocks are examined and not complete programs [8]. Nickerson [18] measures the complexity of a VPL using, among others, a metric based on Halstead [19], i.e., different complexity measures based on the number of operands and operators in the code. Established metrics from computer science such as Halstead’s metrics [19] or McCabe’s cyclomatic complexity [20], which considers the number of decisions in a program, have also been successfully adapted for VPL in automation, e.g., to Ladder Diagram and Function Block Diagram defined by the IEC 61131-3 [14, 21]. Besides the structural program composition, also the layout quality strongly influences a VPL program's complexity, i.e., the visual arrangement of blocks and their connections. Taylor et al. [22] propose ten metrics to quantify the graphical design quality, e.g., edge crossing or symmetry.

In summary, there are multiple approaches to quantify the complexity of VPL but often tailored to specific VPL. Assistance for the programmer to reduce high complexity values is often not provided (cf. R2, R4, R5), and metrics alone are not sufficient to save time during programming (cf. R3). While most approaches can be integrated into the software development workflow, users are typically not supported in interpreting the results (R6), and, usually, additional steps are necessary to see the results, which is an obstacle for use in industrial practice (cf. R7).

B. Clone Detection in VPL

One of the first algorithms for finding clones in graph-based modeling languages (cf. R2) is CloneDetective [23], which can be adapted to different textual programming languages and also to low-code platforms such as Simulink. However, this requires writing a suitable translator for each VPL. Approaches such as ModelCD [24] and SIMONE [25] find clones in Simulink models by converting the models to text and then to tokens as an abstract code representation to apply clone finding algorithms. For IEC 61131-3-compliant software, [26] apply a graph-mining approach to the software's call graphs to search for repetitive structures. Jnanamurthy et al. [27] conducted a semantic analysis of the dependencies of inputs and outputs of different blocks and [28] investigate clones by comparing metrics for different software variants in both graphical and textual languages.
Although several approaches exist to identify clones in VPL and graphical code representations, this is usually not possible online during programming (cf. R7). Most approaches place little emphasis on the intuitive interpretability of the analysis results making the application difficult for domain experts without deep software knowledge (cf. R4, R5, R6). Additionally, existing approaches often do not measure the success (e.g., reduction of complexity (cf. R1), time savings (cf. R3)) by encapsulating a clone.

C. Data Mining and Assistance Systems for Programming

In industrial practice, assistance systems that provide recommendations for the elements to be used next (cf. R4) have been common for a long time for textual languages, e.g., Visual Studio's ReSharper [29]. Most of them are based on data mining approaches, e.g., to learn from existing projects. Data mining is often used as a synonym for Knowledge Discovery in Databases (KDD), i.e., a five-step process including the selection of data, their pre-processing, the transformation into a suitable analysis format, the actual data mining for noticeable patterns, and the interpretation of the results. Using Association Rule Mining (ARM), rules from graph-based data consisting of nodes and edges can be extracted to make predictions in a new data set based on the confidence, i.e., the relative frequency of how often a rule is true in the data set [30]. One ARM method is the Frequent Subgraph Mining (FSM) [31]. FSM can be graph-transaction-based (searching many graphs for repeating subgraphs) or single-graph-based (searching a single graph). One of the most frequently applied FSM algorithms is gSpan [32].

For textual languages, Proksch et al. [33] use data mining to derive recommendations for programmers by considering the context, the call frequency to existing methods, and rules derived from existing projects. Further approaches to generate recommendations to complete code are based, e.g., on natural language processing [34] or neural networks [35, 36].

For low-code and VPL, [37] develop a system to complete graphs by using grammars for graphs that specify what a correct graph may look like. VisComplete [38] is designed to complete VPLs based on existing projects that are searched for repetitive paths. The SimVMA system for Simulink [39] predicts complete systems based on partially implemented systems and generates next steps as recommendations. Deng et al. [40] provide a recommendation approach based on the analysis of subgraphs in existing projects. On this basis, a structural table is created that includes the subgraph leading to a selected node, the possibly following nodes, and the confidence for each combination. After the user selects a node, the similarity of the current subgraph is calculated for all subgraphs in the structure table. Potential recommendations are then sorted by similarity and confidence. Contrary to textual languages, commercial assistance systems for VPL to support the programmer by providing recommendations are still rare (R4). Low-code platforms such as Siemens Mendix [7] allow the simple programming of applications, but only little intuitively understandable assistance for domain experts during programming is provided (R5, R6, R7).

In summary, many concepts exist to support programmers during creating the software by recommendations. Some of these approaches use thereby also older projects to extract knowledge from. However, most of the approaches do not assist in reducing complexity (cf. R1, R2), and the potential time savings are not documented (R3).

To bridge this gap, this letter introduces an assistance system that provides recommendations, measures complexity, and encapsulates code clones during programming by combining static code analysis and data mining.

IV. ASSISTANCE SYSTEM TO SUPPORT PROGRAMMERS TO DEVELOP LOW-CODE

To allow users to measure software complexity during coding (R1), find and replace clones within a project (R2), and obtain recommendations for blocks to be used next (R4), a concept for an assistance system is introduced comprising two phases (cf. Fig. 1): Before programming a new project (Pre-Programming), knowledge is extracted from existing projects (cf. Sec. IV.A), which is used for different kinds of assistance to support users online during programming (cf. Sec. IV.B).

A. Pre-Programming – Analysis of Existing Projects

The steps of transforming VPL programs to enable data analysis, the selection of complexity metrics, and the creation of the database to derive recommendations are introduced.

1) Selection and Transformation of Available Software Projects for Data Mining

The KDD process is followed to extract information from existing VPL projects. Accordingly, a selection of data is required first. The higher the number of available VPL programs, the more domain-specific information can be extracted, and the better is the quality of the recommendations afterwards. These projects are pre-processed by removing faulty or empty projects and transformed into a suitable representation to apply data mining methods. A graph-based representation is chosen, i.e., variables and blocks are represented as nodes and their interconnections as edges (cf. Fig. 2), motivated by two reasons: First, most VPLs already have a graph-like form, which makes the transformation easy, and a graph-based assistance system concept can thus be applied to almost all VPL. Second, graphs enable the application of a wide range of powerful analysis approaches since many formal methods from code analysis (e.g., for clone identification) and data mining (e.g., FSM) require a graph representation of the underlying data. When converting a VPL to a graph, the characteristics of the original programming language must be considered. For VPLs in which the data...
flows in a defined direction, e.g., the representation should be a directed graph to preserve the property of the flow direction. Parameter passing via edges can be considered in the form of additional nodes (one node per parameter passed) between the two original nodes. However, the more fine-grained the information of the original VPL structure is represented in the graphs, the more projects are required during the pre-processing to achieve reliable recommendations.

2) Selection of Complexity Metrics

Software metrics are an effective means to assess complexity and, thus, ideal for addressing R1. First, a large set of metrics that can be principally applied to VPL is initially computed (cf. Sec. III.A). The results are gathered in a metrics table for each project. A two-step analysis is performed: First, the variance of each metric is calculated across all projects to determine how much a particular characteristic of the programs varies. Metrics with little or no variance are not suitable for comparing different projects and are therefore discarded. Second, an analysis according to [41] is performed. Bravais-Pearson's correlation coefficients are calculated to identify the extent to which two values are linearly dependent, i.e., redundant for the complexity measurement.

The decision on which of the highly correlated metrics to use should be made by a domain expert from the target group to choose the most intuitive metrics, which cannot be achieved with a purely mathematic selection. The metric selection does require effort, but only a single time during pre-processing, and the selection can then be used repeatedly for analysis or readjusted as needed. In the long run, also a pre-defined set of metrics could be recommended by the platform supplier, e.g., based on experience, which metrics are often used by customers. The result of the selection process is a list of non-redundant metrics that measure only characteristics that vary across the analyzed projects.

3) Database for Recommendations

Data-driven approaches have the advantage that no precise knowledge about the VPL (e.g., its grammar) is needed since the recommendations are based only on the available data. The approach used for the concept is an extension of [40]. Using a graph-transaction-based FSM algorithm based on [32], possible repetitive structures are first extracted from the graphs (cf. Fig. 3). The most important parameter for the search for subgraphs is the support, i.e., the minimum number of projects in which a subgraph must be contained. The support should allow finding as many structures as possible to generate the highest possible number of rules and, at the same time, to find only those structures that are frequently used to avoid overfitting (step 1). A recurrent structure should contain at least two nodes and one edge to allow a later separation into upstream subgraph (i.e., what has been programmed) and candidates (i.e., blocks that may come next) (step 2). In step 3, the results are stored in a structural table, and the confidence is calculated for each row, indicating how likely these candidates are to follow the respective upstream graph.

B. During Programming – Online Assistance

The following sub-sections describe how the assistance system concept supports the user online during programming based on the data set established in phase 1.

1) Online Calculation of Complexity Metrics

The calculation of complexity metrics online during programming is achieved by having a graph representation for the current program available at all times. The metrics are recalculated with each change, thus providing the user with direct feedback on how a change affects the complexity. The selected metrics should be directly visible in a user interface and not hidden in submenus. To avoid overwhelming the user, only a small set of metrics is displayed directly. Therefore, the metrics selected in Sec. IV.B.1 may be further reduced.

2) Online Recommendations

The process for generating recommendations is based on the structural table (cf. Fig. 3) and consists of four steps (cf. Fig. 4). After the user selects an element (node) for which recommendations shall be generated, the upstream graph leading to the selected node is calculated, which serves as the reference graph to identify candidates for blocks to use next (Step 1). In Step 2, the similarity between the reference graph and all upstream graphs is stored in the structural table. The similarity values are based on the Graph Editing Distance (GED), i.e., the minimum number of steps (e.g., adding or deleting nodes) to transfer one graph to another [42]. In Step 3, the confidence of all rules, including the same candidates, is...
summed up, and the merged rule is assigned the minimum GED value for the corresponding upstream subgraphs. All summarized rules are sorted in ascending order according to the minimum GED. Next, a number of recommendations is displayed to the user to be used for programming (Step 4).

3) **Online Replacement of Clones in the Project**

A single-graph-based FSM approach is used to extract repetitive structures from the program. Subgraphs that are more frequently repeated are encapsulated first to allow for the quickest and easiest encapsulation of projects. If two subgraphs occur equally often in a reference graph, the larger one is prioritized to minimize the number of steps needed to simplify the project (cf. Fig. 5).

**V. IMPLEMENTATION OF THE ASSISTANCE SYSTEM**

In the following, the assistance system's implementation for a concrete VPL to evaluate its benefits for supporting users during programming, is introduced.

**A. Use Case and Selection of a VPL**

Hydraulic components are used for numerous applications in automation and manufacturing, such as mobile machines (e.g., in agriculture) or stationary equipment (e.g., machine tools and presses). The digitalization of intelligent hydraulic components is a key enabler in providing services as part of Industry 4.0 [13], leading to an increasing software complexity. Since the rising amount of software to control Industry 4.0 tools and (e.g., in agriculture) or stationary equipment (e.g., machine, increasing and thus metrics such as cyclomatic complexity do not change between the two programs, the layout quality and, thus, the program’s understandability may vary, which can be made explicit using the selected layout metrics (cf. Fig. 6).

**C. Description of the Assistance System Prototype**

The implementation of the assistance system is developed in C# and allows loading eDesign projects and calculating the selected metrics automatically during the import. The user interface (cf. Fig. 7) supports the user during programming in different sub-areas. Once a new project has been loaded or created (area 1), area 2 enables programming in a VPL that visually corresponds to eDesign. Area 3 contains blocks defined in eDesign and can be inserted into area 2 via drag & drop. Area 4 provides assistance features to reduce the program’s complexity, i.e., automated encapsulation of recurring sub-graphs as blocks that can be reused (then stored in area 3) and layout optimization. The impact of the complexity reduction is quantified by the selected metrics displayed in area 5. The values are automatically recalculated as soon as the user changes the program. Additional metrics such as the individual values of the overall layout quality can be displayed in area 6 for more details. In area 7, the candidates of the recommendation system are displayed. These are calculated when the user selects a block in area 2.

**VI. EVALUATION OF THE ASSISTANCE SYSTEM**

The evaluation of the assistance system is carried out in two stages. First, a user study is conducted with a suitable target group (cf. Sec. VI.A). Second, an industrial expert workshop with HAWE employees responsible for eDesign is held to assess the potential of the assistance system for industrial application by their users (cf. Sec. VI.B).

**A. User Study with Domain Experts**

The user study's design, implementation, and results are introduced in the following.

1) **Design of the user study**

Companies using domain-specific low-code platforms such as eDesign usually have only a few experts working with the platform impeding representative industrial user studies. However, previous work [43] shows that student evaluations

| TABLE I. WEIGHTED LAYOUT METRICS ACCORDING TO [22] |
|-----------------------------------------------|
| Metric                | Weight |
|-----------------------|--------|
| Angular Resolution    | 1·10^2 |
| Aspect Ratio          | 1·10^7 |
| Edge Overlaps         | 1      |
| Nearest Neighbour Variance | 1·10^6 |
| Uniform Edges         | 1·10^3 |
| Concentration         | 1      |
| Homogeneity           | 1      |

Fig. 6. Comparison of the layout quality of two structurally identical programs in eDesign (Cyclomatic Complexity [17] = 1 in both cases).
may yield relevant results when substantiated with further evaluation elements such as industrial interviews (cf. Sec. VI.A.2). The assistance system is, therefore, evaluated in a first step with students whose background is as close as possible to industrial domain experts, i.e., in-depth knowledge in automation and hydraulics and little experience in software engineering (R5). Ten students from mechanical engineering, mechatronics, and robotics were selected.

Two slightly modified versions of the user interface are used: Group 1 uses the complete assistance system (cf. Fig. 7). For Group 2, the assistance features (areas 4, 5, and 7) are disabled, thus simulating the original programming environment of eDesign. After a brief introduction, the participants fill out a questionnaire about their area of expertise and programming skills. Subsequently, they familiarize themselves with the user interface used in their group. Next, the participants solve programming tasks, which stem from an example project to control the motion path of an excavator arm, i.e., a typical task for component integrators in industrial practice (cf. Tab. 2). For Tasks 1-3, the time needed is measured. In Task 4, the participants rate the complexity of five given projects. To evaluate whether encapsulating blocks reduces the complexity, the results of Task 3 of Group 1 (with encapsulation) and Group 2 (without encapsulation) are also included. While Group 1 is finished after Task 4, Group 2 switches to the user interface with assistance features to be tested in a Task 5, in which the results of Task 2 are encapsulated and reused in a given project. Finally, all participants rate the assistance in a second questionnaire.

2) Results of the user study

While no time savings using the assistance system could be measured for Task 1 (explainable by the simplicity of the task and an initial effort for familiarization), significant time was saved for Task 2 (22% less time) and Task 3 (54% less time) using the recommendations and the encapsulation of blocks (R3). Most participants in Group 1 used the recommendations for programming, which proves that they are helpful (R4). The complexity assessment of the projects (Task 4) strongly coincides with the metrics results proving their capability to quantify complexity (R1) and shows that the complexity of programs is reduced using encapsulated blocks (R2). Since the participants partly used the assistance features subconsciously and automatically, good intuitiveness (R6) and the applicability during programming (R7) are confirmed.

These observations are confirmed by the questionnaire (cf. Fig. 8). The encapsulation of blocks is consistently rated positively. Additionally, it is confirmed that encapsulation can reduce complexity (R2). The participants rate the assistance features’ intuitiveness as very good (R6), so it can be concluded that the concept is helpful for the target group (R5). Nevertheless, some participants are unsure how often they would use the recommendations. While 60% of the participants state that displaying complexity metrics at least partially helps write less complex programs, 40% rather disagree with this statement, i.e., not all participants consider displaying the metrics helpful but tend to agree with the statement (R1). Overall, all participants agree that the assistance system can be used during programming (R7).
B. Industrial Expert Workshop

To substantiate the user study and assess the assistance system's potential for industrial application, a workshop with three platform developers from HAWE responsible for eDesign is conducted.

1) Design of the Workshop

First, the assistance system's functionalities are introduced. Next, the assistance features are demonstrated using example projects, i.e., the complexity calculation of the loaded project, the encapsulation and reuse of blocks, and the generation of recommendations. The strengths and weaknesses, and the applicability of the assistance system, are reviewed with the experts using a questionnaire and a group discussion.

2) Workshop Results

The expert workshop confirmed that the scaling-up problem is at least partially a challenge for the target group of eDesign and, thus, confirms the need for assistance to reduce complexity. The selected metrics quantify complexity in an understandable way (R1). According to the experts, block encapsulation has a great potential to reduce the project complexity (R2) since the encapsulation leads to a better overview and thus to less complexity (mentioned by all), and may help to become aware of recurring structures, thus encouraging more structured thinking. The experts expect that the recommendations can at least partly save time (R3) and are helpful for inexperienced users to provide ideas for more complex issues (R4). The automatic encapsulation of clones, e.g., can accelerate the refactoring of legacy projects (R3). The approach based on data from existing projects is rated as helpful to extract knowledge, which might be difficult to do manually. In summary, the assistance is perceived by all experts as helpful for the industrial target group of eDesign (R5), and the questionnaire confirmed that the features are expected to be applicable during programming (R7).

VII. DISCUSSION OF RESULTS AND THREATS TO VALIDITY

Group 2 used an adapted user interface with deactivated assistance features instead of the original eDesign environment for better comparability of both groups during the study. This allows valid statements about the assistance with the implemented user interface, and the expert workshop with HAWE confirmed the transferability to the original programming environment, which is why the comparison results are assessed as valid.

The assessment of time savings using the assistance system is limited since copying large structures instead of reusing encapsulated blocks is a common way to save time on short notice yet with the risk of time-consuming maintenance in the future. Assessing these short- and long-term effects on time-efficient programming needs to be targeted in future work.

One exemplary low-code platform, i.e., eDesign, was focused in the evaluation. It is assumed that the conceptual features, e.g., measuring complexity or encapsulation, can be transferred to other low-code platforms since they can be applied to all graph-like VPL. However, usability is dependent on the particular platform. To avoid this effect, the questions focused on the features per se and not their implementation, but a residual influence of the implementation on the respondents’ perception remains. In future work, also the scalability needs to be tested for larger data sets and different platforms, as the complexity of data-based approaches increases over-proportionally with the amount of data.

The selection of participants may influence the validity of the results. In this case, students were selected having similar knowledge as the industrial target group. The transferability to the target group is assessed as valid since the interviewed platform developers confirmed the applicability and usefulness for their customers. However, this expectation needs to be validated with industrial domain experts, e.g., with evaluations in selected focus groups from the industrial user community together with the platform supplier.

In summary, the overall validity of the results is considered high and promising (cf. Tab. 3). Future work needs to explore implementing the concept for other low-code platforms with additional user groups.

VIII. CONCLUSION AND OUTLOOK

An assistance system to support domain experts in developing low-code by measuring complexity and encapsulating clones to reduce the scaling-up problem in VPL is introduced. Using data mining, recommendations for blocks to be used are automatically identified to support programmers in efficiently writing software to cope with increasing time pressure. The benefits of the system are validated in a user study and an industrial expert workshop with a prototypical implementation for the low-code platform eDesign based on an analysis of more than 1200 user projects, indicating the

| Insights                                                                 | Result   | Validity |
|-------------------------------------------------------------------------|----------|----------|
| R1 Selected metrics are capable of quantifying complexity; values are intuitively interpretable | ![Green](#) | ![Green](#) |
| R2 Automatic encapsulation of clones significantly reduces complexity | ![Green](#) | ![Green](#) |
| R3 Assistance system significantly saves time by providing recommendations and encapsulation (more than 50% measured) | ![Green](#) | ![Green](#) |
| R4 Generated recommendations based on data mining are accepted and used during programming | ![Green](#) | ![Green](#) |
| R5 Helpfulness of assistance system for domain experts with little programming background confirmed in user study | ![Green](#) | ![Green](#) |
| R6 Subconscious use of assistance features in user study confirms intuitiveness | ![Green](#) | ![Green](#) |
| R7 Applicability during programming confirmed in user study and expert workshop | ![Green](#) | ![Green](#) |
potential of the assistance system to be implemented by platform suppliers in the future to support industrial domain experts in performing programming tasks, such as integrating hydraulic components into mobile machines.

Research in the field of Industry 5.0 clearly shows the importance of supporting humans through automation in the context of ever shorter innovation cycles and the increasing complexity of mechatronic systems, especially in software. As an increasing amount of complex functionalities of mechatronic systems, which require in-depth knowledge of the technical system, is implemented in the software, the role of domain experts in software development becomes steadily more important. Thus, the relevance of low-code platforms will continue to grow. Implementations of the assistance system concept for additional low-code platforms for user groups with different qualification levels are planned in the future, as well as further industrial evaluations with focus groups of the user community in cooperation with low-code platform suppliers to enhance and generalize the approach for different domains. To not only support users but also motivate them, aspects such as gamification elements during the reduction of software complexity shall be considered.
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