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Abstract—To mitigate the scalability problem of decentralized cryptocurrencies such as Bitcoin and Ethereum, the payment channel, which allows two parties to perform secure coin transfers without involving the blockchain, has been proposed. The payment channel increases the transaction throughput of two parties to a level that is only limited by their network bandwidth. Recent proposals focus on extending the two-party payment channel to the N-party payment hub. Unfortunately, none of them can achieve efficiency, flexibility in the absence of a trusted third-party.

In this paper, we propose Garou, a secure N-party payment hub that allows multiple parties to perform secure off-chain coin transfers. Except in the case of disputes, participants within the payment hub can make concurrent and direct coin transfers with each other without the involvement of the blockchain or any third-party intermediaries. This allows Garou to achieve both high-performance and flexibility. Garou also guarantees that an honest party always maintains its balance security against strong adversarial capabilities. To demonstrate the feasibility of the Garou protocol, we develop a proof of concept prototype for the Ethereum network. Our evaluation results show that the maximum transaction throughput of Garou is $20\times$ higher than that of state-of-art payment hubs.

I. INTRODUCTION

Since the advent of Bitcoin [1] in 2008, decentralized cryptocurrencies have gained great popularity over the last ten years. The combination of consensus algorithm (e.g., POW [2] and POS [3]) and tamper-resistant hash-linked chain of blocks, i.e., blockchain, allows secure coin transfers between mutually untrusting peers across the world. Inspired by Bitcoin, other cryptocurrencies supporting the execution of Turing-complete smart contracts have emerged. These cryptocurrencies allow coins to be managed by user-defined smart contracts of arbitrary complexity. Among them, the most prominent one is Ethereum [4], which uses Solidity as the programming language for its smart contracts.

However, the major inherent limitation of these cryptocurrencies lies in their performance. For example, Bitcoin can only support up to 6~7 transactions per second while Ethereum supports up to 20 transactions per second [5]. The global nature of consensus algorithms makes it impossible to gain a magnitude growth of throughput with simple re-parameterization [6]. Such a low transaction throughput is far from enough to support the widespread use of decentralized cryptocurrencies, let alone the execution of complex smart contracts. In contrast, Visa processes up to 47,000 transactions per second [7].

To mitigate the scalability problem of decentralized cryptocurrencies, the payment channel [8], [9], which allows two parties to perform secure off-chain micropayments, has been proposed. Except for the initialization and the closing process, all transactions between the two parties of a payment channel can be executed privately without committing to the blockchain. Therefore, the payment channel can significantly increase the transaction throughput of two parties and reduce the storage burden for the blockchain system. One extension of the two-party payment channel is the payment network, which uses the payment channels as building blocks to construct a linked off-chain overlay. The payment network uses the Hashed Time-Lock Contract (HTLC) transactions to route payments across multiple intermediary payment channels. HTLC transactions allow coins to be transferred between parties that are not directly connected by a payment channel. However, HTLC transactions require that every intermediary payment channel to lock a portion of its available capacity until the payment is settled, which may lead to deadlock in a concurrent situation [10].

Recently efforts have been made to extend the two-party payment channel to N-party payment hub, which allows multiple parties to perform secure off-chain coin transfers. TumbleBit [11] is a Bitcoin-compatible anonymous payment hub, which guarantees that no one could link a payment from its payer to its payee. The reliance on the intermediary Tumbler, however, may reduce its transaction flexibility and increase the risk of a single point of failure. Dziembowski et al. [12] propose a novel approach to recursively construct multi-party virtual state channel (which can be viewed as hub as well) on top of two-party state channels. However, any state transition of the multi-party virtual state channel should be explicitly agreed upon by all participants, which significantly limits its performance in the payment scenario. NOCUST [13] is a new specification for the N-party payment hub with a high degree of flexibility, which allows its participants to transfer all their allocated funds to any other member. However, the execution of NOCUST also relies on a third-party operator.
server, which could potentially become a single point of failure. Moreover, the requirement that the operator server should commit data to the blockchain periodically also de-incentivizes its election and may cause substantial overhead to the payment hub.

In summary, extending the two-party payment channel to the N-party payment hub is a nontrivial task. None of the existing proposals can achieve both efficiency, flexibility, and untrustiness.

This work: In this paper, we propose a high-performance, flexible and untrusted N-party payment hub called Garou. It allows multiple parties to make concurrent and flexible off-chain coin transfers with each other without compromising security. Specifically, We adopt an automatic leader election mechanism to eliminates the reliance on any trusted third-party. The separation of spending and receiving allows Garou to achieve high concurrency. Besides, the escrow-free design allows participants to spend their money flexibly. Finally, Garou allows its participants to join in and withdraw from the payment hub at any time.

The main features of Garou are listed as follows:

- **Efficiency.** Garou is designed for high-performance off-chain coin transfers. Concurrent transactions are allowed among participants of the payment hub. Except in the case of disputes, the off-chain transaction of Garou does not require the involvement of the blockchain, and therefore Garou can significantly increase the performance and scalability of the blockchain systems. Our evaluation results show that the maximum transaction throughput of Garou is 20× higher than that of state-of-art payment hubs.

- **Flexibility.** Garou exhibits a high level of transaction flexibility, which allows its participants to freely transfer all their available funds to any other member of the payment hub. It does not require any intermediary nodes to route coin transfers or escrow their coins before transactions. Besides, Garou allows its participants to join in or withdraw from the payment hub at any time.

- **Security.** Garou guarantees that an honest party will not bear any financial losses despite strong adversarial capabilities. Using the on-chain smart contract as a dispute resolver, an honest party can always maintain its balance security even when all other members of the payment hub are malicious. Besides, Garou does not rely on any third-party operators and therefore can effectively avoid the single points of failure.

**Organization of the paper:** In Section II we provide the necessary background and review the state-of-art payment hub designs. In Section III we present an overview and the detailed design of the Garou protocol. The security of Garou is analyzed in Section IV. In Section V we provide our proof-of-concept implementation and the evaluation results based on the Ethereum network. Finally, we conclude this paper in Section VI.

II. BACKGROUND AND RELATED WORKS

Decentralized cryptocurrencies such as Bitcoin [1] and Ethereum [4] have been suffering from severe performance and scalability problems since their birth. Recently many attempts have been made to mitigate these problems such as alternative consensus mechanisms [14]–[16], usage of trusted execution environment [17], [18], blockchain sharding [19]–[22], payment channel and payment network [8], [9], [23], etc.

The sharding technique splits the blockchain into multiple shards, and each shard forms a consensus group and maintains its fraction of nodes or transactions. This could improve the performance of the blockchain system to thousands of transactions per second and reduces confirmation time to a few seconds [22]. One advantage of the blockchain sharding is that it does not sacrifice the transaction traceability, i.e., all transactions still need to be committed to the blockchain. Blockchain sharding, however, also faces many challenges, such as cross-shard atomicity [24], transaction placement [22], single-shard takeover attack [25], etc.

Another approach to improving the scalability of cryptocurrencies is the off-chain payment channel/network. At the cost of transaction traceability, the off-chain techniques can achieve substantial performance improvement and lower storage burden than the sharding techniques.

A. Payment Channels

Payment channels [8], [9], [26] allow two parties to perform secure coin transfers privately without involving the blockchain, yet still maintaining balance security of honest parties. The life cycle of a payment channel is divided into three stages: opening, trading, and closing. The opening stage requires the two parties of the payment channel to commit a funding transaction to the blockchain, together with their deposits on the payment channel. After the payment channel is successfully opened, two parties can perform off-chain transactions privately without committing them to the blockchain. At any point, each of the two parties can commit the final state of trading to the blockchain to close the payment channel and reclaim their share of deposits. Because all coin transfers of the payment channel are performed privately and not committed to the blockchain, the payment channel can significantly increase the transaction throughput of two parties to a level that only limited by their network bandwidth, as well as reducing the storage burden for the blockchain system. The key challenge of payment channel protocol is to enforce the latest off-chain transaction state in the presence of malicious parties. Decker et al. [8] use the blockchain-based time locks to invalidate obsolete transaction state. The Lightning Network [9] resorts to punishment to prevent malicious nodes from rolling back.

There are several improvement proposals on payment channel protocol. Green et al. [27] propose Blind Off-chain Light-weight Transactions (Bolt) to construct privacy-preserving and unlinkable payment channels for anonymous cryptocurrencies such as ZCash [28], [29]. Perun [30] is a virtual payment channel built on top of existing ledger channels to enabling
efficient off-chain transactions between two parties that are connected to one intermediary Ingrid. The state channel [31] proposes a novel technique to recursively construct a virtual state channel that allows off-chain execution of arbitrary complex smart contracts.

B. Payment Networks

Using the two-party payment channel as building blocks, we could construct a linked payment network [9], [23], where nodes can utilize multiple intermediary payment channels to establish a multi-hop path and route coins to others. One of the key challenges of the payment network is to enforce atomicity when routing coins through multiple payment channels. To achieve this, the Lightning Network [9] adopts a technique called Hashed Time-Lock Contract (HTLC) transaction. An HTLC transaction is an off-chain conditional contract that locks a portion of coins of a payment channel. These locked coins can be reclaimed by the receiver once it provides the qualified pre-image, or they are returned to the owner after times out.

In addition to atomicity, some other factors have also been concerned, such as privacy, concurrency, and routing efficiency. Malavolta et al. [32] proposed a novel cryptographic primitive called Anonymous Multi-Hop Locks (AMHLs) to ensure privacy when routing coins through the payment networks. They also provide an in-depth discussion about the privacy and concurrence in payment networks and design the first non-blocking solution [10]. Flare [33], SilentWhispers [34], and SpeedyMurmurs [35] mainly focus on improving efficiency and privacy of the routing process in the payment networks.

C. Payment Hubs

In this paper, the term “payment hub” refers to an infrastructure that allows multiple parties to make off-chain coin transfers with each other. The multi-party payment hub can be regarded as an extension of the two-party payment channel. In the following, we review existing works on the payment hub and compare them with our proposed one.

1) TumbleBit: TumbleBit [11] is an anonymous payment hub designed for the Bitcoin network. It uses cryptographic techniques to ensure the privacy and anonymity of its participants, i.e., no one could link a payment from its payer to its payee. TumbleBit requires that each participant open a directed payment channel with the untrusted intermediary, which is called Tumbler. To make a coin transfer, the payer and the Tumbler should first escrow some coins on their payment channel, and then the payer and payee run a puzzle-solver protocol and exchange cryptographic materials to reclaim their share of escrowed coins while preventing the Tumbler from violating their anonymity.

The reliance on the Tumbler, however, could lead to a dangerous situation where a malicious Tumbler could fully control the transactions of the payment hub. Besides, the requirement that the Tumbler should escrow the same amounts of coins before transfers also undermines the flexibility of the payment hub. This prevents members from freely spending their balance when the Tumbler does not have enough deposit to be escrowed in its payment channels. In contrast, our proposed Garou protocol exhibits a high level of flexibility, which allows the available funds of a participant to be freely spent to any other member of the payment hub. Garou does not require any intermediary nodes to route coin transfers or escrow their coins before transactions.

2) Multi-party Virtual State Channel: Dziembowski et al. [12] propose a novel approach to recursively construct multi-party virtual state channel (which can be viewed as hub as well) on top of two-party state channels. Once the underlying state channels are established, the upper layer of virtual state channels can be created and closed at negligible costs. The state channel allows the off-chain execution of arbitrary complex smart contracts, which significantly enrich the functionality of the off-chain ecosystem. However, any state transition of the multi-party virtual state channel must be explicitly agreed by all participants, which leads to poor performance in the payment scenario. In contrast, our proposed payment hub is dedicated to off-chain coin transfers. Each transfer only requires the involvement of three participants and the off-chain transactions are confirmed in batch mode. This can significantly reduce consensus costs and increase the transaction throughput of the payment hub.

3) NOCUST: NOCUST [13] is an N-party payment hub with a high degree of flexibility, which allows the allocated funds of a party to be totally paid to any other member of the payment hub. A NOCUST payment hub consists of two fundamental components: an on-chain verifier contract and an off-chain operator server. The on-chain verifier contract serves as a trusted financial custodian which manages the deposits of all participants and acts as a dispute resolver. The off-chain operator server executes every coin transfer and periodically commits the balance information of all participants (encoded into a merklelized interval tree) to the on-chain verifier contract to keep consistency.

The major drawback is that the execution of the NOCUST payment hub relies on a third-party operator server, exposing the system to the single point of failure. The operator server is also required to make costly on-chain data commitments periodically, which de-incentivizes its election, causes substantial overhead to the payment hub, and significantly limits the scalability of the blockchain system. Moreover, NOCUST does not allow its participants to initiate any other transfers until the current one is done, which limits the concurrency of the payment hub. In contrast, our proposed protocol does not rely on any third-party operators. All operations can be done internally. Besides, Garou allows concurrent coin transfers between participants and therefore Garou can achieve high-performance.

III. GAROU PROTOCOL

In this section, we firstly present the system model and then describe the design of the Garou protocol. Garou is dedicated to off-chain coin transfers and provides two basic
TABLE I: Information Maintained by Leader

| Notation | Description |
|----------|-------------|
| \(B_i(e)\) | Initial balance of \(P_i\) of epoch \(e\) |
| \(S_i(e)\) | Total amount successfully sent by \(P_i\) during epoch \(e\) |
| \(T_i(e)\) | Total amount tried to be sent by \(P_i\) during epoch \(e\) |
| \(R_i(e)\) | Total amount received by \(P_i\) during epoch \(e\) |
| \(E(e)\) | Enrollment set of epoch \(e\) |
| \(W(e)\) | Withdrawal set of epoch \(e\) |

functionalities: (1) dynamic enrollment and withdrawal; (2) secure and concurrent off-chain coin transfers;

A. System Model

1) Blockchain and Smart Contract: In this paper, we model the blockchain as a trusted and immutable ledger that records all valid on-chain transactions. Those transactions will be globally available for all participants after being confirmed on the blockchain, usually on an average block time \(T\). In a typical blockchain network, every participant is uniquely identified by its account address, which is usually hash-derived from a public key.

In addition to regular coin transfers between participants, many blockchain systems also support the execution of arbitrary complex smart contracts. Our proposed protocol requires a smart contract execution environment such as Ethereum [36]. Smart contracts allow money to be fully controlled by its program code. Once a smart contract is deployed on the blockchain, its public functions can be invoked by anyone via an on-chain transaction, which is processed by the miners. Transaction fees have to be paid to incentivize miners to process the transaction and execute the smart contracts. Besides, the same piece of smart contract code can be deployed multiple times. Each contract instance has its own globally unique identifier (known as contract account in the Ethereum network), and different contract instances are independent of each other.

2) Network Model: Given that every participant in the blockchain network is uniquely identified, we assume an underlying communication network that all participants of the payment hub can communicate directly with each other. The communication between participants is authenticated and confidential, e.g., through TLS. We further assume that the communication channels between participants are synchronous, i.e., messages sent between honest participants arrive within a maximum delay \(\Delta\). Finally, we assume that the connections between any two uncompromised participants and the communication with the blockchain network are uncorrupted. We note that all these above assumptions are reasonable and held in almost all blockchain systems.

B. Overview

We now describe the key ideas of Garou and give a high-level overview on how Garou achieve both high-performance, flexibility, untrusty, and security.

Garou is composed of two fundamental building blocks: an on-chain smart contract and an off-chain transaction protocol. The on-chain smart contract manages the deposits of all participants of the payment hub and acts as a dispute resolver. It guarantees that the latest epoch state agreed by all participants is always accepted. Backed by the on-chain smart contract, an honest party will not bear any financial losses even when all other participants of the payment hub are malicious.

The off-chain transaction protocol is designed for concurrent and flexible off-chain coin transfers and consists of multiple epochs, each of which is divided into three phases: the leader election, trading, and consensus phase. (1) For each epoch, a leader is elected out of all participants to drive the off-chain execution of the protocol. We adopt an automatic leader election mechanism to eliminate additional communication overhead while avoiding the single point of failure caused by a fixed leader. (2) During the trading phase, participants of the payment hub can freely make coin transfers with each other. Garou does not require any intermediary nodes to route coin transfers or escrow their coins before transactions, and therefore Garou exhibits a high degree of flexibility. Moreover, the spending and receiving of coins are separated, i.e., participants cannot spend more than their initial balance of the current epoch, and its receiving coins cannot be spent until the next epoch. This simplifies the verification and allows participants to perform concurrent transactions. (3) Finally, during the consensus phase, all participants collaborate to reach a consensus about the final state of the current epoch, which acts as a checkpoint for the off-chain execution of the Garou protocol. In case of disputes, an honest participant could commit the latest epoch state to the on-chain smart contract to enforce its balance security.

C. Detailed Description

In this paper, we denote the set of participants as \(\mathcal{P} = \{P_1, \ldots, P_n\}\), whereby all participants are ordered according to the time of joining.

1) Leader Election Phase: At the beginning of each epoch, a leader needs to be elected out of all participants to drive the off-chain execution. Specifically, the leader is responsible for:

- maintaining information as shown in Table I;
- issuing transaction id for every off-chain transaction in the current epoch;
- early verification of every transaction to prevent malicious participant from double-spending;
- driving all participants of the payment hub to collaborate to reach a consensus on the epoch state during the consensus phase;
- answering the epoch state challenge in case of disputes (discussed in Section IV-B).

To avoid the single point of failures caused by a fixed and malicious leader, we adopt a leader election mechanism to automatically elect a leader according to the balance informa-
Fig. 1: Message Flow of an Off-Chain Transaction. $P_i$ denotes the leader of the current epoch; $P_j$ denotes the sender and $P_j$ is the receiver of the transaction.

In the consensus phase, all participants should collaborate to reach a consensus about the final state of the current epoch, aka the initial state of the next epoch, denoted as $State(e + 1)$.

The epoch state $State(e)$ contains the following information:

$$State(e) = (e, B(e), M(e - 1), E(e), W(e))\quad (4)$$

where $B(e)$ denotes the balance of all participants of the payment hub and is calculated by:

$$B_i(e) = B_i(e - 1) - S_i(e - 1) + R_i(e - 1), i \in \{1, \ldots, n\}\quad (5)$$

The transaction merkle tree root $M(e)$ is constructed for each participant $P_i$ using all its involved transactions in epoch $e$, including both the spending and receiving transactions (c.f. Algorithm 1). As shown in Fig. 2, the consensus phase is driven by the leader, who calculates the epoch state $State(e + 1)$, collects participants’ signatures on $State(e + 1)$, and finally broadcasts the epoch state confirmation to all participants. When participant $P_i$ receives the epoch state from the leader, it should.

Finally, $P_i$ forwards the completed transaction request to the leader. And the leader will update its information table so that $S'_i(e) = S_i(e) + x$ and $R'_i(e) = R_i(e) + x$.

Note that the off-chain transaction does not require any intermediaries to route or escrow their coins before transactions. The sender $P_i$ could spend all its available balance according to its own will. From this perspective, Garou exhibits a high level of flexibility. From the equation (3), we also notice that when doing the early verification of a transaction, the leader does not take into account the amount of coins received by $P_i$ in the epoch $e$, i.e. $R_i(e)$. That is because of the separation of spending and receiving. Since an off-chain transaction cannot be completely confirmed before the consensus phase, spending those unconfirmed coins immediately in current epoch would increase the risk of double-spending. Therefore, Garou does not allow coins received in the current epoch to be spent until the next epoch. This limitation significantly simplifies the verification and enables us to perform concurrent transactions.

As a result, $P_i$ can initiate another transaction before he sends the result of the current transaction to the leader, as long as he does not try to spend more than his initial balance of the current epoch.

2) Trading Phase: During the trading phase, participants within the payment hub are free to make coin transfers with each other. We use the following tuple to denote an off-chain coin transfer:

$$tx = (e, txId, sender, recevier, x)\quad (2)$$

where $txId$ denotes the transaction id issued by the leader of epoch $e$, and $x$ denotes the amount of coins to be transferred. The transaction id is used for ordering transactions in the consensus phase.

As outlined in Fig. 1 to start an off-chain coin transfer, the sender $P_i$ first requests a transaction id from the leader. When the leader receives the request for a new transaction id, it should check if the sender is trying to over-spend its balance. More formally, the leader should ensure the following holds:

$$x \leq B_i(e) - \tau_i(e)\quad (3)$$

If this is the case, the leader should approve this transaction, update the amount of coins that tried to be sent by $P_i$, so that $\tau'_i(e) = \tau_i(e) + x$, and then reply with a monotonically increasing transaction id signed by the leader itself. After that, $P_i$ sends a transaction request to the receiver $P_j$, asking for its approval. When receiving the transaction request, $P_j$ should verify the leader’s signatures on the transaction id and then reply to $P_i$ with its own signatures on the transaction request.

1) Epoch State: In the epoch state, all participants should collaborate to reach a consensus about the final state of the current epoch, aka the initial state of the next epoch, denoted as $State(e + 1)$.

After the transaction request is received, $P_j$ will verify the leader’s signatures on the transaction id and then reply to $P_i$ with its own signatures on the transaction request. When receiving the reply, $P_i$ will update the amount of coins that tried to be sent by itself.

Finally, $P_i$ forwards the completed transaction request to the leader. And the leader will update its information table so that $S'_i(e) = S_i(e) + x$ and $R'_i(e) = R_i(e) + x$.

Note that the off-chain transaction does not require any intermediaries to route or escrow their coins before transactions. The sender $P_i$ could spend all its available balance according to its own will. From this perspective, Garou exhibits a high level of flexibility. From the equation (3), we also notice that when doing the early verification of a transaction, the leader does not take into account the amount of coins received by $P_i$ in the epoch $e$, i.e. $R_i(e)$. That is because of the separation of spending and receiving. Since an off-chain transaction cannot be completely confirmed before the consensus phase, spending those unconfirmed coins immediately in current epoch would increase the risk of double-spending. Therefore, Garou does not allow coins received in the current epoch to be spent until the next epoch. This limitation significantly simplifies the verification and enables us to perform concurrent transactions. As a result, $P_i$ can initiate another transaction before he sends the result of the current transaction to the leader, as long as he does not try to spend more than his initial balance of the current epoch.
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verify its own balance $B_i(e + 1)$, the proper construction of its transaction merkle tree root $\mathcal{M}_i(e)$, and ensure that $\sum_{k=1}^n B_k(e + 1)$ equals to the total deposit of the payment hub. Each participant then replies to the leader with its signatures on the epoch state $State(e + 1)$. Once all signatures are collected by the leader, an epoch state confirmation containing both $State(e + 1)$ and all signatures will be broadcasted to all participants to finish the current epoch. After that, participants of the payment hub can proceed to the next epoch.

4) Dynamic Enrollment and Withdrawal: Garou allows its participants to join in and withdraw from the payment hub at any time. Each participant can join in multiple Garou instances at the same time. To join an existing payment hub, the new participant should first invoke the on-chain smart contract instance along with its initial deposit. As mentioned above, the on-chain transactions will be available for all participants, including the leader. Then in the next consensus phase, the leader should add the new participant into the enrollment set $\mathcal{E}(e)$ and send it to all participants along with the new epoch state, as shown in equation (4). The enrollment set $\mathcal{E}(e)$ contains those newly joined participants and their initial deposit on the payment hub. After reaching a consensus, the newly joined participant can then perform off-chain transactions with each other in the next epoch.

Similar to the joining process, we use the withdrawal set $\mathcal{W}(e)$ as an off-chain synchronization tool. To withdraw from a payment hub, the participant should first send a withdrawal request to the leader. When the leader receives that withdrawal request, he adds the participant into the withdrawal set and broadcasts it to all participants along with the new epoch state. The withdrawal set $\mathcal{W}(e)$ contains those participants that are intended to withdraw and their final balance of epoch $e$. After reaching a consensus, the participant intended to withdraw from the payment hub is not allowed to make any coin transfers with others. The participant can now safely invoke the on-chain smart contract to reclaim its balance. It should first commit an on-chain withdrawal initialization request along with the latest epoch number and its final balance. After waiting for a predetermined time, e.g. $2T$, the participant commits an on-chain withdrawal confirmation transaction to retrieve its money.
C. Liveness

Since in each epoch all participants should confirm the epoch state $\text{State}(e + 1)$, Garou requires that all participants of the payment hub should always keep online. A malicious participant could launch denial-of-service attacks to hinder the proceeding of the Garou protocol. More specifically, a malicious node could (1) refuse to reply its signature on the epoch state $\text{State}(e + 1)$ to the leader in the consensus phase. A malicious leader could (2) refuse to construct and broadcast the epoch state $\text{State}(e + 1)$ in the consensus phase, or (3) refuse to approve the transaction id in the trading phase. All the above cases will block the proceeding of the Garou protocol.

For the case (3), it’s quite trivial since one could wait until the next epoch to reapply for a transaction id. The automatic leader election mechanism can reduce the risk of a malicious leader and prevent the malicious leader from dominating the payment hub for a long time. For the case (2), since only the leader maintains all the transaction information of the current epoch, it’s infeasible to construct the correct epoch state $\text{State}(e + 1)$ in the presence of a malicious leader. In this case, other participants should open up an epoch state challenge to roll back to the previous state. For the case (1), the epoch state $\text{State}(e+1)$ is correctly constructed but remains incompletely due to a lack of signatures of offline participants. In this case, the leader should commit the incompletely epoch state $\text{State}′(e + 1)$ to the on-chain smart contract to enforce signatures. When an incompletely epoch state is submitted to the on-chain contract, participants that have not yet provided its signature need to submit their signature on $\text{State}′(e + 1)$ to the on-chain contract within a maximum timeout $T$. Otherwise, those uncooperative participants will be evicted out by the on-chain dispute resolver.

D. Security Properties

1) Balance Security: Garou guarantees that an honest participant will not bear any financial losses even when all other participants are malicious. Since the adversary cannot corrupt the identity of the honest participant, it is infeasible to fabricate spending transactions in the name of honest participants. Therefore the only way to cause a financial loss on an honest participant is to tamper the balance on the incompletely epoch state. However, an honest participant always maintains knowledge about all its involved transactions and therefore is able to determine its final balance of the current epoch. When receiving a new epoch state from the leader in the consensus phase, an honest participant should verify the right amount of its balance and the right amount of total balance of the payment hub. Otherwise, an honest participant should refuse to reply with its signature on the epoch state that may lead to its financial loss. This will effectively prevent the payment hub from reaching a consensus, and the result is an on-chain epoch state challenge, which enforces the leader to provide a properly constructed epoch state.

2) Transaction Confirmation: Garou guarantees that if the leader is honest, all valid transactions of an honest participant are expected to be confirmed at the end of the current epoch. However, in the presence of a malicious leader, there is no guarantee that transactions will eventually be confirmed. A valid transaction consists of a transaction id signed by the leader, the right amount of coins, and signatures from both the sender and receiver. When constructing and verifying the transaction merkle tree root $M(e)$, one should always ensure that all of its involved transactions, including both spending and receiving, are included and correctly ordered by the transaction id. Given an ordered set of transactions as its leaves, the constructed merkle tree root will be unique. In this way, a properly constructed merkle tree can ensure that all valid transactions of an honest participant will be eventually confirmed. However, a malicious leader may choose to omit some of the valid transactions when constructing the merkle tree root. In this case, an honest participant should refuse to reply with its signature on the epoch state and resort to the on-chain smart contract to enforce a properly constructed epoch state.

In fact, the confirmation time of an off-chain transaction is exactly equal to the epoch duration, which is the same as NOCUST. And for this reason, Garou does not allow those unconfirmed coins to be spent until the next epoch. However, NOCUST does allow its coins to be spent before final confirmation, which increases the overall risk and therefore demands a shorter epoch duration. Although the shortening of epoch duration allows transactions to be confirmed in a timely manner, it also comes with the cost of overall transaction throughput. Users of Garou would have to make the trade-off between the confirmation time and transaction throughput. Our subsequent evaluation suggests an epoch duration of 10 seconds.

3) Double Spending: The support for concurrent transactions will lead to a situation where a participant cannot accurately know the available balance of other participants. Therefore a malicious participant could have a chance to launch a double-spending attack by spending more than its available balance. The problem is quite trivial if the leader is honest. When issuing the transaction id, the leader should verify that a participant $P_i$ should not spend more than its initial balance $B_i(e)$ in the current epoch. If someone is trying to overspend its balance, an honest leader should refuse to reply with transaction id, which effectively prevents the malicious participant from double-spending. However, if the leader happens to be malicious, the situation becomes more complicated. In this case, a malicious participant will manage to get a transaction id from the leader and construct a spending transaction that overspends its balance to an honest receiver. However, an over-spending transaction will eventually cause the total balance of the payment hub to deviate from its correct value $b$, more specifically, $\sum_{i=1}^{n} B_i(e) > b$. Therefore, an honest participant should verify the right amount of the payment hub and ensure that $\sum_{i=1}^{n} B_i(e) \equiv b$ holds during the consensus phase. Otherwise, it should refuse to provide its signature on the epoch state and open an on-chain state challenge to enforce its balance security. In the worst case, the payment hub should roll back to the last epoch state that
is agreed upon by all its participants.

4) Privacy: Garou requires that the leader should maintain complete knowledge of all off-chain transactions to construct the new epoch state properly during the consensus phase. Therefore Garou provides no privacy guarantees in the presence of a malicious leader, i.e., a malicious leader may leak all transaction information of the current epoch in the worst case. We note that the information leakage is only limited to the current epoch because a malicious leader cannot obtain transaction information of the last epoch. On the other hand, if the leader is honest, a malicious participant can only learn information about the initial balance of other participants, i.e., through $B(e)$. Apart from this, it cannot learn any information about the transaction history of other participants.

V. IMPLEMENTATION

To evaluate the effectiveness and performance of our design, we implement the Garou protocol for the Ethereum network. Then we measure the execution cost, evaluate the off-chain performance of the Garou protocol, and compare it with the state-of-art payment hubs.

A. Execution Cost

Ethereum uses gas to measure the amount of computational and storage resources cost by the execution of smart contracts. Every instruction executed by the Ethereum Virtual Machine (EVM) costs a certain amount of gas, e.g., verifying a user’s signature costs 3000 gas units [36]. Table II shows the execution costs and off-chain message complexity of each operation of the Garou protocol. Apart from the joining and withdrawal process, if all participants are honest and cooperative, the off-chain coin transfers and consensus do not require any involvements of the blockchain, resulting in zero on-chain transaction and gas cost. Every off-chain coin transfer costs a constant five messages, and the message complexity of the consensus phase is linear to the number of participants. In the presence of malicious parties, no matter a malicious leader or ordinary participants, $1 + m$ on-chain transactions are needed to resolve disputes: one for opening an epoch state challenge, and $m$ for each malicious party answering the state challenge. The gas cost of answering an epoch state challenge mainly consists of verifying participants’ signatures on the epoch state, and the cost used to commit the epoch state data to the smart contract.

In Ethereum, the gas limit refers to the upper bound of gas that can be consumed by executing a smart contract. As more participants join in the payment hub, more information and signatures will need to be collected and verified by the on-chain smart contract when resolving disputes. Therefore, the number of participants of a payment hub cannot grow infinitely. In our implementation, the cost of resolving disputes increases by approximately 10962 gas units per node (as shown in Table II), leading to the maximum number of participants to be approximately 300 for each payment hub. However, as mentioned in Section III-A1 the blockchain network allows multiple independent contract instances to be running at the same time. Therefore we could scale out the off-chain system by instantiating multiple payment hubs.

B. Performance Evaluation

We now evaluate the off-chain transaction performance of the Garou protocol and compare it with NOCUST. Our subsequent evaluations are conducted on one single payment hub, i.e., we open a payment hub instance, let participants join in the payment hub, and then measure the off-chain transaction throughput and latency of that payment hub instance. Our evaluations are run on a machine with Intel(R) Core(TM) i5-8400 2.80GHz CPU and 32G RAM. The network bandwidth between each participant is set to 20Mbps and the average latency is about 100 ± 20 ms.

To effectively measure the maximum off-chain performance, we need to assume that all participants of the payment hub are honest and cooperative. Otherwise, in the presence of malicious or unresponsive participants, the honest one should pause the off-chain processes and invoke the on-chain smart contract, which will lead to an unpredictable delay, depending on the behavior of malicious participants and the delay of the blockchain networks. Since there is no realistic off-chain transaction dataset, and the available on-chain transaction datasets cannot meet our concurrency requirement. Therefore we use randomly generated transaction dataset in our evaluation.

1) Transaction Throughput: Firstly, we measure the maximum transaction throughput under different combinations of the number of nodes and epoch duration. Specifically, we vary the number of nodes from 10 to 300. Besides, the epoch duration is closely related to the confirmation time of an off-chain transaction for both Garou and NOCUST. We do not expect a long confirmation time and therefore vary the epoch duration from 2 seconds to 60 seconds. Fig. 3 summaries the maximum off-chain transaction throughput of Garou and NOCUST respectively. We do not measure the transaction throughput of the multi-party virtual state channel [12] since its upper limit is quite predictable. It requires that any state update should be explicitly agreed upon by all participants. Therefore, given that the network latency is about 100 ms, its theoretical transaction throughput cannot exceed 10.

From the results of our evaluation, we notice that the off-chain transaction throughput of Garou is much higher than NOCUST. Garou obtains quite high transaction throughput when the epoch duration is set to 10 seconds. In this case,
Garou exhibits nearly 20× the maximum throughput of NOCUST. However, the transaction throughput of these two payment hubs demonstrates different growth trends. Garou’s transaction throughput increases with the length of the epoch duration and does not increase with the number of participants, but it is just the opposite for NOCUST. This can be explained as below.

Garou’s transaction throughput is mainly governed by the leader because every off-chain coin transfer requires a transaction id issued by the leader. Therefore, the increase in the number of participants will not lead to an increase in transaction throughput. On the contrary, the shortening of epoch duration will cause the leader to spend a larger proportion of time in the consensus phase, and therefore reduces the overall transaction throughput of the payment hub. This is quite obvious when the epoch duration is relatively short, e.g., 2s. On the contrary, NOCUST does not allow both the sender and receiver to engage in any other transfers until the current one is settled, which significantly limits the concurrency and the transaction throughput of the payment hub. As a result, the maximum transaction throughput of NOCUST is much worse than Garou. The only way to increase the concurrency of NOCUST, as shown in Fig. 3b, is letting more pair of nodes to make transfers simultaneously. However, as mentioned above, the number of participants cannot be increased infinitely due to the gas limit.

As shown in Fig. 3a, the off-chain transaction throughput of Garou protocol increases significantly when the epoch duration is between 2 and 10 seconds. When the epoch duration exceeds 10 seconds, the growth of transaction throughput slows down. Moreover, a longer epoch duration means longer transaction confirmation time. Therefore, to achieve a balance between transaction throughput and confirmation time, we set the epoch duration to 10 seconds in the following evaluations.

2) Transaction Latency: Fig. 4 shows the average off-chain transaction latency of both Garou and NOCUST. As expected, the concurrency limitation of NOCUST leads to its smooth latency curve. In contrast, the transaction latency of Garou remains stable when the number of participants does not exceed 100. When it does exceed 100, the transaction latency starts to increase gradually. Nevertheless, even when the number of participants reaches the upper limit of 300, the average transaction latency still does not exceed 1 second, which is quite acceptable. We also notice that the average transaction latency of Garou is higher than NOCUST. This is because Garou’s off-chain transactions require more communication between the leader and participants to prevent malicious from double-spending in concurrent scenarios. At the cost in transaction latency, Garou obtains an order of magnitude improvement in throughput.

3) Consensus Delay: Fig. 5 shows the consensus delay of Garou protocol, i.e., the time spent in the consensus phase for
of honest participants despite strong adversarial capabilities. Overall, our proposed Garou protocol achieves a balance in both performance, flexibility, and security and therefore serves as an enrichment to the off-blockchain payment systems.
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