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Abstract:
This paper presents a novel to model application domain. Application domain description precedes requirements engineering, and is the basis for the development of a software or information system that satisfies all expectations of its users. The domain model is used to generate project specific process models. Our aim is to develop a model description for processes which permits to create comprehensive scenarios. Modeling can be divided into a structural, and behavioral. This paper projects that an important future direction in software engineering is domain-specific software engineering. From requirements specification to design, and then implementation, a tighter coupling between the descriptions of a software system with its application domain has the potential to improve both the correctness and reliability of the software system. The greatest challenge in this area is the evolution of the application domain itself. We show how the application domain description can be mapped to requirements and discuss engineering of application domain descriptions.
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1 Introduction

This research deals with an important issue in computer world. It is concerned with the software management processes as in figure 1 that examine the area of software development through the development models.

Fig. 1 the software process
A software process model as in figure 2 is an abstract representation of a process. It presents a description of a process from some particular perspective as: specification, design, validation, evolution [1]. Software development is hard, requiring both domain knowledge and expertise. Some future directions are: mining domain concepts from existing application code written in general-purpose languages, using other artifacts where domain analysis has been performed already and presented in different forms [2]. Generic process models: Waterfall; Iterative development; Component-based software engineering [1].

Fig. 2 Software process model

Moreover, results from domain analysis must be well-integrated with the design process. To build a large software system from a collection of components as in figure 3, and that components do not inherently carry enough information in their deployment to facilitate their composition [3]. Based on systematic reuse where systems are integrated from existing components or COTS (Commercial-off-the-shelf) systems. Process stages are: Component analysis; Requirements modification; System design with reuse; Development and integration. This approach is becoming increasingly used as component standards have emerged [1].

Therefore successful composition relies on two cross-cutting domains: application domain and technology domain. Application domain knowledge imparts what components would naturally compose with other components to build the application system. Technology domain knowledge provides the technical infrastructure on how the components should be composed, including generation of code. The impact of domain-specific software engineering on building such systems is that domain knowledge is an inherent part of software systems, including components. This domain knowledge may be used to facilitate composition as well as
reasoning about the composition with respect to correctness, reliability and various other quality measures (e.g., security) [3].

Fig. 3. Component based system model

2. Domain Model

A Domain Model is an analysis model for the application domain that is needed to implement the application. An application domain is represented by means of multiple views, such that each view presents a different aspect of the domain [4]. It is well-known that requirements engineering cannot be conducted effectively without domain engineering. Domain-specific requirements specification requires that there be a framework for expressing domain entities at the specification level [5]. Providing requirements specification in terms of domain abstractions will also make such specifications easier for domain experts who are not software engineers to validate, because the specification will be expressed in terms of concepts which they understand. Software engineers may then concentrate on the formal specifications needed to model the appropriate domain behavior. DSM (Domain-specific modeling) has enabled both end-users and software developers in describing the key characteristics of a system from the perspective of the problem space, without getting overwhelmed by the accidental complexities of the solution space. By providing a notation that is often visual and graphical in nature, while also matching the abstractions of the domain, the essence of the problem can be captured in a way that removes the coupling with implementation concerns. Model transformations are used to translate a source model into some other form [6]. It is clear that we need a paradigm shift in software development to manage the complexity of development and maintenance. The same system functionality must be achieved with less code, which is also often easier to validate and maintain. Modifications to domain-specific programs are easier to create and can be understood and validated by domain experts who do not know how to program in a general-purpose language [7] [8].
3. Domain engineering

Domain engineering is designed to improve the quality of developed software products through reuse of software artifacts. Domain engineering shows that most developed software systems are not new systems but rather variants of other systems within the same field. Domain engineering focuses on capturing knowledge gathered during the software engineering process. By developing reusable artifacts, components can be reused in new software systems at low cost and high quality. Because this applies to all phases of the software development cycle, domain engineering also focuses on the three primary phases: analysis, design, and implementation, paralleling application engineering. This produces not only a set of software implementation components relevant to the domain, but also reusable and configurable requirements and designs.

3.1 Domain analysis

Domain analysis is used to define the domain, collect information about the domain, and produce a domain model. Domain analysis aims to identify the common points in a domain and the varying points in the domain. Domain analysis is derived primarily from artifacts produced past experience in the domain. Existing systems, their artifacts and customers are all potential sources of domain analysis input. During the domain analysis process, engineers aim to extend knowledge of the domain beyond what is already known and to categorize the domain into similarities and differences to enhance reconfigurability. Domain analysis primarily produces a domain model, representing the common and varying properties of systems within the domain. The domain model assists with the creation of architectures and components in a configurable manner by acting as a foundation upon which to design these components. An effective domain model not only includes the varying and consistent features in a domain, but also defines the vocabulary used in the domain and defines concepts, ideas and phenomena, within the system. Feature models decompose concepts into their required and optional features to produce a fully formalized set of configurable requirements.

3.2 Domain design

Domain design takes the domain model produced during the domain analysis phase and aims to produce a generic architecture to which all systems within the domain can conform. In the same way that application engineering uses the functional and non-functional requirements to produce a design; the domain design phase of domain engineering takes the configurable requirements developed during the domain analysis phase and produces a configurable, standardized solution for the family of systems.
Domain design aims to produce architectural patterns which solve a problem common across the systems within the domain, despite differing requirement configurations. In addition to the development of patterns during domain design, engineers must also take care to identify the scope of the pattern and the level to which context is relevant to the pattern. Limitation of context is crucial: too much context results in the pattern not being applicable to many systems, and too little context results in the pattern being insufficiently powerful to be useful. A useful pattern must be both frequently recurring and of high quality. The objective of domain design is to satisfy as many domain requirements as possible while retaining the flexibility offered by the developed feature model. The architecture should be sufficiently flexible to satisfy all of the systems within the domain while rigid enough to provide a solid framework upon which to base the solution.

3.3 Domain implementation

Domain implementation is the creation of a process and tools for efficiently generating a customized program in the domain [9] [10].

4. The proposed model

The complete proposed model can be summarized as illustrated in figure 4. For the purpose of understandings, the model might be simply divided into several stages, namely analysis stage, design stage and implementation stage, as described below.

a. The analysis stage comprises of three phases; problem phase, conceptual phase and requirement phase. This stage is concerned with examination of the problem domain and usage domain producing an object oriented model that determines functional and non-functional system requirements including hardware and software components requirements. Besides, it specifies a behavior model and a framework for the object oriented design stage. During analysis stage, the user and the developer closely cooperate in order to construct the model. The process is controlled by a system definition, delimitation, modeling and evaluation with the customer verification. It is iterative process and only stops when the user and the developer agree that the descriptions are usable and express a common understanding.

b. The design stage is concerned with specifying the overall structure of the system, resulting mainly into object oriented system model. Besides, the developer refines the object model and introduces an architecture model in order to understand the system model. Functional and non-functional requirements are supported at this stage and system model is mapped onto logical platform. At the design level, software domain is considered including either partial or complete software
descriptions. The system model is constructed from the object model. The behavior model, together with the functional requirements, supplies the information for performing the functionality to the object model. Constructive solution for how the non-functional requirements and the organization of the logical platform combined with object model and system model to produce the architecture model which starts with identification then performs classification of components into classes.

c. **Implementation stage** is concerned with the realization of the system model. The structure captured by the design must be implemented in certain programming language. In the implementation stage, the developer integrates the architectural model into this program during the process and transforms the system model into a refined model in the form of programs and configurations. Hence, the perspective on the platform becomes a physical perspective during the implementation. This stage involves software domain, physical platform and object-oriented programming language. The model of the implementation process includes an iterative cycle, where the program is constructed from the system and architecture models under the influence of relevant non-functional requirements and the physical platform. During implementation stage, programming techniques are available for the developer in order to build the programs. Hence, the structure and the interactions described by the architectural design must be implemented in a programming language, therefore it allows for system execution which is the target platform.

![Fig. 4 The proposed domain model](image-url)
5. Conclusions

The aim of software engineering is to create a suitable work that constructs programs of high quality. Our position for this paper is focused on the role that domain specific software engineering plays with respect to requirements specification, modeling and implementation. The proposed model is based on "real world" entities or objects. To reduce cost, the model is iterative and influenced by task analysis, user interface design. It is planned to evolve into system model and architecture model. An important part of our model is the inclusion of analysis and evaluation activities as part of architecture design that meets stakeholder's goals or concerns. A good domain model serves as a reference to resolve ambiguities later in the software process, a repository of knowledge about the domain characteristics and definition, and a specification to developers of products which are part of the domain.
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نموذج لتمثيل مجال التطبيق
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الملخص:

وتعرض هذه الورقة نموذج يمثل مجال التطبيق. وصف مجال التطبيق يسبق هندسة المتطلبات، وهو الأساس لتطوير برنامج أو نظام المعلومات وتكوين الأساس للعمل وتوافق كل التوقعات لمستخدميها. يتم استخدام نموذج المجال لتوليد نماذج عملية محددة للمشروع. هدفنا هو تطوير وصف نموذجياً للعمليات التي تسمح لكوين سناريوهات شاملة. ويمكن تقسيم النموذج إلى الهيكلية، والسلوكية. هذه الورقة يمكن أن تتمثل الاتجاه المستقبلي المهم في هندسة البرمجيات وهو تخصيص التمثيل لمجال البرمجيات من وصف المتطلبات ثم التصميم، ومن ثم التنفيذ والذي يؤدي إلى تحسين كل من صحة وموثوقية البرمجيات. التحدي الأكبر في هذا المجال هو تطور مجال التطبيق نفسه. وتبين لنا كيف يمكن تعيين وصف وهندسة متطلبات وصفات مجال التطبيق.