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ABSTRACT This article argues that an efficient artificial intelligence control algorithm needs the built-in symmetries of an industrial robot manipulator to be further characterized and exploited. The product of this enhancement is a four-dimensional (4D) discrete cylindrical grid space that can directly replace complex robot models. A∗ is chosen for its wide use among such algorithms to study the advantages and disadvantages of steering the robot manipulator within the 4D cylindrical discrete grid. The study shows that this approach makes it possible to control a robot without any specific knowledge of the robot kinematic and dynamic models at planning and execution time. In fact, the robot joint positions for each grid cell are pre-calculated and stored as knowledge, then quickly retrieved by the pathfinding algorithm when needed. The 4D cylindrical discrete space has both the advantages of the configuration space and the three-dimensional Cartesian workspace of the robot. Since path optimization is the core of any search algorithms, including A∗, the 4D cylindrical grid provides for a search space that can embed further knowledge in form of cell properties, including the presence of obstacles and volumetric occupancy of the entire industrial robot body for obstacle avoidance applications. The main trade-off is between a limited capacity for pre-computed grid knowledge and the path search speed. This innovative approach encourages the use of search algorithms for industrial robotic applications, opens up to the study of other robot symmetries present in different robot models and lays a foundation for the application of dynamic obstacle avoidance algorithms.
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I. INTRODUCTION

Beside the many benefits of solving problems in high-dimensional spaces, which led to the use of redundant industrial robots [1], [2], the complexity of artificial intelligence path or trajectory planning algorithms increases with control variables dimensionality, as the related search space becomes combinatorically harder to explore completely [3]. The application of path or trajectory planning artificial intelligence algorithms pertains to mobile robots as much as industrial robot manipulators. The first category regards robots that can move across a given environment, e.g. terrain, air, water, etc. The industrial robots are typically characterized by one or multiple moving arms tied to a fixed frame and their body parts can even collide one onto another. Humanoid robots are the union of both cases, as they can walk around and use their arms. Despite the different challenges of modelling any of those robots, artificial intelligence control algorithms can generally be applied to all of them, with minor differences. A mobile robot typically moves on a flat surface with obstacles that can be mapped to a simple two-dimensional (2D) geometrical grid [4]. A three-dimensional (3D) coordinate system is necessarily required for robots that move across a 3D space rather than on a surface, making the treatment of their kinematic and dynamic models harder to solve. This is the case for some classes of mobile robots, for flying robots, e.g. quadcopters [5], and for the majority of industrial robot manipulators [6] whose models have to account for the position of each of their complex body parts.

The necessity of a third dimension to describe the industrial robot movements in Cartesian space has already been challenged by many researchers introducing controls in the high-dimensional configuration space [7]–[11]. However, the advantages of using the configuration space are traded off with a greater difficulty in visualizing and operating in such space, to the point that representing other interacting objects...
in the configuration space became a self-standing topic for study [1], [2], [12]–[16]. It is not uncommon to use algorithms for path or trajectory planning that are based on a trade-off between configuration and workspace search. Among these are rapidly-exploring random tree (RRT) [17] or probabilistic roadmaps [18], [19], none of which aims at characterizing the entire robot space in advance because of the high number of possible robot configurations and spatial positions and the high combinatorial complexity that derives from them. This article shows that such an operation is actually possible in a search space that exploits the industrial robot symmetries and opens up to possible new versions of those algorithms. Because the algorithm proposed in this article does not perform a search in the configuration space of the industrial robot but implements a cylindrical coordinate system thanks to the cylindrical symmetries that are most typical of industrial robots. Furthermore, another dimension is added to the cylindrical space to represent the robot end effector (EE) orientations in a hybrid four-dimensional (4D) cylindrical coordinate system. Geometrical implications of the robot configurations, such as the wrist or elbow positions and orientations, are reflected in the structure of the hybrid 4D cylindrical coordinate system. This can be considered a dimensionality reduction of the robot configuration space and it brings both the advantages of searching in a low dimensional physical space and solving problems related to a specific robot configuration, such as singularities [20].

The paper is structured as follows: In section II, some additional literature review is provided. In section III, typical cylindrical symmetries of industrial robots are explained and characterized in the form of reachability planes. In section IV, the reachability planes are acquired (A) and transformed into a 4D cylindrical discrete search space (B), further data such as robot volumetric occupancy information is added to the cells (C) and a pathfinding algorithm is implemented (D). The path is tracked with an industrial controller (E) and the whole project code and some benchmarking values are provided for future reference (F). In section V, there is a general discussion, covering also the current limitations of the method introduced in this article and its study. In section VI, the conclusions revolve around the advantages and disadvantages of the method. Finally, section VII provides insights for further improvements and perfectly reasonable deviations from the beaten track to explore in future work.

II. ADDITIONAL LITERATURE REVIEW

Common path or trajectory planning algorithms in artificial intelligence are A* [21] and its variations such as improved A* [22], double A* [8], hierarchical A* [23], or Dijkstra and its improved versions [24]. These are just a few examples, out of hundreds. A subset of these and other algorithms are more specifically tied to industrial robots, such as the already named double A* [8], non-probabilistic anytime algorithm [25], potential fields [26], [27], probabilistic roadmaps [18], [19] and RRT [17]. Kallman et al. [28] proposed the dynamic roadmaps with bidirectional RRT to deal with changing environments. There are also hybrid versions such a cell-based Voronoi roadmap generation algorithm that is searched with A* [10]. Attempts have been made with reinforcement learning [29], [30]. All of these algorithms are in most of the cases based on high-dimensional configuration spaces, corresponding to the robot joint positions. Few are based on Cartesian coordinate systems corresponding to the robot 2D or 3D workspace. With rare exceptions, such as a polar coordinate system approach to mobile robot path planning over a fan-shaped grid [31], no other radial search spaces seem to have been adopted for modeling the movements of industrial robots.

Llopis-Albert et al. [32] presented a comparison of the major search based algorithms for trajectory planning. Search algorithms based on multidimensional spaces are mainly tied to the possibility given by a certain robot model of doing the main calculations in its configuration space, also called joint space, with many degrees of freedom (DOF), e.g. six or seven. Kaltsoukalas et al. [33] proposed a search algorithm that generates a grid of alternative points based on similar configurations for the path and leads to a desired position and orientation of the end effector of the robot.

III. CYLINDRICAL SYMMETRIES OF INDUSTRIAL ROBOTS

The most common industrial robot manipulators are serial manipulators [34], composed of a series of rigid links connected by revolute or prismatic joints that for easiness of control are only orthogonal, parallel or intersecting the joint axes. Often the structure resembles an anthropomorphic arm that can be described by a shoulder, an elbow and a wrist. The preferred number of joints is six because at least six DOF are needed to move the end-effector to an arbitrary position and orientation in space. Four DOF robots are used for simpler manufacturing tasks.

The work that has mostly influenced the production of the common structures of robot manipulators available at present time is Donald L. Pieper’s 321 kinematic structure [35] providing the closed-form inverse kinematics solution for serial manipulators with six revolute joints and with three consecutive intersecting joints. The symmetries produced by this solution are further exploited in this article, as shown in this section, up to a discrete search space cylindrical configuration that does not require direct and inverse kinematic calculations for online path or trajectory planning.

A. CYLINDRICAL SYMMETRIES OF ABB IRB 1600

An ABB IRB 1600 is used in this article as an example of a typical 6-DOF industrial robot manipulator. It is common to use the first three revolute joints, J1, J2 and J3, to move the end-effector (EE) in space and another three revolute joints, J4, J5 and J6, in a wrist configuration in order to accurately set the EE orientation. See figure 1 for reference.

The cylindrical symmetry exploited in this article regards robot manipulators with a revolute joint J1. For the ABB
IRB 1600, $J_1$ can rotate $\pm 180$ degrees from the setup pose. Note that what follows in this article is not applicable if the first joint of a robot manipulator is not of a revolute type. However, other symmetries might apply and this article poses the bases for a broader procedural approach to path or trajectory planning in presence of symmetries.

For the same robot under analysis, $J_2$ and $J_3$ are of a revolute type and aligned over the same plane. In particular, $J_2$ and $J_3$ jointly function as an elbow for the robot manipulator: a combination of the two angular values leads to any reachable positions in polar coordinates over their plane. Each position can be reached in two configurations, namely with inward or outward elbow configurations. For the purpose of simplifying the demonstration use case of this article, only inward elbow configurations are considered.

$J_4$, $J_5$ and $J_6$ are mostly dedicated to defining the EE orientation, as they can only tweak the EE position, with respect to $J_1$, $J_2$ and $J_3$ that have the greater influence on it.

The cylindrical symmetry is produced by locking the robot EE with a certain orientation on the Cartesian plane $xz$ with $y = 0$ and discretely shifting the EE position over this plane using mostly the shifts of $J_2$ and $J_3$ either in the inward or outward configuration. The output of this operation can be called reachability plane for a given EE orientation. All the joint values for each EE position on each reachability plane are thus pre-collected offline. See section IV (A) for more details about these wrist configurations. Alternatively, any values for all the joints can be used to characterize all the positions on the $xz$ plane with $y = 0$ in any other specific wrist orientations.

This is the case of the reachability planes with wrist configurations LEFT and RIGHT. See section IV (A) for more details about these wrist configurations. It is always an advantage for the calculations and for less robot energy consumption if some joint values can be kept constant during the planar shift, as the joint motors do not need to move. The fact that fewer joint movements are necessary to shift discretely the EE position on a grid given a fixed EE orientation is further exploited in this method as a trajectory planning pre-optimization.

In terms of cylindrical coordinates, each reachability plane $xz$ with $y = 0$ can be cylindrically rotated around axis $z$ by varying the values of $J_1$ of a certain offset within the robot reachability limits. Thus, each EE position can be expressed in 3D cylindrical coordinates ($\varphi$, $z_{cyl}$, $r$) with $\varphi = J_1_{xz} + J_{1_{offset}}$, $z_{cyl} = z_{Cart}$ and $r = x$ derived from the 2D Cartesian coordinates on the plane $xz$ with $y = 0$ and the offset of $J_1$. The discrete cylindrical coordinates are shown in figure 8. It is interesting to note that each cylindrical (3D) position can be reached by up to two points of each reachability plane $xz$ with $y = 0$ because they rotate around the $z$ axis that lies in their center. A radius can thus be negative. This is not a problem because the pathfinding algorithm takes care of the 4D coordinates associated with each of the points and evaluates them in their different robot orientations. See section IV (B) for more details.

The maximum and minimum robot joint values directly affect the discrete grid space limits. It can be seen from the reachability planes in figures 2-7.

**IV. FOUR-DIMENSIONAL CYLINDRICAL PATHFINDING**

The method presented in this article couples the cylindrical space created around the industrial robot symmetries
with an artificial intelligence pathfinding algorithm. This section covers all the steps toward a successful implementation of a pathfinding algorithm in 4D cylindrical space. The steps covered in this section go from the practical acquisition of the robot joint values for the knowledge-base (A), to the definition of the fourth dimension (B), the definition of robot volume occupancy for collision avoidance purposes (C), the discrete grid search with A* (D), the path tracking with a robot controller (E) and some benchmarking values (E).
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FIGURE 9. A Cartesian plane $xy$ showing the polar grid for any height $z$ in the cylindrical grid. The density of the polar grid is variable because there is a constant number of points per radius. The grid overlaps for angles $\varphi = \pm \pi$. Despite the density not being ideal, this configuration allows the $xz$ planes to rotate around the $z$ axis.

FIGURE 10. A Cartesian plane $xy$ showing the polar grid for any height $z$ in the cylindrical grid. The density of the polar grid is constant because there is a variable amount of points per radius. The grid overlaps for angles $\varphi = \pm \pi$. This configuration has an ideal density but it does not allow the $xz$ planes to rotate around the $z$ axis without a loss of data points.

A. ACQUISITION OF ROBOT JOINT VALUES

The data points necessary to characterize each reachability plane for a certain wrist configuration are sampled directly from RobotStudio®, the simulation software developed by ABB. This step could be simulated in other mathematical software, e.g. Matlab®, using the robot kinematic model. Using ABB RobotStudio® allows the researchers to be sure of the accuracy of the robot model built in the software by the robot producer and therefore to obtain accurate joint values.

The authors have tested the approach on five 2D reachability planes with inward J2-J3-elbow and wrist orientations CENTRAL, UP, DOWN, LEFT and RIGHT. Each plane is characterized by a finite number of EE positions within the robot reachability in that particular orientation, see figures 3-7. The positions are distanced by 100mm forming a discrete 2D Cartesian grid, a choice that is purely made by the experimenters depending on the industrial application requirements, in this case to simply test some collision-free trajectories in space. Thus, after sampling all the robot joints for all the EE positions on a certain reachability plane, the resulting 3D cylindrical space is discretized.

The procedure produced 226 coordinates for the CENTRAL plane (see figure 4), 169 coordinates for the UP plane (see figure 3), 140 coordinates for the DOWN plane (see figure 5), 228 coordinates for the LEFT plane (see figure 6) and 228 coordinates for the RIGHT plane (see figure 7). The joint limits are reported in table I.

The density of the cylindrical grid depends on a choice that is specific to the cylindrical shape: how many discrete values are selected per radius. The only choice that allows the $xz$ planes to be angularly rotated around the $z$ axis and avoid data points loss in a cylindrical 3D space is to keep the number of coordinates per radius constant. This produces a variable density in the 3D cylindrical grid (see figure 9). Namely, coordinates in radiuses near the $z$ axis are denser than coordinates in the larger radiuses. The criteria for choosing the number of points per radius is to evaluate the distance of two consecutive coordinates at the farthest radius and approximate it to the Cartesian distance used for the planar coordinates such that the resulting angle will divide a circumference into $\varphi - 1$ sectors and produce $\varphi$ shifted planes/coordinates. The result of this calculation for the ABB IRB 1600 with a Cartesian distance of 100mm produces an optimal value of 72 points/planes per radius or 72 $\varphi$ coordinates at the farthest radius of 1500mm from the $z$ axis. From the point of view of the search algorithm, moving in a Cartesian grid or a cylindrical grid with constant number of points per radius (variable density) is the same, which is also the reason why this choice is a good trade-off.

The choice of optimizing the number of points per radius has the advantage to keep the cylindrical grid as much constant as possible. This would inevitably break the continuity of the radial planes. Thus, making the search more difficult with an incoherent system of coordinates, e.g. there would be $\varphi$ jumps from one radius to another, as shown in figure 10. This alternative has indeed been used at least in an article presenting a polar coordinate system approach to mobile robot path planning over a fan-shaped grid [31], but the authors have opted for the variable density approach in this work.

72 points per radius correspond to a 5 degrees rotation of each reachability plane. Thus, 72 times the original samples
are automatically produced by shifting only the value of $J_1$ of multiples of 5 degrees for all the coordinates involving a reachability plane rotation. The cylindrical 3D discrete space can be counted in 16272 coordinates for the CENTRAL plane, 12168 coordinates for the UP plane, 10080 coordinates for the DOWN plane, 16416 coordinates for the LEFT plane and 16416 coordinates for the RIGHT plane. For a total of 71352 3D cylindrical coordinates, with corresponding sampled $J_1$, $J_2$, $J_3$, $J_4$, $J_5$ and $J_6$ values stored in the knowledge-base.

Working in the cylindrical space is rather easier than working in the configuration space because three dimensions can be entirely visualized within the same graph and the transformation from Cartesian to cylindrical coordinates is simpler than applying direct and inverse kinematics.

A note needs to be made for the LEFT and RIGHT reachability planes: $J_1$ is already rotated of a variable quantity along the plane $xz$ with $y = 0$ to compensate for the angular rotation of the EE. This quantity has a maximum value of 33.22° over the plane which needs to be removed from the maximum rotation of $J_1$ around the $z$ axis. That breaks open the cylindrical grid for $J_1 = \pm 146.78°$ otherwise closed at $J_1 = \pm 180°$ with overlapping coordinates.

### B. THE FOURTH DIMENSION

Three dimensions are too few and six are too many. In order to navigate each cylindrical space resulting from each wrist orientation, a fourth dimension called “orientation” (abbr. “o”)) is added to the discrete 3D cylindrical space. Each cylindrical space is thus given a discrete numerical coordinate, in the choice of the authors, from 1 to 5, respectively corresponding to wrist orientations CENTRAL, UP, DOWN, LEFT and RIGHT. The discrete 4D cylindrical space is expressed by discrete coordinates $(o, \phi, z, r)$ where $o$ is a conventional number assigned to a certain wrist orientation (e.g. wrist orientation CENTER corresponds to $o = 1$), $\phi$ represents the number of positive or negative 5-degree angular shifts from the $y$ axis (see figure 8), $z$ corresponds to the same height in Cartesian coordinates discretized as number of unit distances (in this case 100mm) from the origin, and $r$ corresponds to the discrete, positive or negative, radius discretized as number of unit distances (in this case 100mm) from the origin (see figures 8 and 9). The passage from continuous 3D Cartesian coordinates to 3D cylindrical coordinates and vice versa is a simple math operation that makes use of sine and cosine.

From Cartesian to cylindrical coordinates:

\[
\begin{align*}
\begin{cases}
    r^2 = x^2 + y^2 \\
    \tan \phi = \frac{y}{x} \\
    z = z
\end{cases}
\]

(1)

Note that the inverse of the tangent function has an infinite number of solutions but these can be restricted to a unique solution if the quadrant where the point is located is known. Such rules are commonly presented in math books and it is left as a task for the reader to find them. From cylindrical to Cartesian coordinates the transformation is easier as sine and cosine give unique solutions:

\[
\begin{align*}
\begin{cases}
    x = r \cos \phi \\
    y = r \sin \phi \\
    z = z
\end{cases}
\]

(2)

The only further requirement is to discretize the cylindrical coordinates obtained with the first available discrete values in the defined grid and to specify the wrist orientation as a forth cylindrical coordinate, according to the orientation values defined for the application. The range of the grid directly affects the computational time (longer for a finer grid), which means that a trade-off must be chosen to fulfill the operative needs while keeping the computations reasonably fast. This new coordinate system allows the problem of planning the path or trajectory starting from a specific configuration and arriving at another specific configuration to be solved automatically by the search algorithm. All the transitional configurations either exist in the search space or are not possible. This automatically solves also the problem of possible singularity points because they are not stored in the search space, i.e. among the discrete robot coordinates of each configuration plane, without the cost of using the full robot six-dimensional (or higher) configuration space. The assumption made in the discrete search space is that all robot joint movements can be continued between adjacent cells. This is possible because the short spatial distance between cells always allows the robot configuration to be kept during the joint movements necessary to shift the EE from cell to cell and no singularity points are encountered.

### C. ROBOT VOLUMETRIC OCCUPANCY

The volume occupied by the robot body at each of all 4D coordinates can be entirely calculated offline with a
computer-aided design (CAD) model of the robot or some bounding boxes around its parts and stored within the knowledge-base for online search recovery. This means that if static obstacles are present in the robot workspace, all the affected cells are removed from the search space. Not just the cells that are directly intersecting the obstacles, but also all of those for which the robot body collides with the obstacles.

The quality of the bounding boxes depends from a trade-off between computation time and accuracy needed during the offline scan of the robot workspace. Static obstacles avoidance does not require a quick rescan of the scene as much as dynamic obstacle avoidance does. The choice is obviously dependent on the industrial robotic application. For the demo in this article, only static obstacles are considered and the bounding boxes are truncated cones centered on a robot skeleton produced as a linear tracking of the cardinal points in the Denavit and Hartenberg (DH) notation for the ABB IRB 1600 robot (see figures 11-12).

D. A* PATHFINDING ALGORITHM

The goal of this work is to move the robot manipulator with discrete path searches on a 4D cylindrical grid, which is a 3D cylindrical grid enhanced by a 4th coordinate relative to a discrete orientation of the robot wrist. An optimal and collision-free path search in discrete 4D cylindrical space is performed using, among several possible algorithms presented in the introduction of this article, a common artificial intelligence search algorithm called A*. It is intended that the novelty of this section is to show how one of these algorithms, more or less efficient depending on the application requirements, can be used for the pathfinding in the 4D cylindrical grid proposed by the paper. In this case, the aim of the A* algorithm is to find the shortest path between two nodes of a given search space - a starting node and a target node - as long as there is a path. In technical terms, it achieves both optimality and completeness. The former is because the path is shortest possible, and the latter because if the solution exists the algorithm is guaranteed to find it.

The optimal decision of the A* algorithm is based on the minimization of a cost function that is split in two components for each node \( n \): \( h(n) \) and \( g(n) \). The value \( h(n) = d(n_s, n) \) is the exact cost of the path from the starting node \( n_s \) to node \( n \), using equation (3) to calculate it, because the path is traversed by node until \( n \) is reached. The other value \( g(n) = d(n, n_t) \) is an estimated cost from node \( n \) to the target node \( n_t \), using the same equation (3) to calculate it, because the rest of path has not been found and traversed yet. Both values are thus calculated using the same cost function (3) that in two- or three-dimensional maps is usually as simple as a Euclidean distance between two nodes. In the four-dimensional cylindrical map introduced by this article, the cost function proposed and tested is a pseudo-distance between two nodes \( n_1(\varphi_1, z_1, r_1) \) and \( n_2(\varphi_2, z_2, r_2) \):

\[
d(n_1, n_2) = w(\varphi_1, \varphi_2) + \sqrt{(r_2 - r_1)^2 + \left(\frac{2\pi R}{n_\varphi}\right)^2 (\varphi_2 - \varphi_1)^2 + (z_2 - z_1)^2}
\]  

(3)

where

\[
w(\varphi_1, \varphi_2) = \begin{cases} 
1 & \text{if } \varphi_1 = \varphi_2 \\
0 & \text{else}
\end{cases}
\]

(4)

is the pseudo-distance between two orientation coordinates, \( R = \begin{cases} 
0 & \text{if } r_1 \geq 0 \text{ and } r_2 \leq 0 \\
0 & \text{if } r_1 \leq 0 \text{ and } r_2 > 0 \\
(|r_1|, |r_2|) & \text{else}
\end{cases}
\]

(5)

is the radius for which the shift between \( \varphi_1 \) and \( \varphi_2 \) is calculated, and \( n_\varphi \) is the density of angles \( \varphi \) at radius \( R \neq 0 \). Note that \( r_1 \) and \( r_2 \) can be either positive or negative because the reachability planes \( xz \) with \( y = 0 \) are rotated around the \( z \) axis around the coordinate \( x = 0 \).

The search algorithm creates two list of nodes: open and closed. On initialization, the starting node is added to the open list and all the nodes in the search space that are affected by obstacles are added to the closed list. A maximum number of iterations \( N \) is defined to avoid an infinite search.
The following steps are repeated until a path is found:

1) If the maximum number of iterations $N$ is not reached, the node $n$ on the open list with the lowest cost

$$ f(n) = h(n) + g(n) \quad (6) $$

is selected as the current node.

2) The current node $n$ is moved into the closed list and it is checked if that is the target node. In that case, the search is stopped because the path has been found.

3) All the adjacent nodes to $n$ are considered as possible next nodes to be placed into the open list. Nodes that are in the closed list are ignored in order not to run into obstacles or run in circles.

4) If the possible next nodes are not in the open list, they are added to it and their costs calculated. If they are already in the open list, it is checked if the current path is shorter than the path for which they were added to the open list before. For each positive case, the node cost is recalculated and the predecessor node redefined as $n$.

Once the target node is reached, the overall path is calculated backwards from the target node to the starting node, recalling each predecessor node from the closed list.

**E. PATH TRACKING WITH ROBOT CONTROLLER**

The joint positions stored as data points for each cell of the discrete grid constitute the main information needed by the robot controller to track the path found by the search algorithm. Eventually transitions from cell to cell can be marked with specific maximum speeds or this can be calculated overall based on specific industrial robot application requirements. In any case, any robot controllers can generally move the robot from one position, expressed in joint coordinates, to another position with a constant-speed command. This exploits trapezoidal velocities and tends to maintain the maximum speed between consecutives joint shifts. For the ABB IRB 1600 controller, this operation is done through a specific MOVEJ (move joints) instruction in RAPID code. In the demo implemented for this article the velocity is maintained constant. Instructions are sent from a simulation environment, e.g. Matlab®, to the robot controller through TCP/IP protocol and executed in real time. ABB RobotStudio® allows the user to visualize the robot movements in a simulation environment instead of sending the commands to the real robot. This facilitates testing and deployment of code without risking to damage an industrial robot. The code used for the ABB IRB 1600 controller in RobotStudio® can be found in the repository indicated in section IV (F).

**F. CODE AND BENCHMARKING**

Other than the joint limits reported in table I and five reachability planes (see figures 3-7), some test trajectories are executed with A* and reported in this section with the purpose of providing benchmarking data for future implementations of this algorithm or its variations. In figure 13 it is possible to see the whole trajectory tracked by the ABB IRB 1600 in Matlab®. It starts from coordinates...
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points) to find a suitable collision-free path. It is done in online mode and it takes seconds (up to a few min-
traries avoiding robot volume collisions with static obstacles is entirely done in offline mode and it takes circa 7 hours to verify all the potential robot volume collisions with the predefined static obstacles. The computation of any trajectories avoiding robot volume collisions with static obstacles is done in online mode and it takes seconds (up to a few minutes depending on the distance between starting and ending points) to find a suitable collision-free path.

The code used in this project is available for download from the public GitHub repository located at the following web address: https://github.com/andreadegiorgio/cylindrical-astar.

V. DISCUSSION AND CURRENT LIMITATIONS
The characterization of the industrial robots by their symmetries, together with the necessity of modeling the robot configuration, has led to the creation of an unexplored 4D cylindrical space. Such space holds potential for the use of old and new artificial intelligence algorithms in industrial applications. The overall performance of the search algorithm applied is tied to different properties among different robot models, and trade-offs, including the definition of the discrete grid size. For the choice of the grid size, for example, other works dealing with grid search have presented methods implementing time step optimizations with further trajectory improvements added only when additional time is available [36].

It is hard to compare this method with online and offline trajectory planning algorithms [37], as it lies in between, with an online search of an offline mapped space. For this reason and because of the lack of benchmarking data, the performance of the search algorithm implemented in this article is not compared to other similar search algorithms, and with complementary or alternative methods. For benchmarking purposes of future implementations of this robot control method, some data points of the version tested in this article with an ABB IRB 1600 have been made available.

A limitation of the approach presented in this article is that the algorithm makes use of discrete information about the robot joint positions, which brings research back to the origins of path or trajectory planning algorithms [38], [39]. Nevertheless, algorithms to plan robot movements have firstly been proposed in discrete domains, for computers to be able to handle the complex numeric computations, and then implemented in continuous domains, thanks to the advances in computational power and mathematical software. Future research needs to address a fine grain, quasi-continuous, definition of the discrete space, thus lifting this limitation.
A distinction needs to be made between path and trajectory planning. A path pertains only to the definition of a feasible spatial path from point A to point B, without any dynamic information on the movement along the path such as time, velocities, accelerations, etc. The latter is referred to as trajectory planning. This article covers the path planning and a limited version of trajectory planning with trapezoidal speeds, tied to the introduction of velocity or acceleration information in the grid cell properties. Adapting existing and more efficient solutions to this new approach is to be considered a further research direction.

Obstacle avoidance and dynamical obstacle avoidance are also limitedly suggested as an example of possible application for the presented approach and are not extensively discussed in this article. While static obstacles can be immediately defined as part of the map searched by a traditional A* algorithm (see figure 15), dynamical obstacles require the use of more advanced algorithms such as D* (Dynamic A*) [40], which are not introduced in this article. On the other hand, the definition of robot volumetric occupancy that comes with the new method can be considered a step forward on the bounding boxes technique and its integration with static or dynamic obstacle avoidance algorithms can be innovative. The truncated cone version of bounding boxes presented in this article is also a novel trade-off between accurate robot models and traditional bounding boxes [41].

**VI. CONCLUSION**

The aim of this article is to characterize the typical symmetries of an industrial robot manipulator and exploit them to better apply any artificial intelligence control algorithms. A four-dimensional cylindrical discrete grid space is the outcome of this enhancement and it is shown to directly replace complex robot models at planning and runtime. The application of an artificial intelligence pathfinding algorithm, such as A* presented in this article, to the cylindrical grid becomes an innovative procedure that comes with advantages and disadvantages.

**Less equations.** Among the desired effects, it is possible to steer an industrial robot without any specific knowledge of the robot kinematic or dynamic models at path or trajectory planning and tracking time. It is possible to store additional information in the knowledge-base for each cell of the discrete grid, such as robot body volumetric occupancy for collision avoidance and maximum speeds for trajectory optimization.

**A reduced search space.** The four-dimensional cylindrical discrete space displays the main advantages of both the configuration space and the 3D workspace of an industrial robot, which improves the state of the art. In fact, the 4D search space is an improvement over the full configuration space explored by other algorithms because it holds the simplicity of searching within a 3D space, cylindrical instead of Cartesian, while having precise knowledge about the robot configuration synthesized in only one additional coordinate. The main trade-off is between a limited capacity for offline-computed grid information and the path search speed. This study encourages the use of search algorithms for industrial robotic applications, and calls for the research of further exploitable symmetries present in different industrial robots.

**No singularities.** Among the advantages of the 4D space, singularity points are automatically excluded from the space when the data points are collected. The ability to skip the singularity check in the trajectories constitutes a great simplification of an industrial robot model.

**New collision-avoidance algorithms.** Dynamic obstacle avoidance algorithms can use the present study as a base for new implementations. A disadvantage that can be outlined is the insufficient computational power to speed up any searches in quite rich search spaces, i.e. if the fine grain of the grid increases or complex additional information is added to the cells, e.g. volumetric occupancy information. Luckily, the computational power has proven itself not to be an obstacle for more than a few years, as the technological advancements go quite fast.

**Potential for human-robot collaboration.** Trajectories based on the cylindrical grid are more understandable by a human operator that is working with industrial robots, because such trajectories are robot-centered and human-oriented with respect to the robot wrist orientation. Whereas trajectories based on the Cartesian space or configuration space are less representative of a collaborative human-robot environment. In fact, they are mainly aligned with objects in the workspace or not aligned with anything that can be used as reference to comprehend the robot intentions or movements.

**VII. FUTURE WORK**

The algorithm presented in this article opens up for further research directions and other reasonable deviations from the beaten track. A few of those are outlined below with some additional insights from the present study.

**Mounting of robot tools.** The operation of mounting a tool on top of the EE of the robot and consider the tool central point (TCP) as referring point for the robot joint coordinates stored in the knowledge-base invalidates all the data collected without the tool. Therefore, the introduction of each new tool requires an equivalent amount of work to produce the new offline data for the search algorithm.

**Additional wrist orientations.** The introduction of new wrist orientations, e.g. UP-LEFT or UP-RIGHT, does not require to change the number of search space dimensions, but the number of orientation coordinates. In fact, every new robot configuration corresponds to the definition of a new reachability plane $xz$ with $y = 0$ and a new orientation coordinate to refer to it.

**Additional elbow configuration.** The introduction of the outward elbow configuration omitted in this article does not necessarily require changing the number of search space dimensions, but the number of orientation coordinates. In fact, every new robot configuration corresponds to the
definition of a new reachability plane $x_2$ with $y = 0$ and a new orientation coordinate to refer to it. However, in this case there should be rules on how to transit from INWARD elbow orientation coordinates to OUTWARD elbow orientation coordinates, as the arm can only move from one robot configuration to another in specific coordinates of the grid, where the joint values distance is minimal.

**Additional robot DOFs.** The search space dimensionality does not depend on the dimensionality of the configuration space. Any additional DOFs for the industrial robot are compatible with the four-dimensional cylindrical discrete grid search algorithm.

**Other industrial robot models.** The ability to exploit symmetries that are proper of specific industrial robot models makes this algorithm highly dependent on the robot models themselves. Fortunately, the industry has settled over a finite quantity of standard robot models that show symmetries useful for kinematic calculations (wrist, elbow, etc.). The same symmetries can be exploited to create a four-dimensional discrete search space, non-necessarily cylindrical, that works well with this algorithm.

**Other pathfinding algorithms.** Artificial intelligence as a relatively mature discipline has produced a variety of pathfinding algorithms that can be applied to the four-dimensional discrete search space method proposed in this article. In addition to those, robotics has produced other specific algorithms that are specifically suited for industrial robot movements. Any pathfinding algorithm capable of generating a trackable path in a 4D space can be a suitable candidate for further research.

**Analysis of industrial robot controllers.** While Matlab® allows a user to be very accurate in producing the via points data for the ABB controller trajectory tracking with joint movements, it is not part of this article’s simulation to track the performance of the ABB controller or any other robot controllers. The output trajectory executed in RobotStudio® appears visually fast and smooth, but there are no embedded functionalities in RobotStudio to analyze and export the tracked trajectory when the controller is driven through RAPID code instructions. It would be interesting to analyze in some future work the control method of some industrial controllers, and compare the stability, accuracy and rapidity when trajectory tracking.
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