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Abstract—Blockchain technology has evolved through many changes and modifications, such as smart-contracts since its inception in 2008. The popularity of a blockchain system is due to the fact that it offers a significant security advantage over other traditional systems. However, there have been many attacks in various blockchain systems, exploiting different vulnerabilities and bugs, which caused a significant financial loss. Therefore, it is essential to understand how these attacks in blockchain occur, which vulnerabilities they exploit, and what threats they expose. Another concerning issue in this domain is the recent advancement in the quantum computing field, which imposes a threat to the security aspects of many existing secure systems, including blockchain, as they would invalidate many widely-used cryptographic algorithms. Thus, it is important to examine how quantum computing will affect these or other new attacks in the future. In this paper, we explore different vulnerabilities in current blockchain systems and analyse the threats that various theoretical and practical attacks in the blockchain expose. We then model these attacks using Petri nets concerning current systems and future quantum computers.
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I. INTRODUCTION

Blockchain technology (or blockchain in short) has emerged as a fundamental technology that offers security through cryptography and consensus mechanisms and addresses single point-of-failure and single point-of-trust issues. The transparency and immutability of the blockchain enable storing publicly provable and indisputable records [1]. Moreover, the introduction of smart-contracts in blockchain has expanded its utility horizon beyond crypto-currency [2]. Indeed, blockchain is being applied in many application domains: from cryptocurrencies to Internet of Things (IoT), healthcare, & financial systems, supply chain management, and so on.

Although blockchain is considered more secure than many traditional systems, recent reports have shown the security risks correlated with this technology. For example, in the first half of January 2019, Coinbase, a digital currency exchange, observed repeated deep reorganisations of the Ethereum Classic blockchain, most of which contained double-spending worth $1.1 million [3]. As of February 2018, it has been estimated that hackers have stolen nearly $2 billion worth of crypto-currency in total since the beginning of 2017 [4]. The most (in)famous attack in the history of the blockchain may be the DAO attack on Ethereum stealing more than $60 million [5]. Attackers stole $450 million from MtGox by exploiting transaction mutability in Bitcoin in March 2014, which caused the Bitcoin trading platform to go bankrupt [6]. $72 million worth of Bitcoins were stolen from Bitfinex, another currency exchange platform, in 2016 [7]. All those attacks were performed using classical computers. On the other hand, the quantum computing paradigm is advancing quite fast. Soon, we may get quantum computers more powerful than current supercomputers. Advancements in the quantum computing field will pose a significant threat to the security aspects of many existing secure systems, including blockchain, as they would invalidate many widely-used cryptographic algorithms, creating a new avenue for attackers. To ensure a wide-range adoption of blockchain systems, it is crucial to understand how these attacks in blockchain occur, which vulnerabilities they exploit, and what threats they expose. This paper aims to explore this avenue.

Contributions. In this paper, we explore various vulnerabilities that current blockchain systems have and the vulnerabilities that are only exploitable by quantum computers. We also model the associated threats in blockchain by STRIDE, a threat modelling framework, to find out which threats they expose. Lastly, we explore a wide range of attacks, which can be performed both with classical computers and quantum computers, and model them using Petri nets.

Structure. In Section II, we discuss the background on threat and attack modelling, blockchain, and quantum computing. In Section III, we review some related works. In Section IV, we present various vulnerabilities within blockchain systems. In Section V, we explore a wide-range of blockchain attacks along with their Petri net models and present the associated threat model using STRIDE. This is followed by a conclusion in Section VI.

II. BACKGROUND

In this section, we present a brief background on vulnerabilities, threats and attacks (Section II-A), threat modelling...
using STRIDE (Section II-B), attack modelling using Petri net (Section II-C), different aspects of blockchain (Section II-D) and quantum computing (Section II-E).

A. Vulnerabilities, Threats and Attacks

Vulnerabilities are simply weaknesses in a computer system or network to force a system to act in ways it is not intended to. A threat to a computer system or network is a set of circumstances that can cause a loss or harm by interrupting the operation, functioning, integrity, or availability of the network or system. It can be malicious, accidental, or natural. Humans usually cause malicious and accidental threats. Attacks are specific techniques or actions deliberately used to harm a system or interrupt the regular services of a computer system or network by exploiting various vulnerabilities. Although threats and attacks both can exploit a system’s vulnerabilities, attacks are always intentional, whereas threats may not.

B. Threat modelling

Threat modelling is a technique to help identify and prioritise potential threats, attacks, vulnerabilities, or the absence of appropriate safeguards and countermeasures that can affect a system or network. There are many threat modelling methods. Some well-known threat modelling methods are STRIDE, VAST, PASTA, Trike, Attack tree, and Octave [8]. In this paper, we will only focus on the STRIDE methodology as it has been claimed to be more complete than other models [9], [10]. STRIDE, proposed by Loren Kohnefielder and Praerit Garg in 1999 while at Microsoft [11], is an acronym consisting of first letters from Spoofing, Tampering, Repudiation, Information disclosure, Denial of service, and Elevation of privilege threats. STRIDE helps to identify potential threats in a system that must be mitigated to ensure the system’s security.

C. Petri net

Petri net is a formal mathematical model for studying asynchronous and concurrent processes in distributed systems. It is also known as a place/transition (PT) net. Carl Adam Petri first introduced it in 1962 [12]. It is a directed bipartite graph where there are two types of nodes, places, and transitions. Directed arcs connect the places and the transitions and shows which places are preconditions (input) and which places are postconditions (output) after transitions occur. Arcs can only connect places to transitions or transitions to places. Places can hold tokens. Places can store an infinite amount of tokens, but transitions cannot store tokens at all. The state or marking of a Petri net is its distribution of tokens among places. A simple net containing all the elements of a Petri net is shown in Figure 1, where the circles denote places, and the rectangle denotes a transition.

Formally, a Petri net can be defined as a tuple $N = (P, T, F, M_0)$, where $P$ and $T$ are disjoint finite sets of places and transitions respectively with $P \cap T = \phi$. $F$ is a set of arcs (or incidence function) where $F \subseteq (P \times T) \cup (T \times P)$, and $M_0$ is the initial marking where $M_0 : P \rightarrow \{1, 2, 3, ...\}$.

The application of Petri nets for attack modelling was first shown by J.P. McDermott as an alternative to attack trees [13].

He inspected that Petri nets are better at capturing concurrent operations in the successions of an attack. From then on, Petri nets have been used for modelling both physical and cyber attacks in various systems and networks.

D. Blockchain

Since the early stage of computer technology, computer scientists were trying to create a fully digital and decentralised currency that no central authority can control. Satoshi Nakamoto was the first to solve this classic problem by merging some already existing technologies, such as cryptography, peer-to-peer (P2P) network, and distributed consensus using Proof of Work, to pioneer the idea behind Bitcoin [14], the very first successful digital (crypto-)currency. Satoshi Nakamoto first introduced blockchain as the underlying technology of Bitcoin [14]. Blockchain is a distributed, immutable, cryptographically linked, and growing list of a public repository of records where consensus can be established among trustless parties without the interaction of any intermediary. Another revolutionary concept in blockchain is called Smart-contract, first proposed by Nick Szabo in the 1990s [15] and was introduced in Ethereum by Vitalik Buterin in 2013 [16]. Smart-contracts, equipped with a blockchain system, enable immutable, trustless, and transparent distributed computing and autonomous code execution, which has a wide range of applications in different domains. There are two types of blockchains, permissionless or public, where anyone can participate and permissioned or private where only authorised entities can participate. In this research, we will focus on public blockchain systems only. Next, we explore different aspects of a blockchain.

Transaction and Block: In a blockchain, a transaction is a signed data structure representing a transfer of a value/data. Transactions are broadcast over a blockchain network and added into the memory pool (called mempool). Various special nodes called miners collect and include those transactions into blocks. Blocks are a collection of transactions, tagged with a timestamp, and a hash of the previous block.

Mining: Mining is the method in which transactions are verified and added into a block of the blockchain ledger. Mining also produces new crypto-currencies. The special nodes that mine are called miners. Mining pools are formed when miners start mining collectively.

Consensus Mechanism: Consensus mechanism, a crucial component in any blockchain system, is a mechanism to achieve necessary consensus or agreement on a single value
of a data or a particular network state among trustless parties in distributed or multi-agent systems. There are mainly three types of consensus mechanisms used by various public blockchains. They are Proof of Work (PoW), Proof of Stake (PoS), and Delegated Proof of Stake (DPoS) [17].

E. Quantum Computing

Unlike classical computers, quantum computers are made of particles (such as superconducting ions, trapped ions) acting as qubits. Because of having a completely different architecture, these particles can use some quantum mechanical phenomena such as superposition and entanglement. A quantum system containing \( N \) qubits can generate up to \( 2^N \) quantum states using superposition and perform operations on all of these \( 2^N \) states [18] at a time. However, the classical counterpart can only operate on a single state at a single moment. Hence, the quantum machine can be up to exponentially faster than classical ones in some ways. A crucial quantum algorithm is Shor’s algorithm [19]. It can factorise any number exponentially faster than the best known classical algorithm and also can solve discrete logarithm problems. Another popular quantum algorithm is Grover’s search algorithm, which can search any intended item from \( N \) unsorted items with up to only \( \sqrt{N} \) queries and give a quadratic speedup [20].

III. Related Work

Although there have been some recent studies on blockchain security, very few of them systematically examined the vulnerabilities and threats to blockchain systems and the corresponding real attacks. Saad et al. surveyed for papers on blockchain applications and their security vulnerabilities after consulting over 900 research papers in blockchain systems [21]. Li et al. conducted a systematic exploration of the security risks and real attacks to popular blockchain systems between 2009 and May 2017 and analysed their corresponding vulnerabilities [22]. Lee et al. analysed the security and vulnerabilities of blockchain systems through a systematic approach [23]. Kabashkin developed a model of risk influence on the effectiveness of blockchain operation [24].

Howard Poston mapped blockchain security threats to STRIDE [25]. Sadek et al. also argued the resilience of an architecture of a blockchain-based system against frequent security attacks using STRIDE [26]. Anuma et al. described the main attack vectors of blockchain technology in [27].

Chen et al. described how Petri nets can be used to model coordinated cyber-physical attacks [28]. Pinna et al. introduced a novel approach, based on a Petri net model to analyse the blockchain [29]. However, there is no research that has modelled blockchain attacks using Petri nets.

IV. Vulnerabilities and Attacks

Various changes, fixes, and reformations have been done over the core concept of blockchain given by Satoshi Nakamoto [14]. The more the field expanded, the more vulnerabilities were introduced. Some vulnerabilities are specific to particular blockchain systems, while others are common to every blockchain system. There are mainly six categories of vulnerabilities found in various blockchain systems.

A. Cryptographic algorithm vulnerabilities

Most blockchain systems use Elliptic Curve Digital Signature Algorithm (ECDSA) for generating the public-private key pair that ensures the ownership of digital assets. A vulnerability in ECDSA was discovered through which an attacker can recover a user’s private key [30]. All elliptic curve cryptography algorithms are based on the assumption that the discrete logarithm problem on an elliptic curve is difficult to solve. Unfortunately, this assumption only holds with any classical computer. However, an attacker with a mature quantum computer may quickly solve this discrete logarithm problem in a short time using Shor’s algorithm [19]. Breaking ECDSA can be used to perform an Impersonation attack.

SHA256 is another cryptographic (hashing) algorithm widely used in most blockchain systems for generating the hash of transactions and blocks. Other popular hash algorithms are Ethash, SCrypt, X11, Equihash, RIPMED160 [17]. Although these hash functions are secure for classical computers, quantum computers will be able to break many security features of those algorithms. For example, Grover’s search algorithm can find collisions of hashes in a feasible time to take down the security of a blockchain [31]. An attacker with a quantum computer will be able to hash faster than any other classical computers and generate blocks much faster than the whole blockchain network. It can lead to 51% attack, Double Spending attack, or Selfish-Mining attack.

B. Consensus mechanism vulnerabilities

Various consensus mechanisms are used in various blockchain systems. Depending on the consensus mechanism, the verification of transactions and the selection of blocks can be different. The longest chain rule can be exploited for various attacks, such as 51% attack, Selfish Mining attack, Double Spending attack, and Finney attack and the GHOST protocol can be exploited for the Balance attack [32].

C. Mining pool vulnerabilities

Mining pools can bring various degrees of centralisation in a decentralised system like blockchain. Large mining pools control a significant amount of computational power. If large mining pool collude and start mining combinedly, they can perform a 51% attack and Double Spending attack. Also, mining pools can be a big target for attackers. A miner inside a mining pool can perform a Block Withholding attack.

D. Smart-contract vulnerabilities

Smart-contracts are one of the most vulnerable parts of the blockchain. Nicola et al. systematically investigated twelve types of vulnerabilities in smart-contracts [33]. Loi et al. found four kinds of potential security bugs in smart-contracts by a symbolic execution tool called Oyente [34]. Those bugs are timestamp dependence, transaction ordering dependence, reentrancy vulnerability, and mishandled exceptions. The recursive
call bug, a reentrancy vulnerability, was exploited to perform the famous DAO attack [35], causing Ethereum to be forked and leading to another attack called the Replay attack.

E. Design/Architectural vulnerabilities

Various design faults and architectural vulnerabilities can help attackers to perform an attack. For example, Eclipse attacks can take advantage of various design flaws in Ethereum, such as peer’s identity, peer selection strategy, inbound vs. outbound connections, and reboot and erase [36]. DDOS attack can also be performed by exploiting the block size limit and mempool flooding.

F. Network vulnerabilities

Being a P2P network blockchain is highly vulnerable to Sybil attack, Eclipse attack, and Block Discarding attack. Many attacks, such as Balance attack, and Double Spending attack, take advantage of propagation delays in the network. Many blockchain systems use DNS (Domain Name System) protocols for node discovering, which can be exploited to perform DNS attack. Internet traffic can be maliciously diverted to attackers by falsely claiming ownership of IP prefixes to perform the BGP Hijacking attack.

G. Summary

Above, we have identified many attacks in blockchain systems that exploit six vulnerabilities discussed above. We summarise our findings in Table I where the interrelation between these vulnerabilities and attacks are illustrated. In the table, the symbols “•” and “○” have been used to signify if a specific threat is related to a vulnerability or not respectively.

| Attacks                        | Cryptographic Algorithm | Smart-contract | Consensus Mechanism | Mining Pool | Design/Architecture | Network |
|-------------------------------|-------------------------|----------------|---------------------|-------------|--------------------|---------|
| 51% Attack                    | ●                       | ○              | ●                   | ●           | ○                  | ○       |
| Impersonation Attack          | ●                       | ○              | ○                   | ○           | ○                  | ○       |
| Sybil Attack                  | ●                       | ○              | ○                   | ○           | ●                  | ●       |
| Eclipse Attack                | ●                       | ○              | ○                   | ○           | ●                  | ●       |
| Selfish-Mining Attack         | ●                       | ○              | ●                   | ○           | ○                  | ○       |
| Double Spending Attack        | ●                       | ●              | ●                   | ○           | ○                  | ○       |
| Finney Attack                 | ●                       | ○              | ○                   | ●           | ○                  | ○       |
| DDOS Attack                   | ●                       | ○              | ○                   | ○           | ●                  | ●       |
| DNS Attack                    | ●                       | ○              | ○                   | ○           | ●                  | ●       |
| BGP Hijacking Attack          | ●                       | ○              | ○                   | ●           | ●                  | ●       |
| Block Withholding Attack      | ●                       | ○              | ○                   | ●           | ○                  | ○       |
| Balance Attack                | ●                       | ●              | ●                   | ○           | ○                  | ●       |
| Replay Attack                 | ●                       | ○              | ●                   | ○           | ○                  | ○       |

V. ATTACK & THREAT MODELLING

In this section we present our attack modelling using Petri nets (Section V-A) and threat modelling using STRIDE for the identified attacks (Section V-B).

A. Attack Modelling

At first, we model the identified threats using Petri nets. For each attack, we present a brief summary of its method, then present the Petri net and its associated pre and postconditions. For some attacks, we also explain the transitions methods in Petri nets. Transition methods for other attacks are similar and hence excluded for brevity.

51% Attack: PoW based blockchains are particularly susceptible to a 51% attack [37] which can be launched in two ways. The first and straight forward way is to physically gather more than 50% computation resources for mining. The concentration of mining power into a few mining pools increases the possibility of this attack. The other way is to use the power of quantum parallelism. Grover’s search algorithm using quantum computing makes it possible to search a suitable hash or its collisions using only $\sqrt{N}$ queries in the worst case from $N$ possible hashes, hence, gives a quadratic boost compared to the classical counterparts. This enables an attacker, with a high probability, to mine a block faster than others and consequently to launch a 51% attack using enough quantum resources [31]. Other PoS and DPoS blockchains are also susceptible to this attack if attackers have enough staking or voting power [37].

- **Preconditions:**
  - $P_1$: Attacker has majority hash power
  - $P_{1_a}$: In PoW based blockchains, any of the following:
    - $P_{1_a_1}$: Attacker has more than 50% hashing power of the entire blockchain.
    - $P_{1_a_2}$: Attacker has enough quantum resources.
  - $P_{1_b}$: Attacker has more than 50% stakes of the total stakes in a PoS based blockchain.
  - $P_{1_c}$: Attacker has more than 50% voting power in a DPoS based blockchain.
  - $P_2$: Attacker has a previous block’s hash.

- **Transitions:**
  - $T_1$: Generate blocks without broadcasting, thus create an offspring of the blockchain isolated from other blockchain nodes.
  - $T_2$: Make the isolated offspring of the blockchain longer than the public blockchain by generating blocks more quickly than the whole network.
  - $T_3$: Broadcast the isolated version of the blockchain to the rest of the network.

- **Postconditions:**
  - $P_3$: Censor/block transactions.
  - $P_4$: Hamper usual mining activities of other miners.
  - $P_5$: Reverse transactions for a Double Spending attack.
  - $P_6$: Control the market price of cryptocurrencies.
  - $P_7$: Force other miners to either leave the blockchain or join the mining pool of the attacker.
Petri net for the this attack is presented in Figure 2.

Impersonation Attack: In this attack, an attacker pretends to be someone else and uses the victim’s property to be benefited from it. The attacker mostly targets high officials as victims. Impersonation attacks can be a threat in two ways. The attacker can steal a private key physically or forge a private key by solving the discrete logarithm problem using Shor’s Algorithm with quantum resources [38] in polynomial time, enabling the attacker to forge a victim’s private key of their bitcoin wallet and make transactions.

- Preconditions:
  - $P_1$: The attacker has enough quantum resource which is capable of solving a discrete logarithm problem.
  - $P_2$: The attacker has obtained the curve parameters which were used in the ECDSA algorithm to make the public-private key pair.
  - $P_3$: The attacker may somehow steal the private key physically.

- Postconditions:
  - $P_4$: Forge the private key of the owner’s bitcoin wallet using quantum resources.
  - $P_5$: Impersonate the owner of the private key by making transactions.

Petri net for this attack is presented in Figure 3.

Sybil Attack: The name Sybil in Sybil attack was taken from the subject of a 1973 book, Sybil, and was first suggested in 2002 by Brian Zill at Microsoft Research [39]. In this attack, an attacker creates multiple nodes in a P2P network that appear as different unique nodes to other nodes. In reality, all those nodes belong to a single attacker or a group of attackers. Various blockchains have tried to mitigate the effect of this attack by implementing various consensus mechanisms. Still, a Sybil attack can be possible. Sybil attack also makes way for other attacks, such as Eclipse attack, DDoS attack, and Double Spending attack [40].

- Preconditions:
  - $P_1$: The attacker has created sufficient amounts of fake nodes. It can be done by a Sybil attack ($P_{1a}$) or in other ways ($P_{1b}$).
  - $P_2$: The attacker has filled in the victim node’s internal “node address table” with invalid addresses and addresses of those fake nodes.
  - $P_3$: The attacker has made a valid node restart by another attack.

- Postconditions:
  - $P_4$: Filter the view of the whole network for the victim node.
  - $P_5$: Weaken other competitor miners by eclipsing them.
  - $P_6$: On a large scale, gain 51% hashing power by eclipsing other miners.
  - $P_7$: Perform a 0-confirmation Double Spending attack by only eclipsing the victim node.
  - $P_8$: Perform an N-confirmation Double Spending attack by eclipsing a miner along with the victim node.
  - $P_9$: Boost the effort of a selfish miner by deliberately dropping blocks that were found by the eclipsed miners.
and compete with the blocks found by the attacker.

- Petri net for this attack is presented in Figure 5.

Fig. 5. Petri Net of Eclipse Attack

**Selfish-Mining Attack:** This attack is a strategic attack performed by a miner or a mining pool that holds a significant amount of mining power or acquires enough quantum resources to gain a revenue larger than its mining power ratio. A selfish miner or mining pool can invalidate a chain by suddenly introducing a longer chain that the miner kept hidden from the public blockchain network. It has been shown that this attack is one kind of Block Discarding attack, and it has been criticised for being not very realistic and not very practical [42]. A Selfish-Mining attack can facilitate other attacks, such as 51% attack and Double Spending attack [43].

- Preconditions:
  - $P_1$ The attacker has a previous block’s hash.
  - $P_2$ The attacker has created a private chain forking from the public blockchain by mining blocks privately.
  - $P_3$ The attacker has made the private chain longer than the public chain ($T_1$) by finding more blocks. It can be possible either by acquiring significant computational power ($P_{3a}$) or enough quantum resources ($P_{3b}$).

- Transitions:
  - $T_2$ Not publish the private chain to the network for a strategic amount of time.
  - $T_3$ Take one of the following paths:
    - $T_{3a}$ Publish the private chain when the private chain is one single block longer than the public chain.
    - $T_{3b}$ Withhold the chain for further gain that can result in 3 types of Stubborn-Mining attack ($P_5$) [44].

- Postconditions:
  - $P_4$ Gain a strategic advantage over other network participants, resulting in revenue more than the attacker’s mining power ratio.
  - $P_5$ Make honest miners wasting their computing power by luring them to keep on working on blocks that leads to a dead-end without gaining any reward. It may force the honest miners to either become selfish themselves or join a selfish mining pool.
  - $P_6$ At an extreme level, gain 51% hashing power of the blockchain network.
  - $P_7$ For every successful Selfish-Mining attack, there is a high probability of successfully launching a Double Spending attack by the selfish miner [43].

- Petri net for this attack is presented in Figure 6.

Fig. 6. Petri Net of Selfish-Mining Attack

**Double Spending Attack:** One of the main goals of the consensus mechanism in blockchain is to ensure that a cryptocurrency cannot be duplicated digitally and spent twice or more. However, in certain circumstances, it has been proved that spending a currency twice or more can still be possible, referred to as Double Spending (DS) attack. There are two variants of this attack, 0-confirmation DS attack, and N-confirmation DS attack.

The 0-confirmation DS attack, also known as Race attack, is likely to happen in fast payment systems where a merchant releases a product to a consumer for a transaction that has not been confirmed yet by the blockchain network [45]. The attacker performs this attack with the help of one or more helpers, and it has a high probability of succeeding even if the attacker has no computation power at all.

The N-confirmation attack is difficult to perform as it requires the possession of a significant amount of computational power or acquisition of enough quantum resources for modifying N blocks of the blockchain network. This attack depends on the value of N and the attacker’s computational power. Nevertheless, even if the attacker has less computational power, there is always a probability of succeeding in the attack [46]. Other attacks such as 51% attack, Selfish-Mining attack, Eclipse attack, and Sybil attack can significantly improve the probability of this attack.

- Preconditions:
  - $P_1$ For 0-confirmation DS attack -
    - $P_{1a}$ A transaction is received by the victim node.
    - $P_{1b}$ Another transaction conflicting with the previous transaction is confirmed by the blockchain network with the help of some helpers.
  - $P_1$ Before the attack is detected, the service of the victim is received by the attacker.

- Postconditions:
  - $P_2$ For N-confirmation DS attack -
    - $P_{2a}$ The attacker has acquired enough computational power ($P_{2a_1}$) or quantum resources ($P_{2a_2}$).
    - $P_{2b}$ A transaction is sent to the victim. After the victim got N-confirmation, the attacker has published a private chain that does not include the previous transaction and that is longer than N ($T_1$).

- Postconditions:
  - $P_3$ Spend the same digital currency twice or more.

- Petri net for this attack is presented in Figure 7.

**Finney Attack:** This attack [47] is a variant of the 0-confirmation DS attack and is complicated to use in practice as
it requires a time-sensitive procedure. The lower the attacker’s hash rate, the less chance he has of carrying out the attack. If the attack is intended to obtain any illiquid good, it is hard to manage the need for this good [48]. Acquisition of enough quantum resources can facilitate the attacker.

### Preconditions:
- \( P_1 \): The attacker has made a transaction from one address to another address, both controlled by the attacker.
- \( P_2 \): The attacker has mined a block that includes the previous transaction without broadcasting the transaction. It can be done either by having a certain computational power (\( P_{2a} \)) or acquiring enough quantum resources (\( P_{2b} \)). The block is not broadcast if found.
- \( P_3 \): The attacker has made the same transaction again from the attacker’s address to a merchant’s address.
- \( P_4 \): The merchant accepts the unconfirmed second transaction. Then, the attacker publishes the previously mined block (\( T_1 \)).

### Postconditions:
- \( P_5 \): Invalidate an unconfirmed transaction.
- \( P_6 \): Spend the same crypto-currency twice.

### Petri net for this attack is presented in Figure 8.

**DDoS Attack:** Distributed Denial of Service (DDoS) attack is used for a complete or partial service disruption. Two types of DDoS attacks can be found on blockchains. In the classical attack, the attacker tries to exploit the limitation in block size and generate dust (spam) transactions that obtain the space and prevent other transactions from being mined [49]. The other DDoS attack targets mempools by suffocating them with a flood of unconfirmed transactions.

### Preconditions:
- \( P_1 \): The attacker has exploited the block size limit to overwhelm blocks with low-valued spam transactions.
- \( P_2 \): The transactions have a greater-than-zero age (confirmation score) that is enough to pay the relay and mining fee.

### Petri net for this attack is presented in Figure 9.

**DNS Attack:** Resolution of the Domain Name System (DNS) may trigger vulnerabilities in a blockchain-based system for DDoS attack, Man-in-the-middle attack (at the resolver side), cache poisoning, and old records [21]. When a new node is connected to the network, the active peers (identified by IP addresses) need to be discovered through a bootstrapping mechanism. DNS can be used as a bootstrapping mechanism for querying the active nodes. To launch this attack, an attacker may either insert an invalid list of seed nodes into the open-source blockchain program or poison the resolver’s DNS cache.

### Preconditions:
- \( P_1 \): DNS is used as the bootstrapping mechanism.
- \( P_2 \): DNS caches have been poisoned by the attacker.

### Postconditions:
- \( P_3 \): Make Bitcoin or other crypto-currencies vulnerable to many different attacks like Man-in-the-middle attack, DDoS attack.
- \( P_4 \): Isolate blockchain peers and divert them to fabricated networks.

### Petri net for this attack is presented in Figure 10.

**BGP Hijacking Attack:** BGP (Border Gateway Protocol) hijacking is done by falsely claiming ownership of IP address groups, called IP prefixes, which may not be owned, regulated, or redirected to and allows the attackers to divert Internet
traffics maliciously. Internet Service Providers (ISPs) controls the traffic flows on the internet as they own one or more Autonomous Systems (ASes) which handle the traffic routing [50]. Full nodes, nodes that maintain a full copy of the network state, are distributed spatially within an AS or ISP over the Internet [21], and they become vulnerable to the BGP hijacking attack. An attacker can hijack the traffic of a target AS where the majority of the blockchain nodes are hosted.

- Preconditions:
  - \( P_1 \) The nodes are spatially spread over an AS or ISP.
  - \( P_2 \) The attacker has announced a smaller range of IP addresses than other ASes.
  - \( P_3 \) The attacker has offered a shorter route to certain blocks of IP addresses.

- Postconditions:
  - \( P_4 \) Reduce the hash rate of the blockchain system.
  - \( P_5 \) Block propagation can be delayed by up to 20 minutes.
  - \( P_6 \) Increase the possibility of other attacks such as Double Spending Attack, Balance, Consensus delay, and Blockchain fork.

- Petri net for this attack is presented in Figure 11.

![Petri Net of BGP Hijacking Attack](image1)

**Block Withholding Attack**: This attack can only be executed by a miner who is a part of a mining pool based on PoW consensus. In this attack, the dishonest miner (attacker), submits all shares to the operator but does not submit valid blocks, if found, to the operator. Instead, the attacker withholds the blocks for two types of attack, Sabotage, and Lie in Wait [51]. In the Sabotage attack, the attacker does not submit any block at all. However, in the Lie in Wait attack, the attacker postpones submitting the blocks for some time and uses them to mine where the reward is most [51]. It is claimed in [42] that the Sabotage attack can be profitable for the attacker. The attacker can use quantum resources to increase the probability of finding blocks.

- Preconditions:
  - \( P_1 \) The attacker is a miner of a mining pool. The attacker mines usually and submits all shares to the pool operator for gaining trust.
  - \( P_2 \) The attacker has found a block either by normal mining (\( P_{2_u} \)) or by using enough quantum resources (\( P_{2_b} \)).

- Transitions can be any of the following two:
  - \( T_1 \) Either not submit the block at all to perform a Sabotage attack.
  - \( T_2 \) Use the block to mine where the reward is most to perform a Lie in Wait attack.

- Postconditions:
  - \( P_3 \) Earn more from mining than usual.
  - \( P_4 \) Harm the mining pool by depriving it of getting the reward of blocks.
  - \( P_5 \) On a large scale, destroy a mining pool.

- Petri net for this attack is presented in Figure 12.

![Petri Net of Block Withholding Attack](image2)

**Balance Attack**: Ethereum uses a modified version of Greedy Heaviest-Observed Sub-Tree (GHOST) [16]. This creates ground for a new type of attack called Balance attack. In this attack, an attacker delays communications between subgroups of similar mining power for some time to double-spend successfully [32]. It is evident that to execute this attack successfully, the attacker needs both a significant hashing power (or enough quantum resources) and delay time [32].

- Preconditions:
  - \( P_1 \) The attacker has delayed communication between two subgroups of similar mining power.
  - \( P_2 \) The attacker has issued a transaction in one subgroup where the service provider belongs. The transaction should get enough confirmation to convince the provider of its validity.
  - \( P_3 \) The attacker continues mining in another subgroup and tries to create a chain that outweighs the chain mined by the previous subgroup. He may have significant hashing power (\( P_{3_u} \)) or quantum resources (\( P_{3_b} \)).

- Postconditions:
  - \( P_3 \) Deliberately influence the branch selection process.
  - \( P_5 \) Invalidate a confirmed transaction.
  - \( P_6 \) Spend the same crypto-currency twice.

- Petri net for this attack is presented in Figure 13.

![Petri Net of Balance Attack](image3)

**Replay Attack**: A replay attack happens when an attacker sniffs a packet from one blockchain and replays it to another blockchain. As a result, the victim loses assets in both chains. If the packet is an authenticated packet, the replay attack will enable the attacker to authenticate as someone else and, subsequently, access another person’s resources or data [52].
A replay attack does not mean that anyone else has control over a user’s money. It will only clone an existing transaction from the recently forked blockchain and render the same one in the old blockchain.

- **Preconditions:**
  - \(P_1\) A hard fork has occurred in the chain to generate two chains sharing the exact same transaction history.
  - \(P_2\) The attacker has copied some transactions from the old chain and broadcast in the new chain.

- **Postconditions:**
  - \(P_3\) One transaction is validated twice in the blockchain.
  - \(P_4\) User loses his assets in both old and new chains.

- Petri net for this attack is presented in Figure 14.

![Fig. 14. Petri Net of Replay Attack](image)

**TABLE II**

| Attacks                  | Influenced Attacks | Possible Motivations                          | Quantum Effect |
|-------------------------|-------------------|-----------------------------------------------|----------------|
| 1. 51% Attack           | \(\Rightarrow 6\) | Financial gain, Harm others, Harm to the system | \(\bullet\)    |
| 2. Impersonation Attack | \(\Rightarrow 6\) | Financial gain, Harm others                    | \(\bullet\)    |
| 3. Sybil Attack         | \(\Rightarrow 6\) | Financial gain, Harm to the system             | \(\circ\)      |
| 4. Eclipse Attack       | \(\Rightarrow 6\) | Financial gain, Harm others                    | \(\circ\)      |
| 5. Selfish-Mining Attack| \(\Rightarrow 6\) | Financial gain, Harm to the system             | \(\bullet\)    |
| 6. Double Spending Attack| \(\Rightarrow 6\) | Financial gain, Harm others                    | \(\bullet\)    |
| 7. Finney Attack        | \(\Rightarrow 6\) | Financial gain, Harm others                    | \(\bullet\)    |
| 8. DNS Attack           | \(\Rightarrow 8\) | Harm to the system                             | \(\circ\)      |
| 9. BGP Hijacking Attack | \(\Rightarrow 8\) | Financial gain, Harm to the system             | \(\circ\)      |
| 10. Block Withholding Attack | \(\Rightarrow 12\) | Financial gain, Harm to the system            | \(\bullet\)    |
| 11. Balance Attack      | \(\Rightarrow 6\) | Financial gain, Harm others                    | \(\bullet\)    |
| 12. Replay Attack       | \(\Rightarrow 6\) | Financial gain, Harm others                    | \(\circ\)      |

**Summary:** As one attack in blockchain systems can lead to another attack, there is a correlation among them. Another vital thing about attacks is the incentives behind them. Attackers attack mainly for their personal gain, but it may not be true all the time. Also, it is clear that not all attacks are impacted by quantum computing. To clarify these issues, we summarise the correlation of various attacks, motivations, and their quantum effects in Table II, with symbols “\(\bullet\)” and “\(\circ\)” implying impacted by a quantum effect or not respectively. According to the table, Sybil, Eclipse, and BGP attacks have influenced the highest number of attacks: three. For example, Sybil attack has influenced Eclipse, DDoS, and Double Spending attacks, and so on. The principal motivations of these attacks are financial gains; however, attacks are also launched to cause harm to persons or systems. Finally, seven out of thirteen, more than 50% of attacks, are impacted by quantum computing.

**B. Threat Modelling**

Every attack in any system exposes some threats, which is true for any blockchain system as well. To model the threats from the identified attacks, we have utilised STRIDE. The modelled threats against the attacks are presented in Table III with symbols “\(\bullet\)” and “\(\circ\)” implying to have a correlation between an attack and threat and no correlation respectively.

**TABLE III**

| Attacks                  | S | T | R | I | D | E |
|-------------------------|---|---|---|---|---|---|
| 51% Attack              | \(\circ\) | \(\bullet\) | \(\circ\) | \(\circ\) | \(\bullet\) | \(\circ\) |
| Impersonation Attack    | \(\circ\) | \(\bullet\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) |
| Sybil Attack            | \(\bullet\) | \(\circ\) | \(\bullet\) | \(\bullet\) | \(\circ\) | \(\circ\) |
| Eclipse Attack          | \(\bullet\) | \(\circ\) | \(\bullet\) | \(\bullet\) | \(\circ\) | \(\circ\) |
| Selfish-Mining Attack   | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) |
| Double Spending Attack  | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) |
| Finney Attack           | \(\bullet\) | \(\circ\) | \(\bullet\) | \(\bullet\) | \(\circ\) | \(\circ\) |
| DNS Attack              | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) |
| BGP Hijacking Attack    | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) |
| Block Withholding Attack| \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) |
| Balance Attack          | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) |
| Replay Attack           | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) | \(\circ\) |

As per the table, all identified attacks have a direct impact on at least one STRIDE threat. Among the attacks, Impersonation exposes the highest threats, five out of six, whereas Selfish-Mining, Double Spending, Finney, DNS, and Balance attacks expose the lowest threat: one. On the contrary, tampering is the most exposed threat by those attacks.

**VI. CONCLUSION**

In this paper, we have explored several attacks for blockchain systems using classical and quantum computing. We have modelled those attacks using Petri nets and modelled the associated threats using STRIDE to illustrate their impact relations with those attacks. We have also analysed the main vulnerabilities that typical blockchain systems have. We believe that, blockchain in the quantum computing era will be much more vulnerable. Therefore, more research should be carried towards that direction. In future, we will focus on private blockchain systems which have been excluded in this research.
