Abstract

Many algorithms formulate graph matching as an optimization of an objective function of pairwise quantification of nodes and edges of two graphs to be matched. Pairwise measurements usually consider local attributes but disregard contextual information involved in graph structures. We address this issue by proposing contextual similarities between pairs of nodes. This is done by considering the tensor product graph (TPG) of two graphs to be matched, where each node is an ordered pair of nodes of the operand graphs. Contextual similarities between a pair of nodes are computed by accumulating weighted walks (normalized pairwise similarities) terminating at the corresponding paired node in TPG. Once the contextual similarities are obtained, we formulate subgraph matching as a node and edge selection problem in TPG. We use contextual similarities to construct an objective function and optimize it with a linear programming approach. Since random walk formulation through TPG takes into account higher order information, it is not a surprise that we obtain more reliable similarities and better discrimination among the nodes and edges. Experimental results shown on synthetic as well as real benchmarks illustrate that higher order contextual similarities add discriminating power and allow one to find approximate solutions to the subgraph matching problem.
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1. Introduction

The use of representational models allowing to describe visual objects in terms of their components and their relations has gained interest among the research community. Relations between parts express a notion of context, so objects can be recognized even if they appear in highly distorted or noisy visual conditions. At the heart of structural models, graphs have been used over decades as robust and theoretically solid representations. When objects are represented structurally by attributed graphs, their comparison for recognition and retrieval purposes is performed...
using some form of graph matching. Basically, an attributed graph is a 4-tuple \( G(V,E,\alpha,\beta) \) comprising a set \( V \) of vertices or nodes together with a set \( E \subseteq V \times V \) of edges and two mappings \( \alpha : V \rightarrow \mathbb{R}^m \) and \( \beta : E \rightarrow \mathbb{R}^n \) which respectively assign attributes to the nodes and edges. Given two attributed graphs, graph matching can roughly be defined as a process of finding a mapping between the node and edge sets of two graphs that satisfies some constraints.

Graph matching is a very fundamental problem in theoretical computer science and it has been successfully applied to many applications in computer vision and pattern recognition \([1, 2, 3, 4, 5, 6, 7, 8]\). In fact, graphs are used in several domains including chemical compound, social network, biological and protein structure, program flow etc. Any complex data structure can efficiently be represented with a graph in terms of relations among different entities. Hence the theory of graph matching can be applied to different problems in any of the previously mentioned fields.

Graph matching is a very well known but challenging task. It requires high time complexity to be solved in an exact way. A particular class of algorithms resulting from the consideration of outliers is called subgraph matching. Roughly, it can be defined as matching one graph (pattern graph) as part of the other (target graph). Addressing this problem is justified since in computer vision and pattern recognition applications, due to the existence of background, occlusions and geometric transformations of objects, outliers do exist in many scenarios. Most of the modern algorithms formulate (sub)graph matching as an optimization of an objective function of pairwise quantification of the nodes and edges. But pairwise measurements usually consider local attributes and do not encode context information i.e. neighbourhood information of nodes and edges. As a result, pairwise quantifications are less reliable, especially in case of subgraph matching scenarios \([9]\). This is because of the existence of large amounts of outliers, which most of the graph matching algorithms do not take into account \([10, 11, 12]\). This fact is also reported for many real world scenarios where higher order similarities that employ contextual information have been proposed as a solution \([13]\).

We have also experienced quite similar phenomena with pairwise measurements in the presence of outliers. This fact will be presented in the experimental study in Section 5 (symbol spotting experiment) as a benefit of the proposed contextual similarities (see Figure 8).

The main motivation of this work is the use of contextual information of nodes (i.e. neighbouring structures) to make subgraph matching more robust and efficient in large scale visual recognition scenarios. A second key component is the formulation of subgraph matching with approximate algorithms. Therefore, in this paper we propose an inexact subgraph matching methodology based on tensor product graph (TPG). Given two attributed graphs it is quite straightforward to get the pairwise similarities and assign them as weights on the edges of TPG (step one in Figure 1). Next one can think of having a random walk from node to node considering the weights on the edges as the probabilities to proceed to the next node. Finally, we accumulate the probabilities of finishing a walk at each of the vertices, which we refer to as contextual similarities (CS), where the context of each node is the set of its neighbouring nodes. This procedure essentially diffuse the pairwise similarities in the context of neighbouring nodes. This information can be obtained by simple algebraic operation of the adjacency (or weight) matrix of the product.

\begin{footnote}
\footnotesize
1\footnotesize By outliers, we mean the set of nodes and edges in the target graph that are not related to nodes and edges of the pattern graph.
\end{footnote}
A similar phenomenon is termed *diffusion on tensor product graph*, which is well known to capture the geometry of data manifold and higher order contextual information between objects [14, 13]. We formulate subgraph matching as a node and edge selection problem in TPG. To do that we use those contextual similarities and formulate a constrained optimization problem (COP) to optimize a function constructed from the higher order similarity values (step three in Figure 1). We solve the optimization problem with linear programming (LP) which is solvable in polynomial time. Depending on whether we need a discrete solution or not, we may add a discretization step. In this paper we will show that the higher order contextual similarities allow us to relax the constrained optimization problem in real world scenarios.

The main contribution of this work is to propose a random walk based approach to obtain contextual similarities between nodes that capture higher order information. In the literature, there are methods that formulate graph matching explicitly using higher order information of nodes and edges [15, 16]. They often embed the higher order relations of nodes by hypergraph matching formulations. Usually the affinity of feature tuples are modelled using tensor and later approximate algorithms are proposed to obtain the correspondences [15]. Our work takes into account the higher order context information by propagating the pairwise similarities with random walk formulation. The procedure counts the number of incoming walks to the nodes of TPG. Here the general hypothesis is that a particular node in TPG, that constitutes a pair of nodes of the operand graphs likely to be matched, should receive a reasonably high amount of random walks. This idea is also supported by other works [17, 14, 18, 15, 13, 19], where the idea of random walk has been used for obtaining similarity of pairs of nodes. Yet, our formulation and interpretation are completely different than the others. We have used the classical algebraic formulation to obtain the similarities between nodes whereas most of the previously mentioned algorithms have used an approximated iterative procedure to obtain the similarities or the node to node correspondences depending on the requirement. Apart from that, we have revealed that backtrackless walks [20] can also be utilised for obtaining contextual similarities of pairs of nodes. Later, we use these contextual similarities to formulate a subgraph matching procedure as a node and edge selection procedure in
TPG. This is an optimization problem and here we are motivated by the ILP formulation of Le Bodic et al. [21]. We have proved the effectiveness of the proposal with a detailed experimental study.

The rest of the paper is organized in four sections. In Section 2, we give a formal definition of graph matching and present the state-of-the-art of (sub)graph matching algorithms. We present a product graph based subgraph matching methodology which includes the description of the contextual similarities in Section 3 and the formulation of subgraph matching as an constrained optimization problem in Section 4. In Section 5 we present experimental results showing the robustness of the method. At last in Section 6 we conclude the paper and outline possible future directions of this work.

2. Previous work on graph matching

2.1. Formal definition of graph matching

Let $G_1(V_1, E_1, \alpha_1, \beta_1)$ and $G_2(V_2, E_2, \alpha_2, \beta_2)$ be two attributed graphs with $|V_1| = n_1$ and $|V_2| = n_2$. Let $\kappa_{i_1i_2}$ measures the affinity between the nodes $u_{i_1} \in V_1$, $u_{i_2} \in V_2$ and $\kappa_{i_1j_1j_2}$ measures the affinity between the edges $(u_{i_1}, v_{j_1}) \in E_1$ and $(u_{i_2}, v_{j_2}) \in E_2$. Given these two graphs together with node and edge affinity measures, one can compute the affinity matrix $K \in \mathbb{R}^{n_1 \times n_2 \times n_1 \times n_2}$ in a concise way as follows:

$$K(i_1i_2, j_1j_2) = \begin{cases} 
\kappa_{i_1i_2}, & \text{if } i_1 = j_1 \text{ and } i_2 = j_2. \\
\kappa_{i_1j_1j_2}, & \text{if } (u_{i_1}, v_{j_1}) \in E_1 \text{ and } (u_{i_2}, v_{j_2}) \in E_2. \\
0, & \text{otherwise.}
\end{cases}$$

Using $K$, graph matching can be concisely formulated as the following quadratic assignment problem (QAP):

$$\max_{X \in \Pi} J_{gm}(X) = \text{vec}(X)^T K \text{vec}(X)$$

where $X \in \Pi$ is constrained to be a one-to-one mapping, i.e. $\Pi$ is the set of partial permutation matrices:

$$\Pi = \{X \in \{0, 1\}^{n_1 \times n_2} : XI_{n_2} = 1_{n_1}, X^T I_{n_1} = 1_{n_2}\}$$

Solving Eqn. (2) in an exact way leads to IQP which is a typical NP-hard problem.

2.2. Related works

Very extensive and detailed reviews of all kind of graph matching methods for pattern recognition is available in [22, 23, 24]. In pattern recognition, the research community has divided the graph matching methods into two broad categories: (1) exact and (2) inexact graph matching. Exact matching requires a strict correspondence between
the two objects being matched or at least between their sub parts [25, 26, 27]. However, the strong constraints of the
extact matching algorithms are too rigid for real applications in computer vision. This is because the description of
an object (or part of it) represented as the node/edge attributes of a graph is a vector resulting from some statistical
analysis. For that reason researchers proposed inexact graph matching which allows some tolerance under a similarity
model and in this case a matching can occur when two graphs being matched are structurally different to some extent.
Among the earlier works, a group of methods worked with tree search with backtracking [28, 29]. These methods
gave birth of the popular graph edit distance. In these papers the authors introduced the graph edit costs i.e. the costs
for substituting, deleting, inserting and merging nodes and edges to define a distance between two graphs [30, 31].
Later, graph edit distance was shown to be effective for explicit graph embedding [32] and graph kernel [33], although
detailed discussions on these topics are out of the scope of the article.

Most of the modern methods address the inexact matching problem and focus on the relaxation of permutation
constraints (Eqn. 3). Based on the approximation strategy and the applied methodology, these methods can be
broadly classified into three categories: (1) spectral decomposition, (2) semidefinite programming (SDP) relaxation
and (3) convex relaxation.

2.2.1. Spectral decomposition

The first set of methods estimates the graph permutation matrix \( X \) with an orthogonal one, i.e., \( X^T X = I \). Under
this orthogonal constraint, optimizing graph matching can be solved as an eigenvalue problem [10, 34]. These methods
often suffer when the spectral embeddings of the adjacency matrices are not uniquely defined. The problems in
computer vision are much more complex and to deal with them several researchers have proposed a wealth of effective
and efficient solutions [35, 36].

2.2.2. Semidefinite programming

Semidefinite programming is a general relaxation tool for approximating many combinatorial problems. Con-
sequently, it has largely been used to approximate the graph matching problem. These methods usually redefine
the objective of graph matching by introducing a new variable \( Y \in \mathbb{R}^{n_1 \times n_2 \times n_2} \) such that \( Y = \text{vec}(X)\text{vec}(X)^T \). Here
semidefinite programming (SDP) approximates the non-convex constraint on \( Y \) as a semidefinite one so that it satisfies
\( Y - \text{vec}(X)\text{vec}(X)^T \geq 0 \). The main advantage of the SDP methods is their theoretical assurance to obtain a solution
in polynomial time. After computing \( Y \) using SDP, a probabilistic post-processing step is included to get a discrete
solution [37, 38]. Nonetheless, sometime SDP algorithms are rather expensive as the size of \( Y \) is quadratic to the
actual problem size.
2.2.3. Convex relaxation

Most of the other methods relax $X \in D$ to be a doubly stochastic matrix, the convex hull of the set of permutation matrices:

\[ D = \{ X \in \mathbb{R}^{n_1 \times n_2} : X \geq 0, X_1 \leq 1, X^T_1 \leq 1 \} \] (4)

Presuming this constraint, optimizing graph matching can be considered as a convex quadratic programming problem. Various methods have already been proposed to find a local optimum. One of the first approaches along this line was proposed by Almohamad and Duffuaa [39], where the authors transformed the quadratic optimization problem to a linear one and solved it with a combination of linear programming and the Hungarian algorithm. Gold and Rangarajan [40] proposed a graduated assignment algorithm by combining graduated nonconvexity, two-way assignment constraints, and sparsity. The method iteratively solves a series of linear approximations of the cost function using Taylor’s series expansion to find a fast and accurate solution. Pelillo et al. [41] proposed a series of algorithms that mainly search for a maximal clique in an association graph of two operand graphs for their matching. They utilised the replicator dynamics equation to solve the problem of maximal clique finding in an approximate way. Van Wyk and Van Wyk [42] proposed an algorithm to iteratively project the approximate correspondence matrix onto the convex domain. Similar to [40], they enforced two-way assignment constraints but did not use elaborated penalty terms, graduated nonconvexity, or sophisticated annealing mechanisms to avoid poor local minima. Torresani et al. [43, 44] designed a complex energy function depending on the appearance, geometry and spatial coherence of the features to solve the matching task. They proposed a dual decomposition based approximate algorithm to optimize the energy function. Zass and Shashua [45] presented a convex relative entropy error model emerged from a probabilistic interpretation of the graph matching problem. Leordeanu et al. [46] proposed an integer projection algorithm with climbing and convergence properties to optimize the objective function in an integer domain. They claimed their algorithm gives excellent results starting from the solution returned by any graph matching algorithm. Zaslavskiy et al. [11] proposed a path following algorithm of a convex-concave problem obtained by linear interpolation of convex and concave formulations, starting from the convex relaxation. Inspired by the PageRank algorithm [47], Cho et al. [18] proposed a random walk based iterative procedure for the graph matching problem. As an extension to [11], Liu et al. [48] proposed another path following strategies for the non-convex quadratic programming problem. Their algorithm takes into account the directed graph whereas the algorithm proposed by Zaslavskiy et al. [11] considered undirected graphs. Their algorithm is also applicable for getting the discrete solution from the continuous solution of any other graph matching algorithm. Zhou and De la Torre [49, 50] presented a novel framework based on the factorization of the pairwise affinity matrix which provides several benefits from the graph matching point of view.

Apart from formulating better approximations for Eqn. (2), there are two more directions of graph matching methods that reported improved results: (1) learning the pairwise affinity matrix [51, 52] and (2) explicitly incorporating higher order features [45, 15, 16]. The first set of methods learns in a supervised or unsupervised way the compatibil-
ity functions such that the solution of the resulting graph matching problem best matches the expected solution that a human would manually provide. A slightly different approach is to learn class specific graph models to match with target graphs [53]. The second category of methods addresses the problem of establishing correspondences between two sets of visual features using higher order constraints instead of the unary or pairwise ones [15][16]. By imposing higher order constraints, the authors formulate graph matching as a hypergraph matching task which is formulated as the optimization of a multilinear objective function defined by a tensor representing the affinity between feature tuples. There are methods that work with equal sized graphs [11][54]. But most of the modern methods can deal with graphs of different size, though usual graph matching algorithms perform worse in subgraph matching scenario [13].

Despite having many methods for graph matching available, very few of them explore the fact of context for strengthening node-node matching affinities [18]. Also many of the above methods fail to perform well in presence of a high number of outliers. To solve these problems, in this paper, we propose contextual similarities on the tensor product graph and use them for subgraph matching.

3. Contextual similarities on product graph

A tensor product graph (TPG) $G_X(V_X, E_X, p_X, W_X)$ of two operand graphs $G_1(V_1, E_1, \alpha_1, \beta_1)$ and $G_2(V_2, E_2, \alpha_2, \beta_2)$ is a graph such that the vertex set $V_X$ is the Cartesian product $V_1 \times V_2$ i.e.

$$V_X = \{(u_i, u_j) : u_i \in V_1, u_j \in V_2\}$$

and the edge set $E_X$ is defined as:

$$E_X = \{((u_i, u_j), (v_i, v_j)) : (u_i, v_i) \in E_1 \text{ and } (u_j, v_j) \in E_2, u_i, v_i \in V_1, u_j, v_j \in V_2\}$$

and $p_X$ and $W_X$ contain weights as a function of $\alpha_1, \alpha_2$ and $\beta_1, \beta_2$, respectively.

A very interesting property of the adjacency matrix $A$ of any graph $G$ is that the $(i, j)$th entry of $A^n$ denotes the number of walks of length $n$ from node $v_i$ to node $v_j$. One can bring the same analogy to an edge weighted graph where each edge is associated with weights in $[0, 1]$. Let $W$ be such a matrix that contains weights on the edges. These weights can be considered as the probabilities (after normalization, when each of its columns sums to one) of a random walker moving from one node to another. Then following the same idea the $(i, j)$th entry of $W^n$ denotes the probability of having a walk of length $n$ from the node $v_i$ to the node $v_j$. Now, let $p_0$ be the stopping probability distribution over vertices ($p_0$ sums to one), then the probability distribution $p_k$ describing the location of the random walker at the end of $k$th transition is $p_k = p_0 \odot W^k$ [55]. Here a higher entry reveals that more and more random walks finish at a particular node and this particular node is better connected with rest of the graph.

The same procedure can be simulated on a TPG of two operand graphs and can be used to capture higher order contextual information. The process can be started by assigning the pairwise similarities of the edges as the weights
on the corresponding edges of TPG. Let $W_X$ be such a matrix, where each of its columns sums to one (with weights converted to probabilities). This matrix basically contains the probabilities of transition of a random walker from a node to the next one. Let $p_X$ be the stopping probability distribution over the vertices. Practically this is a vector which contains the node to node similarities that sum up to one. Then simultaneous walking can be performed from node to node taking these probabilities to move from one node to the next one. Similar to the above explanation, the position of the random walker, after finishing a $k$-length walk, can be obtained by a probability distribution $p_{X_k} = p_X \odot W_X^k \mathbf{1}$.

The $i$th component of $p_{X_k}$ denotes the probability of finishing a $k$-length walk at the vertex enumerated $i$.

Let

$$S_{p_X} = p_X \odot (\lim_{n \to \infty} \sum_{k=0}^n W_X^k \mathbf{1})$$

Similar to the previous explanation, here the $i$th component of $S_{p_X}$ indicates the likelihood of finishing a walk at node $v_i$ and a higher entry reveals that the node is better connected with rest of the TPG. As the weights on the edges of TPG come from the similarities of edges of the operand graphs, here a better connected node of TPG is supposed to constitute a promising pair of matched nodes. Since the walking is performed through the edges of TPG, the accumulated weights take into account contextual information. This procedure of accumulating weights by considering connections between objects is proved to be more discriminative for objects where contextual information is important. This is also the intrinsic idea of graph diffusion, which is well known to capture higher order context similarities and complex relations. It is observed by several recent approaches that when pairwise similarities are diffused in the context of other neighbouring points, more reliable similarities are obtained [17, 14, 18, 15, 13, 19]. In other words, this random walk procedure reevaluates the pairwise similarities within the context of neighbouring nodes, resulting in more robust affinities that we termed contextual similarities. In our graph matching module, we use these reevaluated similarity values, which are more robust than pairwise similarities. In this way our method is more advantageous than other existing graph matching methods based on random walk [18]. In this paper, we model the procedure of walking in two different ways, viz., random walks and backtrackless walks which we describe below.

3.1. Random walks

The easiest way to get the contextual similarities between pairs of nodes through a graph is by propagating the pairwise similarity information with random walks on TPG. Below we use $\mathbf{I}$ to denote the identity matrix. When it is clear from context we will not mention the dimensions of any of the vectors or matrices. The process of obtaining contextual similarities with random walks can be defined as:

$$SW_X^{CS} = p_X \odot (\lim_{n \to \infty} \sum_{k=0}^n \lambda^k W_X) \mathbf{1} = p_X \odot (\mathbf{I} - \lambda W_X)^{-1} \mathbf{1}$$

where

$$W_{X_k} = W_X^k$$
Here $\lambda$ is a weighting factor to discount the longer walks, as they often contain redundant or repeated information such as cycles. In this paper we always choose $\lambda = \frac{1}{a}$, where \( a = \min(\Delta^+(W_X), \Delta^-(W_X)) \). Here $\Delta^+(W_X)$, $\Delta^-(W_X)$ are respectively the maximum outward and inward degree of $W_X$ [56]. The infinite summation of Eqn. (6) converges to $\left( I - \lambda W_X \right)^{-1}$ for sufficiently small values of $\lambda$.

Eqn. (6) can be efficiently computed by solving $\left( I - \lambda W_X \right)x = 1$ by conjugate gradient methods which allows to avoid the expensive matrix inversion and then performing Hadamard product by $p_X$. An entry $W_{CS}X(\omega_i, \omega_j)$ indicates the likelihood of finishing a random walk at the node $(\omega_i, \omega_j)$ of TPG. Since the weights on the edges of TPG are derived from the pairwise similarities of edge attributes, a higher value in $W_{CS}X(\omega_i, \omega_j)$ reveals a better candidate for pairwise matching. Here it is to be noted that $W_{CS}X$ is a column vector, the comma separated double subscript is used just to ease the understanding.

For the sake of understandability, let us illustrate the idea using a simple example. Let us consider an edge similarity matrix $W$ (Eqn. (8)) and node similarity vector $p$ (Eqn. (9)) as follows:

$$
W = \begin{pmatrix}
0 & w_{21} & w_{31} \\
 w_{12} & 0 & w_{32} \\
 w_{13} & w_{23} & 0
\end{pmatrix}
$$

$$
p = \begin{pmatrix}
p_1 \\
p_2 \\
p_3
\end{pmatrix}
$$

Here the contextual similarities obtained after finishing the 2-length walks are

$$
p \odot (I + W_1 + W_2)I = \begin{pmatrix}
p_1(1 + w_{12}w_{21} + w_{13}w_{31}) + p_1(w_{21} + w_{23}w_{31}) + p_1(w_{31} + w_{32}w_{21}) \\
p_2(w_{12} + w_{13}w_{32}) + p_2(1 + w_{21}w_{12} + w_{23}w_{32}) + p_2(w_{32} + w_{31}w_{12}) \\
p_3(w_{13} + w_{12}w_{23}) + p_3(w_{23} + w_{21}w_{13}) + p_3(1 + w_{31}w_{13} + w_{32}w_{23})
\end{pmatrix}
$$

The rows of the matrix on RHS of Eqn. (10) show the contextual similarities of respective nodes. As the entries of $W$ contain the edge similarities, it is clear that the procedure takes into account the similarities of the walks of different length (walks up to length two in this example) to respective nodes. Hence it is evident that the exponentiation plus summation procedure takes into account information from the context to determine the strength of a particular node.

An actual occurrence of a pattern graph in the target graph creates higher similarities in the neighbourhood, which clearly affects the connected nodes. This formulation enhances the pairwise similarities with more information from context.

The main drawback of the random walk based procedure is that it backtracks an edge in case of an undirected graph and this reduces its discriminatory power. To solve this limitation, backtrackless walks, a variation of random walks have been recently proposed [20]. In the next section we describe how to adapt this idea to our approach.

### 3.2. Backtrackless walks

A similar formulation as random walks can be used with backtrackless walks [20]. The backtrackless walks are random walks but do not backtrack an edge and for that a variation of exponentiation of the weight matrix is available [57]. The main advantage of backtrackless walks over random walks is that they avoid tottering, and hence
increase the discriminative power of the resulting contextual similarities. The benefit of contextual similarities generated through this type of walks has been corroborated in our experiments on undirected graphs (see Section 5.2 and Section 5.4). The process of obtaining contextual similarities with backtrackless walks can be defined as (proof is provided in the supplemental material):

\[
SW_X^{CS} = p_X \odot (\lim_{n \to \infty} \sum_{k=0}^{n} \lambda^k W_X)I
\]  

(11)

\[
= p_X \odot (1 - \lambda^2)(I - \lambda W_X + \lambda^2 Q_X)^{-1}I
\]  

(12)

where

\[
W_X = \begin{cases} 
W_X & \text{if } k = 1 \\
W_X^2 - (Q_X + I) & \text{if } k = 2 \\
W_{X,\ldots,X} - W_X - W_{X,\ldots,X} & \text{if } k \geq 3
\end{cases}
\]  

(13)

Here \( Q_X \) is a diagonal matrix where the \( i \)th or \((i, i)\)th element is equal to the \( i \)th or \((i, i)\)th element of \( W_X^2 \) minus one. Parameter \( \lambda \) serves the same purpose as before. The summation in Eqn. (11) converges for sufficiently small value of \( \lambda \). Similar to Eqn. (6), Eqn. (12) can also be computed by solving \((I - \lambda W_X + \lambda^2 Q_X)x = p_X\) and then multiplying the solution by \((1 - \lambda^2)\).

Here the phenomena regarding context can be explained with the same example as in Eqn. (8), Eqn. (9). According to that example, \( Q_X \) can be written as follows:

\[
Q_X = \begin{bmatrix} 
 w^{12}w^{21} + w^{13}w^{31} - 1 & 0 & 0 \\
0 & w^{12}w^{21} + w^{23}w^{32} - 1 & 0 \\
0 & 0 & w^{13}w^{31} + w^{23}w^{32} - 1
\end{bmatrix}
\]  

(14)

Now contextual similarities obtained after finishing the 2-length walks are:

\[
p_X \odot (I + W_1 + W_2)I = \begin{bmatrix} 
p^1 + p^1(w^{21} + w^{23}w^{31}) + p^1(w^{31} + w^{32}w^{21}) \\
p^2(w^{12} + w^{13}w^{32}) + p^2 + p^2(w^{32} + w^{31}w^{12}) \\
p^3(w^{13} + w^{12}w^{23}) + p^3(w^{23} + w^{21}w^{13}) + p^3
\end{bmatrix}
\]  

(15)

Here also it is clear that the exponentiation plus the summation procedure takes into account contextual information to determine the strength of a particular node. In each iteration it eliminates the tottering effect (by eliminating the loops) with the special algebraic formulation in Eqn. (13). An actual occurrence of a pattern graph in the target graph creates higher pairwise similarities in the neighbourhood, and this also effects the connected nodes. This formulation enhances the pairwise similarities with more information from context/connection. To the best of our
knowledge, this work is the first to explore the contextual similarities obtained by backtrackless walks. The contextual similarities obtained by these procedures are based on counting the common random or backtrackless walks in the operand graphs. As the edges of the product graph encode the similarity based on the features that are invariant to transformation, rotation and scale, contextual similarities obtained by these procedures are also invariant to such geometric transformation.

We use the contextual similarities obtained in the steps explained above to formulate a subgraph matching algorithm as a constrained optimization problem.

4. Subgraph matching as a constrained optimization problem

The contextual similarities obtained in the previous step just provide node-node, edge-edge affinities and do not yield correspondences. We formulate subgraph matching as a node and edge selection problem in tensor product graph. To do that we use the contextual similarities obtained in the previous step to construct a maximization problem and solve it with a linear programming formulation. Let

$$S_V(u_i, u_j) = W^C_X(u_i, u_j), \ (u_i, u_j) \in V_X$$

and

$$S_E((u_i, u_j), (v_i, v_j)) = \frac{W^C_X(u_i, u_j)}{\Delta^*(u_i, u_j)} + \frac{W^C_X(v_i, v_j)}{\Delta^*(v_i, v_j)}, \ (u_i, u_j), (v_i, v_j) \in V_X$$

Here $\Delta^*(u_i, u_j)$ denotes the maximum outward degree of the node $(u_i, u_j) \in V_X$. Here it is to be clarified that both $S_V$ and $S_E$ are vectors, the comma separated double subscripts are just to ease understanding. Now clearly the dimension $S_V$ is $|V_X|$ and that of $S_E$ is $|E_X|$. We formulate the subgraph matching problem as a node and edge selection problem in the product graph. This can be regarded as a constrained optimization problem which maximize a function of higher order similarities of the nodes and edges. We construct the objective function as follows:

$$f(x, y) = S'_V x + S'_E y$$

where $x$ and $y$ are vectors containing variables denoting the probabilities of matching (selecting) the nodes and edges in the product graph respectively. For example, $x_{u_i, u_j}$ denote the probability of matching node $u_i \in V_1$ with node $u_j \in V_2$. Similarly, $y_{u_i, u_j, v_i, v_j}$ denote the probability of matching the edge $(u_i, u_j) \in E_1$ with edge $(u_j, v_j) \in E_2$. Both $x$ and $y$ contain probabilities, as the optimization problem in Eqn. (16) is solved with linear or continuous programming with the domain $[0, 1]$. To get a discrete values of the solution we apply the Hungarian algorithm on the node to node matching probabilities (here $x$). It is to be mention that the above objective function in Eqns. (16) can easily be written
in the form of Eqn. (2), where $K$ is given as follows:

$$K = \begin{bmatrix} S_v & 0 \\ 0 & S_E \end{bmatrix}$$

Now let us introduce a set of constraints on the variables to satisfy the maximal common subgraph matching problem between the operand graphs $G_1$ and $G_2$ in TPG $G_X$.

- **Pattern node constraint** Each node $u_i \in V_1$ can be matched at most with one node $u_j \in V_2$ i.e. there can be at most a single node $(u_i, u_j) \in V_X$ for each $u_i \in V_1$.

$$\sum_{u_j \in V_2} x_{u_i, u_j} \leq 1, \forall u_i \in V_1$$

- **Pattern edge constraint** Each edge $(u_i, v_j) \in E_1$ can be matched at most with one edge $(u_j, v_j) \in E_2$ i.e. there can be at most a single edge $((u_i, u_j), (v_j, v_j)) \in E_X$ for each $(u_i, v_j) \in E_1$.

$$\sum_{(u_j, v_j) \in E_2} y_{u_i, u_j, v_j} \leq 1, \forall (u_i, v_j) \in E_1$$

- **Target node constraint** Each node $u_j \in V_2$ can be matched with at most one node in $u_i \in V_1$ i.e. there can be at most one node $(u_i, u_j) \in V_X$ for each $u_j \in V_2$.

$$\sum_{u_i \in V_1} x_{u_i, u_j} \leq 1, \forall u_j \in V_2$$

- **Target edge constraint** Each edge $(u_j, v_j) \in E_2$ can be matched with at most one edge $(u_i, v_j) \in E_1$ i.e. there can be at most one edge $((u_j, u_i), (v_j, v_j)) \in E_X$ for each $(u_j, v_j) \in E_2$.

$$\sum_{(u_i, v_j) \in E_1} y_{u_i, u_j, v_j} \leq 1, \forall (u_j, v_j) \in E_2$$

- **Outward degree constraint** The outward degree of a node $(u_i, u_j) \in V_X$ is bounded above by the minimum of the outward degree of the node $u_j \in V_1$ and $u_i \in V_2$ i.e. the number of outgoing edges from the node $(u_i, u_j) \in V_X$ is less than or equal to the minimum of the outward degree of the nodes $u_i \in V_1$ and $u_j \in V_2$.

$$\sum_{(u_i, u_j) \in V_X} y_{u_i, u_j, v_j} \leq x_{u_i, u_j}, \min(\Delta^+(u_i), \Delta^+(u_j)), \forall (u_i, u_j) \in V_X$$

- **Inward degree constraint** The inward degree of a node $(v_i, v_j) \in V_X$ is bounded above by the minimum of the inward degree of the node $v_i \in V_1$ and $v_j \in V_2$ i.e. the number of incoming edges to the node $(v_i, v_j) \in V_X$ is less than or equal to the minimum of the inward degree of the nodes $v_i \in V_1$ and $v_j \in V_2$.

$$\sum_{(u_i, u_j) \in V_X} y_{u_i, u_j, v_j} \leq x_{u_i, u_j}, \min(\Delta^+(v_i), \Delta^+(v_j)), \forall (v_i, v_j) \in V_X$$
than or equal to the minimum of the inward degree of the nodes \( v_i \in V_1 \) and \( v_j \in V_2 \).

\[
\sum_{(u_i, u_j) \in V_X} y_{u_i, u_j} \leq x_{v_i, v_j} \cdot \min(\Delta^-(v_i), \Delta^+(v_j)), \forall (v_i, v_j) \in V_X
\]

- **Domain constraint** Finally, we restrict all the variables to be in between \([0, 1]\).

\[
x_{u_i, u_j} \in [0, 1], \forall (u_i, u_j) \in V_X
\]

\[
y_{u_i, u_j} \in [0, 1], \forall ((u_i, u_j), (v_i, v_j)) \in E_X
\]

The procedure of obtaining contextual similarities using random walks has some resemblance with the PageRank algorithm \([47]\), power iteration method for eigenvalue problem \([16]\) or some other similar algorithms \([18]\). But their further utilization and the idea of backtrackless walks instead of simple random walks were not done before.

5. Experimental results

In this section, we report four different experiments on different benchmark datasets and provide a comparison of the proposed algorithms with several state-of-the-art methods. In the first three experiments, we examine the performance of graph matching algorithms. We compare with eleven state-of-the-art algorithms: (1) Graduated assignment (GA) \([40]\), (2) Spectral matching (SM) \([35]\), (3) Spectral matching with affine constraints (SMAC) \([36]\), (4) Integer projected fixed point method (IPFP-U) \([46]\), (5) IPFP-S \([46]\), (6) Probabilistic matching (PM) \([45]\), (7) Reweighted random walks matching (RRWM) \([18]\), (8) Factorized graph matching (FGM-D) \([49]\), (9) FGM-U \([49]\), (10) Dual decomposition (DD) \([44]\), (11) High-order graph matching (HOGM) \([16]\). Here IPFP-U and IPFP-S are basically the same algorithms; they only differ in the initialization procedure. Similary, FGM-U and FGM-D are also the same but designed for undirected and directed graphs, respectively. We have used some acronyms for referring to our algorithms as follows: (1) the algorithm working with pairwise similarities as PG-N, (2) the algorithm working with contextual similarities based on random walks as PG-R and (3) the algorithm working with contextual similarities based backtrackless walks as PG-B. For these experiments, we computed the matching **accuracy** (Eqn. \([17]\)) and **normalized objective score** (Eqn. \([18]\)) for evaluating and comparing the performance. The matching **accuracy** is defined as the number of consistent matches between the corresponding matrix \(X_{algthm}\) given by an algorithm and ground truth \(X_{truth}\):

\[
acc = \frac{tr(X_{algthm}^f X_{truth}^f)}{tr(1_{|V_2| \times |V_1|} X_{truth}^f)} \quad (17)
\]

The **objective score** of an algorithm is defined as the objective value obtained corresponding to the consistent matches obtained by that algorithm:

\[
obj = J_{gm}(X_{algthm}) \quad (18)
\]
The normalized objective score is the objective scores scaled in [0, 1].

The fourth experiment is more focused on an application of inexact or error tolerant subgraph matching. Here we convert the symbol spotting problem in graphical documents to a subgraph matching problem and apply the proposed product graph based subgraph matching algorithm for spotting symbols. The performance of the proposed algorithm in presence of a large number of outliers is tested.

All the experiments were done on a workstation with Intel i5 2.50GHz processor and 8GB of RAM.\(^2\)

5.1. Synthetic dataset

This particular experiment performed a comparative evaluation of different graph matching algorithms on randomly generated synthetic graphs following the experimental framework shown in \([40]\). This is a common experimental framework and allows one to test graph matching algorithms under various parameter settings. For that, in each run, we constructed two different graphs \(G_1(V_1, E_1, \alpha_1, \beta_1)\) and \(G_2(V_2, E_2, \alpha_2, \beta_2)\) each of which contained 20 inlier nodes. In each run, we added \(n_{\text{out}}\) number of outlier nodes to both graphs. Each node \(u_i \in V_1\) was assigned with a uniformly distributed node label \(\alpha_1(u_i) \sim \mathcal{U}(0, 1)\) and the corresponding node \(u_j \in V_2\) was disturbed according to \(\alpha_2(u_j) = \alpha_1(u_i) + \epsilon\) by adding a Gaussian noise \(\epsilon \sim \mathcal{N}(0, \sigma^2)\). For each pair of nodes, an edge was randomly created depending on the edge density parameter \(\rho \in [0, 1]\). Each edge \((u_i, v_i) \in E_1\) was assigned with a uniformly distributed edge label \(\beta_1(u_i, v_i) \sim \mathcal{U}(0, 1)\) and the corresponding edge \((u_j, v_j) \in E_2\) was disturbed as \(\beta_2(u_j, v_j) = \beta_1(u_i, v_i) + \epsilon\) by adding a Gaussian noise \(\epsilon \sim \mathcal{N}(0, \sigma^2)\). Here it is to be noted that this kind of edge labelling created a directed graph. The node affinity matrix \(p_X\) was computed as \(p_X = \exp(-\frac{(\alpha_1(u_i) - \alpha_2(u_i))^2}{0.15})\) and the edge affinity matrix \(W_X\) was computed as \(W_X = \exp(-\frac{\beta_1(u_i, v_i) - \beta_2(u_i, v_i))^2}{0.15})\).

This experiment tested the performance of graph matching algorithms under three different parameter settings. For each setting, we generated 100 different pairs of \(G_1\) and \(G_2\) which resulted in 100 independent runs and evaluated the average accuracy (Eqn. (17)) and normalized objective score (Eqn. (18)) over these 100 runs. In the first setting, we varied the number of outliers \(n_{\text{out}}\) 0:2:20 and fixed \(\rho = 1\) and \(\sigma = 0\). In the second parameter setting, we varied the noise parameter \(\sigma\) 0:0.02:0.2 and fixed \(n_{\text{out}} = 0\) and \(\rho = 1\). In the last setting, we varied the edge density parameter \(\rho\) 1.0:0.1:0.2 and fixed \(n_{\text{out}} = 0\) and \(\sigma = 0\). In the first two parameter settings, our proposed methods, PG-N, PG-R and PG-B, achieved the best performance together with RRWM, FGM-D in terms of accuracy and objective ratio (see Figure 2(a),(b),(d),(e)); although DD and HOGM performed quite closely to the previously mentioned algorithms in these two parameter settings as well. In the last parameter setting, together with most of the other methods, the performance of our algorithms deteriorates as the edge density decreases. This is an obvious phenomenon as any decrement of the edge density destroys the structure of graphs and hence loses the representation power. Our contextual similarities are obtained by propagating the pairwise similarities through the graph edges, which lose discrimination in the absence of edges. This explains the worse performance of our algorithm in this...\(^2\)Our unoptimized Matlab code that we had used for the experimentations is available in https://sites.google.com/site/2adutta/research.
Figure 2: Comparison of graph matching methods on synthetic datasets: (a) accuracy, (b) objective score and (c) time for outliers experiment; (d) accuracy, (e) objective score and (f) time for edge deformation experiment; (g) accuracy, (h) objective ratio and (i) time for edge density experiment. (Best viewed in pdf.)
parameter settings. Despite having sparse graphs, DD and HOGM performed quite well as these two algorithms use node affinity, their local distribution in 2-dimensional space and higher order structures as features for matching. In general, the time to find a solution of all the considered algorithms usually increases as the number of outliers and the amount of deformation increases. Nevertheless, the execution time of different algorithms behaves differently as the edge sparsity increases. For example, HOGM performed more efficiently with a decreasing edge density whereas FGM-U performed completely opposite to HOGM. Our algorithms and FGM-D showed slightly different time efficiency. Initially, with the increment of edge sparsity, their time duration increases to get an effective solution. After a certain point it decreases and also the accuracy drops accordingly.

5.2. House and Hotel image dataset

The CMU house and hotel image sequences [40, 31, 18, 52, 49] are among the most popular datasets to test the performance of graph matching algorithms. This dataset provides a more realistic way to judge the performance of graph matching algorithms. It consists of 111 frames of a toy house and 101 frames of a toy hotel, each of which had been manually labelled with 30 landmark points. Each individual frame in these sequences has a certain difference in the position of viewpoint with respect to its adjacent frames. We used Delaunay triangulation to connect the landmarks. Each node was assigned with a shape context descriptor. The edge label $\beta$ was computed as the length of the edge, here it is to be mentioned that this kind of edge labelling created undirected edges. In this experiment both the node and edge affinities were computed as dot product similarities. We performed the experiment with all possible image pairs, spaced by 0:10:90 frames. To evaluate the performance we computed the average accuracy (Eqn. 17) and normalized objective score (Eqn. 18) in each sequence gap.

For both sequences, we tested the performance of graph matching methods under two scenarios. In the first case, we used all the 30 nodes (annotated landmark points) and in the second one we randomly chose 25 nodes from both the graphs and performed a subgraph matching. It can be seen that for the house sequence in the first case, IPFP-U, IPFP-S, RRWM, FGM-U, FGM-D, HOGM and PG-B obtained almost perfect matchings of the original graphs (see Figure 3(a)-(b)). But for the second case, as some of the nodes from both the graphs got hidden and graphs got corrupted, performance of all the methods deteriorated (see Figure 3(d)-(e)). Still our method PG-B performed best among all. Here the difference in performance between the method working with backtrackless walk (PG-B) and the method working with random walk (PG-R) is to be noticed. Since the graphs considered for this experiment are undirected, removal of tottering proves to be effective. Nevertheless, the difference in performance between the method working with pairwise similarities (PG-N) and the methods working with contextual similarities (PG-R, PG-B) is to be noticed. Since both PG-R and PG-B are taking into account contextual information they performed better than PG-N. The hotel sequence appeared as a harder challenge to all the algorithms, as most of them performed worse than the house sequence. Here all the methods performed worse with distorted graphs (see Figure 3(j)-(k)) than their

[http://vasc.ri.cmu.edu//idb/html/motion](http://vasc.ri.cmu.edu//idb/html/motion)
undistorted versions (see Figure 3(g)-(h)). Here also in both cases our methods with contextual similarities performed best. Qualitative results obtained by PG-B on this dataset are shown in Figure 4. In case of an undistorted pair of graphs, the execution time of most of the methods increases with the baseline. In difficult cases such as increased baseline, DD takes a lot of iterations to converge. This explains its significant increase of execution time as well as the poor results with the increment of baseline.

5.3. Car and Motorbike image dataset

The car and motorbike image dataset was created in [52]. This dataset consists of 30 pairs of car images and 20 pairs of motorbike images that were taken from the dataset of PASCAL challenges. Each pair of images consists of $15 \sim 52$ true correspondences. Since these graphs contain a rather large number of outlier nodes, this experiment provides a harder challenge. The node label $\alpha$ was computed as the orientation of the normal vector to each of the contours. Like before, we adopted Delaunay triangulation to build the graph. For this experiment, edge label $\beta$ was computed as the edge lengths and angles with the horizontal. Due to the nature of the edge labels, the graphs constructed were directed.

We tested the performance of the graph matching methods against noise and for that we added $0 : 2 : 20$ outlier nodes to both graphs. For performance evaluation we computed the average accuracy (Eqn. (17)) and normalized objective score (Eqn. (18)) within a level of outliers (see Figure 6). The performance of the algorithms is quite similar. Particularly, FGM-D, PG-R and PG-B were quite competitive and obtained similar performance. In both cases, PG-N performed worse than PG-R and PG-B due to the same reason as explained previously. As in this case the graphs considered were directed, very minor difference in performance was observed between PG-R and PG-B. Qualitative results obtained by PG-B on this dataset are shown in Figure 5.

5.4. Symbol spotting as an inexact subgraph matching problem

Symbol spotting is a well known problem in graphic recognition which is a subfield of document image analysis. It can be defined as locating a given query symbol in large graphical documents such as line drawings, floorplan, circuit diagrams etc. As line drawings have especial structural and syntactic nature, symbol spotting is often devised as subgraph matching problem [1, 58, 21]. Due to the existence of adequate background information, structural noise, large target graphs, this experiment presents a hard challenge to a subgraph matching algorithm. We considered the SESYD dataset [59] for this experiment. The original SESYD dataset is a collection of 10 different subsets of floorplan images (shown in Figure 7(a), where each of the sets is created by putting different isolated symbols (see Figure 7(b)-Figure 7(q)) in different orientations, scales etc. For this particular experiment we randomly selected 20 images from each of the 10 subsets which in total resulted in 200 images. This experiment provides a complete framework for inexact subgraph matching from application point of view.

[https://goo.gl/CG91kA]
[http://mathieu.delalandre.free.fr/projects/sesyd]
For representing these graphical documents we considered the dual edge graph representation proposed in [60]. Let $G_1 = (V_1, E_1, \alpha_1, \beta_1)$ and $G_2 = (V_2, E_2, \alpha_2, \beta_2)$ be respectively the attributed dual edge graphs for the pattern and the target. The target graphs in this dataset contain far more outlier nodes than any of the datasets described before. Here $\alpha : V_1(u) \rightarrow \mathbb{R}^{7}$ is a node labelling function and is defined as the set of seven Hu moments invariants [61] of the acyclic graph paths joining the extremities of an edge in the edge graph ($m$ is total number of paths). $\beta : E_1(u_i, v_i) \rightarrow \mathbb{R}^3$ is an edge labelling function and is constructed of three components:

- normalized angle (angle divided by 180°) between two edges (of the edge graph) joined by the dual edge.
- the ratio of the two edges (of the edge graph) joined by the dual edge.
- the ratio of the distance between the mid points of the two edges (of the edge graph) and the total length of the edges joined by the dual edge.

For computing the distance between the dual nodes we used a modified version of Hausdorff distance [62] as follows:

$$d(A, B) = \sum_{a \in A} \min_{b \in B} dm(a, b) + \sum_{b \in B} \min_{a \in A} dm(a, b)$$

Here $dm(a, b)$ denotes the Euclidean distance of $a \in A$ from $b \in B$ and $d(A, B)$ denotes the distance between the sets $A$ and $B$. Since the node label in our dual edge graph representation is a set of Hu moments, we used this particular distance measure. Then the affinities were obtained as $\exp(-d)$. For having the distance between the edges we used the Euclidean distance and here also their similarity were obtained as $\exp(-d)$.

In Figure 8, we have shown an example of node-node matching for three different scenarios. In that figure, the left sub figure shows the correspondences obtained by PG-N, the one in the middle shows the correspondences obtained by PG-R and the one in the right shows the same with PG-B. Here it is clear that the contextual similarities really enhance the truly matched nodes, as in the case of random, backtrackless walks the most of the obtained correspondences focus to the true matchings. After obtaining the correspondences, we performed a simple clustering to group the adjacent dual nodes to obtain a bounding box for comparing with the ground truth. A single bounding box is supposed to contain a single instance of a pattern graph.

The decision whether a retrieved subgraph is true or false was done by overlapping the bounding boxes. This signifies: if $B$ be the rectangular bounding box for a retrieval and $T$ be the bounding box of its corresponding ground truth, $B$ is considered true if $\frac{|B \cap T|}{|B|} \geq 0.5$. For quantitative evaluation, we computed the usual metrics for evaluating a retrieval system, such as precision ($P$), recall ($R$), F-measure ($F$) and average precision ($AP$). For detailed definitions of all such metrics, we refer to the paper [63]. To get an idea about the time complexity we have also shown the meantime ($T$) of matching a pattern graph in a target graph. To have a comparison among the state-of-the-art symbol spotting methods, we considered five different methods. They are: (1) Symbol spotting with graph representation (SSGR) [54], (2) Integer linear programming (ILPiso) [21], (3) Fuzzy graph embedding (FGE) [65], (4) Serialized
graphs (SG) [8], (5) Near convex region adjacency graph (NCRAG) [66].

The quantitative results obtained by different methods are listed in Table 1 and the precision-recall curves are shown in Figure 9a. From the results it is clear that the methods working with contextual similarities (PG-R and PG-B) outperformed all the other methods. Moreover, there is a difference observed in the performance of PG-R and PG-B, and this phenomenon can be explained as a benefit of PG-B in the case of undirected graphs which eventually eliminates the toterings in the graph edges. Like most of the methods, our methods showed comparatively low performance for sink3 (Figure 9b) and door1 (Figure 9c). This is because of the existence of sink2 and door2, which respectively contain the previously mentioned pattern graphs. Also worse performance was obtained for sofa1 (Figure 9d) and this happened as this pattern frequently occurred in floorplans.

Table 1: Comparative results with different existing methods

| Methods    | P   | R   | F   | AveP | T    |
|------------|-----|-----|-----|------|------|
| SSGR [64] | 41.00 | 80.00 | 54.21 | 64.45 | -    |
| ILPIso [21] | 65.44 | 58.23 | 59.11 | 57.75 | 27.29s |
| FGE [65] | 56.00 | 100.00 | 71.79 | 75.50 | -    |
| SG [8] | 54.19 | 83.98 | 65.87 | 65.43 | 0.07s |
| NCRAG [66] | 61.89 | 82.87 | 70.85 | 70.65 | 0.72s |
| PG-N | 61.60 | 72.81 | 64.94 | 60.21 | 53.60 |
| PG-R | 69.90 | 84.95 | 78.78 | 81.10 | 33.43 |
| PG-B | 70.56 | 86.29 | 80.10 | 82.98 | 33.37s |

A qualitative result is shown in Figure 10, where the subfigure on the left was obtained by PG-N, the middle one by PG-R and the right one by PG-B. In these figures, the bounding boxes with green border indicate the true positives and the ones with red border signify false positives. Each of the retrieved bounding boxes are also accompanied with a similarity value. The similarity value for each of the bounding boxes is the summation of all the similarities of matched nodes. These similarity values were used to rank the retrievals.

6 Conclusions

In this paper, we have proposed a random walk based approach on TPG to obtain contextual similarities between nodes of the operand graphs of TPG, that capture higher order information. In the next step, these contextual similarities are used to formulate subgraph matching procedure as a node and edge selection procedure in TPG, which is an optimization problem and has been solved with a linear programming relaxation. Since contextual similarities consider neighbour information of nodes/edges, this approach adds more discrimination power to nodes and edges. As a result, graph matching using linear programming turns out to be robust and efficient. We have presented a detailed experimental evaluation with varied difficulty and in most experiments our method performed better than the state-of-the-art methods. In general, it has been revealed that PG-B is more robust than PG-R, which is also supported by

6Rest of the qualitative results are available on https://sites.google.com/site/2adutta/research
the proposal of Aziz et al. [20]. And both PG-B and PG-R perform better than PG-N, which proves the effectiveness of the proposal. Usually, low edge density of the operand graphs results in poor performance, which is well justified since the contextual similarities are generated by the propagation of pairwise similarities through the edges of TPG. So the absence of edges disturbs the similarity values.

Since the optimization problem is solved using linear programming, mostly in inexact cases (e.g. symbol spotting experiment) we do not get a one-one mapping between the nodes and edges. Instead we have performed a simple grouping to cluster the nodes and rank them depending on the total similarity. In future, motivated by Wang et al. [67], this approach can be extended by adding a density maximization based module that would discard the outliers and automatically cluster the inliers.

References

[1] J. Lladós, E. Martí, J. J. Villanueva, Symbol recognition by error-tolerant subgraph matching between region adjacency graphs, IEEE TPAMI 23 (10) (2001) 1137–1143.
[2] M. Carcassoni, E. R. Hancock, Spectral correspondence for point pattern matching, PR 36 (1) (2003) 193 – 204.
[3] J. Hays, M. Leordeanu, A. Efros, Y. Liu, Discovering texture regularity as a higher-order correspondence problem, in: ECCV, Vol. 3952 of LNCS, 2006, pp. 522–535.
[4] W. Brendel, S. Todorovic, Learning spatiotemporal graphs of human activities, in: ICCV, 2011, pp. 778–785.
[5] O. Duchenne, A. Joulin, J. Ponce, A graph-matching kernel for object categorization, in: ICCV, 2011, pp. 1792–1799.
[6] H. Jiang, S. Yu, D. Martin, Linear scale and rotation invariant matching, IEEE TPAMI 33 (7) (2011) 1339–1355.
[7] H. Li, J. Huang, S. Zhang, X. Huang, Optimal object matching via convexification and composition, in: ICCV, 2011, pp. 33–40.
[8] A. Dutta, J. Lladós, U. Pal, A symbol spotting approach in graphical documents by hashing serialized graphs, PR 46 (3) (2013) 752–768.
[9] X. Yang, H. Qiao, Z.-Y. Liu, Partial correspondence based on subgraph matching, Neurocomputing 122 (2013) 193 – 197.
[10] S. Umeyama, An eigendecomposition approach to weighted graph matching problems, IEEE TPAMI 10 (5) (1988) 695–703.
[11] M. Zaslavskiy, F. Bach, J.-P. Vert, A path following algorithm for the graph matching problem, IEEE TPAMI 31 (12) (2009) 2227 –2242.
[12] X. Yang, H. Qiao, Z.-Y. Liu, Feature correspondence based on directed structural model matching, IVC 33 (2015) 57 – 67.
[13] X. Yang, L. Prasad, L. Latecki, Affinity learning with diffusion on tensor product graph, IEEE TPAMI 35 (1) (2013) 28–38.
[14] R. R. Coifman, S. Lafon, Diffusion maps, ACHA 21 (1) (2006) 5 – 30.
[15] J. Lee, M. Cho, K. M. Lee, Hyper-graph matching via reweighted random walks, in: CVPR, 2011, pp. 1633–1640.
[16] O. Duchenne, F. Bach, I.-S. Kweon, J. Ponce, A tensor-based algorithm for high-order graph matching, IEEE TPAMI 33 (12) (2011) 2383–2395.
[17] M. Szummer, T. Jaakkola, Partially labeled classification with markov random walks, in: NIPS, 2002, pp. 945–952.
[18] M. Cho, J. Lee, K. Lee, Reweighted random walks for graph matching, in: ECCV, 2010, pp. 492–505.
[19] M. Cho, K.-M. Lee, Mode-seeking on graphs via random walks, in: CVPR, 2012, pp. 606–613.
[20] F. Aziz, R. Wilson, E. Hancock, Backtrackless walks on a graph, IEEE TNNLS 24 (6) (2013) 977–989.
[21] P. L. Bodic, P. Héroux, S. Adam, Y. Lecourtier, An integer linear program for substitution-tolerant subgraph isomorphism and its use for symbol spotting in technical drawings, PR 45 (12) (2012) 4214–4224.
[22] D. Conte, P. Foggia, C. Sansone, M. Vento, Thirty years of graph matching in pattern recognition, IJPRAI 18 (3) (2004) 265–298.
[23] P. Foggia, G. Percannella, M. Vento, Graph matching and learning in pattern recognition in the last 10 years, IJPRAI 28 (1) (2014) 1–40.
[24] M. Vento, A long trip in the charming world of graphs for pattern recognition, PR 48 (2) (2015) 291 – 301.
[25] J. R. Ullmann, An algorithm for subgraph isomorphism, JACM 23 (1) (1976) 31–42.
[26] L. Cordella, P. Foggia, C. Sansone, M. Vento, Performance evaluation of the vf graph matching algorithm, in: CIAP, 1999, pp. 1172–1177.
[27] L. Cordella, P. Foggia, C. Sansone, M. Vento, A (sub)graph isomorphism algorithm for matching large graphs, IEEE TPAMI 26 (10) (2004) 1367–1372.
[28] W.-H. Tsai, K.-S. Fu, Error-correcting isomorphisms of attributed relational graphs for pattern analysis, IEEE TSMC 9 (12) (1979) 757–768.
[29] W.-H. Tsai, K.-S. Fu, Subgraph error-correcting isomorphisms for syntactic pattern recognition, IEEE TSMC 13 (1) (1983) 48–62.
[30] H. Bunke, On a relation between graph edit distance and maximum common subgraph, PRL 18 (8) (1997) 689–694.
[31] H. Bunke, Error correcting graph matching: On the influence of the underlying cost function, IEEE TPAMI 21 (9) (1999) 917–922.
[32] H. Bunke, K. Riesen, Towards the unification of structural and statistical pattern recognition, PRL 33 (7) (2012) 811–825.
[33] M. Neuhaus, H. Bunke, Bridging the Gap Between Graph Edit Distance and Kernel Machines, World Scientific, 2007.
[34] T. Caelli, S. Kosinov, An eigenspace projection clustering method for inexact graph matching, IEEE TPAMI 26 (4) (2004) 515–519.
[35] M. Leordeanu, M. Hebert, A spectral technique for correspondence problems using pairwise constraints, in: ICCV, 2005, pp. 1482–1489.
[36] T. Cour, P. Srinivasan, J. Shi, Balanced graph matching, in: NIPS, 2007, pp. 313–320.
[37] P. H. S. Torr, Solving markov random fields using semi definite programming, in: AISTATS, 2003.
[38] C. Schellewald, C. Schnörr, Probabilistic subgraph matching based on convex relaxation, in: EMCCVR, 2005, pp. 171–186.
[39] H. A. Almohamad, S. O. Duffuaa, A linear programming approach for the weighted graph matching problem, IEEE TPAMI 15 (5) (1993) 522–525.
[40] S. Gold, A. Rangarajan, A graduated assignment algorithm for graph matching, IEEE TPAMI 18 (4) (1996) 377–388.
[41] M. Pelillo, K. Siddiqi, S. W. Zucker, Matching hierarchical structures using association graphs, IEEE TPAMI 21 (11) (1999) 1105–1120.
[42] B. Van Wyk, M. Van Wyk, A pocs-based graph matching algorithm, IEEE TPAMI 26 (11) (2004) 1526–1530.
[43] L. Torresani, V. Kolmogorov, C. Rother, Feature correspondence via graph matching: Models and global optimization, in: ECCV, 2008, pp. 596–609.
[44] L. Torresani, V. Kolmogorov, C. Rother, A dual decomposition approach to feature correspondence, IEEE TPAMI 35 (2) (2013) 259–271.
[45] R. Zass, A. Shashua, Probabilistic graph and hypergraph matching, in: CVPR, 2008, pp. 1–8.
[46] M. Leordeanu, M. Hebert, R. Sukthankar, An integer projected fixed point method for graph matching and map inference, in: NIPS, 2009, pp. 1114–1122.
[47] L. Page, S. Brin, R. Motwani, T. Winograd, The pagerank citation ranking: Bringing order to the web., Tech. Rep. 1999-66, Stanford InfoLab (1999).
[48] Z.-Y. Liu, H. Qiao, L. Xu, An extended path following algorithm for graph-matching problem, IEEE TPAMI 34 (7) (2012) 1451–1456.
[49] F. Zhou, F. De la Torre, Factorized graph matching, in: CVPR, 2012, pp. 127–134.
[50] F. Zhou, F. De la Torre, Deformable graph matching, in: CVPR, 2013, pp. 1–8.
[51] T. S. Caetano, J. J. McAuley, L. Cheng, Q. V. Le, A. J. Smola, Learning graph matching, IEEE TPAMI 31 (2009) 1048–1058.
[52] M. Leordeanu, R. Sukthankar, M. Hebert, Unsupervised learning for graph matching, IJCV 96 (1) (2012) 28–45.
[53] M. Cho, K. Alahari, J. Ponce, Learning graphs to match, in: ICCV, 2013, pp. 25–32.
[54] Z.-Y. Liu, H. Qiao, A convex-concave relaxation procedure based subgraph matching algorithm, JMLR 25 (2012) 237–252.
[55] S. V. N. Vishwanathan, N. N. Schraudolph, R. Kondor, K. M. Borgwardt, Graph kernels, JMLR 11 (2010) 1201–1242.
[56] T. Gärtner, P. A. Flach, S. Wrobel, On graph kernels: Hardness results and efficient alternatives, in: COLT, 2003, pp. 129–143.
[57] H. Stark, A. Terras, Zeta functions of finite graphs and coverings, JAM 121 (1) (1996) 124–165.
[58] L. Wenjin, W. Zhang, L. Yan, An interactive example-driven approach to graphics recognition in engineering drawings, IJDAR 9 (1) (2007) 13–29.
[59] M. Delalandre, T. Pridmore, E. Valveny, H. Locteau, E. Trupin, Building synthetic graphical documents for performance evaluation, in: GREC, 2008, pp. 288–298.
[60] A. Dutta, J. Ildadós, H. Bunke, U. Pal, A product graph based method for dual subgraph matching applied to symbol spotting, in: GREC, 2013, pp. 7–11.
[61] M.-K. Hu, Visual pattern recognition by moment invariants, IRE TIT 8 (2) (1962) 179–187.

[62] A. Fischer, C. Y. Suen, V. Frinken, K. Riesen, H. Bunke, A fast matching algorithm for graph-based handwriting recognition, in: GbRPR, 2013, pp. 194–203.

[63] M. Rusiñol, J. Lladós, A performance evaluation protocol for symbol spotting systems in terms of recognition and location indices, IJDAR 12 (2) (2009) 83–96.

[64] R. Qureshi, J.-Y. Ramel, D. Barret, H. Cardot, Spotting symbols in line drawing images using graph representations, in: GREC, 2008, pp. 91–103.

[65] M. M. Luqman, J.-Y. Ramel, J. Lladó, T. Brouard, Fuzzy multilevel graph embedding, PR 46 (2) (2013) 551–565.

[66] A. Dutta, J. Lladós, H. Bunke, U. Pal, Near convex region adjacency graph and approximate neighborhood string matching for symbol spotting in graphical documents, in: ICDAR, 2013, pp. 1078 – 1082.

[67] C. Wang, L. Wang, L. Liu, Improving graph matching via density maximization, in: ICCV, 2013, pp. 3424–3431.
Figure 3: Comparison of graph matching methods in CMU house and hotel datasets: (a) accuracy, (b) objective score and (c) time on house image sequence using 30 nodes; (d) accuracy, (e) objective score and (f) time on house image dataset using 25 nodes; (g) accuracy, (h) objective score and (i) time on hotel image sequence using 30 nodes, (j) accuracy, (k) objective ratio and (l) time on hotel image dataset using 25 nodes. (Best viewed in pdf.)
Figure 4: Qualitative results obtained by our method (PG-B): (a) for house sequence with baseline difference 90 (b) for hotel sequence with baseline difference 60. (Best viewed in pdf.)

Figure 5: Qualitative results obtained by our method (PG-B): (a) for car sequence with no outliers, (b) for motorbike sequence with outliers. (Best viewed in pdf.)
Figure 6: Comparison of graph matching methods on car and motorbike datasets: (a) accuracy, (b) objective score and (c) time on car images; (d) accuracy, (e) objective score and (f) time on motorbike images. (Best viewed in pdf.)
Figure 7: (a) Example of a floorplan from SESYD dataset and examples of different isolated symbols from the same repository: (b) armchair, (c) bed, (d) door1, (e) door2, (f) sink1, (g) sink2, (h) sink3, (i) sink4, (j) sofa1, (k) sofa2, (l) table1, (m) table2, (n) table3, (o) tub, (p) window1, (q) window2.

Figure 8: Robustness of contextual similarities in presence of outliers. The correspondences are shown based on the obtained linear programming responses i.e. without applying the discretization step: (a) pairwise similarities (PG-N), (b) random walk based contextual similarities (PG-R), (c) backtrackless walk based contextual similarities (PG-B). (Best viewed in pdf.)

Figure 9: Performance of different methods on SESYD dataset: (a) overall precision-recall curves, (b) roc curves for sink3, (c) roc curves for door1, (d) roc curves for sofa1. (Best viewed in pdf.)
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Figure 10: Symbol spotting: bed: (a) PG-N, (b) PG-R, (c) PG-B. Green boxes are the true positives, the red ones are false positives. (Best viewed in pdf.)