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I. INTRODUCTION

The need to incorporate programming content into introductory physics is widely appreciated by the academic community [2]. By some estimates, at least 70% of new STEM jobs in the US will require computer programming skills [3] and in the sciences computer programming skills have become an essential part of many disciplines. In response to these shifts, groups like code.org and the "hour of code" have brought coding tutorials to wider and younger audiences [4]. These groups also influenced federal education legislation in the US. In particular, the Every Student Succeeds Act (ESSA), which was signed into law in December 2015, designates computer science as a “core subject” for the first time. This is a significant change that places computer science on the same level as English and mathematics [5]. The 2017-2018 school year will be the first school year that this legislation will be fully implemented. Yet, for physics instruction, and perhaps even more generally, the task of re-imagining STEM courses with computer science as a crucial element is still far from complete. Although there is significant research [6] and a number of universities using vpython [7] in calculus-based introductory physics, vpython exercises are much less often used in algebra-based physics and at the high school level. There is some evidence that the approach is too difficult for this level. [8] describes a masters degree project by a high-school physics teacher who worked for two years to develop a vpython curriculum for a 9th grade high school physics class and found that only 1/3rd of the class successfully completed the exercises and perhaps only 20% understood the iterative nature of the physics as intended. While [8] used a small sample (N = 32), the results underscore the need to develop a curriculum that adds programming into algebra-based physics with a higher success rate. In this paper we discuss an approach that that differs from the vpython exercises described by [8] and in the vpython-based Matter & Interactions curriculum [9] in important ways. The content we describe here also compliments the existing computational exercises that are hosted on the AAPT Partnership for Integrating Computation into Undergraduate Physics (compadre.org/PICUP) by providing content that is aimed at algebra-based physics and non-major physics courses [10]. For convenience we have made the exercises described here available on the PICUP site.
What the approach we describe here and other computational physics education efforts have in common is a desire to change how students experience physics courses and how they think about physics \cite{7,11}. Programming activities represent a kind of third “canvas” for illustrating physics ideas besides pen & paper calculations and laboratory exercises \cite{12}. Whereas pen and paper activities tend to emphasize mathematical calculations that describe how forces take an initial state of a system to a final state over some time interval, programming activities emphasize how forces can act in an iterative sense over a number of much smaller time intervals to produce the same behavior. This may seem like a subtle distinction, but to a student learning physics for the first time, and who may have been exposed to computer programming ideas through activities like code.org, they may find programming activities in physics to be more intuitive than pen & paper calculations or laboratory exercises and some authors argue that numerical exercises highlight the physics of complicated interactions in a clearer way \cite{7,13}. To other students who may be comfortable with pen & paper calculations, programming activities provide another perhaps unfamiliar context to apply their physics knowledge. To the extent that expertise involves the ability to accurately apply concepts in unfamiliar situations \cite{14}, programming activities can provide an interesting challenge to students – do they understand physics well enough to program a computer to simulate a physics problem?

While there are plenty of reasons to be optimistic about adding programming content to introductory physics \cite{15,18}, and in this paper we describe a specific implementation in use at Ohio State University (OSU) that we are beginning to test in high-school physics classes, it should be said that there are unanswered questions about whether these activities provide physics learning gains beyond conventional web interactions \cite{19,20} where the student does not see the underlying code. Another re-statement of this question is: under what conditions does working with a physics simulation code cause students to think more deeply about the physics content? As the title of this paper suggests, our hypothesis is that students must both develop a computer program step-by-step and participate in goal-oriented game-like activities in interacting with this program to appreciate the physics on a deeper level. Although there are some exceptions, goal-oriented game-like activities are typically not a part of programming exercises at the introductory level. In the Matter & Interactions curriculum that integrates vpython into calculus-based physics \cite{9}, many of these programs, such as a three-body gravitational simulation or the 3D pendulum \cite{7}, are written for the student to passively watch except perhaps for changing the perspective. And while there are a large number of exercises currently available on the AAPT’s Partnership for the Integration of Computation into Undergraduate Physics (compadre.org/PICUP), only few of them involve a high level of interactivity. But there some groups that focus on science-based computer activities in primary and secondary schools appreciate the importance of video-game like goals \cite{15,21}.

Proving the value of game-like activities in programming exercises in a definitive way is beyond the scope of this paper. Instead we will here describe a set of seven different computer programming activities designed for absolute beginner programmers in introductory physics (mechanics) classes. Survey results from four semesters of student data that probe student experiences with the first exercise will be presented. We also describe an assessment framework that we plan to use that is based on an animated version of the Force Concept Inventory \cite{1} that we have reconstructed from various sources and in a way that that can be used on modern computers and without any java dependencies. A larger study with more definitive conclusions will be described in future work.

We believe that the exercises described in the next section fulfill many of the basic requirements of any approach to incorporating programming into introductory physics in classes with absolute beginner programmers. These students need an approach that is

1. simple, involving about 75 or fewer lines of well-commented code, and no calculus knowledge

2. easy to use, with browser-based coding tools that include real-time bug-finding capabilities

3. interactive, with a fast frame rate (≈60 frames per second), high-quality 2D graphics and responsive keyboard controls

4. step-by-step, including the capability for students to interact with correct versions of the intermediate stages of the program but without seeing the correct code,

5. and thoughtfully incorporated into the physics curriculum.

The following sections will focus especially on the first and fifth items above. Regarding items 2, 3, and 4 we use a programming framework called *processing* that was developed to give artists a simple but graphically powerful programming language to create interactive art \cite{22}. We find that this framework, which uses a syntax similar to C/C++, is very capable of producing 2D physics interactions that run at a very high frame rate (≈ 60 frames per second) on modest computers, such as the chromebook laptops that most high schools have on hand. Frame-rate is key to producing smooth-running interactions that are passable as video games. *Processing* also has built-in aliasing that takes advantage of high-resolution screens. Importantly, *processing* can produce these high-quality interactive visualizations using any browser and without any required installations or plugins. This removes the tedious step of conferring with IT staff to install software on each computer and periodically upgrading this software if there are updates. The framework can also
be used to allow students to interact with as many intermediate stages of the program as necessary without revealing the code. Processing is a free resource with good documentation and an active, growing community. Processing has two different browser-based coding methods, of which p5.js [23] is the more developed method that we highlight here.

Although there is good work in the literature describing how numerical exercises can be connected with laboratory exercises [e.g. 12], we consider this out of scope for the present work. Processing does have capabilities to interact with Arduino circuit boards [22, 24], making this an interesting possibility for future work.

II. OVERVIEW OF PROGRAMMING ACTIVITIES FOR MECHANICS

In a semester course of introductory physics at Ohio State University at the regional campus in Marion, we include six required programming activities and a seventh activity that is optional or extra credit. In most other ways the course is identical to the same course on the Columbus campus. The official description of this course is calculus-based physics I, but on all OSU campuses students only need to be concurrently enrolled in calculus in order to take the course, and as a result the calculus content in the course is limited. Moreover, the students at OSU’s regional campuses are less prepared than their peers on OSU’s Columbus campus. Both of these facts make this course an interesting venue for integrating programming exercises into introductory physics with the end goal of creating a curriculum that might succeed in the high school physics classroom.

Each activity is designed to take about an hour to complete. To date, about 125 students from OSU’s regional campus in Marion have completed the exercises described here.

All of the exercises illustrate the velocity, acceleration and force vectors using the same color scheme for these vectors used by the textbook. All of the exercises build of each other in a way that would make it hard for a student to start in the middle, and the first exercise gives the student much of the code that they will need, only asking them to modify certain parts of the code in certain ways as will be discussed in the next section. All of the exercises contain optional “challenges” that encourage the student to develop some functionality that often adds an interesting element to the game. The last two exercises utilize a graphing system that we developed pointing.

A. Structure of the Program and Choices

Fig. 1 shows what the student sees at the beginning of this exercise. Initially, the ship can only move in the x direction and the first task is to allow the ship to rotate when the user presses the left and right arrow buttons by changing the value of $\theta$. It is worth commenting on Fig. 1 in detail because even at this stage there are a number of choices that have been made that could affect student learning. One important choice made to simplify the cognitive load for the student is to “hide” a significant amount of code in the display() function. In this

1. Planetoids (similar to the classic game “Asteroids”)
2. Lunar descent (similar to the classic game “Lunar lander”)
3. Bellicose birds (similar to the popular game “angry birds”)
4. Planetoids with momentum
5. Planetoids with torque
6. Planetoids with a spring (harmonic motion)
7. Extra credit: Bellicose birds with energy

The choice of an asteroids-like game for the first activity is intentional. This puts the student in the frame of reference as a rocket in free space, which is a situation where the laws of physics are particularly simple. In the second exercise (“Lunar descent”), adding two lines of code to the planetoids exercise is all that is needed to add gravity to the interactive simulation. And in the third exercise (“Bellicose birds”), only a handful of changes are needed to convert the “lunar descent” activity into something that resembles the popular game “angry birds”. The task in this exercise is to draw the expected trajectory of a bird-like projectile before it is launched. Exercises 4-7 will be discussed later.

This sequence is designed to accompany a typical physics course where momentum is not introduced until mid-way through the course, followed by concepts of torque and, later, harmonic motion. The energy exercise is made available to students in the middle of the course when energy is introduced, but this exercise is more difficult than the others as will be discussed later.

III. PLANETOIDS: THE FIRST PROGRAMMING ACTIVITY

The natural environment for illustrating Newton’s laws is free space, away from any sources of gravity. In such an environment, objects in motion will continue with the same velocity, moving in a straight line, unless a force is acting on it. The classic game “asteroids” illustrates this well with a ship that drifts through free space, except when its rockets fire to avoid asteroids that are also drifting through free space. The net force is either zero, or constant and in the direction the ship is pointing.

A. Structure of the Program and Choices

Fig. 1 shows what the student sees at the beginning of this exercise. Initially, the ship can only move in the x direction and the first task is to allow the ship to rotate when the user presses the left and right arrow buttons by changing the value of $\theta$. It is worth commenting on Fig. 1 in detail because even at this stage there are a number of choices that have been made that could affect student learning. One important choice made to simplify the cognitive load for the student is to “hide” a significant amount of code in the display() function. In this
FIG. 1. The code (left) and corresponding interactive (right) that the student sees at the beginning of the first exercise. This code is written with the processing javascript library p5.js. As a result, the code has a C/C++ like syntax except that draw() replaces main() and draw() is run 60 times per second until the user stops the program. The interactive (right) shows a ship traveling towards the right with constant velocity indicated by a red velocity vector. On the left panel the student sees about 50 lines of code, but about half of these lines are spaces or comments.

example, there are about $3 \times$ more lines of code defining the display() function than the $\approx 50$ lines of code that the student sees and modifies.

Another important choice is to hide the variable types. There are no float, int, double or var declarations used to initialize the variables. Instead, variables are implicitly declared to be floating point decimals and the number of characters that the student sees is minimized. This syntax is essentially the same as used in matlab, which is a popular language for absolute beginner programmers. We use the processing javascript library p5.js for these exercises and as a result the code shown in Fig. 1 is javascript which does not produce an error for missing variable types. A possible drawback of postponing the discussion of variable types is that the difference between global and local variables is not explained at this stage. Students may not realize that accelx, which is only used and defined inside of an if statement, is a local variable while deltavX is a global variable, but this is unlikely to cause a problem at this stage. Our philosophy is to explain subtleties like these in the step-by-step tutorial only if absolutely necessary for completing a particular exercise.

The structure of the program in Fig. 1 is an important choice that may affect student learning. The sections of the code are as follows:

1. Variable initializations
2. the draw() function – velocity and position advance
3. the draw() function – keyboard inputs
4. the draw() function – display() function followed by other user-defined graphics

It is understood that the draw() function is run many times per second so that after the display() function is executed the program will go back to the beginning of draw() and advance the velocity and position again.
and go through the whole sequence again until the user presses stop. Because \texttt{draw()} is being run again and again, one could easily change the sequence so that, for example, the \texttt{display()} function would be first and the velocity and position advance would be last. The drawback of this approach is that when the student parses the code for the first time they would see the physics content of the code last. Perhaps a computer science instructor would have written the exercise with that order since, from their point of view, there is nothing special about the physics part of the code.

Putting the physics section at the earliest place it can be shows the student how familiar ideas like \( d = vt \) are implemented in a computer code before getting into unfamiliar syntax like keyboard commands. Although it is not explained to the student until much later in the energy exercise, the integration scheme is Euler-Cromer \cite{25}. Following the physics section there is a line of code \( \Delta v_x = 0 \) which is accompanied by a comment “velocity is unchanged if there are no forces”. This is just a restatement of Newton’s first law in a form that a computer can understand. Following this the program checks if the user is pressing certain buttons on the keyboard.

The drawback to this physics-first, keyboard commands later approach is that the student may not fully appreciate that the program holds on to the global variable \texttt{deltaVx}, which is determined from the keyboard command section, only using it again at the beginning of the next iteration of \texttt{draw()}. In fact, many students struggle to appreciate that \texttt{draw()} is run again and again. An interesting line of inquiry would be whether this tacit understanding that the special function \texttt{draw()} is executed many times causes more confusion than it eliminates by keeping the code very compact.

In a couple of steps the user is asked to put non-zero values in the section of the keyboard input section that changes the angle of the ship. Then the student is asked to enable motion in the \( y \) direction by imitating the code for advancing the velocity and position in the \( x \) direction. Finally, the student is asked to determine the correct change in velocity due to a constant force (thrust) in the \( y \) direction. This involves realizing that while \( \cos \theta \) gives the component of the force oriented in the \( x \) direction, one must use \( \sin \theta \) to obtain the component of the force in the \( y \) direction. In this way the activity assumes trigonometry knowledge.

At each step in the tutorial, the student can click links to see and interact with how the program should work at a particular stage, but without seeing the source code for the completed step. This is an important capability that gives the student instant guidance on whether they have completed a particular programming task correctly, leaving the instructor more time to spend on subtle issues.

Common mistakes that students make include forgetting to set \( \Delta v_y = 0 \), in which case the ship accelerates uncontrollably in the \( y \) direction. Students also tend to do a quick copy paste of the acceleration code without changing the trigonometric function from cosine to sine. This causes \( \Delta v_y = \Delta v_x \) and as a result the ship only travels on a diagonal line.

**B. Challenges**

Students must also implement 1-2 “challenges”. The challenges in this exercise include creating “planetoids” (a word play on the astronomical term planetesimals) that drift across the screen using the \texttt{ellipse()} function and adding reverse thrusters when the down arrow is pressed (which can be done by copying the code from the up arrow and adding minus signs to change the direction of the force). Students can also allow the ship to shoot a projectile using the \texttt{point()} function and the code includes an \texttt{if} statement that detects if spacebar is pressed for this purpose. This task is the more difficult than the others because the projectile must be launched in the same direction as the ship whereas the planetoids can be given a random velocity using the \texttt{random()} function. One can also include the velocity of the ship when determining the velocity of the projectile as a fun illustration of Galilean invariance. Most students will just implement the reverse thrusters challenge.

For students who create “planetoids” as their challenge, an interesting activity would be to ask the student to change the mass of the ship and the force of the rocket thruster to find the best combination for avoiding planetoids. The student may realize through this activity that it is only the ratio of the force to the mass that matters for determining the acceleration of the ship. Because of the length of Exercise 1, this is typically not done until Exercise 5, but with more class time this would be an interesting option.

**1. Student data**

A few weeks into the course, after the student completes the first exercise there is a detailed online survey that probes their experience in completing the activity. While the questions in this survey are qualitative and involve student self-reporting, the results can offer insight on whether the level of difficulty of the first exercise is appropriate and whether students find the exercises to be enjoyable to complete. Appendix A shows the precise wording of the questions that were used in the survey. Fig. 2 summarizes the results of the survey from four semesters of students (Spring 2015 – Fall 2016). The upper left plot in Fig. 2 shows that there is a significant number of absolute beginner programmers and weak programmers in the class. As noted in the appendix, the full wording of the “some experience” option for this question is “Yes, I have some experience with programming but I still feel like I have a lot to learn” (For example: you took a programming course or are taking a programming course now, or have learned some programming on your
FIG. 2. Survey results from Ohio State Marion students who completed the first programming exercise (rocket in free space). Results are cumulative from four semesters of students (Spring 2015 - Fall 2016).

own in some other context.)” The high percentage of students selecting this option is likely from students who take physics and an introductory C++ course concurrently. Many of these students may have been absolute beginner programmers at the beginning of the semester.

The upper right plot in Fig. 2 shows that the difficulty level seems to be appropriate for the population of students, with a significant number of students selecting “Easy!”. The lower right plot in Fig. 2 indicates that many of the students found the programming activities to be enjoyable or fun. The options in these plots correspond exactly to the options in the survey as discussed in the appendix. Students also have many positive things to say about the programming exercises in written evaluations at the end of the course after all of the exercises have been completed.

Regarding the bottom left plot in Fig. 2, student reporting of learning gains should be met with skepticism. We regard the results for this question “Did the programming lab help you understand vectors better?” primarily as a gauge of student perceptions of how connected (or disconnected) the programming activities are from other course material. The mixed results from this question underscores the need to carefully integrate the exercise with instructional material and targeted assessment as we discuss later. In the absence of this, students may regard the activity as just another video game even when velocity and acceleration vectors are illustrated, as they are in this example. We outline our plan for more detailed assessment in Sec. X.

IV. EXERCISE 2: CONSTANT GRAVITATIONAL ACCELERATION

In Exercise 2, the student needs to add a variable $g$ to the beginning of the program and set it to the value 1.63 which is the gravitational acceleration constant on the moon in m/s$^2$. For simplicity, we follow processing’s convention in using pixel values for distances which means that the 750x500 pixel window that shows the interactive is in reality 750 meters $\times$ 500 meters wide. In both the previous exercise and this exercise we use a time interval of $\Delta t = 0.1$ for each iteration of the draw() function. Although it is not explained to the student, this implies that a interactive running at 60 frames-per-second is really showing 6 simulated seconds per 1 second of actual time. In the end, these choices cause the ship to fall towards the ground over a period of several actual seconds, neither too slow nor too fast to be uninteresting.

Students are told to add gravity to the simulation by adding this line of code: $\text{deltaV}_y += -g*\text{dt}$ after the keyboard input section. This representation emphasizes gravity as a constant acceleration rather than as a force. This is another choice that simplifies the code but may increase the cognitive load in later exercises (particularly exercise 6 which includes a horizontal spring force and the force of the rocket engine).

The activity in this exercise is to try and land the ship on the bottom of the screen. Students are given an if statement to include in the code that allows the ship to land if the ship’s height is close to the bottom of the screen and the velocity is small. The student also adds
V. EXERCISE 3: CONSTANT ACCELERATION WITH AN INITIAL VELOCITY

In this exercise the student moves the position of the ship to the bottom left part of the screen and configures the if statement that checks if the spacebar is pressed so that the ship is given an initial velocity that depends on the angle that the ship is pointing. Students need to fill the blank with the correct formula for $v_x$ and $v_y$ at the moment that the projectile is launched. Again, this draws from their knowledge of trigonometry to realise that $v_x = v_i \cos \theta$ and $v_y = v_i \sin \theta$. Even in a calculus-based physics class, some students have difficulty arriving at this answer, perhaps, in part, due to the unfamiliar environment of computer programming. One hopes that this task reinforces this concept when the student works on pen and paper calculations.

The next task, which is also the most difficult, is drawing the expected trajectory of the projectile before it is launched. This is an interesting goal because this trajectory changes depending on the launch angle of the projectile. Using step-by-step interactives the student can see and interact with the correct implementation of the trajectory in the program but they cannot see the source code. Although the expected trajectory is just $y = y_i + v_{yi}t - (1/2)gt^2$ and $x = x_i + v_{xi}t$ students often struggle to produce these formulas and when they do they often use the current velocity $v_x$ and $v_y$ of the projectile in place of the initial velocities $v_{xi}$ and $v_{yi}$, which has the effect of making the trajectory change in strange ways after the projectile is launched. Once the students have completed this task they are asked to empirically show that a launch angle of 45 degrees gives the furthest distance, a task that some students may have difficulty in proving analytically.

The challenge for this exercise is to configure the if statement that checks if the spacebar is pressed to only run “then” code if the spacebar is pressed for the first time. Without this, it is easy to press the spacebar a moment too long and give the projectile its initial velocity again while it is already flying through the air. When this happens the projectile’s motion and the expected trajectory do not agree to the extent that it does in Fig. 3. So while this task is more computer science than physics, it serves to make the program more physically realistic. In this way this task supports our main goal of teaching students how to write computer programs to accurately solve physics problems.

VI. EXERCISE 4: MOMENTUM AND COLLISIONS

In this exercise the student uses the ellipse function to add a circular “sticky blob” initially at rest that the ship will make a perfectly inelastic collision with. The student is given an if statement that detects if the $x$ position of the ship has passed closer than 1 radius away from the blob. The student must modify this if statement to properly detect a collision if both the $x$ and $y$ positions of the ship and the blob are close enough. Even in a calculus-based physics class, students have trouble using the Pythagorean theorem to determine the distance that separates the ship and the blob.

Another common problem encountered in this activity is that the students correctly determine the new velocity of the blob after the perfectly inelastic collision but they forget to set the velocity of the ship to this new velocity. In the next few timesteps the ship and blob, which are close to each other, will inelastically collide again and again until the blob reaches the same velocity of the ship. An important component of this activity is to carefully check that the final velocity of the ship and blob reach the values expected from momentum conservation. The problems students encounter are again more computer science than physics, but it reinforces the idea that the output of the code needs to be checked carefully to ensure that the program is modeling the physics correctly.

VII. EXERCISE 5: TORQUE

In this exercise, the student modifies the code so ship spins at a constant rate unless thrusters apply a constant torque. The ship can still accelerate forward as before and no changes are needed to that part of the keyboard input section. Once the torque and rotation modifications are completed the students are asked to change the
Students must modify the mass, thrust and length of the ship to find a combination that gives the ship the most agility to avoid drifting “planetoids”. These variables affect both the acceleration in the direction of the ship and the angular acceleration when a constant torque is applied.

A common mistake in this activity is when students forget to set the angular acceleration to zero at the beginning of the keyboard input section, which reflects the idea that the angular acceleration is zero if there is no torque on the system. When this happens, the ship, once spinning, will rotate faster and faster. The students are given step-by-step interactives that clearly show this does not happen, but many students do not notice this.

For an interesting comparison to how an exercise like this might be put together in vpython, [13] describes a similar programming activity where students configure a rocket to spin and thrust and are asked to predict the motion beforehand.

FIG. 5. An interactive from the 6th programming exercise. The user can collide the ship with a “blob” (i.e. the circle in the plot) that is attached to a spring, which begins periodic motion. Unlike other exercises, this interactive has a graph that charts the position and velocity of the blob with time.

VIII. EXERCISE 6: SPRING FORCES AND HARMONIC MOTION

The final required exercise involves an interesting modification of Exercise 4 (momentum) where the sticky blob is attached to a spring. Initially the spring is drawn on the screen (as shown in Fig. 5) and as before the blob is initially at rest, but there is no restoring force implemented in the code yet and the ship can fly into the blob and collide with a perfectly inelastic collision and carry the blob off the screen. Students must modify the code to add the restoring force of the spring so that when the ship collides with the blob, this begins harmonic motion.

As seen in Fig. 5, a graphing system is used here to plot the position and velocity of the ship as this motion occurs. The code for this graphing system is hidden away in the display() function.

An interesting aspect of this activity is that the ship is “stuck” to the blob but user can still fire the thrusters to increase or decrease the amplitude of oscillations. The interactive activity is for the students to show that the “half-cycle time” does not depend on the amplitude of the motion. The program includes a simple counter of how long it takes the blob to go from the relaxed position to maximum compression or extension and back again. Even with a simple scheme like Euler-Cromer integration [25], one can easily show with good accuracy that the period and amplitude are independent of each other ([25] argues that the scheme performs rather well for oscillatory problems). The tutorial only refers to the “half-cycle time” in an intentional effort to make students think about the motion and the code in order to realize that this is just half of the period. Students must calculate the expected “half-cycle time” from the spring constant and the mass of the blob and ship with the only hint being $\omega = \sqrt{k/m}$.

The challenge in this exercise is to add linear damping ($b \neq 0$) to the system and measure the half-cycle time in that case, comparing it to the expected half-cycle time from $\omega = \sqrt{k/m - (b/2m)^2}$. If $b$ is chosen to be neither too big (overdamped – less than one oscillation) nor too small (almost no damping) one can obtain good agreement between the expectation and the measured period in the program.

It should be said that at any point in the execution of the program, the student can fire the rocket thrusters to try and push the blob left or right. For example, the student might try to fire the thrusters in a futile but entertaining effort to try to resist the restoring force and any damping.

An additional virtue of the spring exercise (and one
reason for the ubiquity of spring systems in computational physics tutorials) is that instructors often mention to students that drag forces in real physical systems are more often proportional to the velocity squared. Students could easily modify the program to include this more realistic drag force if desired. But in a typical course without numerical exercises, an instructor would have to say that, due to the complexity of the differential equation in this case, there is no method at the students’ disposal that would allow them to make any progress. Many authors have argued that situations like these – systems that are analytically frustrating or intractable – are an important motivator for including numerical exercises in introductory physics [e.g. 7, 13, 15].

IX. EXERCISE 7: ENERGY CONSERVATION

This exercise adds a graph to Exercise 3 (“bellicose birds”) and students notice that when the kinetic energy and potential energy of the projectile are added together one does not quite get perfect energy conservation as one would expect, regardless of the initial launch angle of the projectile. In Fig. 6 if one looks closely, one can see a slight downward slant to the black line that shows the total energy instead of a horizontal line as one would expect. Because the integration scheme uses Euler-Cromer integration [25], the total energy is not perfectly conserved and each time step loses a small amount of energy. If the student allows the projectile to “fall through the floor” (as they are instructed to do in the exercise by commenting out certain lines of code) this slant becomes much more obvious. Philosophically this is an important moment because it reveals that the computer did not determine the trajectory of the projectile perfectly. Instead, students will have to change something about the program to make this happen.

Students are asked to examine if the velocity update is to blame for the energy conservation problem by modifying the code to plot $v_y$ vs $t$ to check if this is a diagonal line with negative slope as expected. Because the program updates the velocity with $\Delta v_y = a_y \Delta t$ this turns out to look fine and the next part of the tutorial instructs the student that the problem must be in the position update. If one looks closely at the code in Fig. 1 one notices that the $x$ position is updated with the already updated velocity, which is the Euler-Cromer method. In Exercise 1, the students mimic this same code to update $v_y$ and the $y$ position.

As is well known, changing the position update to use the half-advanced velocity $(v_y + \Delta v_y/2)$, one can change the integration scheme from Euler to trapezoidal (a.k.a. “midpoint”) and perfect energy conservation is restored for constant acceleration problems. This can be explained to the students in terms of calculating how far a car will travel when it is accelerating at a constant rate from zero to 60 mph. If we tried to model this in our program using one very large time step, say $\Delta t = 5$ seconds, then the original program would say that the distance traveled is $v_f \Delta t$ because the original program uses the updated velocity to calculate the distance traveled. But this would be like assuming that the car traveled 60 mph for a full five seconds, which would be too far. If we switch the order of the position advance and the velocity advance so we use the un-updated velocity $(v_i = 0 \text{ mph})$ times the time interval to determine the distance traveled we will get zero for the distance. The right answer is to use the average velocity over the interval that gives the correct distance traveled. We can implement this in the program by using the half-advanced velocity in the position advance.

This is the newest exercise and very few students have completed it so far. Student experiences with this exercise will be discussed in future work. We include it here because it illustrates how topics like Euler vs Trapezoidal integration can be discussed at an introductory (i.e. pre-calculus) level. The exercise is also a stepping-stone towards simulating gravitational problems which require a better-than-Euler scheme to convincingly produce elliptical orbits and Kepler’s laws. Discussing the Trapezoidal method for the first time in such an exercise could be more confusing to the student than introducing it in a constant gravitational acceleration case.

X. PLANS FOR ASSESSMENT

The Force Concept Inventory (FCI) [26] is a well-studied metric that is often used to quantify student learning and learning gains. What is less well-known is that M. Dancy created an animated version of the FCI, using essentially the same java-based framework as physet physics [27], and compared results from a signif-
icant number of students completing the animated version and the often-used written version [1]. From student interviews [1] found that the animated version gave students a more accurate understanding of the questions being asked. We comment here to mention that many of the questions that did not have any diagrams in the written version have animations depicting each multiple-choice option where originally there was just a sentence describing the motion. Thus it is understandable why the animated version seemed to do a better job of communicating the questions to the students. We view the animations as a substantial improvement over the written FCI, and it seems like a natural place to start in assessing whether students gain a better conceptual understanding of physics from working through the programming exercises.

In particular, because of our emphasis on a ship traveling in free space, questions 21 through 24 on the FCI seem particularly relevant. In these questions, students are asked to identify the correct trajectory of a rocket drifting through free space, followed by a period of constant thrust. With questions 21 & 22, there are diagrams in the written version that the animated version emulates. With questions 23 & 24, which describe the motion of the ship after the thrust has turned off, in our opinion the animated version does a significantly better job of explaining the nature of the question.

We re-created the animated FCI using files from the supplemental info for [1], and using libraries from the CD that comes with the physlet physics textbook [27]. To create a version of the animated FCI that does not require the student’s computer to run java applets (which are increasingly obsolete due to security risks), we had to make screen capture videos from a computer with a java-capable browser, and incorporate these screen capture videos (which involve commonly-used mp4 file formats) into an online quiz. After some work we were able to re-create all 30 animated FCI questions in this way.

In the future, we plan to increase this sample size substantially, and we plan to integrate animated FCI questions into a custom-built website (stencoding.osu.edu) where students will complete the exercises using an in-browser editor with bug-finding capabilities. This website will be configured to ask students animated questions as a kind of “pre-lab” immediately before they start working on the code and immediately after they submit their code for grading, so as to avoid a situation where student performance could be attributed to something besides the programming exercises. This website, which can be thought of as a p5.js-based learning management system, also has a capability for teachers to quickly view submissions and give feedback to students in a much more streamlined way than would otherwise be possible. This is an important capability for any effort to scale up these kinds of programming activities to significantly larger classes. This website was used for the first time in spring 2017 physics courses at OSU’s Marion campus.

XI. SUMMARY AND CONCLUSION

We present a comprehensive set of programming exercises for introductory physics that are appropriate for algebra-based and calculus-based physics classes at either the high school or college level where students may be absolute beginner programmers. Creating content at this level is a challenging task and we argue that there are a number of important considerations: (1) the code that the student sees must be well commented and involve 75 or fewer lines of code, (2) the activities must be easy-to-use with browser-based coding tools, (3) these exercises must emphasize interactivity and include goal-oriented game-like activities, (4) the directions must be step-by-step with the ability to interact with intermediate stages of the ”correct” program, and (5) the exercises must be thoughtfully integrated into the physics curriculum.

In an introductory class at OSU where a substantial fraction of the students are weak or absolute beginner programmers, student survey data ($N \approx 80 − 85$) seems to confirm that the first exercise, which produces an interactive simulation that resembles the classic game “asteroids”, is at an appropriate difficulty level, and that students overall seem to enjoy this exercise.

We describe five other required exercises and one extra credit exercise. Following the first exercise, students complete an exercise where gravity is added to the simulation by adding two lines of code. Another exercise, which is not unlike the popular game angry birds, asks students to configure the code to draw a line of the expected trajectory of a projectile launched from the ground and to confirm that the max distance occurs for a 45° launch angle. Exercises following this return to the ship in space theme and sequentially build upon another, discussing momentum, torque and harmonic motion. Game-like goal-oriented activities are included throughout, such as an activity to determine the best values of the ship’s mass, length and force of the thrusters to navigate through an asteroid field. In another activity students use the ship’s thrusters to increase the amplitude of a spring system and demonstrate that the period of motion is insensitive to the amplitude. Finally, an extra credit exercise takes the angry-birds-like code and reveals that the total energy is not perfectly conserved. A gentle introduction to the Euler-Cromer and trapezoidal (a.k.a. midpoint) methods of determining the path of motion is presented that does not assume calculus knowledge.

Like other authors [e.g. 7], our ultimate goal is to improve the student’s conceptual knowledge of physics and ability to solve problems. We outline a plan for detailed assessment of student learning using an animated version of the Force Concept Inventory [1] that we have reproduced from various sources to allow the animations to play on modern computers. These questions will be integrated into a custom-designed p5.js learning management system in order to query students shortly before they begin and after they finish a programming exercise. This p5.js learning management system is in operation.
and it will allow students in physics classes at OSU’s Marion campus starting in spring 2017 to complete the exercises using an in-browser code editor and it will give teachers a convenient interface for the otherwise tedious task of providing student feedback and grades. We welcome inquiries from collaborators who may wish to use these animations in their high school or early college-level courses, or who may be interested in using the p5.js learning management system.

The full set of exercises and code described here is available at [http://compadre.org/PICUP](http://compadre.org/PICUP)
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Appendix A: Survey Questions

As discussed in Sec. [III B 1](#), a few weeks into the course and after the student submits the first programming exercise for grading/feedback, the students are asked a series of questions in an online form. Fig. 2 shows the results from four semesters of students taking this survey. The precise questions are as follows:

1. **Question #1**

   Question: Have you ever written or modified a computer program before?
   - Option A: No, I have never done any programming before
   - Option B: Yes, I have done a little bit of programming before
   - Option C: Yes, I have some experience with programming but I still feel like I have a lot to learn (For example: you took a programming course or are taking a programming course now, or have learned some programming on your own or in another context)
   - Option D: Yes, I have a significant amount of programming experience (ex. completed more than one programming course, or significant programming experience outside of class or in projects).
   - Option E: Prefer not to answer (but still get the point for the question)

2. **Question #2**

   Question: From the point you got the planetoids program working until you finished the programming lab (including one of the challenges), compared to the difficulty of completing other Physics 1250 labs, how difficult was it to complete the programming tasks described on the planetoids page?
   - Option A: Easy!
   - Option B: Semi-Easy
   - Option C: Semi-difficult
   - Option D: Difficult!
   - Option E: Extremely Difficult!
   - Option F: Prefer not to answer (but still get the point)

3. **Question #3**

   Question: Did the programming lab help you understand vectors better?
   - Option A: Not really
   - Option B: A little bit
   - Option C: Somewhat
   - Option D: It actually helped a lot
   - Option E: Prefer not to answer (but still get the point)
4. Question #4

Question: Was the programming lab fun?

Option A: Not really
Option B: Somewhat
Option C: It was enjoyable
Option D: Actually it was a lot of fun
Option E: Prefer not to answer (but still get the point)