Semantic model of an exploit’s source code for data protection in automation systems
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Abstract. Data protection is especially relevant in automation systems nowadays. The paper proposes a semantic model of exploit’s source code as a basis for unknown attacks detection, forecasting and assessment and therefore for automated data protection from cyber attacks. The proposed model combines a control flow graph with a function call dependencies graph. The paper describes model generation technique that is based on the analysis of exploit’s source code and incorporates code compilation, its decompilation, building the functional semantic models of the exploits, and, finally, comparing these models and generating the standard semantic model of exploits’ source code. Application of the technique for generation of exploit’s model is demonstrated on a case study.

1. Introduction
The challenge of detection, forecasting and assessment of cyber attacks that exploit earlier unknown vulnerabilities (so-called zero day vulnerabilities) is highly relevant for reliability and data protection in automation systems nowadays as soon as they can lead to serious damage [1]. Currently, various methods are used to detect such attacks, including signature-based methods, rule-based methods and heuristic methods. But an efficient solution allowing detection of multiple previously unknown vulnerabilities and their exploitation in cyber attacks still doesn’t exist. This research makes a step towards the novel method of detection, forecasting and assessment of such cyber attacks.

The idea underlying the method under development is that the most new exploits use the parts of already known exploits but in other combinations. Determination of these parts and features of their exploitation, their interconnections, as well as their connections with different types of software and system weaknesses will allow detecting, forecasting and assessing cyber attacks timely. To specify such parts and their interconnections we propose a standard semantic model of an exploit’s source code in this research. This model is a variation of semantic graph, and combines a control flow graph with a function call dependencies graph. The semantic graph incorporates the concepts and relationships between them. In our case the concepts are the parts of exploit’s source codes. The control flow graph is a directed graph where nodes represent basic blocks of source code and edges connect nodes that can be executed consequentially [2, 3]. The function call dependencies graph is a directed graph where nodes represent functions and edges represent function calls [4].
The proposed semantic model is the basis for further calculation of probabilities of transition from one source code part to another, for mapping of the features code running detected while software/system operation, mapping them to the semantic model an forecasting of the further cyber attack steps.

2. Semantic model of an exploit’s source code

In this section we analyze related works in the area, describe the developed semantic graph, and provide a case study.

2.1. Related research

Currently, there are signature-based and rule-based methods for cyber attacks detection, forecasting and assessment. These methods are focused on known vulnerabilities and exploits and do not allow detecting of exploitation of zero day vulnerabilities.

Traditionally penetration testing, reverse engineering and fuzzing of the software and hardware are used to detect unknown vulnerabilities. But efficiency of these methods directly depends on expert qualifications and they are time consuming.

For the last years analysis of a source code using heuristic methods is being evolved. In this case potentially harmful files are executed in the isolated environment ("sandbox") to generate program execution traces and to compare them with normal behavior [5, 6]. But in this case the generalized models of normal behavior and subjective features are used that decrease accuracy of the results and access to the potentially harmful files is required. The developed semantic model of exploits will allow generating of objective external features of vulnerabilities (including unknown vulnerabilities) exploitation from the model itself (i.e. function calls, related vulnerabilities and weaknesses, probabilities of transition between the function calls) and from the external sources analysed while exploits’ code execution (namely, event logs and network traffic).

As soon as the proposed semantic model is based on the exploit’s source code analysis we review existing models for source code representation below, including an abstract syntax tree, an abstract semantic graph, a control flow graph, a program dependence graph, and a code property graph.

The abstract syntax tree represents the process of language sentences construction using the language grammar from which some elements are removed [7]. The abstract semantic graph differs from the abstract syntax tree by the fact that while its generation semantic information is considered [7, 8]. Within the control flow graph each node corresponds to a basic block, while edges connect nodes that can be executed consequentially [3]. The program dependence graph represents the data and control dependencies within a program [2, 9]. The code property graph is a combination of abstract syntax tree, control flow graph and program dependence graph [10]. The considered models do not satisfy our requirements to the exploit’s source code model, namely need for a formalized description of the code functionality suitable for further features extraction. Thus, we developed our own model based on the control flow graph and the function call dependencies graph.

2.2. Model generation technique

To generate the standard semantic model of exploits’ source code we:

- compile the source code of separate exploits first;
- decompile it;
- build the functional semantic models of the exploits;
- compare these models and generate the standard semantic model of exploits’ source code that is the basis for feature extraction.

We implement the first two steps, namely, compilation and decompilation of the exploit source code to exclude exploits with syntax errors in the source code.
We propose the exploit’s source code semantic model where the nodes are represented with the “names” of imported modules and their functions and the edges specify the sequence of function calls for these modules. We generate the proposed model on the basis of control flow graph where nodes are replaced with functions and classes of objects of imported modules (conditionally global names). To construct the control flow graph we search conditional and unconditional, relative and absolute jumps, and exception handler instructions in the decompiled code.

Finally, to generate the standard semantic model of exploits’ source code we compare the models of different exploits and search for linked name pairs to join them.

2.3. Case study

To implement and analyze the proposed model we used the exploit database “Exploit DataBase” (EDB) [11]. EDB contains the following types of exploits [2]:

- 4292 webapps;
- 1829 dos;
- 1078 local;
- 1030 remote, and
- 287 shellcode.

The statistics of exploits in EDB considering target platform is as follows [2]:

- 531 exploits for the hardware platform;
- 3610 exploits for the operational system;
- 132 exploits for the software platform;
- 3432 exploits for the WEB platform, and
- 1646 undefined.

The most used language for the exploits provided in EDB is Python, thus we use the exploit of this type in the case study below.

We used the exploit with identifier “30688” from EDB for the case study. We generated the control flow graph first (figure 1). We simplified it to the single route from Entry Point (EP in figure 1) to the Implicit Return (IR in figure 1). In figure 1 the nodes represent the code blocks, while the numbers in the nodes represent an offset of the first instruction of each block. The regular program execution is highlighted with bold in figure 1.

Figure 1. Control flow graph for exploit with identifier “30688” from EDB.
To generate the semantic functional model of the exploit’s source code we replaced the nodes with the functions and classes of objects of imported modules (figure 2). The resulting model reflects an order and call and functional dependencies of calls of imported names. There are names of two functions (urlencode() and urlopen()) and of one class constructor (Request) within the model in figure 2.

The proposed model can be further applied to extract objective features for detection, forecasting and assessment of cyber attacks exploiting unknown vulnerabilities and therefore for automated data protection from cyber attacks.

![Figure 2. Exploit’s source code model.](image)

3. Conclusion
In the paper the standard semantic exploit’s source code model was introduced. The proposed model differs from the existing models by the fact that it provides formalized description of the code functionality suitable for further features extraction. The technique for its generation was provided. The application of the technique to generate the exploit’s source code model was demonstrated on the example. The developed model can be used to extract objective features for detection, forecasting and assessment of cyber attacks exploiting unknown vulnerabilities that is the direction of future work. The component for attack detection, forecasting and assessment constructed using the proposed model can be integrated with the security monitoring systems to increase their efficiency and therefore for automated data protection from cyber attacks.
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