THE ROLE OF OPEN-SOURCE PYTHON PACKAGE GEOSERVER-REST IN WEB-GIS DEVELOPMENT
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ABSTRACT:

This work describes geoserver-rest, an open-source python package that can manage the geospatial data in a geoserver which is helpful for uploading, editing, and deleting the raster/vector layers from various sources. It is also useful for generating the style/legend from the uploaded geospatial data. Thus, generated legend can be used for visualization of maps in the web-GIS platform. The package is successfully used to build the web-GIS portal for agricultural datasets of Afghanistan, which has around 6000 map layers. The main benefit that geoserver-rest provides to this project is the ability to upload the data to the geoserver and create the styles file dynamically. Thus, created style file are directly linked to the corresponding layer and provide the Web Mapping Service (WMS) standard and visualize in an interactive way.

1. INTRODUCTION

The common procedure for publishing the geospatial data on web is by using the map servers such as MapServer (Kropf, 2005), GeoServer (Iacovella, 2014), ArcMap Server, ncWMS (Blower et al. 2013) etc. Such servers provide the interactive interface to upload, update and delete the geospatial data. Some of them also provide the interface to generate the legend for the uploaded dataset. However, there is not, to the best of my knowledge, any open-source program that can automatically generate the legends for uploaded dataset dynamically.

Sometimes the complexities occur on publishing the geospatial data due to size, file format, source, and amount of data. Such complexities can be solved using geoserver. The geoserver is the powerful open-source server for storing, managing, and presenting the geospatial data (Iacovella, 2017). The data can be published from any major data sources like shapefile, GeoTiff, PostGIS etc. The data from database, API and directly as a file can be published in the geoserver and share. The geoserver contain vector as well as raster data optimization techniques. Generally, vector data can be optimized by storing it in the spatial database, by using spatial indexing. In case of raster, image mosaic and image pyramid technique can be used. This technique will help to solve the problem of size of data.

The geoserver allows us to share spatial information to the public. Such data needs to be visualized in a cartographic way so that general people also can understand it. Thus, generated maps can be share to the public in a web. The Open Geospatial Consortium (OGC) provides the lots of standards for sharing such maps. One of the commonly used standards is Web Map Service (WMS) (de La Beaujardiere, 2006). WMS standards provide the geo-registered map image that can be displayed in a browser application. The implementation of WMS standard in geoserver can create the maps in a variety of output formats. It also supports the web Feature Service (WFS) (Vretanos, 2005) and Web Coverage Service (WCS) (Baumann, 2010) standard which allow sharing and editing the data that are used to generate the maps.

The geoserver-rest is the open-source spatial data management library written in python based on the geoserver API. Python is the chosen language, because it is easy to use, object oriented, runs on all the major Operating Systems (OS) and already has thousands of libraries and frameworks. It is one of the leading technologies for web development (Taneja and Gupta, 2014). Implementation of geoserver-rest in python will significantly enhance the approach of GIS application development. Since the package is developed in the python library, it can be useful for the web platform as well as desktop applications development. Rather than serving the data in client and server, it also generates the style files and creates the legend dynamically by reading the uploaded dataset. The automation for geospatial data sharing and dynamic style creation feature makes it unique and more popular and useful in the latest web-GIS development works. It will be very helpful for editing, updating, and deleting large sets of data.

The geoserver-rest helps to upload the raster as well as vector layers from various sources to the geoserver. The package also helps to connect the multiple spatial databases and store the layers in geoserver. It supports the standard HTTP methods GET, POST, PUT, DELETE. The web-GIS application having uploading, managing and presenting the geospatial data functions can be integrated with the help of this library.

2. ARCHITECTURE AND IMPLEMENTATION

The package is developed using the python library. It has four dependencies, that are pycurl, GDAL, seaborn and psycopg2. The pycurl library is used for the client-side URL transform. The pycurl library can communicate the geoserver API URL and transfer and manage the file. Psycopg2 is the most powerful python postgresQL adapter. This library is used for communication between PostGIS and geoserver. Generally, in
The geoserver, the vector data is stored in the postGIS database and linked to the geoserver. The geospatial data can be read and write using the gdal. The seaborn library is used for creating the color ramp. Depending on the user case, a discrete or continuous color ramp will be created. Thus, created ramp will be used in the WMS styling.

The geoserver-rest library is still in the development mode. It already supports commonly used functionalities from geoserver API. Create, update, get and delete the geospatial data from geoserver are the most used geoserver functionalities in broad term. The settings for WMS, WFS, WCS standards, geoserver user, groups and roles are still under development.

The overview of the geoserver-rest architecture is shown in Fig. 1. The library will check the authentication of the user by simply username and password. If the user is not the authenticated user, it will throw the 403-error code, else the user can proceed with the request. Sometimes while calling some function there might be some problem. Not passing the path to the raster layer during create_coveragestore call, trying to delete the non-existing layer, trying to delete non-existing style file, trying to update the non-existing layer etc are some of the examples of request failure. If the request does not have any issue, it will return the 2xx status code, which means request success.

![Figure 1. Architecture of the geoserver-rest](image)

### 2.1. Geoserver-rest requests

The functionalities of this library can be further categorized into the four types, 1. GET request, 2. Create request, 3. Update request, and 4. Delete request.

#### 2.1.1 GET request

The get requests are generally used to check whether instances exist or not. Depending on the function type it also provides the information about the workspace, layer, or style file in JSON format. Some of the get request examples are as below.

| API functions    | Description                                      |
|------------------|--------------------------------------------------|
| get_workspace    | Get/check the geoserver workspace                 |
| get_coveragestore| Get/check whether raster datastore exist or not  |

#### 2.1.2 Create request

The create requests are generally used for uploading the data to the geoserver. Some of the most used create request examples are as below.

| API functions          | Description                                      |
|------------------------|--------------------------------------------------|
| create_workspace       | Create the new workspace to the geoserver         |
| create_coveragestore   | Upload raster data to the geoserver              |
| create_featurestore    | Connect the postGIS database with geoserver      |
| publish_featurestore   | Publish the vector dataset from PostGIS featurestore |
| upload_style           | Upload the style file (generally SLD) to the geoserver |
| create_coveragestyle   | Dynamically create the style file for raster layer|
| create_outline_featurestyle | Dynamically create outline only style file for vector layer |
| create_categorized_featurestyle | Dynamically create the categorized legend based on the one of the columns of the vector layer |
| create_classified_featurestyle | Dynamically create the classified style legend based on one column of the vector data |
| publish_style          | Connect the style file to the required layer     |

#### 2.1.3 Update request

The update request is used for updating the instance in geoserver. Generally, by passing “overwrite=True” parameter on the create request to update the instance. For example, if the user wants to update the raster dataset, then he/she must pass one extra parameter i.e., “overwrite=True” in create_coveragestore function.

#### 2.1.4 Delete request

The delete request is used to delete the instance/data from the geoserver. Some of the most used delete request examples are as below.

| API functions    | Description                                      |
|------------------|--------------------------------------------------|
| get_featurestore | Get/check the postGIS connection                 |
| get_featuretype  | Get the name of features in specific featurestore|
| get_feature_attribute | Get the name of columns in specific featuretype |
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API functions | Description
--- | ---
delete_workspace | Delete the workspace from geoserver

delete_layer | Delete the layer from geoserver

delete_coveragestore | Delete the raster layer store from geoserver

delete_style | Delete the style file from geoserver

delete_featurestore | Delete the featurestore from geoserver

Table 3. Some of the commonly used delete request on geoserver-rest.

2.2 Geoserver-rest style

There are basically two types of style files in geoserver-rest library, 1. vector data style, 2. Raster data style. Creating the dynamic styles based on the uploaded dataset makes this library unique from others.

The “create_coveragestore” function will be used for creating the style file for the geotiff image. The full process for uploading raster data can be seen in fig 2. The library will read the uploaded raster and take the min and max values from the uploaded raster. Based on the color palette and number of classes from the client, it will classify the raster and create the Styled Layer Descriptor (SLD) file (Lupp, 2007). The SLD file will be linked to the uploaded raster. Finally, the raster map as a output will be available through WMS from geoserver. The geoserver is also able to provide the legend of the map from getLegendGraphics request.

The geoserver-rest supports three types of styles available for vector data, 1. Outline border only 2. Categorized and 3. Classified. For vector data, the first step is to upload the data to the PostGIS database. After that, the PostGIS database will be connected to the geoserver using the create_featurestore function from geoserver-rest. The style function can be chosen based on the type of visualization need. Based on the color palette and attribute field name from the client, it will generate the SLD file. The SLD file will be linked to the same PostGIS layer. Finally, vector map as an output will be available through WMS from geoserver.

3. CASE STUDY: DEVELOPMENT OF LAND RESOURCES INFORMATION MANAGEMENT SYSTEM (LRIMS) FOR AFGHANISTAN

This section describes the successful example geoserver-rest where it was used for management of all the agricultural related geospatial data in the geoserver. The LRIMS web-portal was developed for the land resource information management and Agro-Ecological Zones (AEZ) to support agricultural policies and climate change adaptation in the country. The web-GIS portal is used for the visualization of land resources, agro climatic resources, climate and agro climatic suitability results in the form of maps. Based on the authorization level, users will be able to upload, visualize, update, download and delete the datasets and maps.

The LRIMS contains mainly three types of datasets, land resources, agro climatic resources, and suitability and potential yield. The land resources include multiple spatial layers of climate, terrain, water, land cover, etc. which are used for estimating crop suitability and potential yields. The Agro Climatic resources category includes relevant characteristics of prevailing thermal and moisture regimes and growing periods which are used for estimating crop suitability and potential yield in intermediate levels. And the suitability and potential yield includes the possible upper limit to produce individual crops under given agro-climatic, soil and terrain conditions for a specific management and input levels. In each category further the datasets are further categorized based on the time, rcp and the data type.
In this portal, there were nearly 6000 raster layers and nearly 100 vector layers. Managing this much huge raster dataset was a challenging task. Also, the biggest challenge was producing the proper cartographic maps from the grayscale raster. We could visualize the data in QGIS and produce a nice map and upload it to the geoserver with reference style was an easy option. But since it is the manual process, creating the map from a dataset, uploading to the geoserver, and connecting the layer with the associate style file would consume lots of time.

The main benefit that geoserver-rest provides to this project is the ability to upload the data to the geoserver and create the styles file dynamically. The fig. 5 and fig. 6 shows the overall process WMS publishes in geoserver. The raster data upload function named create_coveragestore from geoserver-rest library is used to upload the raster dataset. And for creating the style file, a raster style function named create_coveragestyle from geoserver-rest library is used. Later the uploaded data and the dynamically created style file of the raster is linked together to produce the WMS in geoserver. For vector data, the first step is to upload the data to the PostGIS database. After that, the PostGIS database will be connected to the geoserver using the create_featurestore function from geoserver-rest. There are three types of styles available for vector data, 1. Outline border only 2. Categorized and 3. Classified. The style function can be chosen based on the type of visualization need. Thus, generated style will be linked to the uploaded shapefile and produce the WMS in geoserver.

The functions were iterated and run over each dataset by applying the python for loop to upload and create style.
The geoserver-rest is the first open-source python library that can manage the geospatial data and can generate the style/legends of geospatial data dynamically on geoserver. The main features of the geoserver-rest provide are python implementation of geoserver API, simple, easy to use, clear documentation, ability to get, create, delete, and update the geospatial data on geoserver using python.

There is also the PHP implementation of the geoserver API named as “GeoServer PHP Client” and “geoserver-rest-api”. Both libraries have very limited functionalities. The library can create workspace, datastore, coveragestore, upload files, manage styles. The libraries are not maintained anymore. These libraries are not tested for the geoserver 2.15+ versions. The “gsconfig” is also the python 2 implementation of the geoserver API. The gsconfig project was initiated under development. These are a few minor drawbacks of this library.

The library is recently developed, it can guarantee that it works perfectly with the geoserver 2.15+ versions. The current development of geoserver-rest is focused on the new web technology that allows the visualization more easily and effectively. The geoserver-rest became a popular open-source library and standard tool for managing the geospatial data and producing the interactive maps.
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