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Automatic trajectory generation for thermal spray application is highly desirable for today’s automotive manufacturing. Automatic robot trajectory for free-form surfaces to satisfy the coating uniform is still highly challenging due to the complex geometry of free-form surfaces. The purpose of this study is to present and implement a method for automatic generation of robot trajectory according to the given spray parameters on polygon profile and complex curved free-form surfaces, such as torch speed, spray distance, spray angle, and so on. The software development foundation is an Add-In programme of RobotStudio, which is off-line programming and simulation software of ABB Company. The experimental results show that the robot trajectory can be generated rapidly, accurately, and automatically on the complex geometries by this method.

1. Introduction

Robot manipulators are programmable mechanical systems designed to execute many tasks in industry. The advanced robot system has been widely used in thermal spray application in recent years [1–3]. When a robot is used, trajectory generation represents an important part of the work, because the uniformity of spray thickness can significantly influence the quality of coating, and the robot trajectory has a great effect on the uniformity of coating [4–6].

Robot trajectory tells the robot how to move around. It is composed of a series of curves which are defined by the spray parameters in thermal spray operations, and there are several targets which are represented by orientation and Cartesian position on each curve. The generation of robot trajectory on plane surface in thermal spraying is traditionally made by such methods as point-by-point or teaching-playback. This method is tedious and time-consuming. The demand for coating on curved surface has increased over the last few years. It requires hundreds of points in the trajectory and different orientation for each point, so it is very difficult to create such a trajectory by manual point-by-point programming method [7–9]. With the development of the robotics, the robot manufacturers provide software for off-line programming, such as RobotStudio, which is a simulation and off-line programming software of ABB Company [10]. A virtual workshop can be elaborated, and the robot program can be prepared and simulated with RobotStudio.

The complete robot trajectory can be generated manually point by point, which is a very laborious process and not precise in RobotStudio. Furthermore, the functions of RobotStudio are too narrow to process some complex
workpieces for thermal spray applications since the fact that spraying trajectory is composed of many lines or curves with certain offset. Consequently, it is necessary to develop a software tool to generate robot trajectory for free-form surfaces according to the given spray parameters. 

Most previous researchers typically focused on the mesh method for automated trajectory generation since such method is capable of generating trajectories on all types of complex workpieces [8, 11]. In the mesh method, the mesh of the CAD model is generated at first, then the trajectory from the mesh points and normal vectors to the surface are found out according to graphics theories. Unfortunately, the off-line programming software does not provide any application programming interface (API) for the mesh method. Most of the off-line programming software such as RobotStudio uses the bounding box method to represent 3D models since the bounding box method is efficient in real-time collision detection algorithms. In other words, developers need to develop various functions and programs of the off-line programming software independently. For example, developers must transfer the coordinates of points to the robot system by geometrical transformations. Although some mathematical software such as MATLAB could help realize the functions, too much heavy labor is still involved in software developing and porting.

To blend into the off-line programming software, the cutting method was proposed and applied to generate robot trajectories in thermal spraying. With this method, every point of curves can be obtained by some special APIs to realize object Boolean operations, and the trajectories data also can be calculated and simulated in the off-line programming software directly. It means that the entire development process with the orthogonal cutting method can be simpler and faster than the process with the method of mesh generation. Thermal Spray Toolkit (TST) is one such application, which was developed based on the RobotStudio software for thermal spraying to provide solutions to generate automatic trajectories on various workpieces according to the right spray parameters and trajectory parameters. Some details of TST for the simple workpiece were introduced in [12]. In this paper, we try to answer the question how to generate robot trajectory for complex surfaces automatically.

2. Development Environment

2.1. RobotStudio Software. Off-line programming is the best way to generate robot trajectory on complex geometry. ABB’s simulation and off-line programming software, RobotStudio, allow robot programming to be done on a PC in the office without shutting down production. It also enables robot programs to be prepared in advance, which increases overall productivity. RobotStudio provides the tools to increase the profitability of a robot system by performing tasks such as training, programming, and optimization without disturbing production. This provides numerous benefits including risk reduction, quicker start-up, shorter changeover, and increased productivity [10].

RobotStudio is built on the ABB Virtual Controller, an exact copy of the real software that runs the robots in production. It thus allows very realistic simulations to be performed, using real robot programs and configuration files identical to those used on the shop floor. RobotStudio allows creating Add-In programs that enable users to customize and extend its functionality. Thermal Spray Toolkit is an Add-In program to extend RobotStudio’s functions.

Currently, there are two different methods for Add-In development. One is creating an Add-In in Visual Studio Tool for Applications (VSTA), and the other is creating an Add-In based on RobotStudio API in Visual Studio.

2.2. RobotStudio API. An Application Programming Interface (API) is an interface implemented by a software program, which enables it to interact with other software. It is similar to the interaction of user interface which facilitates communication between humans and computers. An API is implemented by applications, libraries, and operating systems to determine their vocabularies and calling conventions and used to access their services. It may include specifications for routines, data structures, object classes, and protocols used to create communications between the consumer and the implementer of the API.

RobotStudio API shows the RobotStudio Object Model and explains the methods, properties, and events for each object. In the development of Thermal Spray Toolkit, the RobotStudio API is used.

2.3. Create an Add-In with VSTA. Add-Ins are programs that add optional commands and features to RobotStudio. Before using an Add-In, RobotStudio must be installed on the computer and then loaded in the memory. Loading an Add-In program makes the feature available in RobotStudio and adds any associated commands to the appropriate menus.

Visual Studio Tool for Applications (VSTA) is included in RobotStudio and can allow create Add-Ins in a simple way, but there are some limitations when using VSTA to create the Add-Ins which are caused by Microsoft Proxy Generator. These things will not work:

(i) A method that has an array type as parameter.
(ii) A method or property that references the System.Drawing or System.Windows.Forms namespaces.
(iii) A method or property that references the type.
(iv) An event that is declared static.

Since Add-Ins created with Visual Studio do not use the proxy, these limitations do not apply.

2.4. Create an Add-In in Visual Studio. To be able to use the entire RobotStudio API without limitations, Visual Studio can be used to create an Add-In. All the codes and interface can be developed in Visual Studio (C# or VB.NET), and RobotStudio can load the Add-In program automatically when it is opened. Thermal Spray Toolkit was developed in environment C#, which is more powerful than VB.NET. The specific steps for creating an Add-In in Visual Studio are listed in Appendix.
3. Autogeneration of Trajectory

3.1. 3D Model. Computer-aided design (CAD) is a well-known computer-based tool that assists engineers, architects, and other design professionals in their design activities. Model-based object representations are known from computer graphics and CAD. RobotStudio is based on a 3D model. The model of workpiece can be imported to RobotStudio, and trajectory can be generated directly based on the CAD model in RobotStudio [13]. But RobotStudio meets the challenges in thermal spray application. The function of RobotStudio is not powerful enough to deal with the Boolean operation of a 3D model, especially when confronted with the complex surface. It is difficult to get a series of curves on the complex surface according to the spray parameters, such as the robot velocity, the spray distance, the spray angle, the step between each pass, and the over-length. The development of Thermal Spray Toolkit must be based on the API of RobotStudio. As a result, Thermal Spray Toolkit has a great flexibility to deal with complex surfaces.

3.2. Parameters of Cold Spray Process. The kinematic parameters of the cold spray process are demonstrated in Figure 1. Spray distance is the distance from the nozzle exit of spray gun to the substrate surface; scanning step is the distance between two neighbor scanning passes; spray angle is the angle between the centerline of the spray gun and the substrate surface; gun velocity is the relative velocity between spray gun and substrate [14–16].

3.3. The Methodology of Generation of Trajectory. As mentioned above, the methodology of generation of trajectory proposed in this paper is based on the cutting method. Known by the characteristics of thermal spray, the uniform scanning step could keep a stable TCP velocity so that the uniformity of coating can usually be guaranteed. That is, when designing with cutting method, the uniformity of the distance of two neighbor scanning passes should be considered.

With a polygonal substrate, the key of algorithm is to create a plane orthogonal with the polygon profile to equally divide the substrate. In this algorithm, to create an initial plane II, a point on the polygon should be selected at first. Using the theory of differential geometry [17], the equation of the polygon is described as

\[
\begin{align*}
x &= x(t), \\
y &= y(t), \\
z &= z(t), \\
\alpha &\leq t \leq \beta,
\end{align*}
\]

\[P_0(x(t_0), y(t_0), z(t_0)) \in L\] is the selected point.

Based on the differential geometry [17], the tangent vector \(\overrightarrow{T}\) at this point should be

\[
\overrightarrow{T} = [x'(t_0), y'(t_0), z'(t_0)].
\]

And the unit normal vector of the polygon can be generated easily by the vector product of two noncollinear vectors on the polygon.

In the RobotStudio, the scroll bar tools can indicate all the points around the surface for selection, the API function Edge.GetTangent() is able to get the tangent vector on point \(P_0\) and the API function Faces.GetNormalToSurface() can get the unit normal vector of a polygon.

Particularly, when one edge of the polygon is a straight line, the direction vector on the line is just right to be the tangent vector of the point on the line. Simply connect the two endpoints of that line, and the tangent vector can be generated.

When the tangent vector on the point of that curve and the unit normal vector is available, the normal vector of initial orthogonal plane II is supposed to be

\[
\overrightarrow{\beta} = \overrightarrow{T} \times \overrightarrow{n} = [a, b, c].
\]

Thus, the initial orthogonal plane equation involving \(P_0(x(t_0), y(t_0), z(t_0)) \in L\) on the curve should be

\[a(x(t) - x(t_0)) + b(y(t) - y(t_0)) + c(z(t) - z(t_0)) = 0.\]

After that, just move the plane up or down with equal distance, and the trajectory with equal scanning step can be generated.

For plane surface, the robot trajectory is simple because the unit normal vector on every point of the surface is the same. But for curved surface, there are many targets on each curve for keeping the same spray distance. Some curved surfaces are very complex and unsymmetrical. For example, as shown in Figure 2, the product is a propeller blade, and its spraying area consists of small surfaces which have different curvatures (the blue lines represent the normal direction of small surfaces, and the red lines represent the tangent direction of small surfaces).

The unit normal vectors on surface vary with the surface curvature, which brings a great challenge to cutting methods. To keep the uniformity of scanning step as much as possible, first of all, select two borders on the substrate, and get some equidistant points on these two borders. Then choose a curve with the largest curvature from the surface on the directions of the two edges, and divide it equally to get some equidistant points. The cutting plane can be created by the three corresponding points on these three lines. Since on a smooth surface, the longest curve is usually the curve with the largest curvature. So, the curves on the same direction of the longest curve can be divided as equally as possible if the longest curve is divided. Also, it is difficult to choose.

![Figure 1: The kinematic parameters of cold spray process.](image-url)
the curve with the largest curvature. In previous research, the manual selection method was widely used. However, this method is not convenient or accurate enough. Based on the contour line theory in GIS, a method to choose a curve with the largest curvature automatically with the help of the density of contour lines is presented in this paper. According to the contour line theory, the denser the contour, the steeper the slope in the area, and the thinner the contour, the smaller the gradient of the terrain. As shown in Figure 3, from C1 height to C9 height, the contour density along the direction of L1 is higher than that along the direction of L2 and L3, and the path along the direction of L1 is also the shortest. In other words, the denser the contour along a certain direction, the shorter the path along this direction.

In the following section, the density analysis method is replaced with the path analysis method to find the line with the greatest curvature. Consequently, starting from the contour line on the top, the path to the edge with the denser is the projection of the curve with the largest curvature. For instance, there is a hemisphere model with a radius of 1 m in Figure 4. And a plane which is parallel to the substrate is used to cut the sphere in every 0.1 m interval, so 11 contour lines can be generated. The distribution of contour lines is as shown in Figure 5.

The result of calculation shows that the length of the shortest path starting from the contour line \(a\) is \(d_{\min} = n1 + n2 + \cdots + n11\) along with the radius direction of the sphere. It is because the shortest path between two contour lines is along the direction of radius. As shown in Figure 5, starting from point \(b\), the length of \(n2\) on the radius direction is shorter than any other path (e.g., path \(n2\)). Using the shortest path and the unit normal vector of plane at the bottom, a new plane or surface can be created. The intersection line of the plane or the surface is the curve with the largest curvature. As shown in Figure 6, the curve \(n\) is the largest curvature selected on the hemisphere in Figure 4.

By cutting planes (polygon cases) or objects (surface cases), a series of lines could be generated. Then, find out the endpoints of each line, and calculate the three-dimensional coordinate \((x, y, z)\) and quaternion-vector \((q1, q2, q3, q4)\) of these endpoints in the world coordinate system by some functions. The quaternion-vector \((q1, q2, q3, q4)\) is used to represent the orientation of endpoint in the three-dimensional space.
Finally, the spray parameter over-length is defined. Theoretically, the over-length is equal to the distance during which the robot accelerates from a halt to a necessary spray speed. In such a way, the scanning speed on the workpiece could be constant and the overheating on the edge could be avoided. Furthermore, it means obviously a great amount of power savings. Thus, the best solution is to keep a constant over-length of each point on the edge of the workpiece. Since different types of robot have different kinematic parameters, the over-length depends on a specific robot type. It is very difficult to find the exact position of these over-lengths on real workpiece in the work cell, even in off-line programming under RobotStudio.

For clarity of description of the algorithm above, two examples using an arbitrary polygon and a curved surface to generate trajectory are used for illustration, respectively.

### 3.4. Automatic Generation on a Polygon Profile

The method used for automatic generation on a curved-edge polygon profile is as follows, and the sketch map is shown in Figure 7:

1. Click on the surface of CAD model workpiece in the graphics window.
2. Pull the scroll bar which indicates all the points around the surface, the direction of tangent of this point is the direction of trajectory, and then choose the trajectory starting from left or right.
3. Create a large plane involving two points to intersect the spraying surface and ensure the large plane and the spraying surface are orthogonal. Create the first intersection line.
4. According to the value of step, move down the large plane and create a series of lines.
5. Create targets on both the ends of series of lines according to the interlength. Calculate the robot velocity and orientation for each target.
6. Add all the targets to trajectory in order.

This function is not only suitable to round and ellipse, but also suitable to many irregular curved-edge polygon surfaces. With the straight-edge polygon profile, the straight edge is selected instead of the point on the edge. In this way, autogeneration of trajectory could be simpler. The method used for automatic generation on a straight-edge polygon profile is as follows, and the sketch map is shown in Figure 8:

1. Click on the surface of the CAD model workpiece in the graphics window, all the edges of the surface will be displayed in the list.
2. Select one edge as the direction of trajectory and choose the trajectory starting from left or right.
3. Create a large plane on the edge to intersect the spraying surface, and ensure that the large plane and the spraying surface are orthogonal. Create the first intersection line.
4. According to the value of step, move down the large plane. Create a series of lines.
5. Create targets on both the ends of series of lines according to the interlength. Calculate the robot velocity and orientation for each target.
6. Add all the targets to trajectory in order.

### 3.5. AutoGeneration for Curved Surface

The following presents the method of autogeneration for a curved surface, and the sketch map is shown in Figure 9:

1. Create two edges of the complex 3D coating surface.
2. The two edges are divided into equal parts according to the spray parameters.
3. Find the line with the greatest curvature of the complex 3D coating surface on the directions of the two edges, and divide this line equally to get some equidistant points. Create a large plane through the corresponding points on the edges and the line with...
the greatest curvature to intersect this 3D model. Create the first closed intersection curve. This step is suitable for a smooth curved surface. For an irregular curved surface, manual adjustment is necessary to ensure that these closed intersection curves are equidistant.

(4) Offset the large plane to the next corresponding points on the edges and the line with the greatest curvature to create a series of closed intersection curves.

(5) Choose the part of closed intersection curves which are located on the spraying area.

(6) Create targets on the series of selected curves according to the interlength. Calculate the robot velocity and orientation for each target. Add all the targets to trajectory in order.

3.6. Calculation of Velocity. Robot velocity plays a significant role in coating quality. A robot usually has a continual motion and robot velocity is planned as constant as possible to obtain a uniform thickness if the step is constant. But with the methodology used in thermal spray toolkit, the step is varied, so the robot velocity should change with the step. In theory, the robot velocity is inversely proportional to the step: \( \frac{v_2}{v_1} = \frac{d_1}{d_2} \). Figure 10 shows the meaning of character \( v_1, v_2, d_1 \) and \( d_2 \). The robot velocities are calculated in the Add-In program and assigned to corresponding targets in order to keep the uniformity.

4. Program Implementation and Experimentations

To validate the methodology and visualize the trajectories, an Add-In programme with interface has been developed in the C# environment, and it can be loaded automatically when opening the RobotStudio. The function of the program has been tested using a different 2D model and 3D model. Furthermore, the real experiment has been implemented to evaluate the effect of autogeneration of trajectory.
4.1. Implementation on a Straight-Edge Polygon Profile.
The following figures provide some typical examples to illustrate the function of autogeneration of trajectory on a polygon profile. According to the thermal spray characteristics, it can be clearly seen that the first line and the last line of trajectory are located outside the workpiece in order to ensure the uniformity of coating. Figure 11 shows the autogenerated trajectory on a type of regular polygons, and Figure 12 shows the autogenerated trajectory on a type of irregular polygons.

4.2. Implementation on a Curved-Edge Polygon Profile. As seen from Figure 13, the autogenerated trajectory on different kinds of curved-edge polygons can be realized by TST. The beginning part and the end part of the trajectory are prolonged to a certain distance as the start and end of torch, respectively.

4.3. Implementation on Free-Form Surfaces. Figure 14 shows the program implementation of autogeneration of trajectory on free-form surfaces. As shown in the figure, the function can process various complex 3D workpieces, even propeller blades.

4.4. Experiments and Analysis. It is well known that the scanning speed is the most important parameter for the coating homogeneity during the deposition. So, the experiment is implemented to analyse the TCP velocity according to the selected robot trajectory. As a professional robot off-line programming platform, RobotStudio is able to supply the kinematics data in simulations, which are highly close with the data generated in actual motions of robots. The simulation process of RobotStudio enables users to obtain the real-time value of TCP position, speed, and the rotation angle of robot axis and to implement the collision detection between robot, torch, and workpiece. A virtual experimental environment which is completely consistent with the real experimental environment is

\[ v_1, v_2, d_1, d_2 \]

Figure 9: Autogeneration for complex curved surface.

Figure 10: Meaning of character $v_1$, $v_2$, $d_1$, and $d_2$. 
Figure 11: Autogenerated trajectory on a type of regular straight-edge polygons.

Figure 12: Autogenerated trajectory on a type of irregular straight-edge polygons.

Figure 13: Autogenerated trajectory on a type of curved-edge polygons.
created as shown in Figure 15, which simulated the spray process to get the record of TCP velocity. The shape of the substrate surface is described in Figure 16. A series of curves and several targets in the robot trajectories generated by TST are shown in Figures 17(a) and 17(b), respectively.

AF4-MB type torch is guided by a robot of IRB4400. The scanning step is 0.022 m and the over-length is 0.03 m. During the simulation process, the real-time TCP velocity and position are recorded on each trajectory point. The simulated TCP velocity and the calculated TCP velocity for robot trajectory are shown in Figure 18, respectively.

When passing through the complex curved surface, each pass has 5 samples, and the starting point is on the left of the model. As mentioned in the calculation of velocity section, the TCP velocity on first pass is the reference velocity which equals to 300 mm/s in this experiment. Theoretically, the
robot velocity is inversely proportional to the scanning step. Since the left border of the model is wider than the right border of the model, the TCP velocity of the pass from right to left should be increasing. In the same way, the TCP velocity of the pass from left to right should be decreasing. The simulated TCP velocity (blue line) in Figure 18 is basically close to the calculated TCP velocity (red line), which is inversely proportional to the scanning step. It means that the method for autogeneration trajectory works well for thermal spray application. The simulated TCP velocity decreased by about 10% less than the calculated TCP velocity that corresponds to the passage of torch at the rounded area of the workpiece where the rotation is the most difficult.

5. Conclusion

Autogeneration trajectory is needed to operate the spray process on a free-form surface, but no off-line programming system has yet been developed to meet this need. In this paper, Thermal Spray Toolkit was developed based on RobotStudio, it is flexible and robust enough to deal with any complex 2D and 3D model, and the robotic trajectory can be generated automatically according to the spray parameters with high efficiency.

Appendix

1. Create a new project with Class Library as your template.
2. To use the RobotStudio API, you need to reference the ABB.Robotics.*.dll assemblies. These are as follows:
   - ABB.Robotics.Math—Vector and matrix math.
   - ABB.Robotics.RobotStudio—General and top-level (e.g., nonstation specific) classes.
   - ABB.Robotics.RobotStudio.Environment—For manipulating the GUI, for example, adding menus, buttons and so on.
   - ABB.Robotics.RobotStudio.Stations—For manipulating stations and their contents.
3. Add the following lines to the top of your code:
   ```c#
   using ABB.Robotics.Math;
   using ABB.Robotics.RobotStudio;
   using ABB.Robotics.RobotStudio.Environment;
   using ABB.Robotics.RobotStudio.Stations;
   using ABB.Robotics.RobotStudio.Stations.Forms;
   ```
4. Add the following code to the class:
   ```c#
   public static void AddinMain()
   {
     //This is where you write your code.
   }
   ```
   The AddinMain()-method is the entry point for your Add-In.
5. Go to the properties of your project (right click on your project in the Solution Explorer and select Properties) and select the Build Events. Add the following line to the Post-built event command line:
   ```cmd
   XCopy/y $(TargetPath) "C:\Program Files\ABB Industrial IT\Robotics IT\RobotStudio 5.12\Bin \Addins"
   ```
   Assuming that this is the directory for your RobotStudio installation.
6. You could also add the path to RobotStudio.exe to Start external program under Debug in Properties, so RobotStudio will start every time you want to debug your Add-In.
7. Write your code (or copy and paste one of the examples into AddinMain()).
8. Select Start Debugging from Debug menu (or press F5). This will start RobotStudio and autoload your Add-In. Since your Add-In will load and execute directly when RobotStudio starts (even though there is not active station) it will probably throw an exception. It might be a good idea to add a menu button to start your code. Have a look at the Add Menus and Buttons Example for how to create menus and buttons.
9. If you go to the Add-Ins menu you can find your Add-In under the General folder. If you right click on your Add-In you can select whether or not it should autoload, and you can load it if it is not already loaded.
   ```c#
   ABB.Robotics.RobotStudio.Stations.Forms—GUI controls used by RobotStudio.
   You can add a new reference to your project by right click on References in the Solution Explorer and choose Add Reference....
   Go to the Browse tab and browse to your RobotStudio installation directory. This is where you will find the dll.
   ```
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