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ABSTRACT
The electronic medical record has been more widely accepted due to its unarguable benefits when compared to a paper-based system. As electronic medical record becomes more popular, this raises many security threats against the systems. Common security vulnerabilities, such as weak authentication, cross-site scripting, SQL injection, and cross-site request forgery had been identified in the electronic medical record systems. To achieve the goals of using EMR, attaining security and privacy is extremely important. This study aims to propose a web framework with inbuilt security features that will prevent the common security vulnerabilities in the electronic medical record. The security features of the three most popular and powerful PHP frameworks Laravel, CodeIgniter, and Symfony were reviewed and compared. Based on the results, Laravel is equipped with the security features that electronic medical record currently required. This paper provides descriptions of the proposed conceptual framework that can be adapted to implement secure EMR systems.
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1. INTRODUCTION
E-health is a term commonly used in the medical environment to refer to the use of information and communication technologies in healthcare. There are different types of e-health systems. However, the two major e-health systems are Electronic Medical Record (EMR) and Electronic Health Record (EHR) [1]. There is frequent interchangeable use of the terms "Electronic Health Record" and "Electronic Medical Record" [2]. However, these terms portray entirely distinct ideas, both of which are essential to the achievement of local, regional and national objectives of improving patient safety, improving patient care quality and effectiveness, and reducing the cost of delivering healthcare [2, 3]. Some authors have chosen to refer to the EMR as a patient health record from a variety of sources related to patient care, diagnostic procedures, laboratory tests, medical history, drugs, and allergic conditions that can be retrieved from different sites within a single healthcare organization [4], whereas the EHR provides the opportunity to exchange patient medical data with other medical professionals and monitors patient medical information during the individual's different medical treatments. In order to handle EMR and EHR, secure and effective storage, collection and transformation of medical information must be embraced [5].

Hospitals implementation of e-health systems has increased rapidly over the previous several years. As the healthcare industry was digitized to keep abreast, the healthcare industry was unable to acquire electronic security features at the same speed, leading to vulnerabilities in e-health systems [6]. Violations of
health care data are likely to improve with the increased use of e-health systems [7, 8]. This can be ascribed to security approaches implemented by the healthcare industry that, while robust, are often less advanced compared to other sectors, such as the financial industry. Large databases comprising of medical reports are beneficial to cybercriminals as medical reports include “social security and loan card numbers, patient demographics, addresses, insurance identification numbers” as well as other health information [8]. Such data could be used for creating fake identifiers for the purchase of medications or for filing fake insurance claims. Securing medical data is therefore highly necessary [9].

Appropriate security policies can lead to reputational advantages, cost reductions, and lower reaction times for incidents. Failure to implement adequate security can, however, affect the competitive position of an organization [10]. The EMR system must implement and enforce sophisticated security policies to deny access to confidential data and activities such as secret tokens and diagnostic code against common security vulnerabilities, poor authentication, cross-site request forgery, cross-site scripting, and SQL injection [11]. Frameworks tend to offer many tools to assist in avoiding the common security vulnerabilities listed above. They may also provide an implementation for some security features, such as authentication and authorization alternatives [12].

The objective of this paper is to review and compare the security features of some popular and powerful PHP frameworks Laravel, CodelIgniter, and Symfony, leading to choosing the appropriate framework that ensures a much more secure EMR. The web application (e.g., the EMR) developed with the PHP framework will be much more dependable and secure [13]. The paper is organized as follows: Section 1 contains the introduction of the topic which includes problem statements and objectives. Section 2 is the literature review where the author reviewed and compared the selected PHP frameworks and the security challenges facing EMR. Section 3 covers the results and discussion part. Section 4 describes the conceptual framework for EMR based on Laravel. Section 5 is the conclusion and is the last section.

2. LITERATURE REVIEW

E-Health is the use of arising information and communication technology, particularly the Web, to enhance or support health and healthcare industry [14]. There are two major e-health systems which are electronic medical record (EMR) and electronic health record (EHR). Though the terms can sometimes be interchanged, these two systems are mildly distinct. EMR is a generic word used by healthcare professionals for a computerized record of patients [1]. EHR is also referred to as computerized health data with the ability to deliver significant advantages to physicians and patients. Unlike EMR, an EHR is not restricted to one care facility, institution, hospital network or state; it is completely interoperable and can also be accessed between many diverse healthcare stakeholders, allowing a healthcare professional to provide the patient with the standard of care much more efficiently [15]. To achieve the goals of using this modern technology, attaining security and privacy in e-health is extremely important. This is essential because digitizing and exchanging health-related data can result in various types of attacks [16]. Below are the security and privacy challenges facing EMR systems and frameworks related topics.

2.1. Security and privacy challenges in EMR

The protection of privacy and confidentiality of health data is of key importance; security leads to trust. Health data security is primarily concerned with privacy and confidentiality [17]. However, healthcare data breaches have become commonplace with 155 reported in the first five months of 2017. Healthcare organizations have remained vulnerable targets as cybercriminals are increasingly easily exploiting vulnerabilities, benefiting from the stolen data [18]. The current high-profile news-reported on EMR data breaches have indeed rendered the change to electronic format even harder for patients, regardless of its possible benefits. Their main concern was the privacy of their data as it is collected and passed across the healthcare system [19].

Institutions need adequate IT resources at the organizational level to introduce effective user authentication, powerful data encryption and regular software updates (for systems varying from EMR to operating systems) [7]. Secure access to e-health records needs three main steps. First, the identity of the user through entering a login username; authentication requesting the user to confirm their identity through passwords; and authorization that allows the user to use EMR [20].

Privacy challenges emerge from EMR suppliers applying their own views on defending the EMR's privacy. Furthermore, because the EMR suppliers are not usually the party responsible for a breach of privacy requirements, the issue will involve a federal judicial resolution. The judicial approach may involve creativity to urge suppliers of EMR to add security solutions that suit federal requirements [21].

In Jordan there is a program called “Hakeem”, it is an electronic medical record. The design of the Hakeem program is built on a VistA system. It is used by many nations and was tailored to their
requirements. According to a research study carried out by [20], the Hakeem program restricts unauthorized staff from accessing the data stored in the EMR. A username and password are provided to every authorized employee. The username is made up of the first two alphabets of the name and work code of the employee. Employees can customize the password. There are digits and letters in the password. The purpose of this operation is to authenticate the individual authorized. For instance, staff in departments of medical records can access basic patient data. They can add the patient's email, phone number, and nationality and only view the electronic medical record, but they can't access the doctor's part or add any kind of disease or medical diagnostic tests.

2.2. Common security vulnerabilities in EMR

Current internet security policies and methods are not enough to safeguard the vulnerabilities to which e-health such as Myhealthatvanderbilt.com, Adjuvant. Health, Medical Web Experts, KPOline and other associated healthcare systems are subjected to. Technically speaking, healthcare applications suffer from all common security vulnerabilities, such as poor authentication, cross-site scripting, SQL injection, cross-site request forgery, where traditional protections, such as SSL, firewall, have become weak, even worthless [22].

2.2.1. Authentication

User authentication plays a significant role in e-health systems to protect patient privacy and security. Single-factor authentication may be affected by attacks, it is not an appropriate method for a system storing sensitive data [23]. Healthcare organizations should develop a more effective multi-factor authentication (MFA) [23, 24].

2.2.2. SQL injection

SQL injection occurred in a database of electronic records and is still present even after years since it first occurred [25]. Most devices and applications (e.g., EMR and EHR) provide a database or data repository for that system to keep information, generally known as a back-end database. Most of these databases have a type of structured query language (SQL) and are extremely susceptible to SQL injection if not properly designed to sanitize input data [26].

A computer-based information system's front-end typically refers to the Graphical User Interface (GUI), which is where the user requests and gets feedback. The front-end, however, is often just a single component of the system and often a small portion of it. As far as EMR software is concerned, this front-end typically comprises of input fields that communicate instantly with the SQL database via web-based or web-enabled interface. If entries are not correctly sanitized in these input fields, they can communicate with the database to an extent that is restricted only by the expertise of the attacker on SQL injection attacks [27].

As for the login page, almost all the attackers will try to use brute force, meaning that it is regarded as a form of brute force to assume the password by attempting out any possibilities such as dictionary attack. Another operation that is very prevalent and commonly used is when the SQL injection intruder puts '1' OR '1' = '1' into the username and password. If the system has no SQL injection protection, when intruder inserts this code, the intruder can access the system [25].

2.2.3. Cross-site request forgery

A cross-site request forgery (CSRF) attack causes a victim's logged-on browser to send a fake HTTP request to a vulnerable web application, including the victim's session cookie and any other authentication data that is automatically included. Then the attacker can order the browser of the victim to create requests, the vulnerable application handles it as a legal request from the victim [28]. It may jeopardize the integrity and privacy of patient health records [29].

2.2.4. Cross-site scripting

Flaws in cross-site scripting (XSS) happens when an application gets untrusted data and passes it to a web browser without adequate validation or escape. XSS enables attackers to perform browser scripts that can hijack user sessions, damage websites, or redirect users to malicious sites [28]. Attackers may rob patient sensitive data, redirect users to phishing or malware sites [29].

2.3. History of web framework

Since the rebirth of Web 2.0, demands for development of online content have substantially increased, the users have been the dictate of the web contents and interactions. Web programmers faced quite
some challenges to meet up with the users demands, and then the web application framework was created to appease this issue [30].

Web programmers have been provided with an effective tool to easily and quickly create complex web applications, that have resolved the need to build each system component separately from the start [31]. With companies and firms determination to improve the application features, frameworks ensure the market demands are met [32]. There are currently a number of different framework technologies available and used by various websites, as shown in Figure 1, PHP is originally designed for web development and the most used sever-side scripting language for websites development.

![Figure 1. Frameworks usage statistics in the top 1 million websites [33]](image)

PHP is considered one of the top server-side programming languages in the development of web applications because it is dynamic, flexible and easy to learn by new developers. However, sometimes developments with PHP often become repetitive processes due to the needs of basic web applications. The unorganized and messy codes often made by new developers leads to the difficulty in maintaining codes or adding new features to the web application. Developing web application by using a PHP framework help developers to organize the codes, speed up the development process and make web applications more secure [34].

All frameworks are not entirely different from each other, each having its own strength and lapses. Choosing a PHP framework must depend on the advantages that a developer will see, including ease of use, fast development/performance, popularity among other developers, powerful features, and support/forums [33]. Being one of the most widely used scripting languages in web application development; a framework comparison will be done before selection. PHP frameworks have intuitive characteristics such as efficient execution, open-source code, cross-platform compatibility, and SQL support [13]. PHP framework provides the ability to develop a web application that is complex, secure, a well-rounded application that is faster than before [35]. There are many PHP frameworks available in market space with unique features such as Laravel, CodeIgniter, Zend, CakePHP, Symfony, Phalcon, FuelPHP and Yii that enhance the development life cycle. Despite the numerous frameworks with quality in-built features, choosing the best suitable framework for development to enhance and provide all the supports needed for a project, still, remain a challenge [13].

In this paper, the three most popular PHP frameworks CodeIgniter, Laravel, and Symfony [13, 33] are selected for security features comparison. Symfony and Laravel are the most used and the two PHP-based frameworks offering great feasible options for most PHP projects, with a full-stack web development environment for coders [33]. CodeIgniter on the other hand known as a “powerful framework with a very small print” [32, 36, 37].

### 2.3.1. Laravel

In the early days of June 2011, Taylor Otwell created a framework called Laravel with its first version 1 beta to solve the lack of essential functions such as user authentication in the CodeIgniter framework [36,37]. As at the time of this study Laravel current stable version is 6.5.0. It is open-source with rich features capable of boosting the speed of web development. For those who are familiar with core PHP and advance PHP, using Laravel makes their work a lot easier [37].

The established and proven web development patterns, convention over configuration that Laravel incorporates to make it ready for use out of the box Model-View-Controller (MVC) application structure and
ActiveRecord powering its database wrapper adds to other numbers advantages of Laravel over hand-made codes or other similar frameworks. By using these conventions and patterns Laravel helps a developer to build a maintainable web application with easy to understand code separation and in a short time frame [38].

2.3.2. CodeIgniter

CodeIgniter is also an MVC based on PHP Framework created by Rick Ellis. As at the time of this study CodeIgniter current stable version is 3.1.11. What makes it stand out among other frameworks is its features such as no restrictive coding rules, no need to learn template language, small but comprehensive libraries, and thorough documentation. With these features, CodeIgniter is best for small and medium applications. CodeIgniter being introduced on February 28, 2006, with the purpose of assisting its developers to produce application faster than starting from scratch [39]. CodeIgniter allows its developer to publish their plugins to its library making it different from other frameworks [37].

2.3.3. Symfony

Symfony is a PHP framework with the latest version 4.3.6 that requires the support of PHP version 5.6.0 or higher. Symfony is another framework that is popular among developers. It was created in 2005 by Fabien Potencier [36]. Well internationally accepted, a complex and interesting PHP framework for large-scale projects [33].

Results from Table 1 indicate that all the three PHP frameworks except for CodeIgniter have in-built support for authentications. Blade in Laravel handles XSS attacks and CodeIgniter comes with a security filter for XSS, which looks for frequently used methods to cause JavaScript or other kinds of scripts that try to hijack cookies or do other malicious activities. If something is not allowed, the data is converted into character entities to make it safe. However, Symfony did not offer an in-built XSS protection, but it did support it through a template engine called Twig. The frameworks offer different methods of protection against SQL injection. By default, all the frameworks offered protection for CSRF.

| Parameters                          | Laravel                                                   | CodeIgniter                                                   | Symfony                                                   |
|-------------------------------------|-----------------------------------------------------------|---------------------------------------------------------------|-----------------------------------------------------------|
| Authentication module               | Comes with simplified [35], ready-to-use authentication   | CodeIgniter by default does not include an authentication library [30]. | User authentication and authorization components [36]. |
|                                    | packages [40]. The authentication facilities of Laravel   |                                                               |                                                           |
|                                    | consist of "guards" and "providers" [41].                  |                                                               |                                                           |
| Cross-Site Scripting                | Blade ({{}}) statements are sent automatically to prevent XSS attacks [41]. | CodeIgniter has an integrated XSS filter that is automatically initialized [37]. | It did not provide default XSS protection only through Twig [42]. |
| (XSS) protection                    |                                                           |                                                               |                                                           |
| SQL injection protection            | Query builder uses the PDO parameter which has built-in support for prepared statements [43]. | It offers multiple methods to deal with malicious injection attempts in the database [30]. | Integrated with the third party library "Doctrine ORM" can safeguard against SQL injections if used properly [42]. |
| cross-site request forgery          | Laravel automatically generates a CSRF token for the      | Inserts a hidden CSRF token into Web forms automatically       | By default, Symfony forms provide automatic CSRF protection [42]. |
| (CSRF) Protection                   | user sessions of each application [44].                   | [30].                                                         |                                                           |

3. RESULTS AND DISCUSSION

Strong security determines the effectiveness and overall accomplishments of any application. Regrettably, when it comes to security, many coders skimp because of the lack of knowledge or because development consists of many factors to consider. Frameworks have included many great and easy-to-use security modules to render the application developed by frameworks as secure as possible.

3.1. Authentication

One of the essential factors of the whole web-based project is still authentication. Frameworks include different ready-to-use authentication system that is built-in. Only the models, views, controllers and database migrations that need to be configured by a developer for the application of (e.g., Laravel) to function. If this feature is not included, coders may have to carry out a method of securing a web application in their own way which may sometimes lead to complete missed out of certain vital parts. As mentioned in Table 1, CodeIgniter by default does not include an authentication library [30]. Laravel has a more powerful in-build authentication which is even the motivation behind why the web framework was
developed. The reason for developing the framework was the absence of some vital features, such as user authentication in the CodeIgniter framework, according to Laravel's founder Taylor Otwell [36]. However, between symphony and Laravel, Laravel comes with a more simplified [33] yet, ready-to-use authentication packages [40], Laravel made authentication implementation quite easy. Almost everything is out of the box equipped for a user. The setup file for authentication is situated at config/auth.php, this includes several well-documented alternatives for adjusting authentication services behavior [41].

3.2. Cross-site Scripting

Symfony does not provide default XSS protection, only through a template engine referred to as Twig [42]. The Symfony framework enables coders to use third-party packages to extend their application. Despite its usefulness, third-party packages may bring security vulnerabilities into an application. In addition, the Symfony supports PHP templates (htmlspecialchars), however, this does not default protection for XSS because programmers need to implement clear user output filters, manual code addition is needed which is tedious and error-prone [42]. CodeIgniter has a built-in XSS feature which loads automatically [37]. Laravel provides native support that prevents applications from XSS attacks. By default, Blade{{}} comments are automatically sent via the htmlspecialchars feature of PHP to avoid XSS attacks [41].

3.3. SQL injection protection

In Laravel query builder utilizes PHP data object (PDO), which has built-in support for prepared statements that can safeguard a system against SQL injection attacks [43]. CodeIgniter offers multiple methods to deal with malicious injection attempts in the database [30] e.g. it provides a simplified query binding (also known as prepared data) to allow the system to be put together and to escape the developer's database queries by separating the database syntax and the data when preparing a statement. Symfony is integrated with the third-party library "Doctrine ORM" which can safeguard against SQL injections if the developer used it properly [42].

3.4. Cross-site request forgery

For each active user session controlled by Laravel application, Laravel automatically produces a CSRF "token." This token is used to confirm that the authenticated user is the one who genuinely makes demands to the application [41, 44]. CodeIgniter inserts a concealed CSRF field into web forms automatically. This prevents CSRF attacks by providing web forms a one-time-key token that is incredibly hard for an attacker to imagine when attempting to duplicate the behavior of the form [30]. Forms created with the Symfony form component include default CSRF tokens and Symfony automatically checks them so that a user does not have to do anything to protect against CSRF attacks. In a hidden field called token, Symfony provides the CSRF token by default, but this can be adjusted on a form-by-form basis [42].

4. PROPOSED CONCEPTUAL FRAMEWORK

The proposed framework in Figure 2 is based on common security vulnerabilities in EMR and Laravel features which are on security: authentication, cross-site scripting (XSS), cross-site request forgery (CSRF) and SQL injection as explained in the results and discussion section. Based on the above study, Laravel is integrated with all the security features that can protect against the most common security vulnerabilities in EMR and general web applications. Laravel is preferred against CodeIgniter because as a framework, CodeIgniter did not provide built-in support for authentication and authorization of a user which is vital in developing a secure EMR. Laravel comes with a more simplified and ready-to-use authentication system. Symfony relies on third-party packages which may bring security vulnerabilities. Laravel is the best choice for the implementation of a secure EMR.

![Proposed Conceptual Framework](image)

Figure 2. Proposed conceptual framework
5. CONCLUSION

The electronic medical record faces various challenges related to health data integration and interoperability, user interface and user experience design, health data visualization, security, etc. However, the security of EMR remained a top priority due to the highly classified nature of the records it stores that are beneficial to cybercriminals. This paper reviewed the common security vulnerabilities faced by the EMR and proposed a conceptual framework that would minimize these vulnerabilities through Laravel security features and best practices.

The security features of the three most popular and powerful PHP frameworks have been reviewed and compared, Laravel ensures a much more secure EMR by protecting against the various attacks mentioned in this paper through its best out-of-the-box security features, minimizing the attack surface area by default. However, by default, no framework can fully protect the EMR from the cybersecurity threats it faces. Developers need to adopt good security practices. At the end of the day, Laravel is a framework and depends on how developers use it.
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