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ABSTRACT

Cloud storage is considered to be the most critical factor in decision making for users as it largely scales down the infrastructure in terms of size, cost and design. Considering factors such as local storage cost, maintenance a single server model can support multiple users on a needed basis. This raises concerns for integrity verification i.e., assuring the correctness of the data stored available in cloud. The proposed auditing algorithm suggests and investigates digital signature for integrity verification. A Modified Version of Elliptic curve digital Signature Algorithm is proposed for auditing the task. The main focus of this study is to address problems such as privacy preserving, public auditing. In addition, the performance of the auditing task is optimized. Data dynamics have been modeled through various data operations such as block insertion, deletion and block modification. Extensive theoretical and experimental analysis presented in the paper shows that security, performance of the proposed algorithm are improved in terms of verification time of the auditing process.
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1. INTRODUCTION

Data Storage has been widely considered the prominent snag among the services of Cloud Computing. Nowadays, the number of clients for storing their data has been on the increase. Moving data into the cloud helps the end users by freeing up hard disk space and it also reduces the cost of maintenance because the data center handles it. One of the biggest concerns in the cloud data storage is data integrity verification. Examples of data loss incidents of cloud storage services emerge from time to time (Armbrust et al., 2009). As users do not maintain the local copy of the outsourced data, there are chances for the cloud service providers to deceive the user about the status of the outsourced data. Cloud service providers have the chance to hide the loss occurred to the outsourced data from the users. Various methods have been proposed for data correctness verification on behalf of cloud users (Buyya et al., 2009). The verification of the outsourced data must be done periodically by the user. The cost of verification of the outsourced data is considered to be formidable and expensive for cloud users (Ateniese et al., 2007; Buyya et al., 2009; Wang et al., 2009b). Hence, the cloud users may possibly offer the auditing service to the Third Party Auditor (TPA). The TPA acts as a representative of cloud users who can often check the integrity of the data stored in the cloud. The result of the auditing task will be in favor of the cloud users to improve their cloud based service platform.

The idea of public auditability has been discussed in various papers (Wang et al., 2011; 2009a; 2010b; 2009c). Public auditability allows the third party auditor to do the auditing task. Privacy of the data is
considered to be an important factor because the auditing task is done by a third party auditor (Ateniese et al., 2007; Marshal, 2013; Erway et al., 2009; Hao et al., 2011) and also the data may be exposed to the TPA. This kind of complication affects the security of the protocols in cloud computing. Public auditability can be done with the help of the TPA without retrieving the whole copy of the data outsourced. Remote integrity protocols have been implemented in (Armbrust et al., 2009; Ateniese et al., 2007; Buyya et al., 2009) which concentrates not only on public auditability but also on privacy against verifier, data dynamics and public verifiability. The advanced features of Remote data integrity checking protocols are as follows:

- Privacy against verifier: The representative of the cloud user audits the outsourced data and reports to the cloud user without acquiring any knowledge of the content that has been verified.
- Data dynamics: Data stored in the cloud can be accessed by the users. In addition to the access feature, users might do other operations such as modification, deletion and insertion on the outsourced data.
- Public verifiability: This feature allows any of the clients to perform the auditing task and report to the data owner if any discrepancies are found.

The features of remote data integrity checking protocol are considered in all real time applications. A document uploaded by the user can be accessed by other clients based on the mutual trust developed between them. In addition to the access facility, data owner may further modify, delete or append a portion of the data uploaded earlier. Hence during the design of remote data integrity checking protocol certain factors such as data dynamics, public audit and privacy must be taken into consideration. Advanced features of remote data integrity checking protocols have been focused in protocols (Xiangtao and Yifa, 2012). Ateniese et al. (2007) has devised a protocol to support data dynamics at the block level including operations such as modification, insertion and deletion. The protocol also in turn supports the block appending operation. Wang et al. (2011) has concentrated on the special feature “data dynamics”. The protocols in (Wang et al., 2009a; 2011) support privacy against third party verifiers. The key factors of cloud data storage are public auditability and data dynamics. An efficient algorithm has been proposed by considering the factors like data dynamics, public auditability and privacy against verifier.

Our contribution can be summarized into three main points:

- An efficient modified version of digital signature algorithm is proposed to implement the public verifiability scheme. This algorithm efficiency is proved through concrete implementation and comparisons with the state of the art.
- Our scheme is extended to support full dynamic data operations performed in block level.
- Theoretical and experimental analysis has been done to test the efficiency of the algorithm.

2. RELATED WORK

Traditional cryptographic methods for data integrity based on hash functions cannot work on the outsourced data. Downloading the entire content of the file is not a practical solution for data validation, because it leads to time consumption and expensive transaction. Various traditional approaches such as challenge response protocol have been used to check for data validation in cloud storage. Certain researchers have focused their attention on remote data possession checking schemes to prove the data integrity through public auditability. Remote data possession schemes can be categorized in two types namely Provable Data Possession (PDP) (Wang and Ren, 2010a) and Proof Of Retrievability (POR) (Ateniese et al., 2007; Shacham and Waters, 2013). The difference between PDP and POR is that POR can check the possession of data and recover data in case of failure and also detect the integrity of the data if it is tampered with even below a threshold level. Ateniese et al. (2007) developed a scheme for Provable Data Possession (PDP) model which utilizes the RSA-based homomorphic authenticators for auditing outsourced data and the scheme involves sampling a few random blocks of the file (Ateniese et al., 2007). This scheme does not support public auditability and the number of audits is limited to a bound. Xiangtao and Yifa (2012) proposed a new remote data integrity checking scheme for cloud storage which uses a “Proof Of Retrievability” (POR) model to give a more meticulous proof of their scheme (Xiangtao and Yifa, 2012). To ensure both possession and retrievability of remote data files they have used spot-Checking and (ECC) error correcting codes. This scheme lacks the support of dynamic updates and public auditability. Proposed the first method in the dynamic PDP scheme (Erway et al., 2009). Skip data structure has been implemented to facilitate data possession with dynamic support. Its efficiency is questionable because the search time to insert a block and finding a particular block is
longer than is in trees. Wang et al. (2009a) implements a
dynamic architecture for public checking (Wang et al.,
2011). The challenge-response protocol is used for
determining the data correctness, hence possible errors
are located. However, the performance of this protocol
greatly affects the practical application of their scheme.
Zhuo Hao, Sheng Zhong and Nenghai Yu recommend
privacy-preserving remote data integrity checking
protocol with data dynamics and public verifiability
(Hao et al., 2011). The drawback with this scheme is
that there is no clear mapping relationship between the
data and the tags. Data dynamics is supported only at
the block level. Data integrity must be verified
frequently by the data owner through the auditing task.
Frequent auditing task leads to time consumption and it
is expensive also. Various researchers suggest solutions
by introducing the Third Party Auditor. As a result of
this, the cloud storage providers and data owners can
choose a Third Party Auditor (TPA) for the periodic
auditing of the data outsourced by the data owner as
proposed by (Zhu et al., 2012). Consider a storage
system which consists of cloud service provider that
operates cloud server, a client who uploads a file onto
the cloud and a Third Party Auditor (TPA) who
computes and verifies for data integrity. The clients
store their data in the cloud server without taking a
copy of it. For any client to check for the data integrity,
it is of critical importance (Yang et al., 2012) that the
server must ensure for data integrity. If the cloud server
modifies any piece of data, the client must be able to
discern it. Data must be kept private against the third
party verifier. Juels and Kaliski (2007) proposed a
scheme by introducing special scheme blocks called
sentinels among the data blocks for proof of
retrievability. To ensure data integrity verification the
sentinels have to be verified by the verifier.
Maintaining the sentinels at the data owner side leads to
the storage overhead when the thin clients are used.
Error correcting codes along with the sentinels are
stored on the server side. The drawback in this scheme
is that the cost of storage is high. Sravan and Saxena
(2011) encrypt only a few bits of data per data blocks thus
reducing the computational cost.
They introduced a metadata verification scheme for
integrity verification. This may not be suitable for all
applications and files of large size. Hao et al. (2011)
devised a new remote data integrity checking protocol
which involves data dynamics at block level and it
supports public verifiability without the help of a third
party auditor. An efficient modified version of Elliptic
curve digital signature algorithm is implemented to
reduce the data integrity verification time. We have
tested the efficiency of the algorithm through
theoretical and experimental analysis.

2.1. Data Integrity Checking

The paper proposes a remote data integrity
checking protocol for cloud storage that addresses the
following features:

- Confidentiality: The confidentiality of the
outourced data is protected from CSP and TPA
- Authentication: An authenticated user can access the
document by the mutual trust maintained between
the parties
- Data dynamics: Data can be remotely updated by the
 corresponding data owner through operations such as
 modification, deletion, append and insertion
- Privacy against verifier: Verifier can perform the
task without the knowledge of the data

Small key size: Keys generated and used for
encryption are considered to be comparatively smaller in
size. The size of a DSA public key is at least 1024 bits,
whereas the size of an ECDSA public key would be 160
bits. At a security level of 80 bits, an attacker needs the
equivalent of about 2\(^{80}\) signature generations to find the
private key which is very difficult.

3. SYSTEM MODEL

A cloud storage system consists of three entities
namely Data Owner (DO) and a Cloud Server (CS)
under the control of a Cloud Service Provider (CSP) (as
illustrated in Fig. 1 In this cloud computing paradigm,
the DO stores the data in the CS without retaining a
local copy of it. The critical importance in outsourcing
data is that either the data owner or any public verifier
has to verify the data for integrity verification. When
the server modifies the data, the DO must be able to
detect it. Data integrity verification task is done by
computing digital signatures (Lindell, 2010). The
verifier queries the server randomly to provide the hash
value of the message. Keeping the hash value of the
message, the verifier computes the digital signature and
sends it to the DO. The DO then verifies the digital
signature and identifies the modifications found if any.
To ensure the correctness of the user’s data, an efficient
algorithm based on digital signatures is used. Digital
signatures are used for revealing the identity of the
sender of the document and also ensuring that the
original content of the document sent by the cloud
service provider is not modified.
Among the various digital signatures, the Elliptic Curve Digital Signature Algorithm (ECDSA) is the fastest signature algorithm generating the short signature. But it is known widely that the verification process of ECDSA is slower than that of the signature generation process. Hence, an algorithm to prove the data integrity by using a modified Elliptic Curve Digital Signature Algorithm (ECDSA) is proposed. The objective of the proposed algorithm is to improve the performance of the integrity verification and optimize the audit schedule by reducing the time complexity of the signature verification. And, the improvement in the digital signature is proved through mathematical relationships.

4. ARCHITECTURE OF THE PROPOSED MODEL

The Data Owner (DO) is an entity who uploads a file or an archive onto the cloud. DO’s rely on the cloud service provider for the data maintenance and computation. Cloud Server (CS) is an entity who receives the data sent by the data owner. The cloud server stores the data and the CSP controls the cloud server. Signature generation and verification is done with the help of elliptic curve digital signatures. DO preprocess the file and generates signatures for all the blocks:

- Post request for data integrity
- Sends feedback
- Hash code
- Request for hash code
- Evaluates Signature Scheme & Compares

5. ELLIPTIC CURVE CRYPTOGRAPHY

Elliptic curve can be defined over finite fields and real numbers. An elliptic curve (Amara and Siad, 2011) over the real numbers is defined in the form of the equation as $y^2 = x^3 + ax + b \pmod{p}$, where $x$, $y$, $a$ and $b$ are real numbers. An elliptic curve group over the real numbers and finite fields (Shanmugalakshmi and Prabu, 2009; Khalique et al., 2010) consists of the points on the curve, along with a special point $\infty$, called the point at infinity which will be the identity element.

The order of the elliptic curve can be defined as $P \in E(F_q)$, where $q = p$ or $q = 2^m$ where $m$ is the smallest integer $r$ such that $rP = \alpha$. The order of the curve, is the number of points of $E(F)$, denoted by $#E(F)$. In our paper, the order of the curve is determined by the block size of the data that the user uploads onto the cloud. Data integrity is verified by downloading the entire content of the file or metadata of the file. Accessing the entire file and checking for integrity verification leads to I/O cost and time constraints. Hence, to overcome these drawbacks, a scheme is devised to verify data integrity by computing the digest value ($M_d$) for the whole data. The digest value sent by the server to the verifier is used for computing digital signatures and it is also verified. If both the values are same, then a report is generated to show that the data has not been modified by the server or any intruder.

In this study a remote data integrity protocol based on Elliptic curve digital signature is implemented. We consider a file ‘F’ of size ‘n’ is divided into blocks ‘b’ of
equal lengths ‘n’ where f = b₁, b₂, b₃,…… bₙ and b = |f|/n. Data owner preprocesses the file before uploading it onto the cloud. Data owner computes the signatures for the blocks since the files are divided into blocks. The data owner maintains a table to store the information about the uploaded files as shown in Table 1. The table contains the following fields.

TPA maintains the same information maintained by the DO. Table 2 is maintained by the CSP. CSP receives the information regarding the operation that has to be performed on the block. This information is stored in a lookup table along with the location of the block. A table is maintained in order to reduce the searching time.

DO might randomly chose the blocks for integrity verification. When the DO needs to verify the integrity of the data, it posts a request to the TPA which in turn sends the request to CSP. TPA posts the request to CSP to compute the hash code for the corresponding block. CSP computes the hash code and sends to the TPA. TPA refers to the table and computes the signature with the received hash code and compares for variation. If there is no difference, it sends the message to the data owner. If the data owner needs to do any operation on the block, it has to run the function update (blk no, Key, Sign, ‘M’) to the TPA. TPA updates the table with the received information. It sends the information to the CSP and runs the function as opt2 (blkno, ‘M’). When the CSP gets the information about the operation on the block, it does the corresponding operation on that block. The speed for identifying the location of the block is fast since its address is maintained in the table.

5.1. Key Generation

The data owner selects a random number x \( \in \mathbb{Z}_p \) and computes the private and public key. The domain parameters D = (q, FR, a, b, P, n, h) and the associated public key, private key pair pp \( \rightarrow (d, P_d) \) is used.

| S. No | Block No | Key | Signature | Operation |
|------|----------|-----|-----------|-----------|
| 1 | 1 | K1 | S1 | Either of this (m, i, d) (m-modification, I-insertion, d- deletion) |
| 2 | 2 | K2 | S2 | Either of this (m, i, d) |
| 3 | 3 | K3 | S3 | Either of this (m, i, d) |

5.2. Signature Generation

Data owner runs the Signgen() to generate the signatures for each block. The files are divided into blocks and signatures are generated for all blocks F = \{b₁, b₂, b₃,……bₙ\}. Functions that are carried over by the three entities DO, TTP, CSP have been discussed further.

5.3. Correctness and Security Definitions

Definition 1: Correctness

Our protocol proves to be correct if whatever algorithms are executed honestly, the output will accept correct signature (Lindell and Pinkas, 2009). The output of the function Verify \((\alpha, (U_n, V_n))\) will be \{TRUE\} even after the blocks modifications.

Thus our protocol is proved to be correctness under computation scheme of two party protocol.

Definition 2: Security

Our protocol is said to secure against adversary since it cannot convince the verifier to accept the wrong result.

Consider a game between the antagonist and the challenger. The challenger makes a query to the verifier for the verification of certain blocks integrity by initiating the Keygen () and Signgen ().The verifier in turn posts the query to the prover for the hash code of the corresponding block for verification. The antagonist can play the part of the server. The antagonist runs the function and the hash value is generated. Hash value is calculated as mentioned in the Equation 1 below:

\[
H_{\text{Comp}}(b_i, P_{d}) \rightarrow \sum_{\beta_i}^x \beta_i
\]

The goal of the antagonist is to win in the game by cheating the verifier in trying to generate valid responses (\(\beta_i\)) that are acceptable and pass the integrity verification.

6. ALGORITHM FOR MODIFICATION OF A BLOCK

Suppose the data owner wants to modify a block in a file, DO has to post the request to the TPA and CSP. DO sends the corresponding block number bᵢ to replace with the block number bᵢ.

DO construct the function F (update, delete, insert) and sends it to the TPA and the server upon receiving the request, the TPA runs the function update-TPA (blkno, key, sign, ‘M’).The TPA replaces the new block number, new key and signature with the old block number and other details.
When the server receives the message as an update, it searches the block table for the corresponding block number and the location of the block where it has been stored. After identification, the server replaces the block \(b_i\) with the block \(b_i^*\) and the server runs the function Update_CSP (blkno, Op_status, Beg_addr, End_addr) in order to modify the status and address of the block if any changes are done.

6.1. Algorithm for Insertion of a New Block

Data modification refers to modifying an existing block, whereas insertion refers to the addition of a new block. Suppose the data owner needs to insert a new block in the file, DO has to send a request to the TPA and CSP. DO execute the function F (update, delete, insert) and sends it to the TPA and the server.

When the TPA receives a request, the TPA constructs the function insert \((b_i, b_i^*, Key, Sign, \text{'} I\text{'} )\). The new block number \(b_i^*\) will be inserted after the block \(b_i\). As a result of this function, the block table gets updated with the new key.

6.2. Algorithm for Block Deletion

If the data owner wants to delete a block, DO make the function F (update, delete, insert) and sends the message to the TPA and CSP.

Upon receiving the request, the TPA executes the function delete \((\text{blkno}, \text{key}, \text{sign}, 'D')\) in order to remove the details of the block. Deletion of a block will move the latter blocks forward.

When the server receives a request from the DO, it checks in the block table for the location of the block. It deletes the block from the corresponding location and the block table gets updated as a result of this.

Signgen \((\beta, K)\): The data owner possesses the files that are to be uploaded onto the cloud. DO has to execute this function to compute signatures for the blocks. Before computing the signatures, the file F is divided into blocks \([b_1, b_2, b_3, \ldots, b_n]\). For each block the data owner has to generate signatures by computing the function given below Equation 2 and 3:

\[
\text{Signgen}(\beta, K) \rightarrow (U, V) \rightarrow \sum_{i=1}^{n} (\beta \times K_i + U_i) \mod n
\]

Let:

\[
S \leftarrow (U, V)
\]

Proof \((\beta)\): When the DO wants to verify the integrity, it raises the query as a function \(\text{chal} (b_i)\) for random checking of the data. When the TPA receives the request, it passes on the request to the CSP. Therefore, the CSP in turn runs the function to compute the hash value of a block as calculated in Equation 1 and the hash value for the corresponding block is generated and sends \((\beta)\) to the TPA. Upon receiving the hash value of the block \((\beta)\), the TPA generates the signatures for the corresponding block for further verification:

\[
\text{proof}(\beta) \rightarrow \alpha_i
\]

Let:

\[
\alpha_i = (V_i - U_i)G(\mod f) \beta^{-1}
\]

Verify (): This function is to check for the variations in signatures. When the TPA computes the signatures for the corresponding block based on the hash value sent by the CSP, TPA has to prove for the data integrity. It has to validate the response by executing this function.

\[
\text{Verify}(\alpha(U_n, V_n)) \rightarrow \{\text{TRUE, FALSE}\}
\]

If the result is true it shows that the signatures are the same, then TPA sends a message to the data owner that integrity is maintained. If the value is false then it proves for data integrity violation.

Considering Equation 4:

\[
\text{proof}(\beta) \rightarrow \alpha_i
\]

From Equation 5:

\[
\alpha_i = (V_i - U_i)G(\mod f) \beta^{-1}
\]

Cancelling \(U_i\) Equation 6 becomes:

\[
K \times G
\]

Hence it is proved that from the Equation 5 and 6, the signatures computed are the same.

7. SECURITY AND MATHEMATICAL ANALYSIS OF THE PROPOSED PROTOCOL

This section deals with the security analysis of the proposed protocol in two ways. The proposed protocol is proved to be secure in two ways:

- If client and server are considered to be honest, the server can pass the verification phase effectively
- The server must be proved as a trusted server
Theorem 1
The server can pass the verification phase successfully if the client and server are considered to be honest.

7.1. Proving by theorem of contradiction

Assumption
Assume the negation that the server fails in the verification phase.
On receiving the request from the server, the server runs the function $HComp(b_i, P_{uk})$ and generates the hash value for the corresponding block. The server sends the hash code ($\beta_i$) to the TPA for further comparison. The TPA generates the signatures $\alpha_i$ by running the function $proof(\beta_i)$. Then the TPA runs the function $verify()$ to compare the signatures. If the function returns false, it is a proof that our assumption is false.

Conclusion
Thus it is proved to be true because it has an opposite truth value to the assumption.

Analysis

to prove $\{a_i(u_i,v_i)\} \rightarrow \{TRUE, FALSE\}$

(7)

To prove Equation 7, consider (1):

$Signgen(\beta_i, K_i) \rightarrow (U_i, V_i) \rightarrow \sum_{i=1}^{n} (\beta_i \times K_i, U_i \mod {n})$

(8)

Equation 8 implies as

$(\beta_i \times K_i + U_i) \mod {n} + (\beta_2 \times K_2 + U_2) \mod {n} + \ldots + (\beta_n \times K_n + U_n) \mod {n}$

(9)

Considering $S_i = (u_i, v_i)$

To verify the signature for a sample block, From Equation 5:

$\alpha_i = (V_i - U_i)G(\mod{f})\beta_i^{-1}$

From Equation 6:

$(\beta_i K_i + U_i - U_i)G(\mod{f})\beta_i^{-1}$

Canceling $u_i$ in Equation 5:

$\beta_i K_i G \mod{f} \beta_i^{-1}$

By following $a, a^{-1} = 1$:

$\cdots (k, G) \mod{f}$

Hence it is proved that the server passes the verification phase if the client and the server are honest.

Theorem 2
The server must be proved as a trusted server.
We can prove this theorem by the method of proof by contradiction.

Assumption
Assume the negation that the server is untrusted.
When the client or the data owner is ready to verify for the data integrity, the DO sends the request to the TPA which in turn sends the request to the CSP. The CSP must compute the hash code for the randomly chosen block ($\mu$) and sends it to the TPA for further integrity verification. The TPA runs the function $verify()$ to compare the signatures. If the function returns false, then it is proved that our assumption is false.

Conclusion
Thus it is proved to be true because it has an opposite truth value and hence contradiction.

8. EXPERIMENTAL RESULTS AND PERFORMANCE ANALYSIS OF OUR PROPOSED ALGORITHM

The auditing mechanism is carried over between the TPA and data owner. Our work is implemented in an Intel Core processor running at 1.86 GHz, 2048 MB of RAM, 250 GB Serial ATA drive. Our algorithms are implemented in the Java Language. The elliptic curve used in this algorithm is curved over prime fields GF (p) and it can be among P-192, P-224, P-256, P-384 and P-521. Among the curves we have used P-256 for showing the performance. The sample file size taken in our paper is 1 GB Using Elliptic curve digital signature algorithm, the signatures for the blocks has been calculated as shown in Fig. 2. A block table maintained by the DO is shown in Fig. 2.

DO and TPA maintains a block table as shown below in Fig. 3. The operation field in the block table denotes the type of block operation that is to be performed by CSP. The block table contains signatures and keys for all the blocks. The field “Operation” shows the status of the block operation.
CSP maintains the block table which stores the information about the location of the block stored in the space provided by the server in the provider. The field “Start Addr” and “End Addr” refers to the location of the block. The details are given in Table 2.

8.1. Comparison of Traditional and Proposed Modified Version of Ecdsa Algorithm

When the DO needs to check for data integrity, DO sends the request to Third Party Auditor (TPA). On receiving the request, the TPA verifies the signatures. The improved version of ECDSA is used by the TPA for signature verification. Traditional ECDSA takes much time for signature verification. But our proposed algorithm takes lesser time when compared with the time taken by the traditional ECDSA. The below Fig. 4 shows the comparison of time taken for signature verification.

8.2. Analysis of Key Size and Computation Time

The evaluation of our proposed algorithm is done by measuring the storage size and key size and
computational time. The simulation of DO, TPA and CSP has been done on a Windows system with an Intel core processor at 3.16 GHz CPU and with 16 GB RAM. The elliptic curve we used is P-256 with the file size as the order of the curve. Coding was written in Java and was tested on Windows platform. The file size starts varying from 10 KB. The proposed algorithm evaluation results are shown in terms of showing computation time and memory usage for various storage sizes. The Computation time increases when the storage size is increased. The computation time is increased for various storage sizes like 64 kbps, 128 kbps and 256 kbps. Fig. 5 shows the illustrations of computation time for different no of users at storage 64 kbps.

The Computation time increases since the key size is increased. Increasing the key size will lead to increase in memory usage and it is shown in Fig. 6.

A case study has been done on considering the various storage size and different number of users for various session size. From the various graphs it has been interpreted that the computation time and memory size increases when the session size increases.

9. DISCUSSION

We compare our proposed scheme with other existing verification schemes as shown in Table 3. Hao et al. (2011) RSA has been used for verification. The key length for RSA has increased over recent years and thus it generates processing burden on applications using RSA. To avoid this burden, we proposed Elliptic Curve Digital Signature algorithm for verification scheme.

Our proposed scheme shows that it is private against the TPA since the data is encrypted before it is outsourced. Through our theoretical and experimental analysis our proposed protocol is proved to be efficient.
Fig. 6. Shows Memory usages for Different no of users at storage 128 kbps

Table 3. Comparisons of proposed algorithm with existing protocols

| Type of guarantee | S-PDP(2) deterministic | 9 probabilistic | Probabilistic | DPDP (Erway et al., 2009) | 23, 24 | 25 | Zhuo Hao deterministic | Proposed algorithm deterministic |
|-------------------|------------------------|---------------|--------------|---------------------------|-------|---|-----------------------|--------------------------------|
| With the help of TPA | No                     | No            | Yes          | No                        | Yes   | Yes | No                   | Yes               |
| Public verifiability | yes                    | no            | Yes          | No                        | Yes   | Yes | Yes                   | Yes               |
| Data dynamics      | Append Only            | Yes           | Yes          | Yes                       | Yes   | Yes | Yes                   | Yes               |
| Server computation | O(c)                   | O(n)          | O(c log n)   | O(c log n)                | O(c)  | O(s) | O(n)                 | O(c)              |
| Verifier computation | O(c)               | O(n)          | O(c log n)   | O(c log n)                | O(c)  | O(c+s) | O(n)                 | O(c)              |

n is the block number, c is the sampling block number and s is the number of sectors in a block

10. CONCLUSION

In this study we propose an efficient modified version of Elliptic Curve Digital Signature Algorithm for data integrity verification task. The proposed algorithm supports data dynamics, public verifiability and proved to be secure against the auditing schedule. Extensive experimental and theoretical analysis shows that the proposed algorithm is provably secure and efficient. Accessing time of a particular block for deletion or modification is very fast since their location is been indexed.

The future work aims to extend the focus in one of the most important factor in security i.e. authentication that can be bound with integrity. The most critical characteristics of security namely CIA can be incorporated with the Service Level Agreements that acts as a legal bonding between the DO and CSP. Integration of CIA with SLA could be given more attention in our future work.
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