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Abstract
Scheduling courses is a routine job in academic activities at a college. In its implementation, the scheduling process is not easy to do because many factors need to be considered, several factors that are considered, such as the willingness of lecturers to teach, the availability of classrooms. Besides that, it is also necessary to pay attention to the number of classes in each subject. Course scheduling is a combination of courses, days, time, lecture space, and consideration of lecturers' willingness to teach. To solve the course scheduling problem, a system that can handle the scheduling process is needed. The method that can be used to solve this problem is to use the Genetic Algorithm approach. The genetic algorithm is a scheduling algorithm that can combine lecture time and space automatically by applying a natural or gene selection system. Based on the research that has been done, the genetic algorithm can solve scheduling problems quickly, which only takes 15 seconds for 78 classes and uses as many as 16 chromosomes. Also, the fitness value of all chromosomes is 0, this means that the scheduling results obtained are optimal.

Keywords: Scheduling System, Course Scheduling, Genetic Algorithms

INTRODUCTION

The course scheduling activity is an activity that is very important for the implementation of a good and orderly teaching and learning process (Suhainingsih, 2015) Where the learning process involves facilities and resources, not only involving lecturers who teach, but also students who will learn. In the process of making a lecture schedule, several things are quite complicated, such as allocating courses, class schedules related to the day and time, space or place of the lecture, and also the lecturer who will teach the course. Where in the allocation process, it must ensure that there are no conflicts between courses, lecture time, and lecture halls (Sari, Alkaff, Wijaya, Soraya, & Kartikasari, 2019).

The process of making lecture schedules at the Faculty of Engineering, Pancasila University is currently managed by the faculty academic staff. Where in the process of making a lecture schedule through several steps, first the study program staff will make a lecture schedule that contains courses and also teaching lecturers, then the data will be
submitted to the faculty academic staff. Then after that, the academic staff will summarize each schedule given by the study program and managed using the Microsoft Office Excel application (Azizah & Ramadhani, 2011). The process of making this lecture schedule will take a very long time (R. F. Nugraha, 2018), and one must also be careful in paying attention to the lecture hall used and the time set (Salim, 2016).

To facilitate the activities of making and preparing lecture schedules, an information system that can solve scheduling problems can be made and can arrange class schedules automatically according to predetermined limits (Mittal, Doshi, Sunasra, & Nagpure, 2015). With this course scheduling information system, the process of preparing lecture schedules will be very easy and fast where academic staff only need to enter course data, lecturer data, lecture room data, lecture classes, and request for lecturer schedules if any.

To create a scheduling system automatically, an algorithm is needed that can solve scheduling problems. One of the algorithms that can be used is the genetic algorithm (Laksono, Catur Utami, & Sugiarji, 2016). With genetic algorithms, the scheduling process no longer takes a long time like making class schedules manually. With this genetic algorithm, class schedules which are a combination of courses, lecturers who teach, lecture halls, and lecture times and days will be randomized and a combination made according to the limitations that have been determined at the time of making the system.

Genetic algorithms are algorithms that attempt to apply an understanding of natural evolution to problem-solving tasks (Setiawan, Herwindiati, & Sutrismo, 2019). The approach taken by this algorithm is to randomly combine various optimal solution choices in a collection to get the next best solution generation, namely in a condition that maximizes its suitability and conforms to predetermined limits (D. W. Nugraha, E.Dodu, & Saud, 2017).

In this study, the lecture scheduling system is made in the form of a desktop application, where the programming language that will be used is the Java programming language and uses the Apache Netbeans IDE 11.3 software as a tool for writing lines of code, besides that MySQL is also used as database processing.

**RESEARCH METHODS**

**Types of Research**

This research is experimental research, where the results obtained are based on the best test results.

**Time and Place of Research**

This research was conducted in July 2020, which is located at the Faculty of Engineering, Pancasila University.

**Procedure**

The method used in this research is the genetic algorithm method. First, the data needs to be represented so that the data can be understood by genetic algorithms. The process of representing data is called encoding. After the data is represented, the data will be obtained by the genetic algorithm, before explaining the stages of the genetic algorithm, several terms in the genetic algorithm must be known, the following are explained in Table 1:

| No. | Keywords      | Definition                                                                 |
|-----|---------------|----------------------------------------------------------------------------|
| 1   | Genes         | Genes represent the day, time, and space specified for lecture classes      |
| 2   | Allele        | Represents class Subject                                                   |
| 3   | Chromosomes   | Collection of Genes, in other words, chromosomes is a course schedule for one week |
| 4   | Population    | A collection of course schedules                                          |

After knowing the terms in the genetic algorithm, the following are several processing stages, namely building the initial population, evaluating the value of fitness, selection, crossbreeding, and mutation. The following is an explanation of each process in the genetic algorithm:

1) Initial Population

Course scheduling includes components of courses, lecturers, days, hours (time), and lecture halls. To make chromosome models there are several components, namely subjects, days, hours, and space. The initial population formation of course scheduling is n chromosomes. Where n is a candidate for the number of courses. Each gene on a chromosome represents one lecture.

2) Evaluate the value of Fitness

After a chromosome is formed, the next step is to determine the Fitness Value for each chromosome. The fitness value is a determinant of whether the chromosome is good or not. The Fitness value is obtained from the number of Hard Constraint violations committed on 1 chromosome. Figure 1 below is the evaluation flow of Fitness Values.
The rules (constraints) and Fitness weights that are applied in this scheduling system are as follows:

| HC  | Rules                                                                 | Fitness Value |
|-----|-----------------------------------------------------------------------|---------------|
| 1   | One room can only be used by one course on certain days and hours     | Offense = 1 if there are two courses in the same room, hour and day |
| 2   | A lecturer can only teach one subject at the same time                | Violation = 1 if there are two or more courses taught by one lecturer |
| 3   | Subjects for a certain semester cannot be at the same time except for the same subject and different lecturers | Violation = 1 if there are two or more same courses for the same lecturer at the same time |

In the evaluation stage of Fitness values, chromosomes can be said to be optimal or a perfect solution if the Fitness value is equal to 0 (zero). The flowchart will start by executing all chromosomes. Each chromosome will be executed to find the Fitness value by running the Rule Execution method().

3) Selection
Selection is a process that will determine the components that will become candidate parents to form a new chromosome. In this selection process, a selection model is carried out using the Roulette Wheel Selection method concerning Fitness. The smaller the Fitness value, the more chromosomes are selected as parents for the next population. Figure 2 below is the flow of the algorithm for sorting chromosomes based on the high Fitness value:

4) Crossover
Crossover is the process of combining two chromosomes from two selected parents. The result of this combination will later form new chromosomes. The system is made using 4 chromosomes in 1 population where the 1st and 2nd chromosomes are slots that are reserved for the selected parent candidate. Chromosome selection is carried out based on Roulette While Selection. Meanwhile, the 3rd and 4th chromosomes are the chromosome slots that will be used for child candidate slots. Child chromosomes (3 and 4) in the previous iteration will be replaced by new chromosomes in the next iteration. This process will occur based on natural selection. For the scheduling case of this course, the One Point Crossover method is applied. Figure 3 below is the crossover algorithm applied in this study.
5) Mutation
The mutation process is the exchange of genes from one gene to another in a chromosome. The mutations used in the scheduling system are ordinary. Ordinary mutations are mutations that do not pay attention to the Fitness value on a chromosome. All genes have an equal probability of being mutated.

Data, Instruments, and Data Collection Techniques
The data used is in the form of secondary data (pre-existing data) and is managed by the academic staff of the Faculty of Engineering, Pancasila University. The data used are in the form of lecturer data, classroom data, course data, and data on the number of credits for each course. The data was obtained from the Faculty of Engineering academic. These data are used in the creation of a course scheduling system using Genetic Algorithms.

Data analysis technique
In this study, evaluation is carried out by testing with the Black box testing method, this method applies testing by running or executing modules on the system being made, then the module is observed whether it is by the desired business process or not. The expected result of this scheduling system is an optimal lecture schedule (has predefined rules), the optimal scheduling has a value of Fitness = 0 on each chromosome.

RESEARCH RESULTS AND DISCUSSION
Application Scenarios The method used
The initial population is generated randomly and then the evaluation process is carried out for each chromosome. The length of one chromosome is n genes. where n is the product of the number of lecture days, the number of rooms available, and the amount of time available. Mapping on chromosomes will apply the time slot in the course hour, each time slot consists of 2.5 hours, assuming each subject has 3 credits (1 credit = 50 minutes, so 3 credits = 3 * 50 minutes = 2.5 hours). Table 2 below is a grouping of hours in one day.

| Code | Time       |
|------|------------|
| 1    | 08.00 – 10.29 |
| 2    | 10.30 – 12.59 |
| 3    | 13.00 – 15.29 |
| 4    | 15.30 – 17.59 |

The table provides a brief description of time grouping within one day. If 10 hours are used for
each room, then the mapping of the space in the chromosomes is 4 times for each room in 1 day. Each time slot will be presented with 1 gene. Where genes are candidates for a particular lecture class. Mapping to determine the length of a chromosome is by counting the number of lecture days (h) * the number of rooms (r) * the number of lectures for 1 day in a room (w). If the formula is formed, we get $n_{gen} = h * r * w$. For example, in the Engineering faculty, there are 5 lecture days with 10 lecture halls and in one day there are 4 lectures in one room, the chromosome length is $n_{gen} = 5 * 10 * 4$, which is 200 genes.

In system design, $n_{gen}$ is a representation of the length of 1 chromosome, where the chromosome is a 1-week course schedule. Apart from the lecture time component, class lectures are also an important component in the scheduling system. Where the lecture class table consists of the class code, course code, lecturer code, and also the class. The college class data will be implemented into chromosomes, each class will be assigned a random gene index. This means that each class has a different gene index (slot). Where the gene index is not occupied by any college class will be coded with 0, which means that there is no class at that time. Table 3 below is a mapping of a chromosome that is formed.

In Table 3 above, it can be seen that genes represent the entire time slot, while allele is the value that contains the lecture class. The following is the overall chromosome mapping by combining the day, space, time, and class of lectures within one lecture week:

**Table 4. Chromosome Mapping**

| Gen | Allele |
|-----|--------|
| 0   | 1 5 7 0 1 2 4 5       | 200 |
| 1   | 5 6 7 0 1 2 4 5       | 56  |

After getting the chromosomes, the chromosomes will then be inserted into the population, in other words, the population is a collection of course schedules. In program design, 1 population consists of 4 chromosomes. If it is illustrated, the population design built for iteration 1 (initial population) is as shown in Figure 4 below.

**Random Algorithm**
1. Create a variable r of type random
2. Create a variable day of type int. Set value as 5
3. Create a variable time of type int. Set value as 4
4. Create a matkul variable of type int set with the length of the lecture class
5. Create a gene named data throughout (day * space * time)
6. Create a Boolean variable called to check which functions to check whether the college class is on the chromosome or not
7. Create a variable N of type int set with matkul
8. For i = 0 to data length, do step 9
9. Create a new blank gene set equal to blank courses and space-time days according to the gene location
10. For i = 0 until matkul do step 11
11. Set all checks to false. This indicates that the course is not yet on the chromosome.
12. For i = 0 to the length of the request data, perform steps 13-15
13. Set class check requests with true. Indicates that the course has been in the chromosome
14. Subtract N as many as the Requests course
15. Create an index variable of type int set with 0
16. When N does not equal 0. Perform steps 18-22
17. Create a capture variable of type int set with a random value of data length
18. Checks whether the check to index is true. If yes, then increase the value by 1. Otherwise, go to steps 20-22
19. Check whether the catch position gene slot is empty. If so, enter the course class under Gen.
20. Subtract 1 from the value of N
21. Add index value with 1.
22. Add value with 1.
23. Return data as a return value.
24. done

After that, continue by evaluating the fitness value by running the RuleExecution() method. This method is a representation of the Hard Constraint rule. Here is the RuleExecution() method:
In the RuleExecution() method, the chromosomes will be evaluated for each gene. 3 methods present the course scheduling rules that apply to this research, namely:

1. Hard Constrans (HC) 2 method CekDosen (parameter x is chromosome type)

   Algorithm Hard Constrans (HC) 2 method CekDosen

   1. Create a variable position_hours of type array of int with the length corresponding to the number of lecture spaces.
   2. Create a variable day of type array of string with input Monday to Friday.
   3. Create a variable clock of type int with an initial value of 1.
   4. Create a variable count of type int with an initial value of 0.
   5. For i = 0 to the length of the day, perform steps 10-22.
   6. For j = 0 to less than the number of spaces, perform steps 12-17.
   7. For k = 0 up to the number of spaces, perform steps 13-17.
   8. Create a variable of 1 and 2 of type String, Where appeal 1 store the Lecturer id from gene to the hour_ position and appeal 2 stores the Lecturer id from gene to the hour_ position to k.
   9. Check if the appeal of 1 is equal to "-", if yes then go through steps 16-17.
   10. Create a Fitness variable with type int which contains the Fitness value from the gene data to the hour_ position to k.
   11. Set gene Fitness value to hour_ position to k with Initial Fitness = 1
   12. For i = 0 to hour_ position, perform step 19.
   13. Set hour_ position to 1 equal to hour_ position to 1 + 1.
   14. Check if i is equal to i, if yes then also set hour_ position to 1 equal to hour_ position to 1 plus 4.
   15. Set count equal to count + count.
   16. Return the x value.
   17. Done.

2. Hard Constrans (HC) 3 method CekMatakuliah (parameter x is chromosome type)

   Algorithm Hard Constrans (HC) 3 method CekMatakuliah

   1. Create a variable array of int hours_position along the space_count.
   2. Create a variable for the day of type array of String with input is College day (Monday-Friday).
   3. Create a clock variable for type int set with value 1.
   4. Create variable count of type int set with 0;
   5. For i equal to 0 to the length of the hour_ position do step 6.
   6. Check if i is equal to 0, if yes then set hour_ position to i is equal to 0. If not then set hour_ position to i is equal to hour_ position i - 1 plus 4.
   7. When true, do step 8.
   8. Check whether the day of the x chromosome gene count is the same as day 0 (Monday). If yes, then the count is added by 1. If not then stop the loop.
   9. For i = 1 to the length of the day perform steps 10-27.
   10. For b = 0 to 4 do steps 11-24.
   11. For j = 0 to a number of spaces, perform steps 12—21.
   12. For k = j + 1 to sum_spaces, perform steps 13-21.
   13. Create a variable of 1 of type String set with chromosome_id_1 gen to j_hour_ position.
   14. Create a variable of 2 of type String set with chromosome_id_2 gen to hour_ position to k.
   15. Create a variable of 3 of type String set with chromosome_semester gen to j_hour_ position to k.
   16. Create a variable of 4 of type String set with chromosome_semester gen to hour_ position to k.
   17. Create a variable of 7 of type String set with chromosome_class_gen to j_hour_ position.
   18. Create a variable of 8 of type String set with chromosome_class_gen to hour_ position to k.
   19. Check if the appeal of 1 is equal to "-", if yes then do nothing. If not, do step 20 - 21.
   20. Check whether 3 is equal to 4, if yes, check whether 7 is equal to 8, if yes then set the initial Fitness variable with the fitness value of chromosome x gen to hour_ position to k.
   21. Set the x chromosome gene data to hour_ position to k with the value Fitness + 1
   22. For i = 0 to the 1st_hour_position, perform step 23.
   23. Check if i is equal to 0. If yes, then 1 hour_ position = count. If not, then the 1-hour_ position equals the i-1 hour_ position plus 4.
   24. Set count equal to count + count.
   25. For i = 0 to hour_ position, do step 26.
   26. Check if i is equal to 0, if yes then i_hour_ position equals count. If not, then i clock_ position is the same as i + i hour_ position plus 4.
   27. Set count equal to count + count.
   28. Return the x value.
   29. Done.

After evaluating the value of Fitness, a regeneration process will be carried out in the scheduling system. In the regeneration process, the existing genes change to the next generation. This regeneration process includes the process of selection, crossover, and mutation.

System implementation

The main features in the system include processing data for courses, lecturers, classrooms, and making class schedules. Here are some screenshots of the features available.
Figure 6. Course Data Management Feature

Figure 6 above is a master feature of the course, where the process of adding, editing, and deleting is available there. Also, the upload button is an option that users can use if they have data in excel format without having to add it one by one. Likewise for the lecturer data feature as seen in Figure 7 below.

Figure 7. Lecturer Data Management Feature

After the master data is entered into the system, then the next step is to build a class where the process is carried out by combining the lecturer with the courses being taught. Also, this feature places optional restrictions, such as some lecturers who can only teach on certain days and so on. Figure 8 below shows the process carried out in processing a lecture class.

Figure 8. Features of Manage Class Classes

After all the required data (such as courses, lecturers, rooms, class lectures) have been stored in the system, then an automatic schedule is made using a genetic algorithm by selecting the "scheduling" button. The result of this feature is a class schedule that is used as a user recommendation in making schedules. Figure 9 shows the class schedule obtained from the system trial.

Figure 9. Scheduling System Results

Results Evaluation

Based on the results of the research, it can be concluded that the genetic algorithm can be used to solve scheduling problems automatically, this algorithm can overcome quite complicated scheduling with the limitations of predetermined rules. Schedule time is also shorter, reaching only 15 seconds for 78 classes. Of course, this is shorter when compared to conventional methods which can take more than 7 days. Also, this study obtained results where the fitness value for all chromosomes is 0. This proves that this study produces optimal scheduling because it is indicated by the fitness value for each chromosome is 0. Figure 10 below is a capture of the layer from the scheduling process time.

Figure 10. Scheduling Processing Time

CONCLUSIONS AND RECOMMENDATIONS

Conclusions

This research was conducted to solve problems that arise in scheduling lectures, where there are many limitations such as time available for some lecturers who can only teach on certain
days, the number of credits that must be covered by each lecturer, and so on. This resulted in the creation of a schedule that was more complex and time-consuming. Therefore, the solution is given in this study which builds an automatic scheduling system based on available constraints. The results showed that the time generated to make a schedule was only 15 seconds for the case study of 78 classes. In addition, the fitness value for the 16 chromosomes is 0, this proves that according to the GA algorithm, the fitness value of all chromosomes that is 0 is stated to have optimal scheduling.

**Recommendations**

With the scheduling system, scheduling will be easier, however, it should be noted that the rules in the scheduling system need to be defined to be applied to the system being built. For this reason, it is necessary to add class capacity rules to the scheduling system, to regulate class capacity that can be used for certain classes, this takes into account the room capacity which is not always the same in a university or institution. Also, it is necessary to set a time limit by the number of credits in each course so that there is no waiting time between courses when the course has a short time.
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