Path planning of the fruit tree pruning manipulator based on improved RRT-Connect algorithm
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Abstract: Aiming to realize the obstacle avoidance of the fruit tree pruning manipulator in unstructured complex natural environment, an improved bidirectional fast extended random tree (RRT-Connect) algorithm was presented in this study. The manipulator and obstacles were properly simplified based on their geometrical characteristics to build collision detection models taking account of the obstacles, ground, and manipulator itself and to carry out the obstacle avoidance path planning. Goal-biased strategy and adaptive step size adjustment principle were introduced to accelerate the path search speed. Bidirectional pruning optimal strategy and cubic non-uniform B-spline interpolation method were adopted to optimize the path generated by RRT-Connect. The simulation path planning experiment was carried out in the simulation system of the fruit tree pruning manipulator and the practical obstacle avoidance path planning experiment was carried out on the real fruit tree pruning manipulator path planning experiment platform. The results showed that the path planning time and the path length of the improved RRT-Connect algorithm reduced by about 55% and 60% respectively compared with the basic RRT-Connect algorithm. The path planning success rate of the improved RRT-Connect algorithm was 100%, and the planned path was smooth, continual and executable, which could effectively guide the manipulator to avoid obstacles and lead the end effector of the manipulator to the goal point. The proposed improved algorithm not only has certain application value for obstacle avoidance of the fruit tree pruning manipulator in fruit tree pruning environment, but also has theoretical reference value for path planning of other types of robots.
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1 Introduction

Fruit tree pruning is a seasonal and labor-intensive work. Current fruit tree pruning methods mainly include manual single-branch pruning and mechanical whole-plant geometric pruning. Manual pruning is featured with high cost, high technical requirements and complicated working conditions. Mechanical pruning has poor robustness and the working parameters can not be adjusted continuously, which is unable to prune individual branches selectively. Therefore, intelligent pruning has become the future direction of development of fruit tree pruning[1-2]. Recently, great achievements have been made in the research of pruning robot technology with the rapid development of computer technology, artificial intelligence and other related industries. However, when pruning fruit tree in unstructured complex natural environment, the branches distributed near the branch to be pruned become obstacles to the movement of the pruning manipulator, causing big trouble for automatic pruning work by pruning robot. To solve this problem, the obstacle avoidance path planning of the pruning manipulator has become one of the key technical issues for fruit tree pruning robot[3].

Given specific obstacles and initial and target pose of the pruning manipulator, the obstacle avoidance path planning of the manipulator is to search a group of continual sequence of joint values to drive the manipulator to move from the initial pose to the target pose safely without any collision with obstacles[4]. So far, substantive researches on manipulator path planning have been conducted by domestic and foreign researchers, with propositions of some impressive solutions, such as the A*, the artificial potential field method, the ant colony optimization algorithm[5-7], etc. Van Henten et al.[8] proposed the obstacle avoidance path planning algorithm of cucumber-picking robot based on A*. This algorithm can effectively obtain the shortest path in static environment. Rostami et al.[9] proposed an improved artificial potential field method to deal with the obstacle avoidance path planning problem of pruning robot. This method has conquered the problem of unreachable target and minimum point of local potential field. Ajeil et al.[10] proposed an improved ant colony optimization algorithm to solve the optimal path planning of mobile robot. This algorithm can work out a shortest collision-free path in both static and dynamic scenarios. These path planning algorithms can effectively solve the path planning of low-freedom (2-3 degrees of freedom (DOF)) manipulators.
these algorithms require an accurate description of the obstacle model in the configuration space of the manipulator. The computational complexity increases exponentially with the increase of the DOF of the manipulator. These algorithms are not suitable for solving the path planning of multi-degree-of-freedom manipulator\cite{11,12}. Therefore, algorithms based on random sampling such as the probabilistic roadmap method (PRM), the rapidly exploring random tree (RRT) algorithm and the bidirectional fast extended random tree (RRT-Connect) algorithm are proposed\cite{13,14,15}. These algorithms do not need to accurately describe the obstacle model in the configuration space, but only need to obtain the sampling point through random sampling in the configuration space and carry out collision detection on the point to find the collision free path, which have small amount of calculation and high efficiency of path planning. Among these algorithms, RRT-Connect performs better on multi-degree-of-freedom manipulator, and compared with PRM and RRT, it has less path planning time and higher path planning success rate, which has been widely used to solve the path planning of multi-degree-of-freedom manipulator\cite{16,17}. However, due to the randomness of sampling and restriction of obstacles, the RRT-Connect algorithm has slow and time-consuming convergence rate. The planned path is rough and not continual with many unnecessary points, which is not conducive to the execution of the manipulator\cite{18,19}. So the path quality of the RRT-Connect is not satisfactory. In dealing with the shortcomings of the RRT-Connect algorithm, researchers proposed some improved algorithms. Bottlell et al.\cite{1} proposed an improved RRT-Connect algorithm to solve the path planning of the 6 DOF vine pruning manipulator in the vine pruning environment. This algorithm introduces the local optimization program into the RRT-Connect to increase the convergence rate of path planning, but the quality of the planned path is poor. Wang et al.\cite{20} proposed an improved RRT-Connect algorithm to accelerate the convergence of path planning, which takes the center point of the connection between the starting point and the target point as the third point to realize the simultaneous expansion of four trees. Although this algorithm improves the efficiency of path planning and reduces the time of path planning, the quality of the planned path is poor. Zhao et al.\cite{21} proposed a path planning method for the manipulator based on RRT-Connect and Bezier curve. This method uses the dichotomy merge to remove redundant path points in the collision free path searched by RRT-Connect, and uses Bezier curve to smooth transition points in the path. Although this method improves the quality of the path, it does not consider the efficiency of path planning. Zhang et al.\cite{22} proposed an improved algorithm combining artificial potential field method and RRT-Connect algorithm to solve the path planning of UAV in complex static environment. The path planned by the improved algorithm is closer to the optimal path, but the planned path is not smooth. Liu et al.\cite{23} proposed a goal-biased bidirectional fast extended random tree algorithm based on Bezier curve. Although this algorithm improves the efficiency of path planning and plans a smooth path, there are many unnecessary points in the path. In summary, it can be seen that only a few studies have been reported for the adoption of the RRT-Connect for path planning in an unstructured environment such as agriculture, and almost no study has been reported for the adoption of the RRT-Connect for path planning in fruit tree pruning environment. In addition, in view of the shortcomings of the RRT-Connect algorithm, although some improved algorithms have been proposed, the improved algorithm considering not only the efficiency of path planning but also the quality of path has not been proposed.

Therefore, this study proposes an improved RRT-Connect algorithm to solve the path planning problem of the fruit tree pruning manipulator in fruit tree pruning environment (unstructured and complex natural environment). The 5 DOF manipulator independently developed by the research group is used as the fruit tree pruning manipulator and the jujube tree is used as the pruning object. To obtain a collision-free path, the manipulator and obstacles are reasonably simplified. Then, the RRT-Connect algorithm is adopted to plan the pruning path of the manipulator, and the goal-biased strategy and adaptive step size adjustment principle are added to the RRT-Connect algorithm to accelerate the path searching speed. The bidirectional pruning optimal strategy and cubic non-uniform B-spline interpolation method are used to optimize the path generated by the RRT-Connect algorithm, so that a path with the best or nearly the best quality can be obtained. Finally, the feasibility, validity and superiority of the proposed algorithm are verified through the path planning simulation experiment in the fruit tree pruning manipulator simulation system and the practical obstacle avoidance path planning experiment on the real fruit tree pruning manipulator path planning experiment platform.

2 Establishment of kinematic model of manipulator and obstacle model

2.1 Kinematic model of fruit tree pruning manipulator

The three-dimensional model of the fruit tree pruning manipulator is shown in Figure 1a. This is a 5 DOF tandem manipulator consisted of base, body, wrist and end effector, which can realize the rotational motion of the base, the lifting motion of the body, two types of rotational motion of the arm and the rotational motion of the wrist. The end effector is fixed to the manipulator link 5 and is used to cut the branch to be pruned. The first four joints of the manipulator control the position of the end effector and the last joint controls the attitude of the end effector. The linkage model of the manipulator is established using standard D-H parameter method, as shown in Figure 1b. The specific linkage parameters are listed as Table 1.

![Figure 1](http://example.com/figure1.png)

**Figure 1**  Fruit tree pruning manipulator

Note: \(o_b\) is the base coordinate system, \(o_i (i=0, 1, 2, 3, 4)\) are the linkage coordinate systems, \(o_e\) is the end effector coordinate system.
According to the simplified D-H linkage model and D-H linkage parameters of the manipulator, the overall pose transformation matrix of the end effector in relative to the base coordinate system can be obtained through Equation (1):

\[
\mathbf{T} = \mathbf{T}^i_0 \mathbf{T}^i_1 \mathbf{T}^i_2 \mathbf{T}^i_3 \mathbf{T}^i_4 = \begin{bmatrix}
  n_i & o_i & a_i & p_i \\
  n_i & o_i & p_i & 0 \\
  n_i & a_i & -p_i & 0 \\
  0 & 0 & 0 & 1
\end{bmatrix}
\]  \tag{1}

where, \( \mathbf{T}^i_j \) is the transformation matrix of the linkage \( i \) in relative to the linkage \( j-1 \), as shown in Equation (2):

\[
\mathbf{T}^i_j = \begin{bmatrix}
  \cos \theta_i & -\sin \theta_i & a_i \sin \alpha_i & d_i \\
  \sin \theta_i & \cos \theta_i & a_i \cos \alpha_i & 0 \\
  0 & 0 & 1 & 0 \\
  0 & 0 & 0 & 1
\end{bmatrix}
\]  \tag{2}

Skip intermediate steps, the spatial pose of the end effector of the fruit tree pruning manipulator can be obtained, as shown in Equation (3):

\[
\begin{align*}
  n_i &= s_i s_{x_i} + c_i c_{x_i} c_{y_i} \\
  o_i &= -c_i s_{x_i} + s_i c_{x_i} c_{y_i} \\
  a_i &= c_i s_{x_i} \\
  a_i &= s_i s_{x_i} \\
  a_i &= -c_i c_{x_i} \\
  p_i &= c_i (a_i + s_i s_{x_i} + a_i a_{x_i} + a_i c_{x_i}) \\
  p_i &= s_i (a_i + s_i s_{x_i} + a_i a_{x_i} + a_i c_{x_i}) \\
  p_i &= d_i + d_{x_i} + d_{y_i} + s_i a_{x_i} + a_i a_{y_i} - a_i c_{x_i} c_{y_i}
\end{align*}
\]  \tag{3}

where, \( c_i = \cos \theta_i, s_i = \sin \theta_i, c_{x_i} = \cos (\theta_i + \alpha_{x_i}), s_{x_i} = \sin (\theta_i + \alpha_{x_i}) \).

When known the three-dimensional coordinates of the jujube pruning point (target point), the position of the end effector can be obtained through the coordinates of this point, and the attitude of the end effector can be acquired according to the growth posture of the branch to be pruned. In this way, both the position and attitude of the end effector can be obtained, i.e. the \( (n, o, a, p) \) is known. When solving inverse kinematics, the parameterized \( d_2 \) can be assumed as a known value, hence the problem of the inverse kinematics for the manipulator is to calculate the joint variables \( \theta_i \). The joint variables were obtained by using inverse transformation method as shown in Equation (4):

\[
\begin{align*}
  \theta_1 &= \arctan \frac{P_2}{P_1} \\
  \theta_2 &= \arctan \frac{I_2 + a_{x_3} c_{y_3} - a_{y_3} s_{x_3}}{I_1 - a_{x_3} s_{y_3} + a_{y_3} c_{x_3}} \\
  \theta_3 &= \arctan \frac{a_1 (c_s f_x + s_f c - a_s) + a_2 (s_s f_x + c_f c - a_s)}{a_1 (s_s f_x + c_f c - a_s) - a_2 (c_s f_x + s_f c - a_s)} \\
  \theta_4 &= \arctan \frac{s_p o - c_p c_{\alpha_2}}{s_p c - c_p s_{\alpha_2}}
\end{align*}
\]  \tag{4}

where, \( t_1 = c_{f} p_1 + s_{f} p_1 - a_1, \ t_2 = p_2 - d_1 - d_{x_2} - d_{y_2}, \ s_{z_4} = c_{\alpha_4} + s_{\alpha_4}, \ c_{z_4} = -a_{\alpha_4} \).

### 2.2 Obstacle model

A jujube tree consists of the main trunk, main branch, side branch, and bearing branch[23]. These branches distributed near the branch to be pruned (target branch) would become obstacles to the movement of the pruning manipulator which have to steer away from the obstacles to prune the target branch. The bearing branch of jujube is abscission fruit branch, which has no influence on the movement of the manipulator. So the obstacles during jujube pruning are the main trunk, main branch, side branch distributed near the target branch. The branches may be bending or forked, which can hardly be expressed by a general representation method. This study applies cylindrical envelope method to approximately describe unstructured obstacles. The branches are described as several sections of cylinders which are connected to form the branches. To visualize the cylinder, the two-points-radius method was proposed to describe a cylinder with only two endpoints and one radius. The obstacle model was established with the bending point, forking point and tip point of the branches as the endpoint of the cylinder and the largest radius of each section of branches as the radius of the cylinder, as shown in Figure 2. \( o_j (i = 1, 2, 3, 4, 5) \) are the endpoints. \( o_2 \) is the forking point. \( o_3 \) is the bending point. \( o_4 \) is the tip point. \( r_i (i = 1, 2, 3, 4, 5) \) are the radii. \( l_i \) is the length of the cylinder. Although this modeling method has enlarged the obstacle area, it simplified the collision detection calculation between the manipulator and obstacles, which can effectively improve the path planning efficiency and further ensure the security between the manipulator and obstacles.
detection between the cylinder and the cylinder, and then into the judgment of the size relationship between the shortest distance \( d \) between the central axes \( l_1 \) and \( l_2 \) of the two cylinders and the sum \( R \) of the radiuses of the two cylinders. The manipulator link 0 is a fixed link, which does not participate in the collision detection between the manipulator and obstacles. So the collision detection between the manipulator and each obstacle is performed five times. Only when the manipulator’s five links do not collide with each obstacle, it is considered that the collision between the manipulator and obstacles does not occur.

![Cylinder enveloped manipulator](image)

**Figure 3** Cylindrical envelope and collision of the fruit tree pruning manipulator

Besides, according to the D-H parameters of the manipulator, the manipulator link 5 may collide with the ground, the link 0 and the link 2, as shown in Figures 3b-3d. Therefore, collision detection includes not only the collision detection between the manipulator and obstacles, but also the collision detection between the manipulator and the ground and the self-collision detection of the manipulator. The specific collision detection process is shown in Figure 4. When the manipulator is at a certain point, the first step is to obtain the radius \( R_0 \) of the manipulator link 5 and the end point coordinates \((X_e, Y_e, Z_e)\) of the link 5 by the matrix transformation of the linkage coordinate system. The second step is to judge the size relationship between \( Z_e \) and \( R_0 \). If \( Z_e < R_0 \) there is no collision happens between the manipulator and the ground and execute the next step. Otherwise, there is collision between the manipulator and the ground, i.e., the manipulator collides when the manipulator is at this point and collision detection ends. The third step is to obtain the radius \( R_0 \) of the link 0, obtain the \( Z \) value \( Z_0 \) of the end point coordinates of the link 2 by the matrix transformation of the linkage coordinate system and calculate the sum of squares \( S_0 \) of \( X_0 \) and \( Y_0 \) and the square \( S_0 \) of \( R_0 \). The fourth step is to judge the size relationship between \( Z_0 \) and \( Z_e \) and the size relationship between \( S_0 \) and \( S_e \). If \( Z_0 \leq Z_e \) and \( S_0 \leq S_e \) the manipulator happens self-collision, i.e. the manipulator collides when the manipulator is at this point and collision detection ends.

Otherwise, there is no self-collision of the manipulator and execute the next step. The fifth step is to set obstacles \( O_i \) (\( i=1, 2, \ldots, n \)) and links \( L_j \) (\( j=1, 2, \ldots, 5 \)) to be detected. \( i \) is the order of obstacles and \( j \) is the order of links. Let \( i=j=1 \). The sixth step is to calculate the shortest distance \( d \) between the central axes of \( O_i \) and \( L_j \) and the sum \( R \) of the radiuses of \( O_i \) and \( L_j \) and judge the size relationship between \( d \) and \( R \). If \( d \leq R \), the collision occurs between the manipulator and obstacles, i.e. the manipulator collides when the manipulator is in this point and collision detection ends. If \( d > R \), let \( j=j+1 \) and continue to perform the sixth step until \( j \) is not less than 6. In the seventh step, judge whether \( i \) is less than \( n \). If so, let \( i=i+1 \), \( j=1 \) and perform the sixth step. If not, there is no collision between the manipulator and obstacles, i.e. the manipulator is in a collision free state when the manipulator is at this point, and the collision detection is completed.

![Flow chart of collision detection](image)

**Figure 4** Flow chart of collision detection

### 3.2 Basic RRT-Connect

The basic RRT-Connect algorithm constructs two parallel fast extended random trees at the start point and goal point respectively to search the configuration space. In each iteration, one tree is extended first, and then the other tree is tried to extend to the new point of the current tree expansion. The two trees \( T_1 \) and \( T_2 \) extend alternately in each other’s direction until they meet\(^{[15]}\). As shown in Figure 5, in each iteration of the RRT-connect algorithm. First, obtain a sampling point \( q_{rand} \) by random sampling and search the nearest point \( q_{nearest} \) to the sampling point \( q_{rand} \) in the random tree \( T_1 \). Next, select a new point \( q_{new} \) on the line segment connected by \( q_{rand} \) and \( q_{nearest} \) to make the distance between \( q_{nearest} \) and \( q_{new} \) equal to the search step size \( \varepsilon \). Then, determine whether the manipulator is in a collision free state when the manipulator is in \( q_{new} \). If not, discard \( q_{new} \) and enter the next iteration process. If so, determine whether the manipulator is in a collision free state when the manipulator is in \( n \) equal-part points of the line segment connected by \( q_{nearest} \) and \( q_{new} \). If not, discard \( q_{new} \) and enter the next iteration process. If so, keep \( q_{new} \) and add this point to \( T_2 \). After that, \( T_2 \) starts to expand in the direction of \( q_{new} \). During the extension of \( T_2 \), if the manipulator does not collide and the current extended point \( q_{new} \) does not meet \( q_{new} \). \( T_2 \) calls the Connect function to quickly expand to \( q_{new} \) until the manipulator collides or...
When the manipulator collides, \( T_2 \) stops the extension. Call the Swap function to exchange two trees and enter the next iteration process. When \( q_{new} \) meets \( q_{new} \), two trees meet and connect and obtain a collision free path.

![Diagram](image)

**Figure 5** Extended schematic diagram of RRT-Connect algorithm

The specific steps of the algorithm are shown in Algorithm 1, which consists of three parts: Build RRT-Connect (\( q_{source}, q_{goal} \)), Connect (\( T, q \)), and Extend (\( T, q \)). In each iteration of the algorithm, first, obtain a sampling point \( q_{rand} \) by random sampling. Then, call the Extend function to extend in \( T_1 \) to generate a new point \( q_{new} \). If the return value of the Extend function is Trapped, discard \( q_{new} \) and enter the next iteration process. If the return value of the Extend function is not Trapped, keep \( q_{new} \) and add to \( T_1 \). \( T_2 \) starts to extend in the direction of \( q_{new} \). In the expansion process of \( T_2 \), if the return value of the Extend function is Advanced, \( T_2 \) calls the Connect function to quickly expand to \( q_{new} \) until the return value of the Extend function is Trapped or Reached. When the return value of the Extend function is Trapped, \( T_2 \) stops the extension. Call the Swap function to exchange two trees and enter the next iteration process. When the return value of the Extend function is Reached, it means that \( T_1 \) and \( T_2 \) meet and connect, the construction of the random tree is completed, and the collision-free path is obtained.

**Algorithm 1 Basic RRT-Connect**

Build RRT-Connect (\( q_{source}, q_{goal} \))

1. \( T_1, \text{init}(q_{source}), T_2, \text{init}(q_{goal}) \);
2. While \( i < N \) do
   1. Obtain a random point \( q_{rand} \);
   2. If \( q_{rand} \) is in the configuration space.
      1. \( q_{new} \leftarrow \text{Sample}(\cdot) \);
   3. If \( q_{new} \) is not in the random tree.
      1. \( q_{new} \leftarrow \text{Nearest}(\cdot) \);
      2. \( q_{new} \leftarrow \text{Steer}(q_{source}, q_{new}, \epsilon) \);
      3. If \( q_{new} \) is a collision free point.
         1. \( q_{new} \leftarrow \text{Obstacle Free}(\cdot) \);
         2. If \( q_{new} = q \) then
            1. \( T \leftarrow q \);
            2. Return Reached;
         3. else
            1. \( T \leftarrow q_{new} \);
            2. Return Advanced;
      4. else
         1. \( T \leftarrow q_{new} \);
         2. Return Trapped;

Connect (\( T, q \))

1. \( q_{source} \leftarrow \text{Nearest}(\cdot) \);
2. \( q_{new} \leftarrow \text{Steer}(q_{source}, q, \epsilon) \);
3. If \( q_{new} \) is a collision free point.
   1. \( q_{new} \leftarrow \text{Obstacle Free}(\cdot) \);
   2. If \( q_{new} \) is a collision free point.
      1. \( q_{new} \leftarrow \text{Obstacle Free}(\cdot) \);
         1. \( T \leftarrow q \);
         2. Return Reached;
      2. else
         1. \( T \leftarrow q_{new} \);
         2. Return Advanced;
   3. else
      1. \( T \leftarrow q_{new} \);
      2. Return Trapped;

Notes: \( T_1 \) and \( T_2 \) represent the random trees generated with the start point \( q_{source} \) as the initial point and the goal point \( q_{goal} \) as the initial point respectively. Sample \( i \) is a sampling function, which obtains a sampling point by random sampling in the configuration space. Swap \( (T_1, T_2) \) is the swap function, which swaps the trees \( T_1 \) and \( T_2 \) and makes the two trees expand alternately. Nearest (\( T, q \)) is the nearest point function, which searches the nearest point \( q_{source} \) to the sampling point in the random tree. Steer (\( q_{source}, q, \epsilon \)) is a function to generate a new point. It starts from the nearest point and toward in the direction of the sampling point moves forward one step size \( \epsilon \) to obtain a new point \( q_{new} \).

Obstacle Free (\( q_{new} \)) is a point collision detection function. When the manipulator is in \( q_{new} \), the manipulator is in a collision free state. The function return value is 0. Otherwise, the function return value is 1.

Obstacle Free (\( q_{source}, q_{goal} \)) is a line segment collision detection function. When the manipulator is in \( m \) equal-part points of the line segment connected by \( q_{source} \) and \( q_{goal} \), the manipulator is in a collision free state. The function return value is 0. Otherwise, the function return value is 1.

Reached means that the sampling point \( q \) is added to the random tree. Advanced means that the new point \( q_{new} \) is added to the random tree.

### 3.3 Goal-biased strategy

The sampling by the RRT-Connect algorithm is random and lacks orientation. Therefore, the goal-biased strategy was introduced into the Build-RRT-Connect (\( q_{source}, q_{goal} \)) by referring the idea of heuristic search algorithm to improve the orientation of the RRT-Connect algorithm and make the random sampling point more oriented to the goal point. Specifically, set a threshold value \( p_{best} \). Each time the sampling point is obtained, a probability value \( p_x \) is randomly obtained first. When \( p_x \) is less than \( p_{best} \), judge whether the sampling point \( q_{source} \) is in the random tree \( T_1 \). If it is, the sampling point is \( q_{source} \). If it is not, the sampling point is \( q_{goal} \). When \( p_x \) is not less than \( p_{best} \), the sampling point is obtained by random sampling. Parameter \( p_{best} \) can be used to adjust the selection of sampling point. \( p_{best} \) is set as 0.5 to ensure the sampling randomness and the balance using the goal point as the sampling point.

### 3.4 Adaptive step size adjustment principle

When searching the barrier-free space using the RRT-Connect algorithm, the constant step size in the algorithm would restrict the extending speed of the random tree. Therefore, the adaptive step size adjustment function is introduced into the Extend (\( T, q \)) of the RRT-connect algorithm to obtain the Improve-Extend (\( T, q \)). Specifically, during the random tree's exploration of unknown space using the initial step size \( \epsilon \), if the return value of the current Improve-Extend function is Advanced, i.e., the extended new point by the current Improve-Extend function has no connection with another random tree and the manipulator is in a collision free state when the manipulator is in \( m \) equal-part points of the line segment connected by the new point and the nearest point, in the next extension, the random tree will expand by adding two steps size \( \epsilon \) to the initial step size, and so on. If the return value of the next Improve-Extend function is still Advanced, in the next extension, the random tree will expand by adding two steps size \( \epsilon \) to the initial step size, and so on. If the return value of the next Improve-Extend function is Trapped, i.e., the manipulator has collision when the manipulator is in \( m \) equal-part points of the line segment connected by the extended new point by the next Improve-Extend function and the nearest point, in the next extension, the random tree will expand according to the initial step size.

The improved RRT-Connect algorithm that introduces the goal-biased strategy and the adaptive step size adjustment principle is called the BZRRT-Connect algorithm in this study. The specific steps of the BZRRT-Connect algorithm are shown in Algorithm 2. In each iteration of the BZRRT-Connect algorithm, first, obtain a sampling point \( q_{source} \) by the goal-biased strategy. Then, call the Improve-Extend function to extend \( T \) to generate a new point \( q_{new} \). If the return value of the Improve-Extend function is Trapped, discard \( q_{new} \) and enter the next iteration process. If the return value of the Improve-Extend function is not Trapped, keep \( q_{new} \) and add to \( T_2 \). \( T_2 \) starts to extend in the
direction of $q_{inter}$. In the expansion process of $T_2$, if the return value of the Improve-Extend function is Advanced, $T_2$ calls the Connect function to quickly expand to $q_{inter}$ until the return value of the Improve-Extend function is Trapped or Reached. When the return value of the Improve-Extend function is Trapped, $T_2$ stops the extension. Call the Swap function to exchange two trees and enter the next iteration process. When the return value of the Improve-Extend function is Reached, it means that the trees $T_1$ and $T_2$ meet and connect, the construction of the random tree is completed, and the collision-free path is obtained.

Algorithm 2 BZRRT-Connect

Build BZRRT-Connect ($q_{pre}, q_{goal}$)
1. $T_1\_init (q_{pre}); T_2\_init (q_{goal})$;
2. While $i < N$ do
3. $p_i \leftarrow \text{rand}(0, 1);$
4. if $p_i, p_{next}$ then
5. if $q_{goal} \in T_1$ then
6. $q_{next} \leftarrow q_{goal};$
7. else $q_{next} \leftarrow q_{next}^i;$
8. else $q_{next} \leftarrow$ Sample($i$);
9. if Improve-Extend ($T_i, q_{next}$) $\neq$ Trapped then
10. if Connect ($T_2, q_{next}$) $=\text{Reached}$ then
11. Return Path ($T_1, T_2$);
12. Swap ($T_1, T_2$);
13. Return Failed;

Connect ($T, q$)
1. repeat $g \leftarrow$ Improve-Extend ($T, q$);
2. until $g \neq \text{Advanced};$
3. Return $g$;

Improve-Extend ($T_q$)
1. $step \leftarrow c$;
2. $q_{nearest} \leftarrow \text{Nearest} (T, q)$;
3. $q_{new} \leftarrow \text{Steer} (q_{nearest}, q, step)$;
4. if Obstacle Free ($q_{new}$) then
5. if Obstacle Free ($q_{nearest}, q_{new}$) then
6. if $q_{goal} = q$ then
7. $T \leftarrow q$; Return Reached;
8. else
9. $step \leftarrow step + c$; $T \leftarrow q_{new}$; Return Advanced;
10. else
11. $step \leftarrow c$; Return Trapped;

3.5 Bidirectional pruning optimal strategy

Although the BZRRT-Connect algorithm can improve the path planning efficiency, the quality of the path planning is not satisfactory due to the production of many unnecessary points. Therefore, redundant points must be deleted. In order to effectively delete redundant points, the bidirectional pruning optimal strategy is used to optimize the path planned by the BZRRT-Connect algorithm. As shown in Figure 6, to move from point $q_1$ to point $q_{10}$, there are three obstacles to be avoided. The black line path $q_1 \rightarrow q_2 \rightarrow q_3 \rightarrow q_4 \rightarrow q_5 \rightarrow q_6 \rightarrow q_7 \rightarrow q_8 \rightarrow q_9 \rightarrow q_{10}$ is the path generated by the BZRRT-Connect algorithm. In fact, on the basis of the manipulator’s collision, the manipulator can move directly from point $q_1$ to point $q_{10}$, and the process from point $q_1$ to point $q_{10}$ is unnecessary. $q_3, q_4$, and $q_5$ are redundant points. The process of optimizing the black line path using the bidirectional pruning optimal strategy is as follows: firstly, on the premise of the manipulator’s no collision, starting from point $q_1$, the redundant points in the black line path are deleted to get the blue line path $q_1 \rightarrow q_2 \rightarrow q_3 \rightarrow q_5 \rightarrow q_7 \rightarrow q_9 \rightarrow q_{10}$. Then, on the premise of the manipulator’s no collision, starting from point $q_{10}$, the redundant points in the black line path are deleted to get the red line path $q_1 \rightarrow q_2 \rightarrow q_3 \rightarrow q_6 \rightarrow q_{10}$. Finally, among the blue and red paths, the red path with short path length is selected as the optimal path by the bidirectional pruning optimal strategy. It is clear that not only are the path points fewer, but the path length becomes shorter after using the bidirectional pruning optimal strategy to deal with the path planned by the BZRRT-Connect algorithm.

Figure 6 Schematic diagram of using the bidirectional pruning optimal strategy to optimize the path

The specific process of optimizing the path planned by the BZRRT-Connect algorithm using the bidirectional pruning optimal strategy is shown in Figure 7. The first step is to use the BZRRT-Connect algorithm to obtain the initial path $N(q_1, q_2, ..., q_n)$, where $q_i (i=0, 1, ..., n)$ are path points and $i$ is the order of the path points. The second step is to set $i=1$, the initial point $q_1$ is added to the point set $N_1$ and $q_0$ is assigned to $q_{temp-1}$. The third step, start from the initial point $q_{temp-1}$, and connect the path points behind the initial point with the initial point in sequence. In the connection process, if the manipulator is in a collision free state when the manipulator is in $m$ equal-part points of the line segment connected by the initial point and the current path point $q_i$, continue to connect the path points behind the current path point with the initial point in sequence until a collision occurs. In case of collision, add the previous path point $q_{i-1}$ of the current path point to the $N_1$ and take the previous path point of the current path point as the initial point to perform the third step again until the target point $q_n$ is reached. In the fourth step, $q_n$ is added to the point set $N_1$ to obtain the point set $N_1$ and the path length $L_1$ of the $N_1$ is calculated. The fifth step is to set $i=n-1$, the target point $q_n$ is added to the point set $N_2$ and $q_0$ is assigned to $q_{temp-2}$. The sixth step, start from the target point $q_{temp-2}$ and connect the path points in front of the target point with the target point in sequence. In the connection
process, if the manipulator is in a collision free state when the manipulator is in \( m \) equal-part points of the line segment connected by the target point and the current path point \( q_i \), continue to connect the path points in front of the current path point with the target point in sequence until a collision occurs. In case of collision, add the next path point \( q_{i+1} \) of the current path point to the \( N_2 \) and take the next path point of the current path point as the target point to perform the sixth step again until the initial point \( q_0 \) is reached. In the seventh step, \( q_0 \) is added to the \( N_2 \) to obtain the point set \( N_2 \) and the path length \( L_2 \) of the \( N_2 \) is calculated. The eighth step is to compare the size relationship between the \( L_1 \) and \( L_2 \). If \( L_1 < L_2 \), the path \( p \) after the bidirectional pruning optimal strategy is applied to the path planned by the BZRRT-Connect algorithm is \( N_1 \), otherwise, \( p \) is \( N_2 \).

### 3.6 Cubic non-uniform B-spline interpolation method

Although the bidirectional pruning optimal strategy is used to optimize the path generated by the BZRRT-Connect algorithm, which makes the path points less and the path length shorter, the generated path is a spatial broken line. As the manipulator moves to the break point, the manipulator would vibrate due to the sudden change of direction, accelerating the abrasion of the motor and shortening the service life of the manipulator. Therefore, the path should be smoothed to produce executable path for the manipulator\[26\]. As an important curve in computer graphics, B-spline curve is widely used in the path planning of the manipulator owing to its continuity and locality. Due to the uneven distribution of the path points obtained by the bidirectional pruning optimal strategy, cubic non-uniform B-spline interpolation method is adopted to smooth the path and generate executable path for the manipulator\[26\].

As shown in Figure 8, the path after the bidirectional pruning optimal strategy is applied to the path planned by the BZRRT-Connect algorithm is the black line \( p_1-p_2-p_3-p_4-p_5 \). \( p_1 \) to \( p_5 \) are path points. In order to fit this path by the cubic non-uniform B-spline interpolation method, firstly, the non-uniform node vector is constructed according to the distribution trend of the path points. Secondly, the non-uniform B-spline basis function is constructed according to the non-uniform node vector. Then, the equations for solving the control points are established and the control points are solved. The solved control points are shown as the green points in Figure 8. Finally, according to the node vector and the control points, the path points are interpolated and fitted to obtain a smooth trajectory as shown by the red line in Figure 8.

The mathematical expression of the B-spline curve is as Equation (5),

\[
p(u) = \sum_{i=0}^{n} d_i N_{i,k}(u)
\]

where, \( d_i \) \((i = 1, 2, \ldots, n)\) are the control points; \( N_{i,k}(u) \) is the basis function of the \( k \) times of B-spline.

For the cubic non-uniform B-spline curve, assume the length of each side of the control polygon is \( l_i = p_i-p_{i+1} \) \((i = 1, 2, \ldots, n)\), the total length is \( L = \sum_{i=1}^{n} l_i \). Parameterize the node vector based on the chord length and obtain the node vector as shown in Equation (6). Then the basis function of B-spline can be calculated through the B-spline recursion Equation (7).

\[
U = \left[\begin{array}{cccc}
0,0,0,0, & l_1 & l_2 & l_3 & \sum_{i=1}^{n} l_i, & 1,1,1,1
\end{array}\right]
\]

\[
N_{i,0}(u) = \begin{cases} 1, & 1, u \leq u \leq u_{i+1} \\ 0, & \text{others} \end{cases}
\]

\[
N_{i,k}(u) = \frac{u-u_{i+k}}{u_{i+k+1}-u_{i+k}} N_{i+k+1}(u) + \frac{u_{i+k+1}-u}{u_{i+k+1}-u_{i+k}} N_{i+k}(u) \quad (7)
\]

The cubic non-uniform B-spline function of the reversely calculated control points is as Equation (8). As all the elements in the coefficient matrix are all basis function values of B-spline and are only correlated with the node vector, Equation (8) can be simplified as Equation (9), the parameters of which are shown as Equation (10).

\[
\begin{bmatrix}
N_{i,0}(u_i) & N_{i,1}(u_i) & N_{i,2}(u_i) & N_{i,3}(u_i) & d_i & p_0 \\
N_{i,0}(u_{i+1}) & N_{i,1}(u_{i+1}) & N_{i,2}(u_{i+1}) & N_{i,3}(u_{i+1}) & d_{i+1} & p_{i+1} \\
\vdots & \vdots & \vdots & \vdots & \vdots & \vdots \\
N_{i,0}(u_{i+n}) & N_{i,1}(u_{i+n}) & N_{i,2}(u_{i+n}) & N_{i,3}(u_{i+n}) & d_{i+n} & p_{i+n}
\end{bmatrix}
\]

\[
\begin{bmatrix}
b_1 \\
b_2 \\
\vdots \\
b_{i+n}
\end{bmatrix}
= \begin{bmatrix}
a_1 \\
a_2 \\
\vdots \\
a_{i+n}
\end{bmatrix}
\]

\[
a = \frac{(\Delta u)^2}{\Delta \lambda + \Delta \lambda_1 + \Delta \lambda_2}
\]

\[
b = \frac{(\Delta u + \Delta \lambda_1 + \Delta \lambda_2)(\Delta \lambda_1 + \Delta \lambda_2)}{\Delta \lambda + \Delta \lambda_1 + \Delta \lambda_2 + \Delta \lambda_3}
\]

\[
c = \frac{(\Delta \lambda_1)^2}{\Delta \lambda_1 + \Delta \lambda_2 + \Delta \lambda_3}
\]

\[
e = \frac{(\Delta \lambda_1 + \Delta \lambda_2 + \Delta \lambda_3)}{p_1}
\]

Solve Equation (8) to get all the control points, and then according to the node vector, the solved control points and Equation (5), the path points are interpolated and fitted to obtain a smooth trajectory. Although BZRRT-Connect algorithm can improve the path planning efficiency, the quality of the path needs further improvement by bidirectional pruning optimal strategy and cubic non-uniform B-spline interpolation method. Therefore, the whole improved algorithm is called BZSRRT-Connect.
4 Simulation experiment

This paper uses MATLAB 2019b to build a simulation system for the fruit tree pruning manipulator and the simulation path planning experiment of the fruit tree pruning manipulator is carried out in the built simulation system of the fruit tree pruning manipulator. The simulation experiment platform uses a computer with 3.3 GHz of main frequency and 8 GB of memory. To facilitate and visualize the research, the method of using cylindrical envelope method for the establishment of obstacle model is applied to build the jujube model in Matlab.

4.1 Experiment design

In order to verify the superiority and effectiveness of the proposed algorithm, in scene A and scene B with obstacles, three algorithms of RRT-Connect, BZRRT-Connect and BZSRRT-Connect were used respectively for the simulation experiment, and each algorithm with 20 times of path planning simulation experiment in each scenario. For each algorithm in each scene, we summarized the average path planning time, the average path length and the path planning success times with 20 s of the time limit and calculate the variation coefficient of the path length to compare the stability of the path. Scene A and scene B are shown in Figure 9. In scene A and scene B, the initial pose joint value of the manipulator, the target pose joint value of the manipulator, and the initial step size of the algorithm are listed in Table 2. The target pose joint value of the manipulator is calculated according to the pruning point and the growth situation of the branch to be pruned. The obstacle parameters are listed in Table 3.
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**Figure 9 Planning scenes**

by 58.5% and 24.24% respectively compared with RRT-Connect in scene A. The path planning time and the path length of BZSRRT-Connect are reduced by 52.1% and 58.35% respectively compared with RRT-Connect in scene A. The path planning time and the path length of BZRRT-Connect are reduced by 56.16% and 25.18% respectively compared with RRT-Connect in scene B. The path planning time and the path length of BZSRRT-Connect are reduced by 53.16% and 68.11% respectively compared with RRT-Connect in scene B. No matter in scene A or scene B, the path planning success times of BZRRT-Connect and BZSRRT-Connect are higher than RRT-Connect. Moreover, compared with BZRRT-Connect and RRT-Connect, the variation coefficient of the path length of BZSRRT-Connect is the smallest, which are 0.06 and 0.15 respectively.

The red lines in Figure 10a–c represent the paths generated by the path planning simulation experiment of the manipulator in scene A using the RRT-Connect algorithm, the BZRRT-Connect algorithm and the BZSRRT-Connect algorithm, respectively. Figure 10d shows the path generated by the manipulator using the BZRRT-Connect algorithm in scene A and this path is optimized by using the bidirectional pruning optimal strategy and cubic non-uniform B-spline interpolation method. The blue line represents the path generated by the BZRRT-Connect algorithm, the green dots stand for the key path points obtained by the bidirectional pruning optimal strategy, and the red line refers to the path after interpolation fitting on the key path points using the cubic non-uniform B-spline interpolation method. As shown, the paths generated by the RRT-Connect algorithm and the BZRRT-Connect algorithm are spatial broken line segments, which are not smooth and contain many unnecessary points. Comparatively, the path generated by the BZSRRT-Connect algorithm is the shortest and smoothest. Figure 11 shows the changes of joint value of each joint in the process of simulation path planning experiment of the manipulator using the BZSRRT-Connect algorithm.
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**Figure 8 Diagram**

| Scene | Initial pose joint value | Target pose joint value | Initial step size |
|-------|--------------------------|-------------------------|------------------|
| A     | (18°, 150 mm, 35°, 10°, 0°) | (~18.4349°, 411.7332 mm, 76.6274°, ~15.3308°, 90°) | 2 |
| B     | (~18°, 60 mm, 90°, 0°, 0°) | (28.9601°, 125.5624 mm, 86.6009°, 11.0724°, ~121.0061°) | 2 |

**Table 2 Main parameters in different scenes**

| Scene | Number | Starting coordinates/mm | Termination coordinates/mm | Radius/mm |
|-------|--------|-------------------------|---------------------------|-----------|
| A     | 1      | (800, 0, 0)             | (730, 70, 430)            | 35        |
|       | 2      | (730, 70, 430)          | (700, 100, 500)           | 25        |
|       | 3      | (700, 100, 500)         | (630, 170, 600)           | 25        |
|       | 4      | (630, 170, 600)         | (400, 400, 1100)          | 25        |
|       | 5      | (630, 170, 600)         | (550, 170, 800)           | 20        |
|       | 6      | (550, 170, 800)         | (550, 120, 1000)          | 20        |
|       | 7      | (800, 0, 300)           | (730, ~70, 425)           | 35        |
|       | 8      | (730, ~70, 425)         | (694, ~106, 425)          | 25        |
|       | 9      | (694, ~106, 425)        | (724, ~176, 610)          | 24        |
|       | 10     | (724, ~176, 610)        | (376, ~424, 1050)         | 25        |
|       | 11     | (694, ~106, 425)        | (630, ~170, 525)          | 20        |
|       | 12     | (630, ~170, 525)        | (500, 50, 600)            | 19        |
|       | 13     | (800, 0, 0)             | (800, 0, 300)             | 50        |
|       | 14     | (376, ~424, 1050)       | (100, ~400, 1500)         | 19        |

| B     | 1      | (800, 0, 0)             | (800, 0, 300)             | 50        |
|       | 2      | (800, 0, 300)           | (730, 70, 430)            | 35        |
|       | 3      | (730, 70, 430)          | (700, 100, 500)           | 25        |
|       | 4      | (700, 100, 500)         | (630, 170, 600)           | 25        |
|       | 5      | (630, 170, 600)         | (550, 170, 800)           | 20        |
|       | 6      | (550, 170, 800)         | (550, 120, 1000)          | 20        |
|       | 7      | (800, 0, 300)           | (730, ~70, 425)           | 35        |
|       | 8      | (730, ~70, 425)         | (694, ~106, 425)          | 25        |
|       | 9      | (694, ~106, 425)        | (724, ~176, 610)          | 24        |
|       | 10     | (724, ~176, 610)        | (376, ~424, 1050)         | 25        |
|       | 11     | (694, ~106, 425)        | (630, ~170, 525)          | 20        |
|       | 12     | (630, ~170, 525)        | (500, 50, 600)            | 19        |
|       | 13     | (724, ~176, 610)        | (600, ~200, 700)          | 19        |
|       | 14     | (600, ~200, 700)        | (600, ~200, 1000)         | 19        |

4.2 Results and analysis

Table 4 shows the statistical calculation results of using different algorithms in different scenes for the manipulator path planning simulation experiments. As shown in Table 4, the path planning time and the path length of BZRRT-Connect are reduced by 58.5% and 24.24% respectively compared with RRT-Connect in scene A. The path planning time and the path length of BZSRRT-Connect are reduced by 52.1% and 58.35% respectively compared with RRT-Connect in scene A. The path planning time and the path length of BZRRT-Connect are reduced by 56.16% and 25.18% respectively compared with RRT-Connect in scene B. The path planning time and the path length of BZSRRT-Connect are reduced by 53.16% and 68.11% respectively compared with RRT-Connect in scene B. No matter in scene A or scene B, the path planning success times of BZRRT-Connect and BZSRRT-Connect are higher than RRT-Connect. Moreover, compared with BZRRT-Connect and RRT-Connect, the variation coefficient of the path length of BZSRRT-Connect is the smallest, which are 0.06 and 0.15 respectively.
be seen from Figure 11 that in the simulation path planning experiment of the manipulator, the joint value changes smoothly and continuously without any sudden change or vibrate. Therefore, the BZSRRT-Connect algorithm can quickly plan a shorter path that is smooth, continuous, and executable. The results of the simulation experiment have verified the superiority and effectiveness of the BZSRRT-Connect algorithm.

5 Practical experiment

To verify the feasibility and effectiveness of the proposed algorithm on actual fruit tree pruning manipulator, a real path planning experiment platform of the fruit tree pruning manipulator is built as Figure 12. The platform consists of the fruit tree pruning manipulator, jujube tree, jujube clamping mechanism, and 3D high-speed camera. The experiment process is as follows:

Firstly, scan the experiment platform with LIDAR to obtain the three-dimensional coordinates of the jujube pruning point (goal point) and the obstacle parameters. Secondly, establish the base coordinate system with the point where the installation position of the manipulator is perpendicular to the working table as the origin to obtain the three-dimensional coordinates of the pruning point and the obstacle parameters under the base coordinate system. Then, make the obstacle avoidance path planning of the fruit tree pruning manipulator with the initial point, the goal point, and the obstacle parameters under the base coordinate system as the input parameters of the algorithm to generate a series of path points. Finally, drive the manipulator to the goal point according to path points and use 3D high-speed camera to record the whole movement process of the manipulator.

5.1 Experiment design

As shown in Figure 13a, the manipulator starts from the initial point to avoid the obstacles to prune the target branch. In this scene, the three algorithms of RRT-Connect, BZRRT-Connect and BZSRRT-Connect were used respectively for the practical experiment, each algorithm with 10 times of practical path planning experiment. For each algorithm, we summarized the average path planning time and the path planning success times with 45 s of the time limit for the planning time. The joint value of the initial
pose of the manipulator is (28°, 20 mm, 80°, 50°, 0°), the joint value of the goal pose of the manipulator is (−15.8529°, 43.0468 mm, 0.6895°, 85.0829°, −30.582°), and the initial step size of the algorithms is the same as simulation experiment. The obstacle parameters are shown in Table 5.

Table 5  Obstacle parameters (mm)

| Number | Starting coordinates | Termination coordinates | Radius |
|--------|----------------------|------------------------|--------|
| 1      | (626.59, 37.60, 440) | (607, 36.4, 625)       | 22     |
| 2      | (607, 36.4, 625)     | (465, −75, 739)        | 22     |
| 3      | (465, −75, 739)      | (619.5, 80.67, 725.3)  | 22     |
| 4      | (619.5, 80.67, 725.3)| (623, 37.2, 805.6)     | 22     |
| 5      | (623, 37.2, 805.6)   | (567, 40.18, 1019.2)   | 22     |
| 6      | (465, −75, 739)      | (455.48, −71.9, 741.1)| 10     |
| 7      | (455.48, −71.9, 741.1)| (329, −169, 718)     | 10     |
| 8      | (619.5, 80.67, 725.3)| (665, 151, 809.4)     | 9      |
| 9      | (665, 151, 809.4)    | (695, 183, 894)        | 9      |
| 10     | (623, 37.2, 805.6)   | (590, −179, 864)       | 10     |
| 11     | (590, −179, 864)     | (602, −360, 725)       | 10     |
| 12     | (748.6, −35.2, 379)  | (771, −36, 502)        | 12.5   |
| 13     | (771, −36, 502)      | (928, −42, 1362.8)     | 12.5   |
| 14     | (700, 80, 200)       | (626.59, 37.6, 440)    | 32     |
| 15     | (680, 30, 210)       | (748.6, −35.2, 379)    | 25     |
| 16     | (734, −48.49, 264.5) | (758, −166, 337)       | 10     |
| 17     | (731, −338, 517)     | (722.38, −391.7, 578)  | 9      |
| 18     | (731, −338, 517)     | (707, −312, 580)       | 9      |
| 19     | (771, 80, 100)       | (771, 80, 200)         | 85     |

5.2 Results and analysis

Figure 13 presents the movement process of the manipulator using the BZSRRT-Connect algorithm to perform obstacle avoidance path planning experiment. Figure 13a-f shows the states of the manipulator at different times in the process of moving from the initial point to the goal point while avoiding obstacles. The red lines are the movement paths of the manipulator, which are obtained by using the 3-D-Manager in ProAnalyst software to feature tracking the movement process of the manipulator recorded by 3D high-speed camera. The interface of 3-D-Manager is shown in Figure 14. The 3-D calibration panel uses a 3-D calibration board to calibrate the 3D high-speed camera and establishes a three-dimensional coordinate system with the bottom center of the 3-D calibration board as the origin. The 3-D measurement panel takes the scissors mouth center of the end effector as the feature point to automatically track the movement process of the manipulator and calculate the three-dimensional coordinates of each tracked point. The 3-D manager panel records and outputs the results of the feature tracking. Figure 15 shows the paths generated by the obstacle avoidance path planning experiments using the RRT-Connect algorithm, the BZRRT-Connect algorithm and the BZSRRT-Connect algorithm. The paths are obtained by using 3-D-Manager to feature tracking the movement process of the manipulator recorded by 3D high-speed camera, which are labeled with different colors. The red line represents the path generated by the BZSRRT-Connect algorithm, the blue line represents the path generated by the BZRTT-Connect algorithm, and the green line represents the path generated by the RRT-Connect algorithm. As shown, the paths planned by the RRT-Connect algorithm and the BZRTT-Connect algorithm are spatial broken line segments which are not smooth and contain many unnecessary points. Compared with the RRT-Connect algorithm and the BZRTT-Connect algorithm, the path generated by the BZSRRT-Connect algorithm is the shortest and smoothest.

Table 6 shows the statistical results of the practical experiments. As shown, the path planning time of BZRTT-Connect and BZSRRT-Connect decrease by 62.56% and 48.24% respectively compared with RRT-Connect, and the path planning success times of BZRTT-Connect and BZSRRT-Connect are higher than RRT-Connect. Figure 16 shows the changes of joint value of each joint in the process of practical obstacle avoidance path planning experiment of the manipulator using the different algorithms.
6 Conclusions and future work

An improved RRT-Connect algorithm was proposed to solve the obstacle avoidance path planning of the fruit tree pruning manipulator in fruit tree pruning environment. Based on the basic RRT-Connect algorithm, the improved RRT-Connect algorithm introduced the goal-biased strategy and the adaptive step size adjustment principle to accelerate the path search speed and reduce the path planning time. The improved RRT-Connect algorithm used the bidirectional pruning optimal strategy and the cubic non-uniform B-spline interpolation method to optimize the path generated by the RRT-connect algorithm to improve the path quality. The path planning simulation experiment of the manipulator was carried out in the fruit tree pruning manipulator simulation system. The results showed that, compared with the basic RRT-connect algorithm, the path planning time of the improved RRT-connect algorithm was reduced by about 55%, the path length was reduced by about 60%, the planned path was smoother, and the quality of the planned path was more stable. The path planning success rate of the improved RRT-connect algorithm was 100% and the planned path was smooth, continual and executable. Therefore, the improved RRT-connect algorithm not only had shorter path planning time, but also had higher path quality. The practical obstacle avoidance path planning experiment for the fruit tree pruning manipulator was carried out on the real path planning experiment platform of the fruit tree pruning manipulator. The results showed that the improved RRT-Connect algorithm could rapidly plan a smooth, continual and executable path and the path could effectively guide the manipulator to avoid obstacles and make the end effector of the

| Algorithm       | Average path planning time/s | Success times |
|-----------------|------------------------------|---------------|
| RRT-Connect     | 39.8                         | 8             |
| BZRRRT-Connect  | 14.9                         | 10            |
| BZSRRT-Connect  | 20.6                         | 10            |

As can be seen from Table 6 and Figure 15, although the path planning time of the BZRRRT-connect algorithm is reduced by 62.56% compared with the RRT-connect algorithm, the planned path using the BZSRRT-Connect algorithm is a spatial broken line segment which is not smooth and contains many unnecessary points. In addition, it can be seen from Figure 16b that in the process of the path planning using the BZSRRT-Connect algorithm, the joint value change of each joint of the manipulator is not smooth, discontinuity, and there are sudden change and vibrate. This shows that the BZSRRT-Connect algorithm can quickly plan a feasible path, but the path quality is not satisfactory.

According to Table 6, Figure 13 and Figure 15, compared with the RRT-Connect algorithm, the BZSRRT-Connect algorithm can realize a shorter path planning time, shorter path length and smoother path, and the planned path can effectively guide the manipulator to avoid obstacles and lead the end effector of the manipulator to the goal point. It can be seen from Figure 16 that in the process of the path planning using the BZSRRT-Connect algorithm, the joint value changes smoothly and continuously without any sudden change or vibrate. Therefore, the BZSRRT-Connect algorithm can rapidly plan a smooth, continual and executable path and the path can effectively guide the manipulator to avoid obstacles and make the end effector of the manipulator reach the goal point, thus verifying the feasibility and effectiveness of the proposed algorithm for the actual fruit tree pruning manipulator.
manipulator reach the goal point. The results also verified the feasibility and effectiveness of the improved RRT-Connect algorithm.

There are also limitations in the proposed algorithm. The collision detection algorithm used in this study is based on the premise that the obstacle location is fixed. When in the field environment, the location of the obstacle may change due to the wind disturbance. At this time, the proposed algorithm can’t complete real-time obstacle avoidance, which will cause some restrictions on the path planning of the manipulator. Therefore, the next step is to study the real-time obstacle avoidance path planning of the manipulator.
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