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ABSTRACT

Authentication is a method for securing an account by verifying the user identity by inputting email with a password. Two factor authentications is an authentication system that combines the first-factor authentication with the second factor. General two factor authentication by entering an email or username with a password are similar. However, two factor authentication requires additional information that must be inputted by the user. Additional information can be in the form of tokens or one-time passwords (OTP). Two factor authentications generally still uses third-party services to generate token or OTP still have vulnerable because can attacked from tokens steal through MITM and found that the generated tokens with the same value. Therefore, we propose a two-factor authentication framework based on ethereum blockchain with dApp as token generation system. Firstly, outcome from the analysis of the system, next succeeded in creating a two-factor authentication system without using third-parties. Second, token system generate up to 3164 different tokens in one second and has been collisions tested. Third, security method to protect token from MITM attack. The attacker unable to get access caused all the checking are done by dApp user authentication.

1. Introduction

Authentication is usually a combination of email and password enable access to the account. Web application are platforms that uses authentication system to check an account is really accessed by own user. Authentication has three factors: something that you know, something that you have, and something that you are. Authentication usually encounter in web applications is one-factor authentication or password-based authentication refers to the category something that you know [1, 2, 3, 4]. Password-based authentication has weaknesses, that are easy to brute force attacks, so the users data are vulnerable of being stolen [5, 6]. Users usually use the same password on many platforms to make it easier to remember [4, 7]. Such method is vulnerable to attacks. Hackers who succeed in getting the user passwords from one platform can also stole the user data on another platforms. Therefore, password-based authentication cannot accommodate the security and confidentiality of account data [8, 9, 10].

To resolve the weakness of password-based authentication in web applications by adding a layer of security and combining two authentication factors together called two factor authentications (2FA).
2FA is an authentication system that combines the first-factor authentication (something that you know) with the second factor (something that you have). Performance as same as with 2FA password-based authentication, but 2FA is requiring to enter additional information in the form of tokens or one-time passwords (OTP). The token is generated by a third-party then be sent to the user via SMS or mailing system.

According to paper [11], tokens generate are done by the users and stored into the blockchain. Tokens can be used every time will do 2FA. In this way, the token used for each authentication has the same value and token only used once. Refers to [2]. Tokens generate system handled by a smart contract and sent to the user via OTP-SMS, but They are still use third-parties to send tokens and is not secure for the 2FA system because tokens can be stolen by attackers through MITM (Man-In-The-Middle) [2, 12].

We propose a 2FA framework that is different from the existing system and develop with dApp as a token generating system. DApp is a decentralized application that runs on peer-to-peer networks [3]. Another difference is that the general 2FA system will send the generated token via third-party to the user to be inputted on. However, the user does not need to manually input the token because checking will be done automatically by the system. Implementing Ethereum blockchain technology to avoid using third-party and to develop this system because Ethereum can modify centralized systems into distributed systems with programming capabilities. This system can counter MITM and 2FA attacks systems from third-parties.

2. Related Work

Longfei Wu et al. in paper [13] proposed a two factor out-of-band authentication scheme method for blockchain infrastructure-based IoT devices to prevent collusion on a centralized server. The proposed authentication on this system works by checking the IoT device that was previously registered in the blockchain with the closest blockchain node. Then the node will send a code to grant access or activate the device. It is also mentioned in the paper that the system can prevent attacks from malicious devices even though the attacker can steal tokens which means the token security of the system is still not safe.

| Researcher               | Strength                                                                 | Weakness                                                                 |
|--------------------------|--------------------------------------------------------------------------|--------------------------------------------------------------------------|
| Alharbi et al. [2]       | The system is safe form third-party attacks. The system is safe from MITM attacks | This system still uses OTP-SMS to distribute the token via SMS. If the handphone is lost and the attackers manage to take over the handphone then they can get the token to enter the system. |
| Amrutiya et al. [11]     | The advantage of this system is that it uses a private blockchain which does not require large costs and memory sizes | The token in this system does not suit the characteristic of token which should be a one-time password that can only be used once. |
| Wu et al. [13]           | The system can prevent attacks from malicious devices even though the attacker can steal tokens | - Failure possibility on the first-factor authentication  <br> - In the paper is written that the system can prevent attacks from malicious devices even though the attacker can steal tokens which means the token security of the system is still not safe.  <br> - Tokens that are sent from authenticator to the application are plain text so they are vulnerable to token theft by MITM attacks.  <br> - Token collision can happen because the token is based on the time |
| Park et al. [14]         | The system guarantees high level authentication.                          | - Tokens that are sent from authenticator to the application are plain text so they are vulnerable to token theft by MITM attacks. |

Table 1. Summarize of the related works

Park et al. in the Park et al. [14] proposed a two factor authentication framework with hyperledger fabric as a solution to the private blockchain problem. The token used on this system is TOTP (Time-based One Time Password) generated by including the time information when the token is generated at that time. The way this system works is that after the user enters login data, the authenticator will...
generate a token which will then be sent directly to the application without the need to send it first to the user. If the tokens match, the user will be given access to the system. The system guarantees high level authentication. However, tokens that are sent from authenticator to the application are plain text so they are vulnerable to token theft by MITM attacks.

Alharbi et al. [2] proposed a 2FA framework method with OTP-SMS built on the blockchain network to overcome various kinds of attacks including MITM and third-party attacks. The paper explained that the OTP is generated by a smart contract and would be encrypted and hashed before being sent to the user to avoid snooping. But the system in this paper still uses OTP-SMS where OTP generated will be sent to the user via SMS. The disadvantage of OTP-SMS is that if the handphone is lost and the attackers manage to take over the handphone then they can get the token to enter the system.

The problem raised in Amrutiya et al. [11] is that tokens on 2FA are generated by centralized third-parties where usually trusted third-parties are always under security threats. Therefore, the author proposed a 2FA method to use blockchain without using a third-party by adding an openSSH extra security layer. The advantage of this system is that it does not require third-party so it does not need to be integrated with SMS or mailing systems. Because of this system does not use third-parties, we propose system tokens for 2FA are generated by own user. The token which consists of six digits will then be saved to the blockchain, so if later at another time the user wants to log into the system, the user must enter the six-digit token that has been entered before. It does not the characteristic of token where is a one-time password only that can be use. The related works above can be summarized in Table 1 below.

3. Research Method

After obtaining the conclusion that weaknesses were still found in the existing system, we took the initiative to try to build an authentication system by combining the strengths and fixing the weaknesses of the existing authentication system.

In this paper, we propose a two factor authentication system without third-party on a web application using blockchain. We use blockchain because blockchain has several advantages in terms of data security and integrity making it suitable to be applied to authentication systems [15, 16, 17]. The blockchain that we use is Ethereum blockchain which can be used to change all centralized systems into distributed systems with unique programming language [18, 19, 20, 21]. The 2FA system that we made is different from other pre-existing systems. In the pre-existing 2FA system that don’t use blockchain, they use third-party to generate and distribute tokens. Meanwhile in the pre-existing 2FA system that already use blockchain, they use smart contract to generate tokens and SMS system to distribute tokens to the user. On the system that we made, we generate tokens from dApp (distributed application) in this case is the web server and does not require third-parties and this system does not need to distribute the tokens to the user because all the checkings have been done automatically by dApp.

![Figure 1. Generating token](image)

The system in Amrutiya et al. [11] still does not meet the characteristics of tokens which should only be used once. In that paper, the token that is used every time doing authentication has the same value because the token is generated directly by the user. Therefore, in the system that we made, we pay attention to the token generate system so that it can provide as many tokens as possible with different values. The token generated by our system consists of 15 digits which the algorithm can be
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The reason we made the token consists of 15 digits is to minimize the possibility of the tokens having the same value. Although the token has 15 digits which can be considered too long, the user does not need to worry because the user does not need to input the token manually.

The security of tokens from MITM attacks on Alharbi et al. [2] has been proven safe, it’s just that the system still uses SMS to send tokens to the users so that if the handphone is lost the account security is not guaranteed. MITM attack is one of the attacks that has the greatest success rate. The attacker will secretly position themselves between two end-points that communicate with each other so that the attacker can change, capture, or steal information sent by both end-points [22, 23, 24, 25]. MITM attacks are carried out with targets to damage integrity, confidentiality, and availability [26, 27, 28]. The system that we made applies the same token security as in Alharbi et al. [2] by hashing the generated token using SHA-256 algorithm and then will be stored temporarily in the session struct. Session struct contains email, the user Ethereum address, role, token, and token verification. Verification tokens are set to false by default. To perform two factor authentication, the user must click on the authenticate button, then the hashed token is sent to the blockchain using the Ethereum address of the user to be stored. The web server will compare whether the Ethereum address that made the transaction or saves the token into the blockchain has the same address as the address that is temporarily stored in a session struct. If the user Ethereum address match, then the token verification value will set to true and access to the website is granted. So that our system does not need to send tokens to the user first, but will be checked automatically by system.

3.1. System overview

An overview of the system can be seen in Figure 2 where the user accesses a distributed application (dApp) which has web3js, registration smart contract, and 2FA smart contract while dApp is connected to the Ethereum blockchain.

Figure 2. 2FA with ethereum blockchain

Figure 3. Web3 provider for blockchain-based 2FA

Distributed application (dApp) is a component that is used to create an Ethereum blockchain-based application. Dapp consists of a collection of smart contracts needed to build a system. First smart contract is named “registration smart contract” that used for registering or creating an account, and the second smart contract is named “tufa smart contract” that used for doing all the checkings related to
Two factor authentication. We used solidity language programming to build the smart contracts. Besides smart contract, there are also support by web3js on dApp, a web library that is used to work on smart contracts and is integrated with nodes on the Ethereum network. Blockchain-based two factor authentication uses web3 provider as a bridge for dApp and Ethereum blockchain to communicate. To see more detail how dApp can communicate with the Ethereum blockchain can be seen in Figure 3. To find out in more detail how web3js works with Ethereum blockchain can be seen in Figure 4. Web3js is divided into two parts named Application Programming Interface (API) and core. Blockchain-based two factor authentication on a web application use API to make and carry out transactions according to the functions exist in the smart contract. Then the transaction will be executed in core by signing on the transaction that has been made using a private key wallet owned by each user. The signed transaction will then be forwarded to the blockchain network and recorded in a block in the node.

![Diagram](image)

Figure 4. Transaction between Web3js and Ethereum blockchain

Before transactions are recorded in blocks on each node connected in the Ethereum blockchain network, signed transactions must move from web3js to the blockchain network. Next, signed transactions will be forwarded to the blockchain network using an object notation called JavaScript Object Notation (JSON). In Ethereum blockchain-based applications, there is an object notation that has a function like JSON called JSON-RPC uses to distribute data or information from front-end to back-end or reverse [29, 30, 31].

3.2. How the system work

Authenticate process, user should create an account by registering email and password and will be check before data is stored to the blockchain, e-mail and password are checked. Emails are checked to have the appropriate format. If an invalid, error message will be displayed. Conversely, if the email is valid, then proceed with checking the password. Registered password must be at least eight characters long, have uppercase letters, symbol, and numbers. If password that to be registered does not meet these conditions, then error message will be displayed. If valid, then check again whether the email to be registered already exists on the blockchain. If email is already registered in blockchain, user should to register with another email and the account is successfully created. More details can be seen in Figure 5. The account registration flow is illustrated in activity diagrams.

The login flow with two factor authentications shown by Figure 6. The user enters the email and password, then dApp will check whether the entered email already registered in the blockchain. If it is not registered yet, an error message will be displayed. Conversely, if the email has been registered, dApp will create a session and generate token followed by a page move to the 2FA verification page. After that, the token that has been generated by dApp will be stored to the blockchain. DApp will check if the token stored on the blockchain is the same as the generated session token. If they are not the same
4. Experiment and Results

The system is developed shown in Figure 7. The application has a role-based access control where only the super admin and admin can create a new account. Accounts that have super admin roles can create other super admin and admin accounts. Accounts that have admin roles can only create staff accounts. Meanwhile staff accounts cannot create any accounts. Super admin can login for the first time by using default email and password. In this section, we will discuss more on the authentication system rather than the registration system.

The two-factor authentication works in this system is user enters email and password that have been registered on the registration menu. Next, checking the format of the email and password. If the format and requirements entered does not match, error message will appear. If the format and requirements match, the dApp or web server will generate a token consisting of 15 digits then the token hashed using SHA256. Hashed-tokens will be temporarily stored in a session struct. Session struct also stores some attributes needed to be authenticate, user email, Ethereum address, roles, tokens, and token verification. Token verification is set by default (false). Then the user will be directed to the verification page which has an "authenticate" button to do the two-factor authentication process. On this page, the user only needs to click on the button and dApp will send a hashed-token to be saved on the blockchain. Hashed-tokens are stored in an array that has an index in the form of a user Ethereum address on the blockchain. After the hashed-token has been successfully stored in the blockchain, dApp will call a function that has the user Ethereum address parameter in the smart contract. The function will return the token value in the array with an index that matches the user Ethereum address in the session struct. Then dApp will check whether the token obtained from the function call on the smart contract has the same value as the token stored in the session struct, then the user will be given access rights. Conversely, if the token value is not the same then an error message will appear. The 2FA system that we made does
not require third parties to generate and distribute tokens. Users who authenticate in the system also do not need to enter tokens because all checking has been done automatically by dApp. The authentication process can be found on the web server terminal in Figure 8.

As explained above, the 2FA framework that we made use dApp as a token generating system. We tested dApp as a token generating system to determine whether the generated token algorithm there is still possible to have collisions. Collision is a condition where two or more inputs will produce the same value. This system is tested by 10 users logging in almost simultaneously in a span of 5 seconds, 10 seconds, and 15 seconds. The results of the test in Table 2. Tokens generate algorithm can produce up to 3164 tokens in a second. The possibility of the users that logging in at the same second and getting token with the same value is impossible. Taking 5 sample token values that were successfully generated by the system before entering the hashing stage in Figure 9. That way can be concluded that the token generated from the dApp can solve collision and security issue are better than the token generating system previous [10] and [13].

4.1. Credential protection
There are two authentication factor password and token. The first-factor is minimum conditions for the password they will use. The password must consist of at least 8 characters and must have an upper case, number, and symbol to avoid of brute force attack. Second factor by hashing the generated token. So, what is sent and stored in the blockchain is not plain text but in the form of a hash that is safe from MITM attacks.

Figure 7. Login page web

Figure 8. Two factor authentication process

Table 2. Collision testing result

| No | User | Time Span |
|----|------|-----------|
|    |      | 5 seconds | 10 seconds | 15 seconds |
| 1  | User1 | 366134138927268 | 198891348747564 | 175924906629819 |
| 2  | User2 | 65715969694923 | 899831056556082 | 153206935510941 |
| 3  | User3 | 112382625936340 | 633482357102994 | 61094038401053 |
| 4  | User4 | 398174291792390 | 501206394930417 | 322138298187288 |
| 5  | User5 | 956865233570482 | 537155351584300 | 700189954136554 |
| 6  | User6 | 738408563523303 | 54051375182516 | 350947647115600 |
| 7  | User7 | 831158974100208 | 186592308515453 | 71584278654690 |
| 8  | User8 | 159463384425952 | 567343759214490 | 987695726248925 |
| 9  | User9 | 513310856849926 | 873156427393222 | 92726196621611 |
| 10 | User10| 281088250422206 | 132727436933244 | 321874185276144 |
MITM attack testing by trying to capture or sniff out packages sent from dApp to the blockchain. When a user login into the system, other actors will try to peek on the token using sniffing tools. The result is that the packet can be seen, however the token value cannot be known because the one sent to the blockchain is not a plain token, but a token that has been hashed using SHA-256. In addition, the advantage of the system is that users do not need to manually input tokens. So, if an attacker can decode the hash to get the token value, the attacker will not be able to get access rights because all checkings are carried out by dApp which is only owned by the user.

Figure 9. Tokens generated by web server before being hashed

4.2. Secure communication

Blockchain is a collection of several blocks that are connected to each other. A block consists of the hash block itself, the data, and the previous hash block. When a block is created, it automatically calculates the block hash value itself. The hashing system on the blockchain can detect changes that occur in a block. If the block hash value changes, then the block can no longer be considered as the same block. Blocks can be connected because each block stores hash values from the previous block. For example, suppose block A has the hash value of block A (the first block has no previous hash block value). Block B has the hash value of block B and block A. Block C has the hash value of block C and block B. The three blocks are connected because block B stores the hash value of block A and block C stores the hash value of block B. If there is an attacker want to damage block A, then the block A hash value will change. That way, the block A hash value that is owned by block B is invalid which causes block C and subsequent blocks to be invalid. That means, changing one block in the blockchain will cause the next blocks to be invalid.

Hash system alone is still not enough to avoid attacks. Today’s computers are so sophisticated that the attacker can recalculate the hash values of all blocks to get a valid blockchain. Therefore, the term “proof-of-work” appears on the blockchain. Proof-of-work on the blockchain is used to slow down the creation of a block. Usually the proof-of-work calculation takes about 10. That way, the attacker is difficult to damage the block because the attacker takes a long time to recalculate the subsequent proof-of-work blocks.
As explained in the previous section, a blockchain is a collection of nodes that are connected to each other. Anyone can join the blockchain network and they will get a full copy of the data stored in the blockchain. If someone creates a block, then the block will also be sent to all nodes that are connected in the network to verify and determine whether the block is tampered by the attacker or not. The tampered block will be rejected. So, the chance of the attacker to successfully damage the blockchain is very small because the attacker must damage all the blocks in the blockchain then recalculate the proof-of-work of each block. In addition, the attacker must at least be able to take control at least 51% of the nodes connected in the blockchain network. Therefore, we use this blockchain technology to secure authentication framework.

5. Conclusions

Secure authentication system is combined strengths and improve the weaknesses of existing systems. The conclusions are, tokens are generated directly by dApp and there is no need to distribute tokens to users because checking the first factor and the second factor is done automatically by the system. Therefore, system succeeded in creating a two-factor authentication system without using third-parties. The token generation system on the framework has been collisions tested. Our system can generate 3164 different tokens in one second for minimize of several users logging in at the same time with a token the same value. The result of token sniffing is to get tokens in the form of hashes, it is difficult for the attacker to get the original value of the token, even if the attacker can get the token value, they will not be able to get access because all the checkings by dApp and own user.

The developer desire to change the smart contract code are possible, it requires re-deployment which causes the data that already exists on the Ethereum blockchain lost. But re-deployment can be avoided if the developer already understands and familiar using smart contract programming languages. So, the developer can implement the smart contract without any change in the future. Therefore, we recommend understanding the smart contract programming language and analyze code before deploying the smart contract to avoid re-deployment.
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