Automating Geometric Proofs of Collision Avoidance with Active Corners
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Abstract—Avoiding collisions between obstacles and vehicles such as cars, robots, or aircraft is essential to the development of autonomy. To simplify the problem, many collision avoidance algorithms and proofs consider vehicles to be a point mass, though the actual vehicles are not points. In this paper, we consider a convex polygonal vehicle with nonzero area traveling along a 2-dimensional trajectory. We derive an easily-checkable, quantifier-free formula to check whether a given obstacle will collide with the vehicle moving on the planned trajectory. We apply our active corner method to two case studies of aircraft collision avoidance and benchmark its performance.

I. INTRODUCTION

Preventing collisions with obstacles or foreign objects is crucial when developing autonomous capabilities for robots, cars, aircraft, and many other vehicles. As such, collision avoidance remains a major research theme of the autonomy, robotics, and formal methods communities. In particular, for safety-critical tasks such as vehicles interacting with humans or animals, it is imperative to provide formal proofs that the vehicle will not collide with agents in its environment.

In many papers studying trajectory planning or collision avoidance, e.g. [34], [3], [20], the vehicle is modeled as a point, and the volume — or surface area — occupied by the vehicle is ignored. In reality, land and air vehicles are not points but have a certain volume, and contact of any external object with any part of the vehicle would constitute a collision. In this paper, we present a novel, automated, and general technique to transform a planned trajectory of a vehicle with volume into explicit boundaries of the region in which an obstacle will not be at risk of a collision. This transformation provides an efficient, runtime-checkable test to determine whether a given obstacle will collide with a vehicle on the planned trajectory, even when the vehicle has volume.

Given a part of a trajectory \(T\), a vehicle occupying the volume \(v(x_T, y_T)\) when centered on position \((x_T, y_T)\) along the trajectory, and a point-obstacle \((x_O, y_O)\), the vehicle will not collide with the obstacle if and only if:

\[
\forall (x_T, y_T) \in T, (x_O, y_O) \notin v(x_T, y_T)
\]  \hspace{1cm} (1)

In the rest of the paper, we will call this formulation the implicit formulation of collision avoidance. This implicit formulation is a correct definition, but it has one major drawback: because of the universal quantifier on \((x_T, y_T)\), it is not easy to check systematically or at runtime whether an obstacle is indeed at risk of a collision. Ideally, we would want to obtain a quantifier-free, easily checkable formula that is equivalent to (1); in the rest of this paper we will call that formula, which represents a region in the plane, the explicit formulation. In theory, one could use quantifier elimination, but for trajectories containing more than a few symbolic parameters, the algorithm does not finish in a reasonable time due to its doubly-exponential time complexity in the number of variables [14].

This issue arose before, notably in the verification of the Next-Generation Aircraft Collision Avoidance System ACAS X [22], [23]. In that work, the formal proof of correctness was divided into: (i) establishing the trajectory of the aircraft from its equations of motion, leading to a formula of the form of (1); and (ii) establishing an equivalent quantifier-free formula that can be checked efficiently at runtime. Both tasks required a proof in the KeYmaera X theorem prover, with significant manual effort [35]. A similar approach was used in the verification of collision avoidance for ACAS Xu, the unmanned version of ACAS X, with horizontal maneuvers [1]. The object of this paper is to automate and generalize task (ii) of this process.

In order to automate task (ii), we propose a different approach based on geometric intuition. Let us examine an example of a rectangular vehicle performing a simple maneuver (Figure 1). The central idea of the method presented in this paper is that the boundaries of the explicit formulation are either trajectories of a corner of the vehicle or sides of the vehicle at a few particular points.

The corners to consider at every point depend on the slope of the trajectory: for a rectangular vehicle, the boundaries follow the top-right and bottom-left corners when the vehicle’s velocity is directed “northwest” (towards the top left) or southeast; and, symmetrically, the boundaries follow the top-left and bottom-right corners when the vehicle’s velocity is directed towards the northeast or southwest of the plane. We call these corners active corners. But this is not enough: at points where the trajectory switches from following one set of corners to another, the boundary may follow a side of the vehicle at that point, e.g., its bottom boundary at the lowest point of the trajectory on Figure 1. We call these points...
Fig. 1: Safe region for a rectangle with $w = 2, h = 1$ and its center following Equation (2). The trajectory is dashed in purple, safe region shaded in green, and unsafe region is unshaded.

transition points. By capturing the motion of these boundaries — both corners depending on the slope or the sides of the vehicle at certain points — we can construct a quantifier-free formula equivalent to (1), corresponding to its equivalent explicit formulation. Our approach is fully symbolic with no approximation.

In this paper, we formalize and generalize our approach to different trajectories and polygons and show how to find active corners and transitions symbolically and how to form a quantifier free explicit formulation equivalent to the input implicit formulation. We carefully prove that our transformation is both sound (any obstacle shown safe using the explicit formulation is safe using the implicit formulation) and complete (no obstacles that are actually safe appear unsafe using the explicit formulation). Finally, we detail a fully symbolic Python implementation of our work and present an evaluation of its performance on two applications from previous papers (where we fully automate results that had required significant manual proof effort) and a third non-polynomial example.

II. Overview

This section provides an overview of our approach, by walking through a simple example constructing a geometric safe region used to verify obstacle avoidance for aircraft. At present, our method applies only to two-dimensional planar motion due to the increased complexity of three-dimensional motion when analyzing trajectories and polyhedra. The example uses linear motion and a rectangle, though the method generalizes to other planar motion and convex polygons, as detailed in Section IV.

A. Trajectory

Consider the planar side-view of an airplane flying, initially descending at constant velocity and then ascending with constant velocity. For simplicity, assume the aircraft has infinite acceleration. In this example, we represent the bounds of the aircraft as an axis-aligned rectangle with width $2w$ and height $2h$ that moves in the $(x, y)$ plane. The airplane begins at the origin and moves in the plane with piecewise trajectory $T$:

$$
T = \begin{cases} 
  y = -2x & x \in [0, 5] \\
  y = x - 15 & x \in [5, \infty) 
\end{cases}
$$

(2)

B. Implicit Formulation

Suppose the rectangle translates with its center moving along this piecewise trajectory. Additionally, assume there is a point obstacle at $(x_O, y_O)$ to be avoided; that is, the rectangle never intersects the obstacle. Then we can state an quantified (or implicit) formulation of obstacle avoidance:

$$\forall(x_T, y_T) \in T, (|x_O - x_T| > w \lor |y_O - y_T| > h)$$

(3)

The implicit formulation of the safe region (3) straightforwardly represents a safety property of obstacle avoidance — if an object moving with its center fixed along the nominal trajectory $T$ is far enough away (either width $w$ in the $x$-axis or height $h$ in the $y$-axis) from a point obstacle at $(x_O, y_O)$, then the object is safe. Here we use safe region to mean the set of all obstacle locations for which collision is avoided.

C. Explicit Formulation

The need for a quantifier-free equivalent of Equation (3) motivates an explicit formulation of the safe region for the obstacle. The goal of this work is to automate the generation of such a formulation. We compute the reachable set of the object as it moves along a trajectory in order to compute the complement of the safe region: the unsafe region. We can express the unsafe region (the set of all locations for which an obstacle will collide with the object as it moves along a given trajectory) directly as a union of regions in the plane, each defined (in this case) by an intersection of linear inequalities (Equation (4)) bounding the region, plotted in Figure 1. The safe region is simply the negation of (4).

$$\begin{align}
(x_O \geq -w) & \land (y_O \leq h) \land (y_O \geq -2x_O - 2w - h) \\
& \land (x_O \leq 5 + w) \land (y_O \leq -2x_O + 2w + h) \\
& \land (y_O \geq -10 - h) \lor \left((x_O \geq 5 - w) \\
& \land (y_O \geq -10 - h) \land (y_O \leq x_O + w + h - 15) \\
& \land (y_O \geq x_O - w - h - 15)\right)
\end{align}
$$

(4)

Note the first disjunction in Equation (4) corresponds to the motion of the aircraft on the left side of Figure 1 as it descends; the second corresponds to the right side as the aircraft ascends.

III. Algorithm

A. Preliminaries

In this work, we define the safe region as the set of obstacle locations where, given a polygon’s trajectory, a collision will not occur. Correspondingly, the unsafe region will be unsafe if an obstacle invades its area. As such, the unsafe region corresponds to the reachable set of the polygon as it moves...
along a trajectory. We can define a quantified representation of the safe region: the *implicit formulation* from (1). We also use the term *explicit formulation* in this work; we use that to mean an equivalent to the *implicit formulation*, but without quantifiers like $\forall$ and $\exists$. Our method primarily applies to convex polygons. In this paper, we discuss polygons with central symmetry for ease of exposition, though the method straightforwardly extends to irregular and asymmetric convex polygons, and can be extended to concave polygons (Section III-F).

We consider two-dimensional planar trajectories defined piecewise, with each piece a function $y = f(x)$ or $x = f(y)$ and $f$ a $C^1$ function (differentiable and having a continuous derivative). Trajectories must have a *finite* number of these $C^1$ pieces. The pieces themselves need not be continuous, though the applications we study do include continuous piecewise trajectories. The subdomains for the piecewise trajectory must be non-overlapping and exhaustive, meaning their union should cover the entire domain of the trajectory. Polygons move along the trajectory without rotating. Since the polygons translate along the trajectory, there is a constant vector offset $\begin{bmatrix} \Delta x_i \\ \Delta y_i \end{bmatrix}$ from the center to the $i$-th vertex, and there are $n$ vertices for an $n$-sided polygon. Thus, the trajectory for vertex $i$ is $y - \Delta y_i = f(x - \Delta x_i)$ or $x - \Delta x_i = f(y - \Delta y_i)$. We consider the trajectories of all vertices of the polygon in an attempt to bound its motion and compute the reachable set of the object as it moves along the trajectory.

### B. Active Corners

Throughout this section we consider a trajectory of the form $y = f(x)$; the case for $x = f(y)$ is symmetric. The boundaries of the safe region are (for centrally symmetric derivative of $f$) the slope of the trajectory (which can be computed from the $C^1$). Trajectories must have a *finite* number of these $C^1$ trajectories. We detail what happens then in Section III-C. Note that when a linear trajectory is parallel to a side of the polygon (e.g. $\theta = 60^\circ$ for the hexagon in Figure 2), two adjacent corners may both be active and either can be classified as such. For such trajectories, the active corners technically do not change for the length of the linear path, so there would be no transition points as long as the trajectory parallels a polygon edge.

Given an obstacle at point $(x_O, y_O)$, we can check if it is inside the unsafe region (or reachable set) in a computationally efficient fashion. If an obstacle lies outside the unsafe region, it would be either above both corner-trajectories or below both corner-trajectories for whichever corners are active. We can express the location of the obstacle with respect to a corner-trajectory in a single equation by considering the value of $y_O - f(x_O - \Delta x_i) - \Delta y_i$ for active corner (vertex) $v_i$. This term will be positive for both vertices $v_i, v_j$ if the obstacle is above both corner-trajectories, and similarly negative if the obstacle is below both. Therefore, any point $(x_O, y_O)$ in the safe region has a positive value for the product of the two expressions above, and any point in the unsafe region has a negative or zero value for this product. This yields the following test to check if an object lies in (part of) the *unsafe region*:

$$\{(y_O - f(x_O - \Delta x_i) - \Delta y_i)(y_O - f(x_O - \Delta x_j) - \Delta y_j) \leq 0\}$$

(5)

where $\Delta x_i, \Delta y_i, \Delta x_j, \Delta y_j$ are the (constant) offsets from the center of the polygon to the active corners (vertices) $v_i, v_j$.

When implementing this algorithm, the trajectories of all other vertices lie within the trajectories of the active corners, so to check whether an obstacle lies in the portion of the unsafe region defined by the active corners, it suffices to check over all pairs of vertices $(v_i, v_j)$ with $i, j \in \{1, 2, \ldots, n\}$. This check can be made more efficient by considering only all possible pairs of active corners based on the polygon shape and discarding, say, pairs of adjacent vertices. If the test in (5) indicates that an object lies within the unsafe region, trajectory $y = f(x)$ or $x = f(y)$ is clearly unsafe.
C. Notches at Transition Points Between Active Corners

It turns out that using only active corners would yield an underestimate of the reachable set, which would be unsound for verifying safety. Figure 3 illustrates why: the white area bounded by the trajectories of the corners does not contain the red “notch,” even though a collision would occur with an obstacle in this notch. Therefore, if the test in (5) yields a value greater than 0, the trajectory is not necessarily safe; we additionally check safety at all transition points \((x_T, y_T)\) to see whether the obstacle at \((x_O, y_O)\) lies within the polygon centered at \((x_T, y_T)\). Recall that transition points are defined as points on the trajectory where the active corners switch. In the full test for safety (Equation 7), this check is represented as `in_polygon()` and can leverage one of many point-in-polygon implementations, which generally run in linear time on the order of number of vertices. As the slope of the function may change at the boundary between piecewise subfunctions, we also add a notch check at each subdomain boundary.

D. Handling Piecewise Functions

In order to account for piecewise functions, we modify our method in two ways to avoid using a subfunction outside the subdomain over which it holds. The first is a modification to hold subfunctions constant outside of the subdomain over which they’re defined; and the second is an additional boolean clause to the safety test in (5) so it only applies over a valid subdomain. In this case, the subdomain is an interval \([x_{Tk}, x_{Tk+1}]\), where \(x_{Tk}, x_{Tk+1}\) may be piecewise boundaries or transition points. Because of this, there may be many subdomains for a single piecewise case in which there happen to be many transition points.

First, we define a function \(g(x)\) (or \(g(y)\) symmetrically) that holds constant the value of each subfunction outside of its subdomain \([x_{Tk}, x_{Tk+1}]\). The function \(g(\cdot)\) is used in place of \(f(\cdot)\) in (5) above. Let \(y_{Tk} = f(x_{Tk})\).

\[
g(x) = \begin{cases} 
  y_{Tk} & \text{if } x \leq x_{Tk} \\
  f(x) & \text{if } x_{Tk} < x < x_{Tk+1} \\
  y_{Tk+1} & \text{if } x \geq x_{Tk+1}
\end{cases}
\]

Additionally, we add a clause to ensure the modified subfunction \(g(\cdot)\) is only used over the correct subdomain. First, we check \(x_{Tk} - w < x_O < x_{Tk+1} + w\), where \(w\) is the half-width of the object. We also construct a line between the two active corners of the object in each of the two piecewise boundary locations \((x_{Tk}, y_{Tk})\) and \((x_{Tk+1}, y_{Tk+1})\) and check \((x_O, y_O)\) is between the two lines. This way, we ensure the test for being unsafe holds only for the region on which each subfunction applies. Figure 4 illustrates the function \(g(\cdot)\) and the additional subdomain-related clauses.

E. Generic Explicit Formulation

This leads to a generic quantifier-free explicit formulation to test whether an obstacle is in the safe region, where \{\((x_T, y_T)\)\} represents the set of all transition and boundary points on the trajectory between piecewise subdomains. \(g(\cdot)\) is used as defined previously in Section III-D. As defined previously, \(\Delta x_i, \Delta y_i, \Delta x_j, \Delta y_j\) are the (constant) offsets from the center of the polygon to active corners \(v_i\) and \(v_j\). Our algorithm generates a test for whether an obstacle is unsafe (if a collision will occur); negating the boolean formula or its result allows testing whether an obstacle lies in the safe region.

Equation (7) is color-coded in correspondence with Figure 5. The first, third, and fourth lines ensure the test applies only over the correct piecewise domain and are in green; the
unsafe? = \bigvee_{\{g_k, x_{T_k}, x_{T(k+1)}\}} \left( x_{T_k} - w < x_O < x_{T(k+1)} + w \land (x_O, y_O) \text{ between} \right.

\left. \text{Line}(\{x_{T_k} + \Delta x_i, y_{T_k} + \Delta y_i\}, (x_{T_k} + \Delta x_j, y_{T_k} + \Delta y_j\}), \text{Line}(\{x_{T(k+1)} + \Delta x_i, y_{T(k+1)} + \Delta y_i\}, (x_{T(k+1)} + \Delta x_j, y_{T_j} + \Delta y_j)) \right) \land

\bigvee_{\{(v_i, v_j)\}} (y_O - g(x_O + \Delta x_i) - \Delta y_i)(y_O - g(x_O + \Delta x_j) - \Delta y_j) \leq 0 \bigvee \left( \right. \left. \text{in_polygon}(x_{T_i}, y_{T_i}, x_O, y_O) \right)

(7)

second line checks the obstacle is between the active corners and is in blue; the fifth line is in orange and checks for the notch at transition points and piecewise subdomain boundaries.

F. Extensions

Thus far, we have considered point-mass obstacles, but the reasoning extends to obstacles that have the same properties as the object (convex and centrally symmetric). This is achieved through a reduction where the shape of the obstacle is incorporated into the shape of the object. For example, in the simple case where both are horizontal rectangles, with the object of height $2h$ and width $2w$, and the obstacle of height $2h_O$ and width $2w_O$, the object and obstacle intersect if and only if the center of the obstacle is contained in a virtual object with the same center as the initial object, but of height $2(h + h_O)$ and width $2(w + w_O)$. We have thus reduced the problem of collision avoidance with a convex object to a problem of avoidance with a point-mass object. A similar reasoning — albeit a little more complicated — can be applied to any convex, centrally symmetric obstacle.

For ease of presentation, and because they appear in most practical applications, we have focused on objects that are convex and centrally symmetric. We can extend the reasoning to non-centrally symmetric objects: the only difference in that case is that pairs of active corners do not change together, but rather one active corner may change on one side, and another active corner may change on the other side later. Pairs of active corners are thus not opposite corners of the object anymore. The convexity of the object (and obstacles) is essential for active corners; however, we can extend our reasoning to non-convex, polygonal objects by seeing them as unions of convex sub-objects and ensuring collision avoidance with each sub-object. Finally, due to its reliance on corners, our method cannot handle circles or ellipses, but they can be approximated by polygons.

IV. PROOF OF EQUIVALENCE

We prove the equivalence of the safe regions represented by 1) the implicit formulation and 2) the explicit output of our active-corner method for trajectories of form $y = f(x)$. The proof of soundness follows; the proof of completeness is in our full paper on arXiv. The proof structure considers segments of the trajectory in which no active corner switch occurs; that is, where the angle of the tangent to the trajectory is bounded. In these segments, the bounds on the trajectory tangent angle allow us to bound the location of points in the interior of the polygon and show they lie between the two active corners. The two endpoints of a segment represent locations at which 1) the notch exists or 2) the trajectory switches to a new piecewise subfunction. In our method, these cases are handled by testing if obstacle $(x_O, y_O)$ is inside the polygon at various transition points $\{(x_T, y_T)\}$.

A. Proof Preliminaries

Consider a segment of the motion along trajectory $y = f(x)$ or $x = f(y)$ in which no active corner switches or piecewise trajectory segment switches occur. We can arbitrarily rotate this segment of motion and the proof will hold, since the object translates along the trajectory without rotation. Assume, then, that a rotation is made by an angle $\theta$ such that the active corners are oriented along a vertical line. This rotation is an invertible transformation, so the logic of this proof holds through the entire trajectory. Because of this coordinate rotation, we consider only trajectories $y = f(x)$ for the proof; any trajectory $x = f(y)$ can be rotated into the form $y = f(x)$ invertibly, so our results hold for these forms as well. Let $v_i, v_j$ denote the active corners for this segment, with corresponding offsets $\Delta x_i, \Delta y_i, \Delta x_j, \Delta y_j$ in the rotated coordinate system.

Since no active corner switch occurs, then we know the slope of function $y = f(x)$ is limited by the shape of the polygon itself — let these bounds be $\pm m$, with $m$ representing the slope of the relevant sides of the polygon. Slopes of $f$ beyond this range cannot occur over the trajectory segment in consideration, due to our assumption that the no active corner switches occur. Because the polygon is symmetric, the lower bound on slope is the negative of the upper bound (illustrated further in Figure 7). This proof is presented considering regular, symmetric polygons for simplicity, but extends to asymmetric polygons as discussed in our full paper on arXiv. To prove the soundness of our method, we must prove that all obstacles shown safe using our method (safe^{expl}) are also safe using the input implicit formulation (safe^{impl}). To prove safe^{expl} \implies safe^{impl}, we prove the contrapositive unsafe^{impl} \implies unsafe^{expl}.

Specifically, unsafe^{impl} means that an obstacle at $(x_O, y_O)$ is inside a polygon centered at some coordinates $(x, y)$; unsafe^{expl} means that the below holds from (5):

$$(y_O - f(x_O - \Delta x_i) - \Delta y_i) \cdot (y_O - f(x_O - \Delta x_j) - \Delta y_j) \leq 0$$
Given this, we can bound the illustrated in Figure 7 with a hexagon, but it generalizes to proceed assuming \( P \) corresponds \((f, \theta)\). Therefore, \(\Delta x\) is bounded by \((-m, m)\), because this proof considers a segment of motion with no changes in active corner. Hence \(\Delta y\) is bounded proportionally to \(\Delta x\), with \(\Delta y \in (-|m\Delta x|, |m\Delta x|)\). Therefore, \(f(x_{int}) \in (y_C - |m\Delta x|, y_C + |m\Delta x|)\). Our proof proceeds assuming \(\Delta x \neq 0\), since if \(\Delta x = 0\), \(x_{int}\) will lie on the vertical centerline of \(P\). In that case, it is trivial to show \(x_{int}\) lies between the active corners.

Recall \(x_{int} = x_C + \Delta x\), for \(\Delta x \in [-w, w]\). Let \(y_{int} = y_C + \Delta y_{int}\), for some \(\Delta y_{int}\) which we will bound. Given that the slopes of the sides on the top and bottom of \(P\) are \(\pm m\), we assert that any \((x_{int}, y_{int})\) with \(x_{int} = x_C + \Delta x\) has a corresponding \(\Delta y_{int} \in [-h + |m\Delta x|, h - |m\Delta x|]\). This is illustrated in Figure 7 with a hexagon, but it generalizes to any symmetric convex polygon. Given this, we can bound the \(x\) and \(y\) interior coordinates as below:

\[
(x_{int}, y_{int}) = [x_C + \Delta x, y_C + \Delta y_{int}] 
\]

Finally, we show interior point \(y\)-coordinate \(y_{int}\) lies within the active corners of \(P\). Because we consider a rotated coordinate frame such that the active corners are oriented along the vertical axis, the top and bottom active corners are located at \((x_{top}, y_{top}) = (x_{int}, f(x_{int}) + h)\) and \((x_{bot}, y_{bot}) = (x_{int}, f(x_{int}) - h)\), respectively. The bounds on \(y_{top}\) and \(y_{bot}\) are given by the following:

\[
y_{top} = y_C - |m\Delta x| + h < y_{top} < y_C + |m\Delta x| + h
\]
\[
y_{bot} = y_C - |m\Delta x| - h < y_{bot} < y_C + |m\Delta x| - h
\]

Then \(y_{int} \leq y_C - |m\Delta x| + h < y_{top}\) and \(y_{int} \geq y_C + |m\Delta x| - h > y_{bot}\).

The top active corner trajectory is given by \(f_{top}(x) = f(x) + h\) and the bottom active corner trajectory is given by \(f_{bot}(x) = f(x) - h\). By definition, \(f_{top}(x_{int}) = y_{top}\) and \(f_{bot}(x_{int}) = y_{bot}\), or equivalently, \(y_{top} - f_{top}(x_{int}) = 0\) and \(y_{bot} - f_{bot}(x_{int}) = 0\).

Then \(y_{int} - f_{top}(x_{int}) < 0\) and \(y_{int} - f_{bot}(x_{int}) > 0\).

By multiplying the equations in (10), we get

\[
(y_{int} - f_{top}(x_{int})) \cdot (y_{int} - f_{bot}(x_{int})) < 0
\]

This is an equivalent test for whether an object lies in the unsafe region from (5). Therefore we have shown that for all \((x_C, y_C)\) points satisfying \(y_C = f(x_C)\), all points \((x_{int}, y_{int})\) inside and on the boundary of a polygon centered at \((x_C, y_C)\) also have \((f_{top}(x_{int}) - y_{int}) \cdot (f_{bot}(x_{int}) - y_{int}) \leq 0\). These are exactly the definitions of unsafe_{expl} and unsafe_{impl} from IV-A earlier. Therefore, we have shown unsafe_{impl} \(\implies\) unsafe_{expl} and the contrapositive safe_{expl} \(\implies\) safe_{impl} holds as well.

V. IMPLEMENTATION

We have implemented our automated method in Python using SymPy, a symbolic math library [30]. The code implementing our algorithm and the applications in Section VI is available on GitHub at https://github.com/nskh/automatic-safety-proofs.

Given a fully symbolic trajectory and object, we first identify the angles corresponding to sides of the object. Then, following Section III-B, we identify points on the trajectory corresponding to the angles \(\theta_i\) of each side of the object.

To avoid discontinuities in the arctan function, the implementation solves a reformulation: \(\frac{dx}{d\theta} \sin(\theta_i) = \frac{dy}{d\theta} \cos(\theta_i)\).

Solving this equation may yield either \(x\) in terms of \(y\) or the reverse. In this case, we substitute the implicit solution for \(x\) or \(y\) into the trajectory equation, eliminate the remaining variable, and identify transition points. Given transition points,
we can implement the test from (7). SymPy includes a “point-in-polygon” method, which we use to identify if an obstacle \((x_O, y_O)\) lies in the “notch” at any transition point. The output explicit formulation can be expressed either in \(\text{MathML}\) or in Mathematica format; output in Mathematica also supports generating code to copy-paste directly and plot the safe region using Mathematica’s \texttt{RegionPlot[]} functionality. Examples can be found in Figures 9 and 10.

In order to implement our method in a fully symbolic fashion, we must account for the potential values of symbols when instantiated. We can leverage SymPy’s built-in “assumptions” to specify that certain symbols representing, say, trajectory parameters or object dimensions are real, positive, and/or nonzero, but these assumptions may not suffice to construct a fully symbolic safe region. In that case, our fully symbolic implementation computes a number of potential valid safe regions. As detailed in Section III-D, we construct the explicit formulation using many clauses defined on intervals between transition points and/or piecewise boundaries. In the symbolic case, the order of these terms may differ, depending on, say, the sign of a variable in the trajectory. Additionally, symbolic piecewise cases for, say, \(x < b\) may mean that certain transition points do not occur at all if \(b\) lies in some range. Correspondingly, our fully symbolic implementation computes all valid orderings of piecewise boundaries and transition points; it additionally considers all valid combinations of transition points to account for “notches” that may not exist when piecewise bounds and/or trajectory parameters are instantiated. In order to check if orderings are valid, we attempt to sort using the SymPy assumptions: if we know \(b\) is positive, no returned ordering will place \(b\) before a transition point at 0, for example. Additionally, we enforce that adjacent points in the ordering “come from” the same functions: we will not return an ordering where a transition point from piecewise subfunction \(f_1\) lies between the piecewise boundaries for \(f_2\). Doing so ensures that we often generate relatively few (~10) potential orderings despite considering many combinations, though examples with intractably many orderings do exist.

VI. APPLICATIONS AND EVALUATION

A. Verification of vertical maneuvers in ACAS X

A collision avoidance system intended to prevent near mid-air collisions, ACAS X, was verified in [22]. The KeYmaera X proof presented in [22] required a significant amount of human interaction (on the order of hundreds of hours), while the method presented in this paper generates an explicit formulation from the trajectory fully automatically. ACAS X prevents collisions between aircraft by issuing advisories (control commands) to one aircraft, the ownship. The bounds of aircraft in this work are shaped like hockey pucks (cylinders wider than they are tall) of a radius \(r_p\) and half-height \(h_p\). From a side perspective of an encounter between aircraft, the bounds are rectangular. In [22], verification was performed in a side-view perspective, assuming two aircraft approach each other in a vertically-oriented planar slice of three dimensions. A careful choice of reference frame can reduce a three-dimensional encounter between aircraft into a two-dimensional system, by modeling the encounter as a 1-dimensional vertical encounter and the distance of a horizontal encounter [22, Section 6].

To simplify calculations, [22] used the relative horizontal speed \(r_v\) of the two aircraft and assumed it constant; the vertical velocity of the oncoming aircraft \(\dot{h}\) is also assumed constant. Advisories consist of climb and descent speed advisories, yielding ownship trajectories that are piecewise combinations of parabolas and straight lines. One example trajectory is below in (12), which assumes the advisory issued is for the ownship to climb at a rate \(\dot{h}\) greater than its current vertical velocity \(\dot{h}_0\). \((r_t, h_t)\) are the \((x, y)\) coordinates for trajectory \(T\) in this example, and \(a_r\) is the acceleration.

\[
(r_t, h_t) = \begin{cases} 
  r_v t, \frac{a_r}{2} t^2 + \dot{h}_0 t & \text{for } 0 \leq t < \frac{\dot{h}_f - \dot{h}_0}{a_r} \\
  r_v t, \dot{h}_f t - \frac{(\dot{h}_f - \dot{h}_0)^2}{2a_r} & \text{for } \frac{\dot{h}_f - \dot{h}_0}{a_r} \leq t 
\end{cases}
\]

The implicit formulation of the safe region is below, for an oncoming aircraft at relative coordinates \(r_o, h_o\).

\[
\forall t. \forall r_l, \forall h_l, ((r_t, h_t) \in T \implies |r_0 - r_l| > r_p \lor |h_0 - h_l| > h_p) \tag{13}
\]

In [22], the authors eliminate the parametrization over \(t\), which yields an initial parabolic section and then straight-line motion after. We use this \(t\)-free trajectory to compute the unsafe region, which is displayed in Figure 9. A boolean formulation of the unsafe region is available in our full paper on arXiv.

B. Verified Turning Maneuvers for Unmanned Aerial Vehicles

Turning maneuvers for unmanned aerial vehicles (UAVs) have been verified as safe in [1], where the UAV was represented as a circular safety buffer around a point object fixed along the trajectory. The KeYmaera X proof presented in [1] required a significant amount of human interaction (on the order of hundreds of hours); in contrast, the method presented in this paper generates an explicit formulation from the trajectory fully automatically. This work represents motion in a two-dimension plane viewed top-down, with the buffer “puck” taking the form of a circle. The turning maneuver trajectory moves along a circular arc then in a straight line:

\[
(x_T, y_T) = \begin{cases} 
  x_T^2 + y_T^2 = R^2 & y_T < x_T \tan \theta \\
  y_T = \frac{R \cos \theta - x_T}{\tan \theta} + R \sin \theta & y_T \geq x_T \tan \theta 
\end{cases}
\]

\[
(14)
\]
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∀ $(x, y) \in \text{traj}(x_T, y_T) \implies (x_O - x_T)^2 + (y_O - y_T)^2 \geq r_P^2$ (15)

Note that our method does not support circular objects, only polygons, so we overapproximate the circular safety buffer as a regular hexagon inscribing a circle. This approximation allows a valid overapproximation of the unsafe region, since the hexagon contains the original circle in [1]. Note that the approximation of a circle can be made arbitrarily precise by increasing the number of sides of a polygon used. A plot of the unsafe region is in Figure 10 and a boolean formulation of the unsafe region is in our full paper on arXiv.

C. Runtime Evaluation

This section presents a comparison of our method to quantifier elimination via cylindrical algebraic decomposition (CAD) [12]. We consider a variety of cases, from fully numeric to fully symbolic. Fully symbolic cases use trajectories without real constants, like $ax^2 + bx + c = d$, and polygons with variable dimensions like rectangles of width $w$ and height $h$. Fully numeric cases instantiate all parameters with reals to yield, say, trajectory $4x^2 + 2x + 1$ and a rectangle of width 2 and height 1. In Table I, our “Numeric Trajectory” examples instantiate only the trajectory with reals but leave the polygon symbolic, and the “Numeric Hexagon/Rectangle” examples leave the trajectory symbolic but use reals for the polygon dimensions.

Results were generated using a 2017 iMac Pro workstation with 128 GB of RAM, with CAD results using Mathematica’s Resolve implementation. A table of results is shown in Table I. We use the examples from VI-A (ACAS X) and VI-B (UAV). The Dubins path example is inspired by common path planners and takes the form of two circular arcs connected by a straight line and ending with a line; its symbolic trajectory equation is included in our full paper on arXiv.

Our findings in Table I demonstrate the advantages and disadvantages of our method relative to quantifier elimination using CAD. For non-polynomial examples like a rectangle moving along the Dubins path described above or the UAV example from [1], the active corner method is able to compute fully symbolic formulations of the safe region when CAD fails to return an answer when run overnight (8+ hours). We do note that due to the complexity of a symbolic hexagon moving along the Dubins path, the number of transition points means our method cannot compute an answer, though neither can CAD. For a fully numeric example from [1], CAD took 2381 seconds to run but returned False incorrectly in place of a region. Additionally, memory is often a constraint for symbolic computation given the CAD algorithm’s doubly-exponential runtime [14]; many examples consumed 100+ GB of RAM and one case grew to consume 350 GB of RAM without returning an answer. In the worst case, however, our method consumes under 100MB of RAM. On the other hand, for strictly polynomial examples like that in [22], CAD runs quickly and efficiently, though our method remains competitive.

VII. Related Work

Reachability computation is a vital question in safety-critical cases where users seek to guarantee properties or behavior. One method of constructing reachable sets for safety is zonotope reachability [3]. Reachability computation using zonotopes offers efficient algorithmic methods and supports analysis of dynamical systems with uncertainty. Zonotopes have been used in verification of automated vehicles [2], the design of safe trajectories for quadrotor aircraft [24], and the analysis of power systems [15], among other applications. Zonotope reachability methods discretize a dynamical system and iteratively propagate an estimate of the reachable set forward in time. Their input is a differential equation, while our method requires an explicit closed-form trajectory. For the purpose of checking safety, the estimate of the reachable set must be either exact or an overestimate; in order to deal with discretization error, zonotope methods repeatedly overestimate the reachable interval. Zonotope methods for nonlinear systems rely on linearization and again account for error that may occur by expanding the reachable set [4]. Our method yields exact reachable sets. While it is possible to model convex object reachability with zonotopes, the reachable set expands with the time horizon because the dimensions of the object are treated not as constant dimensions but as uncertainty in initial conditions that is propagated forward through time [20].

Interval-based reachability methods share similarities to zonotope methods but do not aim for the tightest approximations possible; instead simpler axis-aligned sets (hyper-rectangles in high dimensions) are used for computation [32], [33]. These representations simplify storage in memory and operations like intersections but do not compute exact estimates in the way our method does. However, they do support both continuous [31], [25] and discrete [13] dynamic systems with uncertainty. Set-valued constraint solving may be used but similarly relies on inexact discretization [21].
ability methods for differential equations include Hamilton-Jacobi reachability for systems with complex, nonlinear, high-dimensional dynamics [7], and control barrier functions, which enable the construction of safe optimization-based controllers [5].

A counterpart to reachability is automatic invariant generation for hybrid systems, in which a formal statement showing a system never evolves into an unsafe state is proved. In [17], the authors proved a polynomial and its Lie derivatives can represent algebraic sets of polynomial vector fields. A procedure to check invariance of polynomial equalities was proposed in [18]. Semi-algebraic invariants for polynomial ODEs were studied in [19], [40], [28]. Invariants for hybrid systems were studied in [37] and [29]. Relational abstractions bridge the gap between continuous and discrete modes by over-approximating continuous system evolution to summarize the system as a purely discrete one using invariant generation [38]. Barrier certificates have also been used as invariants for safety verification in hybrid systems [36].

Our work has similar aims to swept-volume collision checking, from path planning and graphics, in which approximate, efficient collision-checking is performed as a volume is moved along a path. A convex over-approximation swept-volume approach was presented in [16]. Swept-volume checking in four dimensions was performed using an intersection test in space-time in [10]. An efficient algorithm computing distances between convex polytopes, the Lin-Canny algorithm, was proposed for this task in [26], [27]. Methods are typically discrete and approximate for performance in online applications. That said, there are some exact methods such as collision checking for straight-line segments like those on robotic arms [39] and an algorithm for large-scale environments [11]. However, these methods operate on individual collision checking instances, such as graphics simulations or video game environments, and their results cannot be used repeatedly. Our method yields provably correct, fully symbolic, and exact safe regions for continuous trajectories and supports, for example, quantifier-free and efficient testing in runtime or in large-scale settings once a desired safe region formulation has been generated.

Another alternative to this work is quantifier elimination, a general algorithm for converting formulas with quantified variables into equivalent statements that are quantifier-free [41], [12]. Quantifier elimination can be performed using Cylindrical Algebraic Decomposition (CAD), an algorithm that operates on semialgebraic sets [12], [6]. QEPCAD is one notable software tool implementing CAD that could be used in this work [8]. The runtime of the CAD algorithm is doubly exponential in the number of total variables (not the number of quantified variables) [14], [9]; we offer a detailed comparison to CAD in Mathematica in Section VI-C.

TABLE I: Evaluation results, with better results bolded. DNF: example did not finish in 8+ hours. *: incorrect answer.

| Example | Instance | Active Corners Time | Active Corners RAM | CAD Time | CAD RAM |
|---------|----------|---------------------|--------------------|----------|---------|
| UAV     | Fully Numeric | 0.48 sec            | 7.1 MB             | 2381* sec | 30.89 MB |
| UAV     | Numeric Trajectory | 0.82 sec            | 8.4 MB             | DNF      | 50+ GB  |
| UAV     | Numeric Hexagon  | 38 sec              | 22 MB              | DNF      | 100+ GB |
| UAV     | Fully Symbolic  | 45 sec              | 24 MB              | DNF      | 100+ GB |
| Dubins  | Fully Numeric   | 1.2 sec             | 9.0 MB             | DNF      | 11+ GB  |
| Dubins  | Fully Symbolic: Rectangle | 4505 sec         | 91 MB              | DNF      | 4+ GB   |
| Dubins  | Fully Symbolic: Hexagon | DNF                | N/A                | DNF      | 8+ GB   |
| ACAS X  | Fully Numeric   | 0.13 sec            | 5.9 MB             | 0.04 sec | 160 KB  |
| ACAS X  | Numeric Trajectory | 0.48 sec            | 6.6 MB             | 0.04 sec | 188 KB  |
| ACAS X  | Numeric Rectangle | 0.51 sec            | 6.6 MB             | 0.2 sec  | 325 KB  |
| ACAS X  | Fully Symbolic  | 0.57 sec            | 6.6 MB             | 1.1 sec  | 1.8 MB  |
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