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ABSTRACT
Organizations struggle to handle sheer number of vulnerabilities in their cloud environments. The de facto methodology used for prioritizing vulnerabilities is to use Common Vulnerability Scoring System (CVSS). However, CVSS has inherent limitations that makes it not ideal for prioritization. In this work, we propose a new way of prioritizing vulnerabilities. Our approach is inspired by how offensive security practitioners perform penetration testing. We evaluate our approach with a real world case study for a large client, and the accuracy of machine learning to automate the process end to end.

CCS CONCEPTS
• Security and privacy → Software security engineering.
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1 INTRODUCTION
Offensive security as a methodology provides services to clients in order to better secure their networks. Penetration testing is one of the most commonly used methodology for offensive security. Even though penetration testing is not a new concept, it has been usually performed using a factory approach: run a scan, check the results, create a report. Getting actual hackers to try and break into a network, application, or device - it is always been difficult to get a genuine, thoughtful, realistic penetration test, and that is what offensive security brought to the table.

Soon, companies began to benefit from offensive security approach by discovering new vulnerabilities that really mattered - nothing encourages action faster than demonstrating how an organization’s vulnerability could result in a breach. There is something tangible about penetration testing that is not seen in other methods of vulnerability discovery. Vulnerability scanning and compliance checks provide potential attack paths, theories of how a threat actor might use a potential vulnerability to gain access. Solid penetration testing results in demonstrable risk, provable methods of gaining real access.

At the same time, finding new vulnerabilities for clients can be challenging to an organization, based on the sheer number of vulnerabilities that they are already aware of. Companies began asking for help with their vulnerability backlog, which often consisted of millions of findings. Vulnerability scanners such as Qualys [5] and Tenable [6] pride themselves on the number of vulnerabilities they can detect, however unlike penetration testing results, these vulnerabilities are often not demonstrable. It is hard to tell from scan results, and CVSS scores [1], which vulnerabilities represent real risk, and which are more theoretical [11, 12]. For example, exploitation of a critical finding from a vulnerability scanner may require a threat actor to research and create exploit code based on reverse engineering, while a less critical vulnerability may have already been exploited in the wild, and have easy-to-use exploit modules available to download.

This phenomenon is where the offensive-minded approach is able to help move vulnerability management forward. As threat actors, offensive security practitioners, much more focus on ease and predictability of exploitation for vulnerability analysis. If there are ready-made exploits available, they would favor those vulnerabilities much more than those that required new code to be written. Indeed, it is rare for penetration testers to create exploit code during a test; this usually occurs based on the tester’s specific background and interests, or when the tester finds the same opportunity for exploitation across several tests. Even when a security researcher or penetration tester puts their minds to creating an exploit, some vulnerabilities that are theoretical - those based on unpredictable memory or stack corruption - are not actually paths to code execution. It takes a fair amount of time and creativity to create reliable exploits from the pinhole provided by some vulnerabilities. This observation led to the vulnerabilities that are the most “popular” among threat actors, based on the prevalence of exploit proof-of-concept code. In this paper, we propose a novel approach to rank
vulnerabilities based on this offensive security mindset. More specifically, our contributions are as follows:

- We introduce three new metrics to capture what penetration testers seek out in their offensive security practices. We call these metrics weaponized exploit (wx), utility and opportune.
- We propose a stack-ranked scoring mechanism that allows security practitioners to be able to focus on the vulnerabilities that matter the most.
- We propose and evaluate a machine learning based approach for automation of the proposed metrics.
- We present a case study to showcase how a real-world customer is taking advantage of this approach in comparison to a CVSS-based approach.

### 2 BACKGROUND

Common Vulnerability Scoring System (CVSS) is a de facto methodology when it comes to vulnerability prioritization [2, 3]. CVSS consists of three main components: Base Score Metrics (BSM), Temporal Score Metrics (TSM) and Environmental Score Metrics (ESM). BSM captures two important aspects: exploitability and the impacts of a vulnerability. Table 1 shows the different metrics in CVSS-BSM along with corresponding values for each metric. CVSS has a formula to calculate a score ranges from 0-10 based on the selected values. Based on the score, CVSS also prescribes a way of categorizing the severity of a vulnerability as: None, Low, Medium, High and Critical.

| Metric                              | Values                                      |
|-------------------------------------|---------------------------------------------|
| Attack Vector (AV)                  | Network (N) | Adjacent (A) | Local (L) | Physical (P) |
| Access Complexity (AC)              | Low (L) | High (H) |
| Privileges Required (PR)            | None (N) | Low (L) | High (H) |
| User Interaction (UI)               | None (N) | Required (R) |
| Scope (S)                           | Unchanged (U) | Changed (C) |
| Confidentiality (C)                 | None (N) | Low (L) | High (H) |
| Integrity (I)                      | None (N) | Low (L) | High (H) |
| Availability (A)                    | None (N) | Low (L) | High (H) |
| Score:Category Map                  | 0: None, 0.1 – 3.9: Low, 4.0 – 6.9: Medium, 7.0–8.9: High, 9.0–10.0: Critical |

Table 1: CVSS v3.1 Base Score Metrics

First, CVSS-BSM does not take any current weaponization of the vulnerability into account. One may argue that this is taken care of by the TSM, specifically by the metric Exploit Code Maturity. However, the reality is that TSM can only downgrade the score and does not provide the capability needed to track the weaponization of vulnerabilities in wild, and increase the score thereafter.

Other methodologies have been proposed for vulnerability prioritization, for example, Stakeholder-specific Vulnerability Categorization (SSVC) [13]. SSVC uses decision trees to make prioritization decisions with a particular focus on stakeholders. The approach aims to accommodate the diversity of the stakeholders involved in the vulnerability management process. The authors consider SSVC as a replacement for CVSS, but SSVC has not been widely adopted in industry. Hence, a need with vulnerabilities along with SSVC assignments are not available for comparison and require substantial manual efforts to be constructed.

Past and future threat activity is an essential component in prioritizing vulnerabilities. Exploit Prediction Scoring System (EPSS) [10] assigns a score between 0-100% indicating how likely a vulnerability can be exploited within the first twelve months after public disclosure. Although this will be invaluable for vulnerabilities that have not been exploited yet, it is still a probability that security practitioners need to account for prioritization and can be used in addition to our approach for future exploitability. The Exploitability component of EPSS is comparable to the threat component in Vulnerability Priority Rating (VPR) [7]. VPR reflects the current threat landscape, with values ranging from 0.1 - 10. Tenable Lumin [14] uses VPR in combination with an underweighted CVSS score for cyber risk assessment. Lumin and VPR are a propriety tool and methodology, requires human experts in the loop for full coverage, and hence we are not able to reproduce and compare with our approach.

Some other approaches have attempted to capture vulnerability attributes inherent to particular industry domains for vulnerability ranking, such as in robotics with the Robot Vulnerability Scoring System (RVSS) [15], Internet of Things [8] and medical devices [9]. For instance, RVSS introduced robot safety and environment components and focused on robot-specific attack vectors. These domain-specific methodologies are not widely applicable and thus have limitations with adoption.

In a nutshell, our methodology differs from previous work in multiple ways. First, our approach takes into account both the current threat landscape (wx) and the future threat landscape (utility and opportune). Second, our approach is fully automated with highly accurate machine learning models, giving 100% coverage and scores for all the existing and new vulnerabilities.

### 3 METHODOLOGY

Taking offensive security as an inspiration, to capture the vulnerabilities that could result in a breach, we propose three additional metrics in addition to the CVSS. These metrics are explained next.

#### 3.1 Weaponized Exploit (WX)

One of the very first vulnerabilities that organization would like to focus on fixing are the ones with actual exploit paths. This is also very much what penetration testers use for breaching into
the systems and applications. We calculate wx by counting exploit references (as a text) on sites such as ExploitDB, Metasploit, and Github. This is an unbounded count which gives an idea about how widely an exploit is available for a given vulnerability. It also implicitly tells organization that access to the exploitation is quite easy as the score increases.

3.2 Utility
Utility measures how useful the vulnerability appeared in accomplishing the goals of the attacker. This is a useful metric to capture both the current threat and future threat (if not exploited yet). We measure utility in three categories 0, 1 and 2. If utility category is 0, it means that it is not useful for attackers at all to exploit. If utility category is 1, it means that attackers see an attack chaining capability - for example access to a component in a limited way and search/find another vulnerability to move laterally. Lastly if the utility category is 2, it means that actions on objectives for attackers, i.e. these are the top vulnerabilities that the attackers search for. For example remote code exploitation vulnerabilities are usually very attractive to attackers.

3.3 Opportune
Opportune is a measure to more easily find vulnerabilities that may not even require exploit code - for example, default password findings. We capture opportune in two categories: 0 means no opportune, 1 means opportune exists. Vulnerabilities with opportune scores of 1 are the ones that do not require any code to exploit so very attractive to hackers.

Table 2 gives examples of vulnerabilities with CVSS, wx, utility and opportune scores. As can be seen from the Table, only relying on CVSS will not enable organizations to even call these highly exploitable and valuable (from attacker’s perspective) vulnerabilities as Critical but rather High or Medium, which hinder organizations’ abilities to fastly remediate these highly critical vulnerabilities.

Table 2: CVE examples with scores and categories

| CVE Id    | Description                                                                                                                                                                                                 | CVSS 3.1 | WX  | Utility | Opportune |
|-----------|----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------|---------|-----|---------|-----------|
| CVE-2017-0143 | The SMBv1 server in Microsoft Windows Vista SP2; Windows Server 2008 SP2 and R2 SP1; Windows 7 SP1; Windows 8.1; Windows Server 2012 Gold and R2; Windows RT 8.1; and Windows 10 Gold, 1511, and 1607; and Windows Server 2016 allows remote attackers to execute arbitrary code via crafted packets, aka "Windows SMB Remote Code Execution Vulnerability" | 8.1 (High) | 26  | 2       | 0         |
| CVE-2019-11324 | The urllib library before 1.24.2 for Python mishandles certain cases where the desired set of CA certificates is different from the OS store of CA certificates, which results in SSL connections succeeding in situations where a verification failure is the correct outcome. This is related to use of the ssl_context, ca_certs, or ca_certs_dir argument | 7.5 (High) | 2   | 0       | 0         |
| CVE-2020-27256 | In SOOIL Developments Co., Ltd Diabecare RS, AnyDana-i and AnyDana-A, a hard-coded physician PIN in the physician menu of the insulin pump allows attackers with physical access to change insulin therapy settings. | 6.8 (Medium) | 0   | 2       | 1         |

3.4 Scoring
In order to be able to prioritize vulnerabilities, we generate one score, which is calculated based on the Equation 1. Our score takes into account both CVSS and the new metrics we introduce. Hence it combines the likelihood of exploitability, impact, the current and future threat landscape. It also includes environmental factors for an asset which includes networking aspect (public vs. private) and criticality - with different weights.

\[(CVSS+WX)\times(utility+1)\times(opportune+1)\times(Enviro\_Factors)\]  

This threat score allows us to be able to generate one score that combines wx, utility, opportune and CVSS score itself. Instead of using categorical Critical, High, Medium or Low approach for prioritization, or a bounded formula as prescribed by CVSS, this formula allows us to stack rank the vulnerabilities and focus on the ones that matter the most first.

3.5 Automation
One important aspect of vulnerability prioritization is the scalability. In our case, both CVSS and wx are automated, one provided by NVD and the other is an automated script, crawling different websites and generate the count. On the other hand, utility and opportune categories are manually assigned by Subject Matter Experts (SMEs). Given the size of the vulnerabilities that need to be assessed, it is not feasible for SMEs to go through all of these vulnerabilities and assign utility and opportune scores to each one of them.

In order to overcome this scalability problem, we utilize machine learning to help us automate the scoring of utility and opportune scores. Our SMEs curated a set of vulnerabilities where they assign utility and opportune scores and we use these as training data to build a machine learning model to be able to auto-assign scores to vulnerabilities. SMEs periodically evaluates new vulnerabilities and hence contributing to obtain better accuracy. Next section discuss the methodology and accuracy of this approach.

4 EVALUATION
We evaluate our approach in two ways. One to examine the accuracy of machine learning model for end-to-end automation and the second to examine the effectiveness of our approach for a real world client as opposed to using only CVSS for prioritization.

4.1 Machine Learning Accuracy
In this section, we evaluate the accuracy of using machine learning for utility and opportune prediction. In order to evaluate the accuracy, we curate a list of vulnerabilities for assignment of utility and opportune categories. This has been done by SMEs who are expert in vulnerability management. In total, we curate 667 vulnerabilities where we have the utility and opportune categories. For utility, 42% of the data has a category of 0, 32% of data has a category of 1 and 26% of the data has category of 2. For opportune, 92% of the data has an opportune score of 0, and 8% of the data has an opportune score of 1. Note the unbalance nature of the opportune data. At the
same time, this is very much expected as opportune score of 1 are really rare.

Next we divided 80% of the data randomly as training and the remaining 20% as the testing sets. The input to the machine learning model is the description of the vulnerability which are retrieved from NVD. Based on the description we generate tf-idf scores for each one of the description as an input to the model and the model captures the category of the utility and opportune scores. We train two separate models for utility and opportune prediction. In order to evaluate the accuracy of the models we use F-scores. Since the output is multi class we use micro, macro and weighted averages to evaluate the accuracy [4].

Figure 1 shows the accuracy of prediction for utility categories. With machine learning we achieve F-scores of 74% (micro), 72% (macro) and 74% (weighted) using Support Vector Machine (SVM). Figure 2 shows the accuracy of prediction for opportune categories. With machine learning we achieve F-scores of 92% (micro), 71% (macro) and 92% (weighted) using SVM, and 92% (micro), 68% (macro), 91% (weighted) using XGBoost. One reason SVM mostly performs better than other machine learning algorithms might be the fact we have a small dataset for training. XGBoost and decision tree models usually require more data to perform better.

### 4.2 Real World Client Use Case

A case study was performed in order to validate the usefulness of our approach. Figure 3 shows the outcome of the study. On the left side of the illustration, the number of vulnerabilities within the environment are listed in order of CVSS v3.1 score, descending from 10 to 1. Commonly, CVSS v3.1 scores of 9–10 are considered “Critical” by organizations, so in this depiction there are 411,895 vulnerabilities that require immediate patching. Based on our experiences with large organizations, patching this number of vulnerabilities within a short time frame is not feasible. Audit teams often proscribe that Critical vulnerabilities be remediated within 7–10 days, with 30 days as the upper limit from our experiences. What is lacking in the example on the left is any indication of which vulnerabilities are being used by real world adversaries and have known weaponization paths. In order to begin reducing these vulnerabilities, we need to know which of these Critical vulnerabilities creates the most risk and focus early remediation efforts accordingly.

On the right, we list the breakdown of vulnerabilities based on the unbounded scoring methods described in this paper. The number of vulnerabilities at the top is considerably reduced, showing that indeed there are heavily targeted vulnerabilities that need to be addressed first. In addition, the different scores provide a contrast between vulnerabilities, providing a sense of how much more risk...
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each vulnerability creates in relation to other similar vulnerabilities. The intent here is to always be able to supply the most impactful next steps to the remediation teams to facilitate an ongoing risk reduction program. There will always be a smaller set of “highest risk vulnerabilities” that is consumable by the remediation teams, regardless of how many are reduced. In this way, we see Vulnerability Management as an ongoing pursuit, not a point-in-time activity.

5 CONCLUSION AND FUTURE WORK

This paper demonstrates the limitation of CVSS as a prioritization methodology and propose a novel approach that is inspired by offensive security. With the help of machine learning for automation, we are able to rank vulnerabilities and demonstrate the value of the approach with a client use case. To study the problem further, we will focus on increasing the accuracy of the machine learning part and additionally bring business context into the account (e.g. criticality) for better risk-based prioritization.
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