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Abstract: The Nervos CKB (Common Knowledge Base) is a public permissionless blockchain designed for the Nervos ecosystem. The CKB consensus protocol is the key protocol of the Nervos CKB, which improves the limit of the consensus’s performance for Bitcoin. In this paper, we developed the formal model of the CKB consensus protocol using timed automata. Based on the model, we formally verified various important properties of the Nervos CKB to provide a sufficient trustworthiness assurance. Especially, the security of the Nervos CKB against the selfish mining attacks to the protocol was investigated.
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1. Introduction

Blockchains are distributed digital ledgers for which there are numerous benefits such as decentralization, persistency, and anonymity. A continuously growing ledger of transactions being represented as a chain of blocks is provided in a blockchain, where the transactions are distributed and maintained over a peer-to-peer network [1]. Blockchain has become a popular technology since it was first proposed by Satoshi Nakamoto in 2008 to support Bitcoin [2] and has been successfully applied in many scenarios due to its power to create, transfer, and own assets in crypto-economy networks. Ethereum [3] extends the application range of blockchain and allows developers to write smart contracts and create different decentralized applications. Both Bitcoin and Ethereum have shown their exciting potential for building a powerful crypto-economy network and have attracted much attention from governments and industry.

Developing a secure and trustworthy blockchain is highly challenging because of the vulnerabilities and the complexity of the distributed execution environment. In addition to the security issues, the processing speed is also an important concern. However, both Bitcoin and Ethereum have a limit of processing large transactions per time unit. In other words, their processing capability is severely limited by the scalability. To alleviate this problem for long-term sustainability, the Nervos team proposed the Common Knowledge Base (CKB) [4], which uses a decentralized and secure layer and provides common knowledge for the peer-to-peer network.

Since the CKB has become the trust root of the decentralized secure crypto-economy system, guaranteeing the security and consistency of the CKB consensus protocol have become very important. In fact, there are some protocols in which vulnerabilities were discovered after they have been taken as correct and used for a long time [5]. In the literature, there are some existing works for formal modeling and verification of blockchain systems.
For example, the work in [6] proposed a novel approach for verifying the properties of
Ethereum smart contracts using statistical model checking, and a formal model of the
Bitcoin protocol was proposed and verified with the UPPAAL model checker [7,8] in [9].

The CKB consensus protocol [10] is the key protocol being used in the CKB to build
the secure and optimal crypto-economy system [4]. The protocol aims to overcome
the two drawbacks of Bitcoin consensus: the low transaction processing throughput and the
vulnerability to selfish mining attacks. It limits the time of connecting the sender in the search
of a lost transaction. Such a restriction improves the efficiency of transaction processing
without compromising the security of the blockchain. Furthermore, the protocol adopts a
novel “two-step confirmation”, which can be used for selfish mining attack resistance.

Since the CKB is becoming more and more popular and its applications are constantly
increasing, the security properties of the CKB should have more attention paid to them. The
security of the CKB calls for a detailed investigation, and its ability to resist selfish mining
attacks has not been formally checked. In this paper, we propose the formal model of the
CKB consensus protocol using timed automata. Based on the formal model, we verified
the corresponding important properties with mathematical rigor with UPPAAL, which is
a model checker that has been successfully used in various case studies [9,11,12]. Model
checking [13] is a formal method of verification, which requires mathematical formalisms
for both the desired properties and systems and assures system correctness w.r.t. the
properties specified in given specifications automatically. Meanwhile, model checking is
also helpful for finding and fixing bugs in the system implementation.

The work in this paper is an extension of our previous studies [14,15], where we
initially discussed the formal models of the CKB block synchronization protocol and
consensus protocol, respectively, and the verification of some important properties of these
two protocols. In this paper, we further improved the formal models of the CKB consensus
protocol and investigated its robustness against malicious attacks, especially selfish mining
attacks. The main contributions of this paper are as follows:

• The formal models of the CKB consensus protocol in timed automata are proposed;
• A family of properties is formally defined and verified in UPPAAL;
• The ability of the CKB to resist malicious selfish mining attacks is proven.

The rest of this paper is organized as follows. The Nervos CKB and CKB consensus
protocol are briefly described in Section 2. Section 3 presents the formal model of the CKB
consensus protocol. Then, a family of properties of the protocol is formally defined and
verified using UPPAAL in Section 4. Section 5 discusses the ability of the CKB to resist
selfish mining attacks. Related work is provided in Section 6. Finally, Section 7 concludes
the paper and discusses possible future studies.

2. Preliminaries

This section gives an introduction to the Nervos CKB, the CKB consensus protocol,
and attacks.

2.1. The Nervos Network

The CKB is an open, public, and PoW-based blockchain, which was proposed in the
Nervos Network [16]. It was inspired by Bitcoin, but provides higher scalability and lower
transaction costs compared to Bitcoin. There are mainly two ways to improve the scalability
of blockchain: increasing the block space to store more transactions and moving part of the
operations off-chain for execution. The Nervos Network [16] uses the second approach and
creates a two-layer environment. Figure 1 shows its layered architecture, which separates
the state and computation and provides better scalability and more flexibility to each layer.
The CKB layer, designed as a public permissionless blockchain for a layered crypto-economy network, is the first layer in the Nervos Network. It is responsible for providing the decentralized and secure infrastructure. In addition, it also includes the operation of state verification. In order to settle the assets that come in and out of the second layer, the CKB layer ensures the decentralization and sustainability of the entire blockchain. The second layer is the environment of generating transactions and calculating and is mainly responsible for generating states and protecting privacy. For different needs, it can be designed separately to match various scenarios. The encryption of the CKB layer protects the activities in the second layer. The second layer’s operation can be expanded to a large extent under the security provided by the CKB layer.

Applications on the second layer can choose the proper generation methods based on their particular needs. The CKB layer provides common knowledge custody for the crypto-economy network, and its design target focuses on states. Common knowledge refers to states verified by global consensus, and crypto-assets are examples of common knowledge. CKB can generate trust and extend this trust to the second layer, making the whole network trustworthy.

The operations of the Nervos Network consist of three parts: state generation executed off-chain, the state-verification-based CKB virtual machine, and storing the states in the cell. Once a new state is generated by the second layer, it will be placed into the transaction. Then, the transaction will be broadcast to the whole network. To overcome the shortcomings of Bitcoin and Ethereum, as mentioned above, the CKB consensus protocol increases the output and enhances the security. The two-step confirmation is used for transaction verification where the two steps are defined as the proposal step and the commitment step. All transactions must go through the two-step confirmation. In the Nervos Network, users can participate in activities as three types of nodes: The mining nodes, which are responsible for collecting transactions and generating blocks, the full nodes, which responsible for the verification, and the light nodes, which only focus on the data they need and use the least resources. All nodes can freely enter or exit the blockchain.

2.2. CKB Consensus Protocol

The CKB consensus protocol is a variant of Nakamoto Consensus (NC) and complies with the PoW mechanism. While retaining the advantage of NC, the CKB consensus protocol improves the performance limit and resistance to selfish mining attacks by adopting a two-step confirmation, as shown in Figure 2. The block structures in the CKB include the proposal zone and the commitment zone [4,10]. When a blockchain user wants to record a transaction on the blockchain, a new transaction is generated. Based on the design of the CKB, miners put these new transactions into the proposal zone of a block. The proposal step starts once the proposal zone receives the transactions. This step will mainly go through two operations. The first one is to check txpid, which is defined as the first few
bits of the transaction ID. In the second operation, full nodes confirm whether they have received the transaction and then verify it. When a transaction passes the above operations, it is considered to be "proposed". Next, the commitment step starts once the transaction is put into the commitment zone by the miner. In this step, full nodes confirm that the transaction is not a duplicate and it would not conflict with previous transactions. It is assumed that the transaction’s txpid appears in the proposal zone of one block and the commitment zone of another block, then full nodes confirm that the distance between these two blocks on the chain is kept within a predefined range. The transaction is “committed” after the commitment step is complete.

![Diagram](image)

**Figure 2.** Two-step confirmation.

The block propagation mechanism adopted in the consensus protocol checks whether the transaction in a block is lost while avoiding extra round trips. In selfish mining attacks, some transactions are concealed by the malicious miners. If such missing transactions are continuously requested, an extra round trip will occur. The block propagation mechanism regulates the maximum number of steps for the round trip through the following two operations. In the first operation, when a committed transaction is previously unknown, its sending node will be requested. There exist some transactions that are indeed proposed, but they are not broadcast. The sending node must provide these transactions and put them in the prefilled transaction list. If the sending node and the receiving node have the same list that contains these nonbroadcast transactions, these transactions can be considered valid. In the second operation, if a transaction is still missing, the sending node will be queried again. When the sending node does not provide this transaction within the time limit, this node will be included in the blacklist. Just as Bitcoin consensus, the CKB cannot resist majority attack (51% attack) either.

### 2.3. Selfish Mining Attack

Some blockchain systems including Bitcoin have suffered from the selfish mining attack. In the worst case, the malicious miners can occupy the dominant position in the mining, and the decentralized characteristics may disappear. Then, the original advantages of the blockchain no longer exist.

The way to gain illegal benefits in a selfish mining attack is that the malicious miners create nonpublic blocks and use these blocks to replace the blocks created by the honest miners. When one malicious miner generates a new block and launches a selfish mining attack, he/she hides the block and waits for the opportunity to announce it. In general, multiple malicious miners join together to form a malicious group and share the computing power to improve the probability of success. The more blocks these malicious miners possess, the higher the profits they can obtain. Meanwhile, the other honest miners are
competing with the malicious group for mining. When the computing power of honest miners far exceeds that of the malicious group, it will be difficult for the malicious group to gain an advantage to obtain benefits.

The key idea of the selfish mining attack is to create a secret branch from the chain, and the miners in the malicious group will work only on this private chain. When competing with the honest miners for mining, the malicious group waits until the private chain is longer than the public chain. By the time the private chain gains the upper hand, the malicious group announces it to the public, causing a fork. Since the newly announced chain is longer than the original chain, other miners choose the longer one to follow. Furthermore, the blocks added thereafter are successors of this private chain. Therefore, the private chain replaces the original one as the main blockchain. Since the original chain is abandoned, all the mining rewards of honest miners go down the drain. The malicious group is more profitable when the newly announced private chain becomes longer.

3. The Formal Model of the CKB Consensus Protocol

In this section, we propose the formal model of the consensus protocol using timed automata. To accurately simulate the operations of transaction verification in the CKB consensus protocol, this model formalizes both the verification process and the interactions among different nodes. Such a model consists of four automata: two-step, miner, full node, and block-propagation.

All the variables in the model are used to specify whether the operations are successful or not. The default initial values of the variables are all 0. Once the operations are complete, the corresponding values are assigned to the variables according to the results. The assigned value is 1 if the operation is successfully completed and greater than 1 if the operation is abnormal. The assigned variables are taken as parameters in the guard conditions on transitions.

3.1. Two-Step Automaton

The two steps in the two-step confirmation are “proposal” and “commitment”, respectively. All the transactions that pass the two-step confirmation are taken as legal. After a node generates a new transaction, a miner collects the transaction and completes the PoW to generate a new block. The transaction is firstly written in the proposal zone of one block, and then, the proposal step begins.

The initial state of the two-step automaton in Figure 3 is $T_0$, which represents the generation of a new transaction. The channel $\text{collectP!}$ simulates the operation of mining and is used to synchronize with $\text{collectP?}$, which is a channel in the miner automaton. The variable $c$ denotes the global time, which represents the time interval of each mining epoch. Variable $cp$ is used to specify whether the transaction has been put into the proposal zone. According to the CKB consensus protocol, the difficulty of the PoW and the time interval will be adjusted to make full use of the hardware performance, maintaining high-efficiency production. Although the time interval in the protocol is not constant, setting time $c$ to a fixed value in this model does not affect the simulation of verification and propagation.

The function of the proposal zone is to announce new transactions being processed by a miner to all nodes. Transactions that have not yet passed subsequent verification are not considered to be valid. Therefore, these transactions in the proposal zone do not affect the legality and spreadability of the blocks. The state $T_1$ captures “start of proposal confirmation”. There are 4 operations in the proposal confirmation: (1) to confirm that a transaction exists in the proposal zone; (2) to check the txpid of the transaction; (3) to confirm that the transaction has been received by the full node; (4) to verify the transaction content. The value of variable $\text{checkT}$ is used to specify whether the transaction successfully passes the txpid check. The value of $\text{checkT}$ is zero by default before the check, and a forced state transition will be made by the invariant.
Figure 3. The two-step automaton.

In the CKB consensus protocol, txid checking is performed by the full nodes, so the channel checkTxid! is used to synchronize with the channel checkTxid? in the full node automaton. The full node automaton assigns the checking result to checkT. The value of variable x denotes the corresponding block height on the blockchain. Whenever a new block is added into the blockchain, the value of x increases by 1. The height of the block in which the transaction exists is recorded using the value of variable hp.

The process continues to move forward if all operations in the two-step confirmation process are successful. If any verification fails, the state transfers to T9, indicating that it is impossible to broadcast the transaction. T2 is the state for “verification of transaction”. The channel ReceiveVerify! simulates the verification performed by a full node. Once the verification is finished, the full node automaton assigns value 1 to the variables checkR and checkV. The values of these two variables are used to indicate whether the transaction is successfully received and verified by the full node, respectively. T3 is the state in which the transaction is ready for “mining of the second step”. Variable cc marks whether the transaction is put into the commitment zone. A transaction τ that has been verified in the first confirmation step is regarded as a “proposed transaction”. If τ is in the proposal zone of a block with height hp, we say that τ is proposed at height hp.

Miners can collect all the transactions that have completed the first confirmation step and write them into a new block’s commitment zone. The channel collectC! synchronizes with the channel collectC? in the miner automaton to simulate the mining behavior. The mining operations in the two steps are different in the locations in which the miners write the transaction. There are two blocks in which the transaction exists, and the height interval between these two blocks is limited in a previously defined range.

T4 is the state for “start of the commitment confirmation”. It is reached once the transaction has been denoted as proposed and put in the commitment zone. The value of variable checkC shows whether this transaction conflicts with other transactions on the chain. Channel committed! synchronizes with channel committed? in the full node automaton and simulates the confirmation of the proposed transaction. A proposed transaction τ must meet the constraint cc >= 1 once it enters the confirmation. This constraint means that τ has been put into the commitment zone. The current height of this block on the chain is captured by the variable hc.

T5 is the state that conforms to the invariant close <= hc - hp <= far. The transaction appears in the proposal zone and the commitment zone of two different blocks. The time spent in the two-step confirmation process creates a difference in hc and hp. The values of the constants close and far are predefined according to the efficiency of the hardware equipment. The height interval between the two blocks can be regarded as the time
required for the first step of confirmation. The setting of close is to ensure the time interval is long enough for the transaction to be propagated to the entire network. Each node has limited memory space in the local device, and the value of far is decided on the basis of the number of proposed transactions that can be stored in its device.

The state transfers to T6 once the constraint checkC == 1 is satisfied, while the channel propagating! is triggered simultaneously. All transactions that reach this state are regarded as “committed transactions”. In the two-step confirmation process, if any of the variable values in checkT, checkR, checkV, and checkC is greater than 1, the verification is a failure. Transactions that fail in verification directly go to T9, which is defined as “transaction invalid”. Invalid transactions do not undergo subsequent verification steps.

The channel propagate! synchronizes with propagate? in the block-propagation automaton. If there is a transaction τ in the commitment zone of a certain block that is either proposed or committed, then τ can be spread to the network. If a transaction is missing, the block-propagation automaton initiates contact and requests the missing part from the miner automaton. The miner should respond within a short time. Otherwise, he/she is disconnected and blacklisted.

T7 and T8 are the states that indicate “authorization of broadcast” and “prohibition of broadcast”, respectively. The value of variable p denotes whether the transaction is propagable. If the transaction is legal and can be propagated, then p == 1. Otherwise, the value 2 indicates that the transaction cannot be propagated. When the state reaches T7, T8, or T10, it means the end of the transaction verification. When the next transaction is born, the automaton state returns to T0, and the global time and variables are reset.

3.2. Full Node Automaton

Once a new block is generated, the legitimacy and the PoW of blocks are checked by the full node before they are broadcast. Since the two-step confirmation is transaction-oriented rather than block-oriented for the verification process, the full node automaton is also transaction-oriented. In this automaton, all operations aim at a single transaction.

Figure 4 (The state marked c is committed. A state is committed if any of the locations in the state are committed. A committed state cannot delay, and the next transition must involve an outgoing edge of at least one of the committed locations.) depicts the full node automaton. In the first confirmation step, the full node performs the checking of transaction txid and the verification of contents, which are captured by the channels checkTxid? and ReceiveVerify?, respectively. State F1 is “checking of txid”, and the variable checkT is the result. States F2 and F3 correspond to “confirmation of receiving” and “transaction verification”, respectively. The variables checkR and checkV are used to note the results of these two operations.

When the full node reaches the second confirmation step, it becomes responsible for committing the transaction. Once the channel committed? synchronizes with the channel committed! in the two-step automaton, the state F4 is reached. The assignment of the variable checkC marks whether the operation is successful. The state moves to F5 once any operation fails. In this case, the transaction becomes invalid.

3.3. Miner Automaton

A miner’s behavior is specified in Figure 5, where M1 captures the standby state. Once new transactions are generated, miners package these transactions and generate new blocks through the PoW. This automaton simulates the behavior of honest miners, so the mining results are all public. State M2 means “new block generation”, which is reached after mining.
The automaton synchronizes with channel connecting! if a transaction is missing. Then, the state transfers to M3, which represents “the contact with the miner”. Channel requesting? describes the process in which the miner is asked for the missing transaction. After that, the state transfers to M4, which stands for “response to the request”, and the miner sends the requested transaction back. The assignment checkRe := cc uses the operation result after the transaction is written in the commitment zone as the miner’s reply.

When the transaction is still missing, the inquiry will be launched again. Channel querying! in the block-propagation automaton synchronizes with querying? in the miner automaton. State M5 means “reply to query”. Variable checkQ represents the answer of the miner. Similarly, the value of checkQ is assigned to cc. The miner is taken as suspicious and blacklisted after two failed requests for the transaction. The channel disconnecting? is used to simulate this operation, which synchronizes with the channel disconnecting! in the block-propagation automaton and transfers to state M6 for “disconnection”.

3.4. Block-Propagation Mechanism

The process of the block-propagation mechanism is described in Figure 6, which starts from the standby state P0 by synchronizing the channel propagating? with the channel propagating! in the two-step automaton. State P1 checks if the transaction is in the commitment zone or not. The value of variable p indicates whether the transaction can be propagated. The transaction can be broadcast if p := 1, and the broadcasting is forbidden if p := 2. If the value of cc is different from 1 (cc ≥ 2), the transaction is not in the commitment zone of any public block, and the channel connecting! should be activated to synchronize with channel connecting? in the miner.
Figure 6. The block-propagation automaton.

State $P_2$ means that the transaction is previously unknown. If $\text{checkRe} >= 2$, which means that the transaction is still not acquired, the state transfers to $P_3$ for “failure in request”. The channel $\text{querying!}$ is used to synchronize with the channel $\text{querying?}$ in the miner, which must reply in a short duration ($t < 3$ in Figure 6). State $P_4$, which means “transaction invalidation”, is reached if the missing part is still unknown. Then, the miner is blacklisted and disconnected. Such an operation is simulated by the transition labeled by the channel $\text{disconnecting!}$ and an assignment $p := 2$, which tells the two-step automaton that this transaction should not be propagated. This transition leads the automaton back to the initial standby state.

4. Verification of the CKB Consensus Protocol in UPPAAL

We conducted a series of experiments to explore the credibility and consistency of the consensus protocol by formalizing and verifying its key properties. In this section, we did not consider properties related to the malicious attackers. The presence of malicious attackers will be discussed in the next section. In the following, we define a family of properties that should be satisfied in the CKB consensus protocol. Based on the proposed formal model, we conducted some experiments using the UPPAAL model checker to check the correctness and consistency of the protocol.

First of all, based on the design of the CKB consensus protocol, newly generated transactions must go through a process of being put into the proposal zone. We define this process as P1, in which $T_1$ represents that the transaction is in the proposal zone. Subsequently, the information of such transactions will be received by other nodes, and the legality of the blocks and the propagation will not be affected by the validity of the transactions. The verification result in UPPAAL demonstrates that the protocol satisfies (1).

\[ A <> \text{TwoStep.T1} \] (1)

Only after a transaction successfully passes the txid check, it can be considered as proposed. Therefore, transactions that have not completed the txid check are not “proposed transactions”. This property is formalized as (2), and the verification result shows that the protocol satisfies (2) as well.

\[ A [] \text{TwoStep.T4 imply (checkT == 1)} \]

\[ A [] \text{not checkT == 1 imply not TwoStep.T4} \] (2)

P3 formalizes the following property: the full node should receive and verify a transaction before it is proposed. On the other hand, the transaction cannot be considered proposed if the full node has not received the transaction or completed the verification of its content. In the proposal step, the transaction txid is processed first, and then, a notification is sent to the full nodes. As mentioned earlier, the transaction cannot be
considered proposed until it passes the check \( \text{txid} (\text{checkT} == 1) \). Once the check fails, the transaction will never be considered as proposed. Furthermore, the transaction must have been received (\( \text{checkR} == 1 \)) and verified (\( \text{checkV} == 1 \)) by the full nodes. The state \( T4 \) in the two-step automaton indicates that the transaction is proposed. The verification in UPPAAL shows that (3) is satisfied.

\[
A \left[ \right] \text{TwoStep.T4 imply } (\text{checkR} == 1 \text{ and checkV} == 1)
\]

\[
A \left[ \right] (\text{not checkR} == 1) \text{ or } (\text{not checkV} == 1) \text{ imply not TwoStep.T4} \quad (3)
\]

Before the transaction is put into the commitment zone, it must have been received and verified by the full node. A transaction that has not been received or verified by the full node cannot appear in the commitment area. We formalize this property as (4). The state \( T5 \) means that the transaction is put in the commitment zone. In fact, the second step of the two-step confirmation will be activated if and only if the miner finishes placing the transaction in the commitment area. Only through the verification of the proposal step, the transaction will be put into the commitment zone. (4) is satisfied based on the verification result.

\[
A \left[ \right] \text{TwoStep.T5 imply checkR} == 1 \text{ and checkV} == 1
\]

\[
A \left[ \right] \text{not (checkR} == 1 \text{ and checkV} == 1) \text{ imply not TwoStep.T5} \quad (4)
\]

A transaction must be located in the commitment zone with height \( hc \) and satisfy the condition: \( \text{close} \leq \text{hc} - \text{hp} \leq \text{far} \) when it is committed. Such a property is formalized as (5), in which \( T6 \) means commitment of the transaction. The value of \( \text{checkC} \) is used to indicate whether the transaction is in the commitment area. This property is satisfied according to the verification in UPPAAL.

\[
A \left[ \right] \text{TwoStep.T6 imply checkC} == 1 \\
and (\text{close} <= \text{hc} - \text{hp and hc} - \text{hp} <= \text{far}) \quad (5)
\]

If a transaction is missing and cannot be obtained by the miner after the requesting and querying operations, the miner will be blacklisted and disconnected. This property is formalized as (6).

\[
A \left[ \right] \text{BlockPropagation.P3 and BlockPropagation.P4 imply MiningNode.M6} \quad (6)
\]

The model is repeatable, and there is no deadlock, formalized as (7).

\[
A \left[ \right] \text{not deadlock} \quad (7)
\]

Both (6) and (7) are satisfied based on the verification.

5. Consistency and Robustness Analysis with Attacks

In reality, malicious attacks are always inevitable. In this section, we added attacks to our models and checked the security properties of the protocol.

The security of CKB consensus protocol against selfish mining attacks is discussed in this subsection. In the attack scenario, the other automaton models remain the same, but the miner’s behavior is different. The malicious miner deliberately hides a block when generating it. We verified whether the protocol can defend against selfish mining attacks. The security properties are specified in the CTL formula and were proven in UPPAAL.

Figure 7 offers an automaton that simulates the behavior of a malicious miner. Compared to the honest miner in Figure 5, this automaton has an additional state \( M7 \), while the remaining states and transitions stay unchanged. When the malicious miners collect proposed transactions and put them into the commitment zone of the new block, the state
transfers to $M_7$, which is defined as “attack start”. When $M_7$ transfers to state $M_2$, which is “new block generation”, the automaton synchronizes channel $\text{attack!}$ with $\text{attack?}$ in the SelfishMining automaton to perform the attack. According to the result of the attack, the selfish mining automaton returns the parameter $cc$, and the two-step automaton decides whether the transition should be fired based on the value of $cc$. The condition $cc > 0$ means that the transaction has been collected by the miner and put into the block.

The malicious miner automaton.

The mining competition between the malicious group and the honest miners can be described as the following three scenarios. In the first scenario, the malicious group leads the honest miners and generates blocks more quickly. As a result, the private chain has an absolute advantage. If the length of the private chain is already longer than the public chain by two, the malicious group can choose to announce the private chain immediately. At the moment, the public chain is shorter, so it will be discarded. The malicious group can also choose not to publish the private chain and continue mining. When the length of the public chain is about to catch up with the length of the private chain, that is to say, the gap between the two chains is only one, the malicious group will announce the private chain. In the second scenario, honest miners take the lead to find the new block and put it in the public chain. Once length of the private chain lags behind the length of the public one, the malicious group will directly abandon the private chain. In the third scenario, the malicious group has the same computing power as the honest miners, namely, the honest miners and the malicious group would find blocks at the same time. There is no advantage in the private chain. At this time, the malicious group could announce the private chain, and then, the full nodes would choose the public chain or private chain to follow. The malicious group could also continue to bet until the game is over. In the first scenario, the selfish mining attack succeeds, and the malicious group will receive rewards for all blocks on the private chain. In the second scenario, the attack fails, and the malicious group receives nothing. In the last scenario, if a subsequent block is added to the private chain, the malicious group can still obtain the reward corresponding to the blocks on the private chain. Conversely, if the public chain is chosen, all blocks in the private chain will be discarded, and the malicious group will not be able to profit.

Figure 8 is a rough attempt to illustrate the selfish mining algorithm. $S_0$ is the initial state. When the channel $\text{attack?}$ fires synchronously with $\text{attack!}$ in the malicious miner automaton, the state transfers to $S_1$, which is regarded as “start of attack”. In state $S_1$, there are two nondeterministic branches. The upper branch represents the first scenario of mining competition, while the lower branch moves toward the second and third scenarios of mining competition. The variable $\text{private}$ represents the private chain’s length held by the malicious group, and the variable $\text{public}$ is the length of the public chain maintained by other honest miners. Note that $\text{public}$ is not the length of the main blockchain; it only represents the length of the public branch when the private branch is generated. The default values of $\text{private}$ and $\text{public}$ are both initially zero.
Figure 8. The selfish mining automaton.

It is indicated that the malicious group and honest miners are competing for mining at the same starting point. The variable \( \delta \) is the difference in length between the private chain and the public chain and is used to distinguish the current competition between the two. When the automaton fires the transition from \( S_1 \), the variable \( \delta \) is updated first. At the beginning of the attack, since \( private \) and \( public \) are both defaulted to zero, the value of \( \delta \) should be zero regardless of whether the state transfers to the upper or lower branch. If the automaton chooses the upper branch, the state transfers to \( S_2 \). At this time, the malicious group successfully generates a block and adds it to the private chain. The assignment \( private := private + 1 \) implies that the length of the private chain increases by one. While the malicious group is mining, honest miners are also competing. At this time, if other malicious miners of the same group find the second block, the private chain is determined to be ahead of the public chain. Then, the private chain could be announced, and the selfish mining attack is successful. The state \( S_6 \) after the transition indicates "a successful attack". In state \( S_3 \), if the malicious group is unable to obtain a new block faster than honest miners twice in a row, the state transfers back to \( S_1 \), and the malicious group continues to compete with honest miners.

For simplicity, we did not consider the case that the malicious group holds a favorable position in computing power and keeps the private chain longer than the public chain. Therefore, the state invariant was set to enforce the transition. When \( private \) is greater than two, the private chain should be announced. The automaton can select the lower branch to state \( S_4 \), which implies "honest miners generate new block". When the new block is added to the public chain, the variable \( public \) increases by one. Then, the second or third scenario of competition may occur. In the second scenario, the guard condition \( \delta == 0 \) indicates that the private chain has fallen behind the public chain of the honest miner, so the malicious group can only immediately discard the private chain. In this case, the state transfers to \( S_7 \), indicating "attack failure". In the third scenario, the guard \( \delta == 1 \) means that the private chain and the public chain have the same length at this time, and the state transfers to \( S_8 \), which implies that the two sides are equal in strength. Hence, the malicious group would like to compete again until the outcome is clear.

Unlike the honest miners, a malicious miner hides the blocks it generates. Such a behavior of hiding a block can happen in both the proposal and commitment steps, so we discuss the possible selfish mining attacks in these two steps separately. First, we assert that the attack launched at the proposal step will prevent malicious miners from gaining benefits. According to property P3, if the transaction cannot be received by the full nodes, it will not be regarded as proposed. In other words, this transaction is not a "valid transaction"; the state of the two-step automaton directly transfers to \( T_9 \), and this transaction is not adopted. Some transactions may pass the proposal verification, but they
are not broadcast. In this case, these transactions are placed in the prefilled list and sent to the miners during the commitment step.

Next, we explored the scenario of starting a selfish mining attack during the commitment step and analyzed whether the CKB consensus protocol can effectively combat the attack. All the following properties were successfully verified in UPPAAL.

The property “all transactions must have appeared in the proposal zone before the commitment process” is formalized as (8). State $T_5$ is the first stage of the commitment process, and $cp$ is a sign representing “the transaction already exists in the proposal zone”. The commitment process must only be the second step of the two-step confirmation. In other words, no transaction can skip the first step. According to (1), all transactions are processed by being put into the proposal zone. Before a transaction performs the second step, the nodes were informed of the transaction in the proposal zone of a block.

\[
A \left[ \right] TwoStep.T5 \implies (cp == 1) \quad (8)
\]

Before a transaction is committed, the full nodes should receive this transaction and verify its validity. This property is formalized as (9). State $T_6$ means "transaction is regarded as committed"; the condition $checkR == 1$ denotes that the full nodes have received the transaction; $checkV == 1$ is the sign that the full nodes have verified the transaction. The property (9) indicates that when the transaction is proposed, the full nodes have been informed of the transaction and the content of this transaction is confirmed. According to (8) and (9), a transaction cannot remain unknown after it is generated. According to the role of the proposal step, the transaction must be announced in the first step.

\[
A \left[ \right] TwoStep.T6 \implies (checkR == 1 \text{ and } checkV == 1) \quad (9)
\]

Assuming that the malicious miner wants to hide the block in the second step, we have the following property (10): as long as the selfish mining attack is successful and a block and its included transactions are hidden in the commitment process, the block will not be propagated. State $S_6$ represents a successful selfish mining attack, and state $T_7$ stands for "block-propagation". There is a case in which a transaction is regarded as proposed, but it does not appear in the commitment zone. This case only happens when the malicious miners launch a selfish mining attack. According to the protocol, the full nodes will request these missing transactions. If the malicious miner does not disclose the private blocks and transactions in time, the protocol prohibits the propagation of these blocks.

\[
A \left[ \right] SelfishMining.S6 \implies \neg TwoStep.T7 \quad (10)
\]

The properties (8)–(10) together reveal then that CKB consensus protocol could prevent malicious miners from making unfair profits in selfish mining.

6. Related Work

There have been some results in the literature on the verification of blockchains and smart contracts. Based on these studies, we can see the practical meaning of applying formal verification techniques to blockchains.

Model checking approaches have been successfully applied in industry, especially for verification of hardware and communication systems, and also adopted recently in the verification of blockchain models. A formal model of the Bitcoin protocol using automata was developed in [9], in which the probability for double-spending attacks was also studied. The decentralized smart contract protocol (DSCP) was analyzed using game theory and the Markov decision process in [17], and the PRISM model checker was used to verify a family of DSCP properties. In [18], smart contracts were formally specified using Promela and verified in SPIN. The work in [19] adopted interface automata as the semantic model for smart contracts and used the NuSMV model checker to detect violations of the agreements. In [6], the Behavior Interaction Priorities framework (BIP) was used to specify the behavior
of smart contract implementation, and the blockchain behavior was verified using the statistical model-checking tool SMC.

Timed automata were adopted in [12] to develop a modeling framework for the Bitcoin contracts, and some security properties were verified based on this model. The runtime verification approach was investigated in [20,21], in which the formal model of the smart contract was provided using some form of automata. In [22], the behavior of EVM was formally defined in Why3, and a framework combining proofs and testing for the analysis of EVM and smart contracts was developed.

Meanwhile, there also exist some works on blockchain consensus. In [23], a detailed study of some network consensus algorithms was proposed. It is significant to compare different consensus algorithms as they are the key components in blockchain protocols. Based on model checking techniques, Reference [24] presented an interesting semi-automatic approach for asynchronous consensus algorithms.

To guarantee the trustworthiness of the CKB blockchain, we need to formally verify the CKB protocols. In previous works [14,15,25], we discussed this topic, and this paper extends our previous results by further investigating the robustness of the CKB protocols against malicious attacks. This work is helpful for the trustworthiness of the CKB blockchain.

7. Conclusions and Future Work

In this paper, we proposed a formal model of the CKB consensus protocol using timed automata and verified a family of properties related to the correctness and consistency of the CKB blockchain for different cases with or without malicious attacks in the UPPAAL model checker. We simulated potential malicious attacks in the experiments and investigated the impacts of such attacks. The properties that were formally verified provided a reference for possible scenarios of CKB applications. We hope that users of the CKB may understand the behavior of the CKB consensus protocol more precisely with the help of the formal model. According to the verification results, we can reasonably conclude that the CKB protocols are able to counter malicious attacks.

The CKB framework is still under development, and some possible optimizations might be adopted for the protocol to make better use of the bandwidth and computation resource. In the future, we hope to further develop the formal model to incorporate the optimization and provide better enhanced assurance for the trustworthiness of the consensus protocol. We will also investigate the formal model of the consensus protocol further to check the result under other kinds of attacks, such as the Sybil attack, etc. Additional investigation of different concrete application scenarios and the impact of the transport layer protocol on the CKB are in our scope as well.
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