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Abstract. In this document, the upgrades of the robotics lab at the University of Debrecen, faculty of engineering will be detailed. As the first part of the task, the conversion and upgrade of the KUKA KR5’s cube holder were done. As a result, the cube holder (feeder) can count the added and removed cubes, while also displaying their current amount in the holder. The completion of the other task enriched the existing robot cell with the addition of a liner drive powered system, complete with a test panel, which can even be used for educational purposes in the future. And lastly, as a summary, the simulation of a manufacturing process in the robot cell was also completed.

1. Introduction
The upgrades and research tasks were completed in the Building-mechatronics Research Centre, robotics lab of University of Debrecen Faculty of Engineering [1]. The robotics lab, complete with an industrial robot cell, is able to satisfy all challenges set by the upcoming industry 4.0 [2]. By the end of the 20th century, mass production became a wide-spread phenomenon. As the demand for mass production grew, so did the need for automation. As a result, in 1968 the first PLC was created. This new controller had to satisfy the following criteria [3]: to be simple and freely reprogrammable, to have galvanically isolated I/O modules, to be safer than electromechanical solutions, and lastly, to have a better price/value ratio than pre-wired logic control circuits. In the case of switching for the manufacturing of a new item, it’s easier to reprogram them, than to create new machines for the changed workflow. I chose the enhancement of the robotics lab’s robot cell as my topic (and the subject of the completed tasks), because I find automation an interesting field.

2. The cube counter
My first task was the upgrade of the KUKA KR-5’s cube holder and feeder. I will start by showing the steps and methods used during the conversion and upgrading process.

2.1. Used methods and equipment
The original cube holder was only capable of storing the cubes, and, due to the fact that the construction mainly uses hollow sections, the user could not see how many items are currently available in the storage. To solve this issue, my proposal was to design a counting unit with a connected display.
The first task was to realize the sensing of the cubes. For this, reflective object sensing was used, as only one side of the holder was usable for placing sensors, and this seemed the most suitable option. These sensing points were created using optical cable. To process the sensors’ digital signals, an Arduino Nano was chosen as a controller. With this choice, it was possible to not only process the incoming signals, but to control the display as well. As a numeric display, an 8 by 8 LED matrix screen was chosen, which is based on a MAX7219 controller. These appliances required both 5 volts and 24-volt power; to solve the issue of different voltage levels, a voltage divider was built (complete with pulldown resistors), making the 24-volt sensors compatible with the Arduino Nano.

2.2. Assembly of the counter
A solution was needed to fasten every component to the holder, using the least amount of modification. During assembly, two holes were drilled on the top and bottom parts of the holder, to place the optical sensors. On the side of the holder, a DIN rail was secured to provide mounting points for the equipment. Two power supplies, and a 5-connector terminal block was placed here. Since the 24 volt sensors and the 5 volts Arduino was used at the same time, the two power supplies were connected to a common ground. The box, which houses the display, the voltage divider, and the Arduino, has been placed at the upper part of the cube holder. The “clear” button has been placed on the side of said box.

2.3. Creating the program
Two libraries have been used in the program’s creation (not counting the Arduino IDE’s built-in functions): EEPROM.h, and LedControl.h. During programming, my main goals were to keep track of the added and removed cubes’ number, and the display and storage (archival) of said number. The storage of the number of cubes was necessary, to ensure that the values are remembered after the system returns from a non-powered state. In addition, a “clear” button was included in the program.

In the first half of the program, the variables and their starting value are initialized, the inputs and outputs are defined, the used functions are called, and the hexadecimal forms of the shown images are declared, to be used by the screen. This is followed by the “setup”, where the screen is set up, the number of cubes is loaded from the EEPROM, and the lower sensor’s value is checked, whether there’s a cube in front of it, or not. This is necessary, because in the program, the changes of the sensor’s output are used, and if there’s a cube in front of the sensor in the starting state, it must not be interpreted as a cube being taken out, to avoid erroneous down-counting.

On the contrary, the “loop” part of the program repeats from beginning to end every time it’s fully executed. This is where the current states of the sensors are read, and where the up and down counting happens, with the usage of the assigned variable. If the number of cubes changes, the screen and the value in the EEPROM are both updated. The “clear” button’s state is also observed in this portion. Pressing this button causes the number of cubes to return to zero.

The pictures on the LED-matrix screen are achieved by multiplexing. During this process, every row and its matching columns are switched on only for a short time. The numbers used in this case were created in a program called “Pixel to Matrix”[5]. The process of this is as follows: first, the desired shapes are created in an eight by eight matrix, then, after pressing the “Generate” button, the program provides the necessary binary, and hexadecimal form of said characters. In this chase the hexadecimal form was chosen, because it takes up less space, and improves the code’s readability. After creating the
code to be displayed, a variable was created for it, to be able to point back to it every time there’s a need to display it. In the program, a case structure was used to assign each number’s picture to the number itself. After the code is assigned, the function draws it on the display, row by row.

![Figure 3. Cube counter’s flowchart](image1)

![Figure 4. The finished cube counter](image2)

3. Industrial linear drives

3.1. Designing the process

In my other task, I wished to use linear drives. The idea was to create a process using linear drives, which would cooperate with a KUKA KR-5 robot, by moving cubes in a specific way, after the industrial robot placed one on it. After working out a draft of the task its details had to be worked on. First, the KUKA KR-5 places a cube on one of the sliders residing on the linear drive, which will be sensed by a reflective optical sensor. Following that, the slider starts moving forward its other end position (limit), and after reaching it, another drive would activate, and push the cube into a box. This simulates the workpiece leaving the cell. During this task, I have used two ISEL LEZ-1 drive [6], which are driven by an MS045 HT motor [7]. The chosen optical sensors are Schneider Electric XUB0BKS1M12T [8].

![Figure 5. Linear drives’ flowchart (1/2)](image3)

![Figure 6. Linear drives’ flowchart (2/2)](image4)

3.2. Programming the drives in CodeSys

As the next step of the task, I have created the model of the unit in CodeSys, and later simulated the entire process within CodeSys. First, options were created for both manual and automatic execution. A
TON timer was used in series with a TOF timer. This works in a way, that a button, which activates a bell, must be held for 3 seconds, and only after this can the program start. After releasing the “bell” button, seven seconds are given to start the process itself.

In automatic mode, the process was realized by using a form of the sequential method, in which a cycle consisting of steps was created, which are executed one after another. This solution is relatively easy to read, and making the modification of the existing program relatively simple. The content of the steps themselves also follows a modular, “5 ladder step” pattern, these 5 arc: starting, safety, command, complete, and error. Commands are given in these steps, and their successful completion is later verified.

3.3. CodeSys simulation, the motor controller unit

As the first step of the modeling, the three-dimensional models of the drives had to be found, which were re-colored to improve their visibility, and later imported to CodeSys and assigned an ID in there, so that it’s possible later to reference them during programming the animation. For the buttons, the build in CodeSys resources was used, or customized to suit the needs. To achieve the visual movements on the HMI, it was necessary to re-create the virtual linear drives, limit switches, and sensors. The position changes and their observation were achieved by a code segment, which detects which direction the motor gets the signal from at a given moment. When this detection and reading is complete, “Lin A pos” variable is checked and verified. If the limit is not yet reached, or in this particular case, the limit switches are not yet activated, then one unit is added, or deducted from the variable, depending on the movement’s current direction. The limit switches function was realized by using a case structure.

```
IF Statement LIN_A_0 THEN
  IF LIN_A_pos > 0 THEN
    LIN_A_pos := LIN_A_pos - 1;
  END_IF
END_IF

IF Statement LIN_A_1 THEN
  IF LIN_A_pos < 0 THEN
    LIN_A_pos := LIN_A_pos + 1;
  END_IF
END_IF

CASE LIN_A_pos OF
  1: OUT_Message_LIN_A_0 := TRUE;
  2: OUT_Message_LIN_A_1 := FALSE;
  3: OUT_Message_LIN_A_1 := FALSE;
  5: OUT_Message_LIN_A_1 := TRUE;
END_CASE
```

**Figure 7. Programming of the virtual drive**  **Figure 8. Test HMI**

In the making of the motor controller unit, two Polulu A4988 bipolar stepper motor controllers were used. An Arduino Nano serves as a controller for these components. In addition, two capacitors were added to smoothen out the power spikes caused by the motors. For testing purposes, a test panel was created, which is compatible with an Arduino Mega, and with the help of an external program, can be programmed in ladder diagram. The test panel has eight inputs, and eight outputs, which are galvanically separated using optical couplers. To visualise the working channels, LEDs were added. Using the completed test panel, and the “PLC Ladder Simulator Pro” android application, the PLC program operating the linear drives was created. After uploading the necessary additional program, the assembled unit could be successfully tested.

**Figure 9. The completed tool**  **Figure 10. Completed test panel**
3.4. **PLC and synchronized control of the linear drives**

After making certain that both the motor controller unit and the ladder diagram program work without error, it was deemed important to operate the linear drives using the PLC found in the robotics lab. The already designed and tested program was implemented in the Unity Pro XL software.

During operation, the system first returns to its starting position. Then, it checks the optical sensor’s signal, and when it senses an object, the process starts. When that happens, the drive with the cube starts moving towards its other end position. When it reaches the limit switch, the other drive perpendicular to it starts moving, and eventually pushes off the cube, into the box. When this step is complete, the system returns to its starting position again. As the last task, the KUKA KR-5 industrial robot was integrated into this process, utilising the finished linear drives’ program.

![Figure 11. The completed robot cell](image)

### 4. Conclusion

During the completion of these tasks, I have successfully applied my previously learned knowledge. As such, I can declare that not only have I acquired the necessary theoretical knowledge, but I only gained valuable practical skills as well. In my time spent at the robotics lab, I became acquainted with industrial devices and components, and I was able to use them in my project.
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