FPGA Implementation of Protected Compact AES S–Box Using CQCG for Embedded Applications
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Abstract. In this work, we obtain an area proficient composite field arithmetic Advanced Encryption Standard (AES) Substitution (S) byte and its inverse logic design. The size of this design is calculated by the number of gates used for hardware implementation. Most of the existing AES Substitution box hardware implementation uses separate Substitution byte and its inverse hardware structures. But we implement the both in the same module and a control signal is used to select the substitution byte for encryption operation and its inverse for the decryption operation. By comparing the gate utilization of the previous AES S-Box implementation, we reduced the gate utilization up to 5% that is we take only 78 EX-OR gates and 36 AND gates for implementing the both Substitution byte and its inverse. While implementing an AES algorithm in circuitry or programming, it is liable to be detected by hackers using any one of the side channel attacks. Data to be added with a random bit sequence to prevent from the above mentioned side channel attacks.
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1. Introduction

The coupled quadratic congruent generator is used to generate a random bit sequence, which is used to enhance the security of Substitution byte and its inverse. Modulo – 2 addition is performed between actual S-box value and the random bit sequence which is obtained using CQCG. Masked AES S-box is the resultant of the aforesaid operation. Previously S-box was implemented as a ROM table, which requires 256bytes of memory to store. This needs to be incorporated a separate memory to perform Substitution byte and its inverse operation. After performing Substitution byte and its inverse operations this memory is not useful. So, we try to reduce the
memory usage in compact embedded devices such as smart card [10]. Therefore, we choose a combinational circuitry to replace the existing S-box ROM table [1]. Whenever we need a higher security for data transmission, we can select AES [12] as a cryptographic algorithm [7]. An entire work is simulated using Verilog HDL and it is implemented using Spartan – 3 FPGA device [4].

2. CFA approach in AES S-box

To optimize AES S-box combinational circuitry, we are using Composite Field Arithmetic (CFA) implementation which is mentioned in earlier works [2]. In order to achieve area reduction, we choose coupled quadratic congruential generator as a random bit sequence generator. CQCG is more secured pseudo random bit generator technique compared to other pseudo random bit generator methods like linear congruential generator, linear feedback shift register, chaotic based pseudo random bit sequence generator [5]. In order to obtain a substitution byte first we have to calculate the multiplicative inverse of the data given and next we have applied an affine transformation.

Multiplicative inverse is obtained by using Galois field \( (2^8) \) in normal basis. It is more complicated while implementing in combination circuits [6]. Instead of GF(\(2^8\)) multiplicative inversion, we use GF (\(2^k\)) multiplier, inverter as well as GF(\(((2^2)^2)^2\)) multiplier, inverters. Therefore the complexity of the combinational circuit is optimized significantly [3]. Both encrypter and decipher in AES have same key, so it is called shared-key encryption algorithm. The data which is used in encryption/decryption of AES is in 128 bits block. Many “rounds” of processing has been done in each block of data. Four steps involved in each round of operation. 128 bits, 192 bits, or 256 bits are the allowed key sizes in AES algorithm [11]. Multiplicative inversion is the significant expensive operation in the substitution byte.

3. Computation of multiplicative inversion

The field \( B \) in Phase two is not built smearing a single degree-8 augmentation lead to GF (2), although spread over numerous additions of lesser steps. To decrease the cost of Phase 2 as greatly as possible, we constructed the field \( B \) by reiterating degree-2 extensions in a polynomial root by means of these irreducible polynomials:

\[
\begin{align*}
\text{GF (2^8)} & : x^8+x+1 \\
\text{GF ((2^2)^2)} & : x^4+x+\varphi \\
\text{GF (((2^2)^2)^2)} & : x^2+x+\lambda
\end{align*}
\]

(1)

Where \( \varphi = \{10\}_2 \), \( \lambda = \{1100\}_2 \). The inverter over the composite field above has fewer GF (2) operators as given in equation 1 compared with the field \( B \) used in the equation 2.

\[
\begin{align*}
\text{GF(2^4)} & : x^4+x+1 \\
\text{GF(((2^4)^2)} & : x^8+x+\omega_{14}
\end{align*}
\]

Where \( \omega_{14} = \{1001\}_2 \).
Figure 1 depicts hardware implementation of substitution byte and its inverse. GF $((2^m)^n)$ that is build by an augmentation degree-$n$ later an augmentation degree-$m$, calculating the multiplicative reciprocals be able to do as a group of operations above the subfields GF $(2^n)$. Figure 2 to 4 shows the internal diagrams of proposed AES S–Box and Inverse S–Box using composite field arithmetic in normal basis.

4. Implementation of CFA S-box

Here, we discuss about the implementation of the proposed tiny AES S-box structures [5]. Two-phase process is used for area reduction in the substitution box. The important
issue while converting a ROM table into combinational circuit that should not increase the area of the circuit. To do this, the entire sub-operations in $\text{GF} (2^8)$ inversion can be translated exclusively into logical expressions.

Our proposed tiny Substitution byte and its inverse has 78 EX-OR gates and 36 AND gates. It is 20% lesser and faster than the earlier works. Both encryption and decryption uses Substitution box and substitution box inverse respectively. They comprised of affine transformations, isomorphism functions, inverters and multiplexer. Proposed architecture is smaller in size with 78 EX-OR gates and 36 AND gates. A tiny S-Box and $\text{S-Box}^{-1}$ was created by using composite field technique, integration the isomorphism functions with affine transformations, by means of a factoring technique, and merging the encipher and decipher routes.

### Table 1. Comparisons of hardware complexities

| Work Done By   | Total gates | Critical Path |
|----------------|-------------|---------------|
|                | AND | EX-OR | AND |
| M.M. Wong      | 36  | 96   | 4   | 2   |
| Canright       | 36  | 91   | 4   | 2   |
| M.Lamberger    | 58  | 110  | 4   | 1   |
| Edwin          | 36  | 85   | 4   | 2   |
| This Work      | 36  | 78   | 4   | 2   |

Evaluations of the circuit complications among this paper and the nominated earlier papers are mentioned briefly in Table 1. Table 1 shows that, the comparisons of different hardware implementations. This paper deals with a decline of 25.12% in size when compared to the work done by M.M.Wong.

### 5. Masked AES S-box

Arithmetical investigations which use consumed power to perform the specific task or function, radiation emitted by the source to find data approximately [9]. In order to avoid the mentioned analysis hiding the data by modulo-2 addition using random variables. There are two types of masking is possible. One is addition and another one is multiplication. The best suitable mask is modulo-2 addition. Because in multiplication mask, the data zero is not hidden. So, multiplication mask is not taken into account for masking purposes [7].

![Figure 5. Architecture of the proposed system.](image-url)

Figure 5 depicts the proposed architecture which is generating the substitution byte, random bit sequence using CQCG and produced a masked substitution byte as the output. Two QCG modules are coupled and their outputs are compared using particular
comparator scheme. Bits are extracted from the comparator using the output of the two coupled QCG modules. A coupled QCG (CQCG) output calculated by using,

\[ a_{i+1} = (P_1 a_i^2 + Q_1 a_i + R_1) \mod m \]

\[ b_{i+1} = (P_2 b_i^2 + Q_2 b_i + R_2) \mod m \] (3)

Y\(_{i+1}\) denotes the output bit of the coupled QCG,

\[
Y_{i+1} = \begin{cases} 1 & \text{if } a_{i+1} > b_{i+1} \\ 0 & \text{otherwise} \end{cases}
\] (4)

P\(_1\), Q\(_1\), P\(_2\), Q\(_2\), R\(_1\), R\(_2\) are assumed and a\(_0\), b\(_0\) are considered as base values to calculate the random bit sequence using CQCG.

Consider P\(_1\)=13, Q\(_1\)=5, P\(_2\)=13, Q\(_2\)=7, R\(_1\)=1, R\(_2\)=3, And m=8. (a\(_0\), b\(_0\))=(7, 12).

By using the equation 3, the output values of QCGs are calculated. They are random numbers. The output of two QCGs are given to comparator to produce the random bit sequence. If QCG1 output is greater than the QCG2 output means the random bit output is high else the output is low.

\{a\(_i\)\} = (1, 3, 5, 7, 1, 3, 5, 7), \{b\(_i\)\} = (7, 1, 7, 1, 7, 1, 7, 1)

The output bit sequence Y\(_i\) is (0, 1, 0, 1, 0, 1, 0, 1) generated by the CQCG for the above input. Consider the actual substitution byte that is added with random bit sequence to produce masked data. Two independent masks are added together yields another uniformly distributed mask. Each intermediate term distribution is not dependent of the data, hence the calculation becomes secure.

6. Hardware results

Here we take Spartan 3 FPGA board to implement the compact AES Substitution byte and its inverse without masking and compact masked AES Substitution byte and its inverse[6]. We take only 78 EX-OR Gates utilized to get the compact AES Substitution byte and its inverse, whereas Wong’s work took 96 EX-OR gates to implement the same.

Figure 6. Masked AES Substitution byte and its inverse gate utilization.
Figure 6 shows the hardware utilization of the compact masked AES Substitution byte and its inverse. We take only 197 EX-OR Gates utilized to get the masked AES Substitution byte and its inverse, whereas can right’s work took 234 EX-OR gates to implement the same.

7. Conclusion

The Substitution byte and its inverse of Advanced Encryption Standard is implemented with least complexity of combinational circuitry using FPGA. The chip area is significant in hardware restricted distinct devices [8]. The size reduction allows the merged Substitution byte and its inverse circuit to be suitable on a chip. Hence, the pipelined and high throughput AES process on smaller chips is obtained using FPGA. Our finest tiny substitution byte and its inverse uses 25.12% lesser than the previous. For various security applications, compact version of cryptographic algorithms are required. So, in future hardware implementations of AES, this tiny merged Substitution byte and its inverse is useful. The major role of this work was the implementation of merged AES Substitution byte and its inverse that achieves a balanced structure with optimized speed and size reduction. The best design obtained has a total of 78 EX-OR gates without masking and 197 EX-OR Gates to implement the Masked AES Substitution byte and its inverse. Circuit used for substitution byte and its inverse are implemented with the 18.853ns delay.
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