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Abstract Maintaining software artifacts is among the hardest tasks an engineer faces. Like any other piece of code, model transformations developed by engineers are also subject to maintenance. To facilitate the comprehension of programs, software engineers rely on many techniques, such as design pattern detection. Therefore, detecting design patterns in model transformation implementations is of tremendous value for developers. In this paper, we propose a generic technique to detect design patterns and their variations in model transformation implementations automatically. It takes as input a set of model transformation rules and the participants of a model transformation design pattern to find occurrences of the latter in the former. The technique also detects certain kinds of degenerate forms of the pattern, thus indicating potential opportunities to improve the model transformation implementation.
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1 Introduction

Model transformation is now the mainstream paradigm to manipulate models in model-driven software engineering (MDE) [6]. Designing model transformations is a tedious task. Moreover, like any other code artifact, model transformations evolve and should be maintained. To assist developers in writing and maintaining model transformations, several design patterns have been proposed [11,22]. These presumably facilitate the comprehension and manipulation of transformation programs [1].

Detecting instances of a pattern in a transformation provides valuable information to the developer, such as understanding high-level concepts used, and identifying refactoring and reuse opportunities. This helps, among others, improving
the documentation. However, as for general programs, developers do not always implement perfectly a pattern in model transformations. Hence, design pattern detection should identify both complete and incomplete occurrences.

Detecting design patterns in model transformations did not get much attention so far from the modeling community. To the best of our knowledge, only the work in [28] has attempted to automatically detect design patterns in model transformations. Preliminary results showed that this is an effective technique to find complete and approximate design pattern occurrences. However, this technique has performance limitations as it relies on a rule inference engine that is time and memory consuming. Another limitation of this technique is the need to specify a set of detection rules for each pattern.

To find inspiration on how to detect patterns in transformations, we looked at the active community of design pattern detection in object-oriented programs. As reported in [1], there are dozens of detection approaches for this family of programs. However, as mentioned in [13], these approaches also suffer from performance problems, because detecting complete and incomplete occurrences is generally costly in time, due to the large search-space that includes all possible combinations of classes. These approaches are also prone to return many false positives, impeding program comprehension, and cluttering the maintainers’ cognitive capabilities. To address the performance issues, the work by Kaczor et al. [20] uses a string matching technique inspired by pattern matching algorithms in bioinformatics to identify pattern occurrences in object-oriented programs. These algorithms allow to efficiently process a large amount of data if the problem to solve can be encoded as a string matching one.

In this paper, we propose a generic technique to detect design pattern occurrences in model transformation implementations, without writing detection code for each design pattern, its variants, and approximations. Like in Kaczor et al., we rely on a bit-vector algorithm that has proven to be efficient for string matching problems [30]. The challenge we faced is how to encode model transformations, which are sets of rules linked by control schemes, as strings. The same challenge arises also in the encoding of the patterns as strings. We succeed to encode the participants of a patterns as strings, but had to complete our approach by a manual step to combine the identified participant instances to form pattern occurrences. Thus, the detection consists in an automated step that matches the participant strings of a pattern with rule strings of transformation, and a manual step to complete the occurrences. In addition to the performance, an advantage of using this approach is the fact both complete and incomplete occurrences can be detected.

We evaluated our approach on a set of 18 transformations. Our results show that patterns are actually used in transformations and that our approach is able to detect them. Moreover, we found that patterns are not always used independently, but in combination with other patterns.

The rest of the paper is structured as follows. In Section 2, we first introduce the basic notions used in our work, and then, discuss the related work. Section 3 details the different steps of our approach, whereas Section 4 describes the different forms of patterns that can be detected by our approach. We provide an evaluation of the detection approach in Section 5. Finally, we discuss the limits of our approach in Section 6, and conclude in Section 7.
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