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Abstract— Pathfinding is a very popular area in computer game development. While two-dimensional (2D) pathfinding is widely applied in most of the popular game engines, little implementation of real three-dimensional (3D) pathfinding can be found. This research presents a dynamic search space optimization algorithm which can be applied to tessellate 3D search space unevenly, significantly reducing the total number of resulting nodes. The algorithm can be used with popular pathfinding algorithms in 3D game engines. Furthermore, a simplified standalone 3D pathfinding algorithm is proposed in this paper. The proposed algorithm relies on ray-casting or line vision to generate a feasible path during runtime without requiring division of the search space into a 3D grid. Both of the proposed algorithms are simulated on Unreal Engine to show innerworkings and resultant path comparison with A*. The advantages and shortcomings of the proposed algorithms are also discussed along with future directions.
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I. INTRODUCTION

The application artificial intelligence (AI) in computer games is gaining popularity rapidly[1]–[3]. Pathfinding and graph traversal are widely used application areas of AI in games [4]. Graph traversal is broadly used when the game can be divided into multiple states (or nodes) and the game is progressed by traversing from one state to another. This is very common for board games and some puzzle games where the player is competing against a computer controlled opponent. On the other hand, for 3D video games, AI is used to generate intelligent behaviours for computer controlled characters (often called non-playable characters or NPCs). The main goal of using AI in this case is to simulate human like behaviour around decision making such as navigating, shooting etc.

1. Pathfinding

One of the important aspects of these games is navigation which includes how an NPC moves from one point to another on the map within the game. Popular pathfinding algorithms include Depth-First Search, Breadth-First Search, Iterative Deepening algorithm, Best First Search, Dijkstra's algorithm, A* etc. These algorithms work well for flat surfaces. An example implementation along with pseudocode can be found in the work by Khammapun et.al [5]. Recently, Monte Carlo Tree Search Methods are also gaining recognition [6].

Figure 1: Navigation meshes in Unity3d (A), Unreal Engine 4 (B) and CryEngine (C).

Complications can arise when the map surface is not flat and continuous. For example, an NPC might need to jump and avoid obstacles occasionally to reach the final destination. Popular game engines such as Unreal Engine 4 (UE4) [7], Unity 3D [8] and CryEngine[9] use navigational mesh which converts the 3D search space into virtual 2D plain to solve this issue. Figure 1 illustrates the navigation components used in some popular game engines to solve NPC navigation on non-flat surfaces. A virtually connected plain consisting of triangles of mesh are generated on top of reachable surfaces which is used by the navigation algorithm. This is shown in Figure 1; (A) sky-blue surface in Unity 3D scene, (B) green surface in the UE4 scene and, (C) blue surface in
CryEngine scene. CryEngine’s pathfinder uses A* search algorithm with distance to destination as a heuristic. Disconnected edges of the navigation surfaces are generally used as constraints while calculating paths. For example, while calculating paths the algorithm checks whether the NPC can jump the distance between two corresponding surface edges or not. Pathfinding algorithms only find feasible paths between the current location and the target destination. However, making the movement or navigation appear human-like presents an additional issue.

Player behaviour is imitated by NPCs using state machines in major game engines such as in UE4. Behaviour can be predefined based on state, for example, a patrolling NPC will follow some predefined path until it sees an enemy which would change its state from patrolling to attacking. Vehicle navigation is different to human character navigation, for example consider racing games. Optimal path calculation not only relies on the shortest distance to the destination but also on other parameters. After the path is calculated, it can be followed by the vehicle if the optimal speed and turning angles are calculated and applied properly. Although most of these pseudo 3D navigation strategies are already practiced in many game engines and some related work has been conducted [5], [10]–[14], they lack true 3D pathfinding.

2. 2D vs 3D Pathfinding

A true 3D pathfinding algorithm can provide six degrees of freedom (6DoF) which could be useful for flying NPCs such as animals, aeroplanes, spaceships etc. For this purpose, the whole search space must be divided into connected nodes before an algorithm can be applied. For example, 2D space is generally divided using triangular, square, or hexagonal shapes and each of these shapes are considered as a node as shown in Figure 2. The connected nodes create a network of search space which is traversed by the pathfinding algorithm.

![Figure 2: 2D Space filling using Hexagonal nodes (A), Square nodes (B) and, Triangular nodes (C).](image)

While having more sides in node shape (e.g. hexagon) gives directional freedom, it complicates the search space by adding more connection. Having smaller size nodes provides a more precise path while compromising performance as the size of search space (i.e. no. of nodes in the network) grows. Similarly, 3D space can be divided using space filling polygons.

Similar ideas can be used in 3D pathfinding algorithms. A space-filling polyhedron can be used to generate tessellation of 3D space. Each of these can be considered as nodes. Attached polyhedrons are connected nodes in search network. Figure 3 shows five polyhedrons which could be used for space filling; (A) Triangular Prism, (B) Cube, (C) Hexagonal prism, (D) Truncated octahedron and, (E) Gyrobifastigium. 3D space filling is also illustrated in the same figure using cube (F) and using truncated octahedron (G).

![Figure 3: Space-filling polyhedrons: (A) Triangular Prism, (B) Cube, (C) Hexagonal prism, (D) Truncated octahedron and, (E) Gyrobifastigium 3D. Space filling using cubes (F), truncated octahedron (G).](image)

As discussed earlier with regards to 2D space filling, the size of the nodes and number of sides (faces in 3D shapes) play a similar role in compromise between directional freedom and search space complexity. When the 3D space is converted into a network of connected nodes any search algorithm can be used to find feasible/optimal path between two nodes. For the sake of simplicity and performance, only cubical 3D space tessellation will be used in this research.

There could be various problems while calculating the path to a destination. The search algorithms can be used proactively and reactively. In a proactive strategy, the possible paths are pre-calculated and saved. The pre-calculated paths are queried by AI when needed. On the other
hand, in reactive strategy, the navigation path is calculated in the runtime.

Both strategies have their own advantages and disadvantages. Proactive strategy does not take other moving objects into consideration, resulting in possible collisions with other objects and blockage of the pathway. In this case, a collation avoidance algorithm must be implemented for runtime usage. The main advantage of a proactive strategy is that it does not use much computation in the runtime resulting faster calculation. The reactive algorithm works in an opposite way. As the path is calculated on the go, separate collation detection is not needed. The moving objects are considered obstacles and the path is adjusted accordingly. But the calculation is heavy as it is done in runtime and might slow down performance if a number of NPCs are large in the corresponding game.

An efficient pathfinding algorithm is proposed in the next section which uses a mix of proactive and reactive strategy to compute path to destination. The proposed algorithm uses dynamic search space quantization to optimize performance.

II. Methodology

In this section, the methods and algorithms used in this work are discussed. While finding path in a virtual game world the algorithm is always aware of the actual location and distances between nodes in the search space. This makes A* very efficient to be used as base algorithm. However, the main problem in simply using A* on 3D virtual game world is that it takes a huge amount of computation for traversing the whole search space toward the target location. The proposed solution contains two main strategies to deal with this problem which are discussed in the following.

1. Uneven Search-space Quantization Algorithm

There are several ways to reduce the search space. Increasing the size of unit space filling the polygon can make the search tree significantly small, however, this produces inaccurate results. An example is shown in Figure 4 where a large grid is shown on the left and smaller grid is shown on the right. There are three objects; X, Y, and, Z each of which are surrounded by its wrongly blocked volume due to grid scaling (marked as yellow). The proposed algorithm uses a localized dynamic compromise between higher and lower scales based on where required. The algorithm is discussed further in the following.

| Algorithm 1. Uneven Search-space Quantization (USQ) |
|-----------------------------------------------|
| **Input:** l //Minimum grid length              |
|        d //Maximum division depth               |
| **Output:** Grid of connected cubes            |
| **Method:**                                    |
| 1: Place a bounding box (cube) around the search area. Initialize l=0; |
| 2: for every cube c do                         |
| 3: if c is colliding with any object then      |
| 4: if length of c l' >= 2*l and depth of c d' < d then |
| 5: Divide cube c into 8 cubes length l'/2. Create 8 child nodes (for each cube) under node c. |
| 6: Adjust the child connections according to adjacency. |
| 7: end if                                       |
| 8: end if                                       |
| 9: end for                                      |
| 10: l = l+1;                                   |
| 11: if l <= d then                             |
| 12: go to step 2                               |
| 13: end if                                     |

USQ depends on two parameters; maximum division depth (d) and, minimum grid length (l). The maximum number of division. Both are optimization parameters. ‘l’ should be more than the size of collision box of the object to be moved through the path. Whereas ‘d’ makes sure that the algorithm does not create a substantial number of nodes regardless of the size of the obstacle. USQ is not a pathfinding algorithm, however, it helps optimizing search space for the pathfinding algorithms by reducing total number of search nodes.

2. View Cone Search Algorithm

A 3D pathfinding algorithm View Cone Search (VCS) is proposed in this subsection. The idea behind VCS is the aim of making pathfinding simpler by utilizing orthogonal view of the obstacle to the NPC. A view cone is a cone created from the position of NPC to the obstacle placing apex on NPC and the circular base on the slicing the till the end of the obstacle. VCS finds a near optimal outer path by increasing

![Figure 4: Search grid scaling; larger grid on the left-side and smaller grid on the right](image)
and decreasing the view cone radius accordingly. The algorithm is further explained as follows.

Algorithm 2. View Cone Search (VCS)

**Input:**
- \( r \) //Maximum cone radius
- \( I \) //Maximum iterations
- \( s \) //Starting point
- \( c \) //First collision object
- \( d \) //Destination point

**Output:** \( P \) //Path toward destination

**Method:**
1. Create a view cone placing apex in \( s \) and base at \( k \) with radius \( r \). \( k \) is calculated as the intersection point of the straight line from \( d \) to \( s \). (as shown in Figure 5)
2. for \( i = 1 \) to \( I \) do
3. if there exist a point \( p \) on circumference of the base of the cone such that straight line from \( s \) to \( p \) is not colliding with the object then
   4. \( r = r/2 \);
   5. else
   6. \( r = r + r/2 \);
8. end if
9. end for
10. Return path \( P \) as straight line from \( s \) to \( p \).

VCS is a very simple pathfinding algorithm which generates a path toward a destination while avoiding the first obstacle. The algorithm can be repeated when the NPC avoids the first obstacle and progresses toward the next. Maximum cone radius \( r \) should be initialised as half the maximum possible side of the obstacle. Binary search is used for finding the minimal (near optimal) radius of the view cone for lower complexity. The number of points in the base (circle) of the cone is theoretically infinite, however, in this case, a certain number of points uniformly distributed over the circumference are considered. In the next section, comparison experiments are conducted using both algorithms on UE4 to show the differences.

### III. Experiments

UE4 is selected for experimentation as it is freely available and highly used by AAA 3D games. Three sets of experiments were conducted showing USQ and VCS in action. The first experiment demonstrates USQ in action. Next, the USQ is combined with A* for path finding.

Figure 6 shows an example result of USQ. In the figure, the search grid is unevenly divided using the proposed algorithm using depth \( d = 4 \) division. It can be clearly seen that the number of nodes (cubes) present in search space is considerably reduced (unlike in the normal scenario in Figure 4).

Figure 6: Search space reduction by USQ; (A) Top view, (B) Left view, (C) Front View, (D) Perspective view.

Furthermore, A* algorithm is simulated on the resulting search space to find a path between two points. As the UE4 provides the bounds of an actor (UE4 term for an object) only the corresponding bound volume is tessellated using USQ.
Figure 7 illustrates the simulated result. A simple ray-cast (UE4 term for drawing straight line) is used from starting object A to target object B. The first object intersects on the collision points C and D. A* is used to find a path between C and D. Similarly, the next obstacle path between E and F is calculated by A*. The final resulting path is marked in yellow.

Additionally, another set of experiments were conducted to compare results of VCS with that of A*. In the first example scenario, as shown in Figure 8 (I), there are two objects, X and Y. X is a simple object having one solid body while Y is a hollow object. After using USQ, a combination of localized A* and ray-cast is used for finding path from A to B. In Figure 8 (II), series of VCS is used two times after applying USQ to generate a path from A to B. Finally, in Figure 8 (III) the same scenario is used while applying VCS without the help of USQ, resulting slightly different results than in the previous case. This is because, in the last case, VCS is only aware of a single collision bound around composite object Y provided by the game engine.

It can be clearly seen in Figure 8 that A* algorithm produces optimal path between point A and B in the experiments (as in Figure 8) while VCS uses a simpler approach to find near optimal feasible solutions. In game engines, cones are represented by prisms with a polygon as the base (a polygon with 20 vertices in the conducted experiment as shown in Figure 9). This significantly reduces collision checking VCS (as in 3rd step in Algorithm 2) because of a limited number of points in the base polygon. Increasing the number of vertices in the base polygon will produce more accurate result while reducing performance.

IV. CONCLUSIONS

In this research, two algorithms have been proposed. The first algorithm, USQ, reduces the size of the search space to make path finding faster while the second algorithm, VCS, tries to mimic NPC view cone to quickly find a possible path. Both algorithms are simulated using UE4 and combined for comparison. The main advantage of USQ is that it can be used with any pathfinding algorithm to reduce overall search complexity. On the other hand, VCS provides an efficient way to avoid obstructions. The algorithm does not require any search grid, instead, it uses line-of-sight (ray-cast) data for collision avoidance. It could be very useful in games such as those using airborne vehicles or drones since NPC moves towards a target while avoiding obstacles.

The proposed algorithms have some limitations which can be improved upon. For example, VCS tries to find a path to avoid only the first obstacle. If the NPC finds multiple
obstacles close together, the VCS algorithm might fail to find a feasible path. Furthermore, the algorithm certainly fails when the NPC is inside a concave mesh. The proposed algorithm can be further enhanced by adding a mechanism to deal with the mentioned exceptional cases. Another future improvement can be done by setting dynamic parameter initialization based on the obstacle bound and corresponding situation.
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