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ABSTRACT

Genetic algorithm (GA) is one of popular heuristic-based optimization methods that attracts engineers and scientists for many years. With the advancement of multi- and many-core technologies, GAs are transformed into more powerful tools by parallelising their core processes. This paper describes a feasibility study of implementing parallel GAs (pGAs) on a SpiNNaker. As a many-core neuromorphic platform, SpiNNaker offers a possibility to scale-up a parallelised algorithm, such as a pGA, whilst offering low power consumption on its processing and communication overhead. However, due to its small packets distribution mechanism and constrained processing resources, parallelising processes of a GA in SpiNNaker is challenging. In this paper we show how a pGA can be implemented on SpiNNaker and analyse its performance. Due to inherently numerous parameter and classification of pGAs, we evaluate only the most common aspects of a pGA and use some artificial benchmarking test functions. The experiments produced some promising results that may lead to further developments of massively parallel GAs on SpiNNaker.

This is an open access article under the CC BY-SA license.

1. INTRODUCTION

The advent of multi- and many-core platform makes the parallel and distributed computing more feasible and attractive. The same is also a valid case for algorithms that are inherently feasible for parallelism such as a genetic algorithm (GA). However, the real implementation of parallelism for such algorithms may be challenged by the fact that many current computing platforms inherent serial processing mechanism of von-Neumann architecture [1, 2]. This makes the implementation of parallel information processing complicated and expensive [3, 4]. In the case of GAs, the parallelism concept has been applied in recent years in order to achieve a higher performance throughput. One common method to achieve such acceleration is by utilizing accelerator such as graphics processing units (GPUs) [5–8], it is well-known that single instruction multiple data (SIMD) mechanism in a GPU plays an important role to achieve such very high computation throughput [9,10].
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GA belongs to the larger class of evolutionary algorithms (EA) and inherently works as a sequential process [11, 12]. Even though the inner processes in a GA are sequential, the data on which the processes take place are partitionable. This allows a GA to be parallelized [13]. A parallel GA (pGA) usually exploits the abundant processing elements in a parallel/distributed system, and can be roughly classified into two categories: coarse-grained parallel GA (cpGA) and fine-grained parallel GA (fpGA). The most distinctive features of the two can be inferred from the GA's population granularity and the communication overhead. The most popular example of the cpGA is the island model, whereas in fpGA cellular GA is the most common model.

In this paper we present our preliminary study of pGAs implementation on a novel many-core neuromorphic platform called SpiNNaker. SpiNNaker (spiking neural network architecture) is a many-core neuromorphic platform that is designed to emulate brain’s processing and connectivity in neuronal level [14–16]. Due to enormous features of pGAs [17, 18], we cannot explore and present all features of both pGA categories in this paper. Thus, this paper serves as the starting point for future exploration of pGAs in SpiNNaker. To our knowledge, this is the first paper that describes methods for implementing pGAs on a neuromorphic platform. Thus, benchmarking the performance evaluation of pGAs on SpiNNaker with other available neuromorphic platforms is not possible. Rather, the emphasis is on testing the SpiNNaker platform as a viable device to implement a massively parallel GA. The results of this paper can be used for future exploration on a collaboration between extensive optimization and deep learning [19, 20]. The paper is organized as follows. After the introduction in this section, related works on pGAs and SpiNNaker for conventional non-spiking applications are described. In section 3, the detailed implementation of pGAs on SpiNNaker is described. Section 4 presents the experiment setup and the collected results, followed by their analysis and discussion. Finally, this paper is closed by conclusions in section 5.

2. RELATED WORKS

GA is a nature (biology) inspired algorithm mostly popular to be used to solve complex optimization problems [21, 22]. It is a metaheuristic method inspired by the process of natural selection that involves bio-inspired operations such as gene mutation and crossover. There are different families of GAs, and in the recent decade, they have been showing to converge [23, 24]. Conceptually, inner working principles in a GA are sequential processes. To speed them up, parallelism strategies are applied on those processes. At some extent, the parallelism also involves distributed processes. In this paper, we refer a parallel distributed GA to as simply a parallel GA. This is conceptually a straightforward method, since GA normally works on regular data in a partitioned solution space. However, in real implementation, there is a complication issue due to various options that could be traded off in order to match between the hardware platform and the GA-encoded problem description.

In general, a parallel process/algorithm can work in a fine-grained or coarse-grained fashion. A fine-grained parallel GA (fpGA) commonly takes a form in a cellular model; whereas a coarse-grained parallel GA (cpGA) utilizes a concept of group separation, such as in island models. The granularity of pGA can also be described in a finer continuum, creating a broader range of classification; in this paradigm, any new pGA model can fall in between fine- and coarse-grained classes. Furthermore, they can also be stacked hierarchically for creating a hybrid class from any possible combination of existing models.

Comprehensive lists of pGA models have been presented in various recent review papers, for example [25–30]. The morphology, genetic operation, and communication principle between elements on those various pGA models have also been described on those papers. Hence, we will not cover detailed aspects of a pGA in this paper. Instead, we present a general concept of pGAs only for those simplified classes: fine- and coarse-grained models. Fine-grained pGAs are strongly associated with the massively parallel machines in the form of multi-core computers. On the other hand, coarse-grained pGAs are commonly implemented in a distributed platform and closely related to the concept of migration islands. Due to numerous tuning properties of a pGA as well as a tight coupling between pGA design and the problem it tries to solve, it is almost impossible to create a generic pGA framework that unifies both classes. Fortunately, the SpiNNaker platform is generic enough to be used as both parallel and distributed computing. In this paper, we use some parallelism strategies and tools developed in our previous work [31].
3. RESEARCH METHOD

3.1. Brief overview of SpiNNaker

SpiNNaker (spiking neural network architecture) is a neuromorphic platform originally designed to simulate brain processing in a biologically plausible mechanism [32]. On hardware level, SpiNNaker is a field programmable neuromorphic platform that is built on many-core concept using massively connected multi-core chips [33]. SpiNNaker working mechanism are based on small packet transaction between nodes/chips. These packets are very fast to be distributed intra- and inter-chips to mimic biological realm of the brain where many small spikes are interchanged among neurons in the brain. This way, the SpiNNaker allows brain-like parallel, asynchronous computation, and in real time with time-steps at about \( \sim 1 \) ms. In terms of power efficiency, SpiNNaker has demonstrated superiority over supercomputing-clusters when simulating large-scale biological networks [34]. Currently, the full SpiNNaker machine construction is underway and it will host 50K SpiNNaker chips; hence, it will have one million processors with 7 terabytes of memory running in parallel. It is expected that the machine will consume at most 90kW of electrical power [35]. Figure 1 shows the structure of the SpiNNaker machine.

![Figure 1. The SpiNNaker machine is composed of many SpiNNaker chips assembled on a board. Each SpiNNaker board contains 48 chips, arranged in 2D triangular mesh.](image)

3.2. fpGA implementation

3.2.1. Basic cellular model

An fpGA is implemented usually as a cellular model. In this model, population is spatially distributed across a grid population in which genetic interactions may only take place in a small neighborhood of each individual. In a basic cellular model, a node.processor is responsible for processing only one (or very limited number) GA chromosome and performs the GA operations in a reproductive cycle together or after interaction with its adjacent neighbor. In this model, a 2D grid of processors is used where the neighborhood is defined using the Manhattan distance from one point to others in the grid.

Figure 2 shows examples of fpGA networks. The neighborhood refers to the set of potential mates of an individual. Consequently, each node in the grid has a neighborhood that overlaps the neighborhoods of nearby nodes. The geometrical simplification is used in the sense that all the neighborhoods have the same size and identical shapes. There are various configurations in which a cellular pGA can be formed. The two most commonly used are L5, also called Von Neumann or NEWS (North, East, West and South), and C9, also known as Moore neighborhood.

3.2.2. Realisation in SpiNNaker

Implementing the pGA basic cellular model on SpiNNaker is straight forward. However, there are several considerations for implementation. First, SpiNNaker uses triangular mesh layout, whereas the common pGA cellular models use rectangular mesh topology. In our work, we create a modification to the SpiNNaker routing such that only four links are used to mimic the standard rectangular cellular model: north, west, south and east links are used for pGA interaction. However, we keep the other two links (northeast and southwest) alive for the purpose of fault tolerance; i.e., they only be used as backups if the main pGA links fail to work, either permanently or intermittently.
Second, the SpiNNaker machine can be used per board basis or per group of board basis. In order to create a continuous torus, at least three SpiNNaker boards are needed. In this three board setup, a closed grid of 12x12 nodes can be accomplished and a normal cellular pGA model can operate properly. In some circumstances, however, a square grid cannot be closed since the torus is discontinued; for example, when only one SpiNNaker board is used. For this particular situation, we define a maximum neighborhood distance as the maximum squared odd-number of chips available on the system. In this paper, we use three board system but they are not connected in a torus. The grid structure of this three board system is shown in Figure 3. Here we use 8x15 grid for the model. In such a configuration, the maximum neighborhood distance allows to create either L13 or C49 model.

![Figure 2. Example of fpGAs as cellular models. Colored nodes represent a neighborhood. Here, L stands for linear while C stands for Compact. It is possible to arrange nodes in the grid differently, such as using a diamond-like layout.](image)

![Figure 3. The proposed layout for a pGA cellular model on a three SpiNNaker board](image)

Our method for implementing fpGA based on the idea of run-time improvement; here, the multi-core feature of SpiNNaker chips provides a redundancy that can be exploit for amelioration. Here, we propose to use the similar approach presented in our previous work (see [36]), where we use a spawning task mechanism on several cores for improving performance through local parallelism (i.e., those cores will be loaded with the
same GA code and work in synchrony) and the rest of the cores will serve as the backup cores for providing higher reliability through a fault tolerance mechanism.

As a summary to our implementation strategy, Figure 3 shows the proposed layout to implement an fpGA in a cellular model on SpiNNaker. The torus is created on the 8x15 grid, in which each of the blue-colored nodes processes one GA chromosome/individual. In the diagram, just two GA chromosomes are depicted to show how the neighborhood in L13 is formed: one with purple color, and the other with yellow color. The number inside the square indicates the coordinate of the node used for routing by the SpiNNaker routing mechanism.

3.3. cpGA implementation
3.3.1. Basic island model
In contrast to the fpGA models, cpGA models try to achieve higher computation performance whilst reducing the communication overhead. In this paradigm, the proponent of these models argue that it is better to localise the intense GA operations into a group of processing units. In reality, this concept is commonly implemented as a network of processing islands: hence comes the name of island model. By distributing and localising the GA processors, the solution space is expected to be partitioned and each island can specialize itself to a certain solution region. In order to improve the convergence, an additional operation called migration is introduced in these models. The conceptual island model is presented in Figure 4.

![Image of cpGA in an island model](image)

3.3.2. Realisation in SpiNNaker
In contrast to the approach for implementing fgGA on SpiNNaker, implementing island models on SpiNNaker is not straight forward. There are some constraints that need to be considered. For example, how an island is defined in terms of hardware resources of SpiNNaker; i.e., how many cores or chips are used to contain an island? This corresponds to the common problem in this island model: specifying/tuning the island size and numbers. This is closely related with the mapping strategy that will be employed by the SpiNNaker tool-chain.

There are two options for this: static mapping and dynamic mapping. In static mapping, the number of cores or chips that will contain an island and the routing table for those cores/chips are predefined in compile-time; i.e., the designer must specify them explicitly (hardcoded) in the SpiNNaker program code. The second option involves a dynamic mapping approach in the sense that the number of cores/chips along with the routing among them can be obtained automatically, even though not during run-time. In this paper, we use the static mapping approach since the problem formulated for our evaluation is small. Regarding the island implementation, all cores in a chip are orchestrated to handle one population that consists of 120 individual. Since there are only 16 cores available for computation in each chip, each core is responsible for handling up to 8 individuals (some of them handle just 7 individual). In this paper, we design an island to be contained in a SpiNNaker chip.

4. RESULTS AND ANALYSIS
4.1. Experiments setup
For evaluating the performance of pGA on SpiNNaker, we use two standard benchmarking functions: Rastrigin and the second Schaffer function. They are expressed in the following formula:

\[ f(x_1 \cdots x_n) = 10n + \sum_{i=1}^{n} (x_i^2 - 10 \cos(2\pi x_i)) \] (1)
where
\[-5.12 \leq x_i \leq 5.12\]

\[f(x, y) = 0.5 + \frac{\sin^2(\sqrt{x^2 + y^2}) - 0.5}{[1 + 0.001 \cdot (x^2 + y^2)]^2}\]  

(2)

Both functions have minimum value at (0,0). The Rastrigin function in (1) is an example of non-convex and non-linear multimodal function. Finding the minimum of this function is a fairly difficult problem due to its large search space and its large number of local minima. The second Schaffer function in (2) is also non-convex and non-linear multimodal function, but it has a broader search space than the Rastrigin function. It is used here along with the Rastrigin function so that we can evaluate the extensibility of our pGA framework for solving a similar but bigger solution space.

In this paper we use only three SpiNNaker boards. For the fpGA models, we use L13 and C49 model as described in section 3.2.2.. For the cpGA models, we use varied number of islands from 2 to 21. An example of cpGA model implementation with 21 islands is depicted in Figure 5. Note that the position of islands do not give any effect on the pGA performance, but only on the creation of the routing table for SpiNNaker packets. For the sake of simplicity, the mapping was static one as described in section 3.3.2.; hence, the routing for SpiNNaker packets were defined manually. If the islands position in Figure 5 are changed, then a new routing table must be defined. We are aware of this limitation, and we plan to use a dynamic mapping in our future work. To make a fair comparison between fpGA and cpGA, we use the same GA parameters as shown in Table 1. Regarding the population generation in fpGAs, there are two mechanism that can be employed: synchronous and asynchronous. In this paper, we use the synchronous approach as the parallel update policy, in which all nodes are updated simultaneously in each operation.

Figure 5. Example of an fpGA model with 21 islands using only a single SpiNNaker board. Here the green-colored links are predefined as the route for migration.

Table 1. Common GA parameters used for both fpGA and cpGA in the experiments

| Parameter       | Value          |
|-----------------|----------------|
| GA encoding     | binary fixed   |
| Elitism         | none           |
| Crossover Type  | single point   |
| Crossover Rate  | 0.75           |
| Mutation Rate   | 0.03           |
| Migration Rate  | 0.05           |
| Population Size | 120            |

4.2. Experiment results

We run the fpGA as a cellular model for the Rastrigin and Schaffer functions on SpiNNaker using L13 and C49 configurations. The network was executed for maximum 100 iterations, which corresponds to generating 100 generations in the GA process. The result is shown in Figure 6. Just for convenience, the plot
shows the objective value instead of fitness value; plotting the fitness value will show the similar pattern. We also run the cpGA version using an island model with various number of islands. We use the model to find the global minima for both the Rastrigin and the second Schaffer test functions. Similar to the previous experiment on fpGA, we run the model for 100 generations. The result is shown in Figure 7 (a) for Rastrigin, and Figure 7 (b) for the Schaffer function.

4.3. Evaluation and discussion

We have run initial experiments using two standard optimization test functions and we found that our implementation of both fpGA and cpGA produced satisfying results. Both models found the global optimum very quickly, which is measured as number of generations needed to achieve the convergence result. Particular evaluations of each model are presented as follows.

4.3.1. Performance on fpGA models

We use two cellular models for implementing fpGA on SpiNNaker: L13 and C49. In both cases, multi-core feature of SpiNNaker chips are employed for amelioration and reliability purposes; hence, the number of individual in the population is the same as the size of the grid, which is 120. As we can see in Figure 6, both L13 and C49 models work properly and quite fast to converge into the correct solution. In general, we can observe that solving the second Schaffer function is a bit faster than the Rastrigin function. This is interesting because the Schaffer function has a larger search space than the Rastrigin function; one would expect that the searching for the solution should be longer. However, Rastrigin function has much more local minima than the Schaffer function. We argue that this explains the convergence speed behaviour in our models.

![Figure 6](image_url)

Figure 6. The result of running cellular models using L13 and C49 configurations to find the global minima for Rastrigin and Schaffer functions

Also, we notice that C49 model runs in a more steady fashion than the L13 model. As we can see from the plot, C49 model needs almost the same number of generations to converge for both test functions, which happens at 15th generation. However for L13 model, even though it reach the convergence for the Schaffer function at generation 15th, the convergence for the Rastrigin function starts imminently after the 25th generation. We admit that we could not give further insight why this happens, and we plan to carry further evaluation using some more complex functions in our future work.

4.3.2. Performance on cpGA models

The similar test mechanism was also applied for our island model as a representation of cpGA class. Here, we use the number of islands as the indicator for performance. As we can see in Figure 7, higher number of islands means higher convergence rate. In both test cases, the convergence has been achieved before the 10th generation when using 20 islands (in the Schaffer test, the convergence starts at the sixth generation). As in the fpGA case, we also notice that the network performance for solving the Schaffer test problem is a bit faster than for the Rastrigin test function.
4.3.3. Further improvement ideas

Comparing the island model and the cellular model, our experiments show that the island model converges faster than the cellular model at higher number of islands. However, when the number of islands is small, the island model does not show better performance than the cellular model. We argue that increasing the number of islands means that the number of individuals searching for the solution is also increased. We also observe that in the cellular models, similar individuals tend to cluster creating niches, and these groups operate as if they were separate sub-populations similar to islands in the island model. For practical implementation consideration, we show here two observations:

1. For solving small problems, in general, implementing the “constrained” island models on SpiNNaker is easier than the cellular models. In this case, the island models require less SpiNNaker resources in terms of the number of chips and the packet routing mechanism. However, this does not scale-up with problem size.
2. For solving bigger problems which require longer GA strings for encoding, the cellular models are preferred because we can achieve higher computation performance by applying local parallelism inside the chip. This cannot be achieved when using island models, because all cores in the chip have been used already and leave no space for performance improvement.

There are several other features that still need to be explored in future. For example, in the fpGA models, what if the neighborhood takes non-canonical forms as in a diamond or even in a trapezoid shape? Also, how the synchronous and asynchronous updates affected the performance on the models? For the cpGA models, there are also many features that need to be explored. For example, what are the effects of different migration rates as well as the direction of migration? Also, how to merge islands and what is the effect of dynamic immigrant size? Nevertheless, this paper serves as an initial starting point to explore the vast potential of pGA applications on the SpiNNaker platform.
5. CONCLUSIONS

This paper presents a preliminary work on the feasibility for implementing parallel genetic algorithms (pGA) with some degrees of flexibility on a neuromorphic platform. SpiNNaker, a many-core programmable neuromorphic platform, is used to implement two classes of pGA: fine-grained pGA (fpGA) and coarse-grained pGA (cpGA). Due to numerous variability of these models, not all possible configurations are presented. However, the experiment results show the promising flexibility that potentially can be used to implement any model configuration from both fpGA and cpGA domains. Some considerations are presented regarding the expected performance of the implemented pGA with regard to hardware constraint. The trade-off between performance and scalability is also presented. We argue that once the hurdle with the mapping complexity has been overcome, SpiNNaker will become a superior platform for implementing a massive parallel genetic algorithm framework to solve various multi-objective optimisation problems. This will be a precious added value for SpiNNaker as a many-core neuromorphic platform, not only for performing brain-style information processing, but also as a generic high performance computing system.
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