Programming and its affordances for physics education: A social semiotic and variation theory approach to learning physics
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A small group of interested upper secondary education students participated in a workshop where they created a particle-based physics engine and used the engine to implement a hanging cloth simulation and a two-dimensional heat diffusion model of their own creation. During the implementation of their models, learning opportunities present themselves in the form of opening up and exploring different dimensions of variation for the students. By varying aspects and discerning how these changes affect the program, students can construct meaning about the system. The students were video and audio recorded during the workshop and interviewed afterwards. Based on the transcripts, students use of programming was analyzed using social semiotics and variation theory of learning with a focus on the three aspects: coding, visualization, and interaction. The analysis identifies usages of programming such as a transductive link between semiotic systems, the ease of varying and iterating aspects, and the ability to enter into a loop of discovery and understanding.
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I. INTRODUCTION

This paper aims to highlight why programming could be a useful tool for meaning making in physics education and focuses on the interplay between coding, visualization, and interaction. By describing programming as a semiotic system (described below) to be used in communication and meaning making in physics education, a theoretical framework is provided that allows us to study programming through the lens of variation theory by focusing on how programming’s affordances change (also described below).

A small group of upper secondary education students, who knew each other well, participated in a study designed to take them through the process of creating a physics simulation using Python [1] in the Processing IDE [2]. Our study investigates to what extent the students were capable of using programming to extract meaning from simulations, how they modified the resulting representation and how they interacted with the simulation.

By using logical operators and algorithmic thinking, programs can be constructed that perform a wide range of different tasks, such as simulating different physical phenomena. In physics, a student may create a model of a physical concept, run the simulation, and ask “What happens in this specific scenario?” The student may then analyze the output from the program to get an answer to the question. Whatever answer produced by the simulation, the student has an opportunity to learn something; if the answer is an “error” the student has been informed where their code may be wrong and can change the code and in the process they explore and learn different aspects of the concept they are implementing. If the simulation conforms to the expected behavior, questions about the content of the simulation can be asked. There is a “communication” between the program and the student, where the student tries to extract relevant information, through the visualization, from the program about different aspects of the model they implemented.

In a simple simulation, where a planet orbits a star, the student may ask “What happens if I change the mass of the planet?” If the student has implemented a correct version of Newton’s law of gravitation, $F = GmM/r^2$, there should be no change in the behavior. However, if there is an error in the implementation, the planet will behave differently and the result will differ compared to real world experiments and expectations. The student may then create a plethora of different simulations to observe if any conforms to experiments done in the real world. Programming allows for an iterative and exploration-based approach to learning physics and making models.

The paper begins with an overview of the theoretical framework used to analyze programming in physics education. A small study, with the aim to investigate the claims...
of the theoretical framework, and its results are presented. The discussion focuses on explaining the results using the theoretical framework and concludes that the framework offers a new and innovative way of describing the learning experience provided by programming in physics education.

II. BACKGROUND

Programming is an important aspect of current physics research and is not new to physics education. In the 1980s it was used by Seymour Papert [3] with the Mindstorms system, which was later adopted by LEGO in their Mindstorms [4] production line. Programming was also used with the MUPPET program [5,6] in physics education as a way to explore different concepts found within the physics discipline. With the introduction of higher level programming languages, more research into the use of programming in physics education has been performed, for example, Refs. [7–10], which focused on fostering computational thinking. Using programming, many different animations and simulations have been created and their usefulness for conceptual change and physics education have been investigated [11–13]; with the findings that animations and simulations help students understand concepts better. This is true not only in physics education, but in other science education settings as well [13–16]. Kuo-en Chang et al. [11] found that allowing the students to formulate their own hypothesis about a physical concept and then test the hypothesis allowed for more conceptual change than a step-by-step instruction when using a simulation.

Several programs have been created with the sole purpose of being used in education, in various disciplines, such as MuPPET and NETLogo [5,17], and the American Association of Physics Teachers [18] argues that programming and the knowledge of creating and using simulations to investigate and explore models of physical phenomena, should be a crucial part of modern physics education. However, programming and simulations must be implemented into the courses and into the curricula into a meaningful and useful manner [19–22]. The focus of the implementations, performed or analyzed in Refs. [19–22], have been to foster computational thinking in the student, where programming can play an important role, but is not required. Programming has been recognized to have the potential as a great tool for physics education [6]. However, the implementation, usage, and goals when using programming differ from location to location and from teacher to teacher.

The theoretical aim of this paper is to look at programming as a phenomenon and its specific usefulness in physics education through the lens of social semiotics (see below). It is the combination of coding, visualization, and interactive activities that gives programming the versatility to be used in many different fields of physics research such as cosmology, fluid dynamics, and atomic physics. By studying not only the code, but the visualization and how to interact with the program, it is believed that a much richer understanding of the potential use of programming can be gained. This larger view of programming is also the view taken by The Swedish National Agency for Education (Skolverket, Sec. 1.3 [23]).

III. THEORETICAL FRAMEWORK

Below is a description of the theoretical frameworks used in the analysis of programming. The analysis combines social semiotics (Sec. III A) and the variation theory of learning (Sec. III C) and finds their ideas useful for describing programming as a means for meaning making in the physics classroom.

A. Social semiotics and programming

Social semiotics [24–27] is a theoretical framework built around understanding and investigating group meaning making and the resources that are used to create meaning through communication. The resources are called semiotic resources and encompass “representations, tools, and activities used to create or derive meaning in specialized groups” [25]. Using this definition, we may look at programming as a means for communication between student and program. A student may ask questions of a program to get an answer, or as a means to construct new representations or tools. However, programming is not a semiotic resource; instead it should be seen as a semiotic system [28] because programming can be used to describe many different scenarios and be used to extract many different answers to many different questions. A specific semiotic resource is used in a specific scenario to convey a specific meaning, such as a time-velocity graph or a specific circuit diagram. A semiotic system is a system of communication that is qualitatively different from other means of communication. The communication system “image” is a semiotic system that is qualitatively different from “text” which is another semiotic system. However, text can be used to convey different meanings in different situations: When a semiotic system is applied in a specific scenario, a semiotic resource is created or extracted from it. An author uses text to write a book, the book is the semiotic resource and the text is the semiotic system used to produce the semiotic resource. Many different semiotic systems may be used in tandem to create a single semiotic resource such as this paper which uses the semiotic systems text and image to convey meaning in a disciplinary relevant manner.

Programming can be described as a semiotic system used to create or investigate other semiotic resources. By using programming it is possible to move between different semiotic resources and between different semiotic systems, such as taking a long list of data points as the input and produce an animation as the output. The programmer has transformed a semiotic resource (a specific list of data
points) in a semiotic system (list of numbers or data) to another semiotic resource (a specific animation) in another semiotic system (animations). This kind of transformation is called transduction within the multimodality framework [29], or a “re-representation.” Transductions are important in physics education [30–32] because they force students to discern the relevant aspects represented in different ways. Transductions can be complicated or hard to grasp and students should be given the time to explore and understand them [33]. Programming is well suited for student-controlled transductions because they perform the transduction at every step of the implementation, from the initial mathematical model to the visualization on the screen. The importance of using multiple representations for enhancing learning has been explored by, e.g., Refs. [34,35], who found that when and how students use multiple representations plays an important role in student learning. Often, but not always, the use of multiple representations has been found to be beneficial for student learning. This is also confirmed by the social semiotic framework, where Refs. [25,28] model this in terms of “critical constellations” of semiotic resources.

B. Affordances and programming

Affordances is a term used to describe what different objects offer a student that interacts with the object [36]. If a student interacts with a bottle, they may get the urge to “drink” or to “pour” or, if the bottle is empty, to “throw away” or “recycle” or to “fill” the bottle. These are all examples of affordances of the bottle. However, if another student interacts with the bottle, they may extract other meaning or urges from the bottle. What the bottle affords the second student differs when compared to what it affords the first student. This difference can be explained by how the two students discern different affordances. Which affordances they will discern depend on their prior knowledge, profession and many other factors such as their mood and the setting they are in. The bottle has a multitude of different affordances, but which affordances are discerned depends on the student interacting with it. For example, a professor in particle physics will discern some disciplinary relevant meaning from the formula

$$A_{PV} = -m_e E \frac{G_f}{\sqrt{2} \pi \alpha} \frac{16 \sin^2 \theta_{cm}}{(3 + \cos^2 \theta_{cm})^2} \left( \frac{1}{4} - \sin^2 \theta_W \right).$$

The professor’s discerned meaning probably differs from what a novice in the physics field may discern from the same formula.¹

Programming offers the student the opportunity to modify the code with the intent to increase the discernibility of different aspects. What a student discerns is based on their ability to extract meaningful information from the resulting representation; by modifying the representation, students may discern relevant aspects more easily. Programming also requires that each part of the implementation is made explicit, and therefore requires discernment of its different parts, and opens up the possibility for learning [38]. The theory of affordances has been put to use in physics education by Refs. [25,39,40] and has morphed into disciplinary [41] and pedagogical affordances [42] which describe how well a semiotic resource can be used, or is used, in the discipline or as a pedagogical resource.

This paper does not use the term affordance that Norman [43] introduced, which states that affordances are only related to the physical interaction between the actor and the object. This paper uses the term affordance as describing anything that an object allows an agent to discern from it. Thus, it is possible to add and remove affordances as well as change the existing affordances by modifying an object. This use of affordances is much closer to how the social semiotics and the multimodality [29,44] communities use the term and can be read as the “meaning potential” of an object.

1. Semiotic resources and affordances

Semiotic resources used in teaching and learning offer certain meaning for the student to discern, or intended meaning. We may look at what a semiotic resource offers and what a student can discern from that semiotic resource to ascertain how well they understand a specific concept [40]. If a semiotic resource does not offer a specific meaning-making affordance, no student may discern that meaning from it. However, if the semiotic resource was modified, it could gain the specific affordance needed to convey the intended meaning and be used in communicating and understanding the intended meaning. A modification of a semiotic resource could be as simple as a person saying “This pen is a spaceship,” which allows a student to discern spaceship-relevant aspects from the pen. A change in the semiotic resource is accompanied by a change in its affordances. See Fig. 1 for a visual demonstration of how a change in the semiotic resource also changes how well specific meaning can be extracted from the semiotic resource. In Fig. 1, no new information was added in the transformation, only how the information was represented. The affordances are separate but related to the information and meaning contained within a semiotic resource. However, changing the affordances of a semiotic resource is no precise art and is mostly guided by conjecture and educated guesses.

2. Modifying the semiotic resources

Whenever a semiotic resource is modified, by adding color, gestures, description, or any other modification, the affordances of the semiotic resource are modified or adjusted. The change may increase, decrease, or remove the discernibility of an affordance. Programming allows the

¹The formula describes the probability of two electrons scattering off each other through Möller scattering [37].
FIG. 1. A simple simulation of hanging cloth is visualized in three different ways. The left visualization shows the structure of the simulation, how the particles and springs are connected. The middle visualization shows the overall structure of the cloth and highlights larger deformations using the shading. The right visualization shows the magnitude of the forces each particle experiences.

student to modify the semiotic resource they create in any way they see fit (given the appropriate knowledge and ability) and, as a secondary effect, modify the affordances in any way they desire. This allows the student to create semiotic resources that allow the student to discern the specific affordances they aspire to discern. If a semiotic resource is not clear enough in its meaning, the student may modify it to create a new semiotic resource so the discernibility of a specific meaning-making affordance is increased, thus making it discernible to the student.

Within the multimodality framework [29,44], it is possible to change a representation by modifying it, or by re-representing it. If the change occurs within the same mode, such as rewriting a text, it is called a transformation [29]. If the change takes the representation from one mode to another, such as moving between formula and graph, it is called a transduction [29,32]. Social semiotics have adopted these terms and are using them to refer to different types of changes to semiotic resources. The importance of these changes or modifications can be understood from the variation theory of learning discussed below.

C. Variation theory of learning and programming

The variation theory of learning [38,45] states that to learn something, that something must first be discerned as its own aspect and to discern it, the student must experience variation about said aspect with respect to a static background. Marton [45] presented a good example about learning colors that highlights this. It is through the variation, compared to the static background, that the specific color stands out and can be discerned. Only by comparing to what it is not, can the color be identified as something it is. By varying the aspect a student should learn, that aspect becomes discernible and becomes possible to learn.

Programming allows for quick and easy variation among different variables and structures. By changing the mass of particles in a simulation, a direct effect can be discerned in the simulation. Perhaps the particle sinks, perhaps it floats, the change in mass will be discerned, experienced, and, potentially, understood. New questions may arise when old ones have been answered. Not just the variables can be changed, but also how the learner interacts with the simulation and how the simulation is represented. Programming provides ample opportunity, and quantifiable ways, to open up new dimensions of variation for the student and it also allows for the exploration of said dimensions of variation.

D. Programming as a tool for meaning making

Programming may be used as a tool for meaning-making in physics education in the same spirit as mathematics is used as a tool to investigate and understand physics. Through the act of implementation, the ideas and models of the students are made explicit and necessarily dissected into smaller understandable pieces that can later be joined together to form the whole model or idea. The pieces can also be modified, both internally and externally. Internal modification changes how a piece functions, for example, changing the interaction between particles. External modification means how the different pieces fit together, in what order they are placed and called.

The statement “Energy of the system is conserved” is an external piece, it gives information about how the system interacts with the outside world, but it does not give any information about the nature of the energy within it. The internal piece would describe the energy in the system itself, its potential, kinetic, thermal, or chemical energy and how they transform into each other. Programming provides the student with ways to explore both the external and internal parts of the concept they are implementing. They can explore which phenomena emerges and which interactions need to be explicitly inserted.

1. Example: The update() function

Within the particle class, created during session 2 of the workshop, is a function that updates the particles position and velocity based on the acceleration of the particle during each timestep.

In Fig. 2, the connection between position, velocity, and acceleration is made explicit by reading the code: The new velocity is equal to the old velocity plus a change in the velocity (acceleration) during the timestep. And the new position is equal to the old position plus a change in the position (velocity) during the timestep. The relationship between the concepts of position, velocity, and acceleration is made explicit and understandable through the use of programming. See Appendix B for an overview of the particle engine and the particle class used in the study.

E. Kolb’s learning cycle

Programming’s introduction of an iterative approach to physics modeling and understanding is well matched by Kolb’s learning cycle [46]. Kolb describes the act of learning as a process where the student moves between
different phases of the cycle. The different phases, in order, are as follows:

- Concrete experience and observation: Performing an experiment or having a realization.
- Reflection: Reflecting on the concept or observation and its connection to theory.
- Abstraction: Formation of abstract concepts and generalizations.
- Hypothesis: Testing implications of concepts in new situations.

The cycle moves from concrete experience to reflection to abstraction to hypothesis and back to concrete experience. As a student learns, they may enter this cycle at any point and move through the different phases as they learn about different concepts. Programming fits well into this cycle because the implementation of simulations often takes on this cycle, or iterative, approach. The act of observing the simulation provides opportunity for reflection: “Does it do as I want?” which in turn leads to abstraction: “If I change the constant to a linear term that depends on the distance…”, which can then be tested using the program. The cycle can describe very large concepts that takes months or years to learn, or very small aspects such as learning the meaning of a for loop.

However, Kolb’s learning cycle also provides a checklist of learning opportunities that should be provided to the students in order to facilitate learning. If the students do not have a moment to reflect on their observation, they will not progress to abstraction or hypothesis. Programming, in its very structure of implementation and testing, provides the opportunity for the student to move through Kolb’s learning cycle at their own pace.

F. Summary of theoretical frameworks

Multimodality and social semiotics provide a language for talking about semiotic resources and how to modify them through different transformations or transductions. As code is implemented and simulations are visualized, the student moves between many different modes and performs many transformations and transductions with an obvious one being the transduction from formula into code and code into visualization. As the students construct their own simulations they create their own visualizations, or representations of the phenomena. The student-created representations then form a basis for explorations of the simulation through discernment and by interacting with using the mouse or keyboard. The interactivity and the discernment process provide the student with an environment where new questions may be asked and modifications to the code can be done to explore these new questions. Kolb’s learning cycle describes this process well and it is through the use of variation (in the code, visualization, or by interaction) that new scenarios emerge that afford the student new meaning to understand and discover.

IV. RESEARCH QUESTIONS

The theoretical framework, described in Sec. II, and programming’s potential synergy with said theoretical frameworks, provided us with some aspects that we have looked for in this study:

1. How does programming help students to make predictions about their model or system?
2. In what ways do the students create variation in the visualization to increase the discernibility of different aspects?
3. How much programming knowledge do the students think is needed to use programming to explore and implement different physical concepts?

It is these learning predictions that make programming a potential tool for meaning making for physics education. However, the predictions are based on a proficiency in programming because a certain knowledge is required to perform the modifications. The study also aims to see how much programming knowledge is needed to extract meaning (about physics) from the simulation and to make changes to the simulation.

V. METHOD AND ANALYSIS

The study focused on qualitative observation of six upper secondary education students’ actions and interactions with a workshop designed around creating physics simulations using the programming language Python [1] and using the Processing IDE [2]. The participants volunteered for the workshop after a quick visit to their class where the research and the workshop were described. The participants all came from the same physics-focused class and were familiar with each other. Students S1, S3, and S5 all had prior knowledge of basic programming for the workshops. S2, S4, and S6 knew about programming but had no practical experience. All the participants were between
17 and 18 years of age, half of them were female and half of them were male.

A. The workshop

The workshop consisted of five different sessions, each session was two hours long with a short break in the middle and the four first sessions were designed to introduce a specific part which was needed to implement a physics simulation and the last session was reserved for interviews and discussions. The code and details for the workshop are provided in the Zenodo database [47]. The structure of the workshop and descriptions of each session can be seen in Table I.

B. Data acquisition method

To obtain useful data from the students, several different activation methods [48] were used, such as peer discussions, code along, projects, and interviews. Each of these activation methods were designed either as a way to provide a new take on programming in physics, or as a way to extract information from the students by making them explain or discuss their ideas, problems, or thoughts. The whole workshop was video and audio recorded using high definition GoPro Hero 6 cameras and several Olympus WS-852 digital voice recorder devices. The students were also interviewed during the last session. The interviews were divided into single and group interviews and focused on open-ended questions. The questions can be found in Appendices A1 and A2 and are designed to provide the participants an opportunity to speak freely about programming, physics education, and the workshop as a whole. The group interview also included a problem, related to programming and physics, for them to discuss.

1. Peer discussions

The students were asked to come up with a model that would mimic the behavior of a simulation shown on the projector, see Fig. 3. The simulation was a model of a piece of cloth, hanging at the top of the display window and pulled down by a simulated gravitational force. The students could interact with the simulation using the mouse by pressing either the left mouse button or the right mouse button and dragging the mouse across the cloth, see Fig. 3. The students were divided into groups of three and asked to come up with a model, based on the particle simulation created in session 2, with the aim to model the behavior of the simulation. They had thirty minutes to come up with a model that would reproduce the phenomena discerned in the finished simulation. The students had papers and a whiteboard to discuss their ideas and the discussions were aimed to activate and increase their learning, but also to make them explain their thoughts to each other. The peer discussion exposed their problem solving process which was documented and analyzed. The discussions were audio and video recorded using one stationary camera per group and a mobile camera that could capture unexpected events not contained within the field of view of the stationary cameras.

2. Code along

The workshop used the new concept called code along commonly used in online lectures, see, for example, Ref. [49], where a small piece of code was coded live.

![Image](a.png)  (a) A piece of cloth is hanging, only light color representing small elongation and dark color representing long elongation.

FIG. 3. A piece of cloth is simulated using particles that interact with the nearest neighbor with a force based on Hooke’s law. The color shading represents how much a spring is elongated with light color representing small elongation and dark color representing long elongation. (a) A piece of cloth is hanging, only influenced by gravity. (b) The piece of cloth is cut using the left mouse button, the cloth reacts in real time. (c) The torn cloth is pushed around by the mouse using the right mouse button.
with the students, explained and explored. The code-along structure was designed to keep the students active and ensure an “I can do this myself” atmosphere by making the students write the code themselves, and by making sure that they got help when they made errors. During the code-along sessions, moments were devoted to explore the code, both in a guided scenario and by allowing the students to freely modify the code. In the instructed situation, the students were asked to vary a specific aspect and asked to observe how that variable affects the simulation. In the free situation, the students could change whatever they wanted, with the aim that the students would investigate some interesting aspects of the simulation. The students were video and audio recorded during the lectures, as was the lecture itself.

3. Project

During the fourth session the students were asked to come up with a model for heat diffusion, implement the model, and study the results. The students were encouraged to work in small groups, the same groups as in the peer discussion, to ensure verbal discussions and explanations. The project aimed to see how well the students could adapt the other parts of the workshop. The whole project session was video and audio recorded using two stationary cameras and one mobile camera, and several microphones.

C. Analysis

The analysis of the study was based on the recordings, visual and auditory, from the workshop, but also from field notes taken by the lecturer or researcher during the workshop. The aim of the analysis was to identify and analyze the student’s problem solving processes around the code, how they interacted with it, what they discussed, and how they approached problems related to the code and to the physics. Special care was taken when observing how they represented their models and their simulations and what changes they made to the code to create new representations.

The analysis uses a qualitative research approach, inspired by grounded theory and the constant comparative approach [50,51], that are currently being drawn on for educational interpretive studies (e.g., Refs. [52–54]), and aims to discover a theoretical structure related to the learning process of using programming in physics education. We use a cyclic approach by relating larger observed structures to smaller details and vice versa, which ensures a coherence of the underlying theoretical ideas that emerge. The videos were cut into smaller clips with the intent to extract interesting interactions or events that pertain to programming and/or physics learning or exploration. The clips were transcribed multimodally [44,55] and relevant learning structures were identified. This is an interpretive grounded theory approach, as discussed in Ref. [51], were the observed structures are interpreted using existing theories, such as social semiotics and variation theory.

The extracted data was discussed and interpreted with experts within the physics education research field at Lund University. By iterating this process of identification and description, we eventually obtained a saturated description where all the interesting phenomena have been categorized, described, and organized by using a grounded theory framework in combination with social semiotics and variation theory; see Secs. III A and III C.

1. Representations

By studying how the students represented their simulations and how they choose to interact with them, it is possible to get a glimpse of what the student may or may not discern from the program. If a student changed how to visualize a simulation, it was because of some reason. That reason could be that the students wanted to highlight a specific aspect of the simulation, or that the first representation contained too much information and it was hard to discern anything because of all the clutter. It should be noted that the default representation in the physics engine displays a colored circle for each particle. This is often adequate in most situations, but if used to construct a gridlike structure, like in Fig. 5, it would quickly become cluttered and a new representation is better suited, such as using a wire-frame structure or filled parallelograms as seen in Fig. 3. Because of the instant feedback nature of programming, students may enter into an instant feedback loop, were they study their representation, change something they wish to highlight, study the new representation, change it again based on the new information, and so on. By observing this feedback loop, the students’ focus could be determined and how this focus changed during the loop, indicating that the students have learned something that made them shift focus.

2. Affordances

Affordances describe what a student discerns from a specific semiotic resource, or in this case, representation. By studying what a student discerns from a representation it is possible to obtain knowledge about their knowledge about the object from a certain discipline’s perspective. However, affordances will be used in a different manner for the analysis in this paper. The qualitative affordance analysis will look at what a student aims to discern and what changes the student performs to a representation to be able to discern that affordance. That is,

\[ \text{How does the student modify the semiotic resource so that the discernibility of specific affordances are changed?} \]

By looking at how students manipulate representations, a connection between what they perceive to be important, their relevance structure [38], and what the representation affords can be seen.
3. Extracting relevant student interactions

From the transcripts and from observing the videos, interesting discussions and interactions were identified and extracted from the mass of data by the first author, following the analysis method described above. Through discussions among the authors, interesting passages were chosen in such a way as to reflect the students’ actions that pertain to both programming and physics. The chosen excerpts show different learning sequences by the student interactions among each other and with the code, such as figuring out a solution, asking investigative questions, discussions, the problem solving process of implementing the code, or creating a model. Data that are unrelated to these aspects were weeded out in the process, for example, when the students discuss what they plan on doing in their spare time. From the theoretical frameworks of social semiotics we know the importance of the interactions and discussions, but also how very small modifications may play a significant role in the learning process. We aimed to extract data that capture both situations.

It was also important to gauge the students’ overall ideas about the workshop, programming, and physics, because their expectation, prior knowledge, and perception of the environment where the workshop and data collection took place will inform how they react to the content of the workshop. To extract this information we asked what they thought about the workshop and what programming proficiency would be required to participate in the workshop. To extract this information we asked what they thought about the workshop and what programming proficiency would be required to participate in the workshop. This was done in the interview during session 5 using the questions found in Appendix A.

VI. RESULTS

The results presented here are seen through the lens of social semiotics and the parts that make up social semiotics, such as transductions, affordances, and semiotic resources. During the workshop, the participants performed a series of different activities and experienced different methods of activation. It is through these different activation methods and the qualitative analysis of the recordings and notes that the results have been constructed. The qualitative analysis identified the following aspect represented by the actions of the participants: transduction, variation, unpacking formulas, predicting, and iterating.

From the interview with the students, we found that the students were happy with the pace of the workshop and they thought the level of the programming and physics was good. Some commented on the need for basic programming knowledge to fully make use of the workshop, but that it was easy to follow the instructions. See Sec. VI E for more thoughts on the programming proficiency of the students. It thus appear that the setting, pace, and content of the workshop itself did not pose a hindrance to the student’s ability to program or express themselves. Student comments are discussed in more detail in Sec. VI E.

A. Hooke’s law

The students moved between different semiotic resources with relative ease when guided by a teacher. When writing the applyForce() the students implemented $\vec{F} = m\ddot{a}$ and extracted the acceleration from an external force, $\ddot{a} = \vec{F}/m$. During the implementation, they unpacked the formula and realized some information hidden in the notations and its structure; its two-dimensional nature and that the mass cannot be zero. The students followed along with the transduction from a formula to the implementation of said formula. In the third session of the workshop, the students implemented Hooke’s law into code: $\vec{F} = -k\vec{x}$, where $\vec{F}$ is the force resulting from the displacement $\vec{x}$. The students had no discernible problems following the transduction presented in Fig. 4.

The transduction also highlights that there are two parts to $\vec{F}$, a magnitude and a direction. $dx$ and $dy$ from the code provides the direction and $F=-k(\text{length}_\text{rest}_\text{le})$ is the magnitude of the force.

B. Forces and $\vec{F} = m\ddot{a}$

In the applyForce() method the applied force is converted into an acceleration and added to the current acceleration. The transduction highlights how to move from a force to a resulting acceleration. S1 commented the following on implementing forces on a simulation of a Frisbee, translated from Swedish to English:

S1: For example, I just did a project with a Frisbee...and there I could go in and check...to see if what I had written by hand and implemented was correct. I had to think extra on the forces when I added them to the Frisbee.

This implied that having to implement the formula into code, or performing the transduction, provided the student with a learning opportunity that had not been apparent before. Thus, the transduction of the force required the student to unpack the formula and identify its different parts to be able to implement it correctly.

From the analysis of the recordings and notes, the participants identified the following aspect represented by the actions of the participants: transduction, variation, unpacking formulas, predicting, and iterating.

From the interview with the students, we found that the students were happy with the pace of the workshop and they thought the level of the programming and physics was good. Some commented on the need for basic programming knowledge to fully make use of the workshop, but that it was easy to follow the instructions. See Sec. VI E for more thoughts on the programming proficiency of the students. It thus appear that the setting, pace, and content of the workshop itself did not pose a hindrance to the student’s ability to program or express themselves. Student comments are discussed in more detail in Sec. VI E.

A. Hooke’s law
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C. Modifying the visualization

During the fourth programming session, S3 had managed to create a correct implementation of a heat diffusion simulation. However, S3 was not happy with the visual representation of the simulation and aimed to change it. See Fig. 5 for screenshots of how the visualization was modified. Programming provided S3 with the ability and the opportunity to modify a representation, something that books and static images do not provide.

Another student commented on the ability to connect the visualization to attributes of the particles:

S4: *I made the temperature depend on... no, the color depends on the temperature. I placed self.t [the temperature of the particle] as the red color.*

As the student explained the idea behind the modification, they had to reflect on their implementation and understand how it works. The reflection is triggered by the student’s requirement to match their explanation to their implemented model.

D. Internal modeling and predictions

Several of the students were able to make predictions of their yet-to-be implemented models and compare their predictions with the real world and/or other simulations. This shows an understanding and an ability to internally model the computer program in their heads, run it and compare the expected result with a reference as seen in sections VI. D. 1 and VI. D. 2.

The students’ internal modeling and their ability to compare it with their models allow the student to iterate on their model. This was seen in the students’ approach to implementing their models. By discerning how changes affected their model, an iterative process began, which allowed the student to get feedback from the model and adapt accordingly. The feedback loop also allowed the students to adjust their expectations or to understand parts of their model.

1. Heat diffusion

During the last programming session, the students were asked to implement a 2D heat diffusion simulation using the programming structure that had been produced during the previous sessions. As a student managed to implement a working model of the heat diffusion they exclaimed (translated from Swedish to English):

S5: *Yes! [S5 puts his hands in the air] It does what I want! [S5 stands up to celebrate.]*

The other students joined in with the celebration and could see that S5’s implementation was correct. The realization that the simulation was correct came from a visual inspection of the representation S4 had coded. From the visual representation, S5 and the other students could discern that the implementation was correct, or at least reasonable. They did not need to see the code or how it was implemented, but only the visual representation of the program itself. The students were able to distinguish between an incorrect implementation and a correct implementation through the visualization itself and they could predict what a correct visualization would look like based on the expected behavior of their model.

The students then continued by examining the simulation closer:

S5: *It does what I want. So, theoretically, it will spread out.*

S3: *Ok, I’m coming to check... what have you done?*

S4: *Does it bounce against the wall?*

By observing the working simulation, new questions sprung up in their minds as they saw the thermal energy spread out among the particle: Would the thermal energy diffusion bounce at the wall? Questions that they, nor the lecturer, had not thought about before emerged and programming provided a way to answer them. The students entered into the positive feedback loop as soon as one step of the implementation was completed and began to investigate new aspects of the simulation.

2. Hanging cloth

During the group discussions in session 3, where the students were tasked with coming up with a model for a hanging-cloth simulation, see Fig. 3, the students discussed the forces in the cloth (translated from Swedish to English):

Gesture [S5 makes a gesture where two particles come together and pushes them apart]

S3: *No, it should not be a force outwards there.*

S5: *Yes, because they don’t want to be together.*

S3: *It’s not a slime, it is cloth. I can do this.*

Gesture [S3 takes part of their shirt and pushes it together into a ball shape.]

S3: *There is no force outwards now.*

Gesture [S5 does the same with their shirt.]

S5: *Yes, if I release...*  

Gesture [S5 releases the shirt and the cloth spreads out.]

Gesture [S3 releases the shirt and the cloth spreads out.]

S3: *Oh, it does spread.*
The students S3 and S5 were exploring the nature of the forces in a piece of cloth and how they would model it when the question became “Does it have a force pushing out or is it only pulling in?” The question was resolved when S5 took a piece of their shirt, pressed it together into a small clump, released it, and saw that the shirt expanded. Through their arguments they identified a question in their model and used experiments in the real world to get an answer. The group had come up with a prediction of their model and tested it using the real world.

Another group did the same procedure, but instead of asking the real world for answers, they asked a simulation. From their own model, they made a prediction and tested the prediction using the simulation. In this case, the prediction was that the hanging cloth could not be pulled below its lowest point, since that would imply a springy-prediction was that the hanging cloth could not be pulled using the simulation. In this case, the model and tested it using the real world. From their arguments they identified a question in their model and used experiments in the real world to get an answer. The group had come up with a prediction of their model and used experiments in the real world to get an answer. The group had come up with a prediction of their model and tested it using the real world.

Through their arguments they identified a question in their model and used experiments in the real world to get an answer. The group had come up with a prediction of their model and tested it using the real world.

E. Answers to interview questions

Here follows some selected answers to the questions about programming and physics and how they can or want to use it in their physics education. The questions can be found in Appendix A.

Question: What does programming give you, that you could not do in any other way?

S2: …something else I thought about… that programming gives another angle on the physics. Often, you have exercises you have to solve, and that is the case in programming as well, if we would simulate a pendulum, but its much more… vague. There are different ways to do it. Instead of just solving something, you create.

S1: It has given me, that I can take a phenomenon or problem or … anything … from physics. Implement it and visualize it and … figure out answers and see if I’ve done it correctly.

This student, S1, has seen that the physics engine created in the workshop can be used to simulate many different physical systems and scenarios. The ease of using the system and the feedback it provides, ensures that the student can discern and interpret the representation accurately.

S4: … usually you just sit and calculate, there are no moving pictures and you can’t interact with your calculations. But in this workshop you got to write your calculations in the form of code but you could also see how it worked in real-time so to say.

S4: It is as I said in the beginning. You get a chance to experience physics… I mean, you get the theoretical part but get to perform it… you get to see it in motion.
The ability to see the equation in motion through an animation provided an extra layer of potential meaning-making compared to their normal physics education.

**S1:** *What I thought was good was, within physics, is… when we have worked, with forces, you have to think a little extra when implementing them into code… what directions. The good thing is that you get instant feedback if you’ve… if you’ve done it correctly or not. The instant feedback that programming provides, and the explicit nature of the code itself, gives the student a platform where misunderstandings and errors are easily discerned and corrected.*

**Question:** What knowledge do you think is required to fully use the workshop—More programming?

**S2:** *I feel that for physics, you only need to understand physics, but here you need programming… at least the basics of programming.*

**S1:** … *If you haven’t programmed before it’ll take some time to get into the programming before you can get going with the physics.*

The sentiment, that an introductory course in programming was recommended in order to code and modify the simulations and use them for exploring physics, was mirrored by the other students in the group discussion.

The answers to the question “Can you explain the “Particle” -class?” was mixed but tied to the participants prior knowledge of programming. The students that had done some programming before could explain what the different functions did with greater confidence than the students that had no prior knowledge of programming. However, even students with prior knowledge could not fully recall exactly what the functions did. This lack of knowledge is attributed to the short time the students interacted with the program.

### VII. DISCUSSION

The theory of social semiotics combined with the data gathered from the workshop have shown that the theory predicts what affordances programming exhibits and that the students were able to discern and use them to explore the physics phenomena at hand. From the analysis of the programming experiences by the students, indications of a richer use of programming for learning physics can be seen, especially if the students themselves are allowed to create and implement their own models.

- students were capable of creating, implementing, and extracting meaning from physics simulations.
- students with no prior knowledge of programming could implement their own models when guided by a teacher.
- students with some prior knowledge of programming could implement their own models without guidance from a teacher.
- students recognized their own ability to program and suggested that an introductory course in programming, which half of them had taken, is all that would be needed to make use of the programming in the workshop.
- some students highlighted that programming provided another approach to physics education compared to their traditional educational setting.

Students entered into a feedback loop as they tried out different variants of their code or model, discerned the result, and modified their code or model. In every step of the implementation of the model, the students have asked questions of the real world, completed simulations, not-yet-implemented code, and half-implemented code. The answers they received made them change the implementation or model. Either it was an error in the code, a typo, or a thinking error, a “thinks,” that made them reconsider and change. Programming forces the student to reconsider their models until a functional model is produced.

Students could and did ask questions about their program, model, or implementation, interpreted the answers, and adapted their model. This process is the learning process as described by Kolb in his Learning Cycle [46]. Students changed the resulting semiotic resources to increase the discernibility of specific meaning-making affordances. The students interacted with the hanging cloth simulation to see if they could increase the discernibility of a certain affordance: “springy-ness.” During their investigation they discerned a phenomenon they did not expect: The cloth could be elongated by dragging it, and they had to adapt their model.

Another student changed how the heat diffusion was displayed by changing the shapes of the visualization of the particles from circles to squares to reduce the clutter and thus increase the discernibility of relevant affordances such as the temperature distribution and the temperature gradient.

#### A. Modifying the affordances

The students interacted or modified the resulting semiotic resources to highlight different aspects, or, to make certain affordances more discernible. When the students interacted with the hanging-cloth simulation, they were unable to discern a specific affordance that would answer their question until they had changed the simulation by pulling on the cloth. The resulting animation then offered the students another set of affordances or made a specific affordance discernible. Specifically, the students used the mouse to interact with the simulation to see if they could pull it downwards, this specific aspect could not be discerned unless they interacted with the simulation. The interaction provided a new scenario where the students could discern that the cloth could be dragged down, but that it could also be pushed up above the attachment points. The new scenario answered one question but created a new one. This use of variation is well described by the variation theory of learning [45].

It is through changes and investigations that answers to questions can be obtained. As the students create new
simulations, new questions will arise that they wish to answer. To answer these questions, they will modify the semiotic resource they are interacting with, creating a new semiotic resource that provides the ability to discern the needed information to answer the new question. Social semiotics [24,25,27] and its semiotic resources are a great way of explaining the ways in which programming can be used to modify and create new semiotic resources that enhance the learning of physics.

**B. Programming as a means for meaning making**

Thanks to programming’s ability to easily and quickly modify different aspects of a simulation, students can open up many different dimensions of variation to explore. The quick and easy exploration that programming provides allows the student to investigate and eventually understand how different aspects relate to each other and how they affect different parts of the simulation.

1. **Forces and programming**

Forces are an important but hard [56] concept to grasp for a learner. Forces can have many different sources but they all sum up to a net force which will describe the acceleration of an object. A force has two components, a magnitude and a direction, and this may be hard to grasp because both aspects are usually baked into the vector notation used to describe them. In programming, we can choose to make the two components explicit, as can be seen in Fig. 4 and in the answers given in Sec. VI E.

Programming is well suited to take advantage of the variation in the variation theory of learning thanks to its digital and repeatable nature. By changing a single variable in the code and observing the changes, the student is made aware, in an interactive manner, of critical aspects and can modify these to observe changes in the simulation.

Programming offers a wide range of possible transductions. One is transductions that take one semiotic resource from a semiotic system to another, such as going from a formula into an animation. The transductions performed when programming are explicit transductions where each relevant aspect has been considered and taken into account. The explicit transduction is done by the student, and each aspect is laid bare for the student to explore and investigate at their leisure. One explicit transduction can be seen in Fig. 2, where the transduction from mathematical integration is written in code, requiring the student to explicitly write the relationships between position, velocity, and acceleration.

Programming allows for quick and easy changes that affect the affordances of the semiotic resource produced by the code, either by changing the code or by interacting with the semiotic resource itself. New scenarios can easily be created and new aspects can be discerned from the new scenarios. Each student can create semiotic resources that are tailored to their individual questions and ability to discern. Programming thus allows for a wide dynamic range of affordances, some that will greatly enhance the possibility for meaning making and some that may detract from the meaning-making experience of the student.

By using a guide (teacher) when programming, relevant affordances can be made more discernible and students can get a powerful tool to use when investigating and constructing different models of many different physical phenomena.

**VIII. CONCLUSIONS**

We found that the theory of social semiotics in combination with variation theory can be used as a new way to describe and understand the usefulness of programming as a tool for meaning making in the physics classroom. The students in this study were able to successfully use programming to create simulations and use the process of creating and implementing models as a means for meaning making about different physics concepts.

As students developed their own models, they were able to test it at every step of the implementation. To test their programs, they needed to perform mental modeling to compare with the visualizations; programming helped them test their predictions and modify the system accordingly (RQ1).

To better highlight disciplinary relevant aspects, students modified the shape, color, and location of their visualizations. (See, for example, Fig. 5.) We found that the students could modify the visualizations in ways that enhanced their learning experiences by taking ownership of the visualization process (RQ2).

The students expressed that some prior knowledge of programming was needed to take full advantage of the programming sessions. However, the students without prior knowledge said that they could follow along without difficulty, but they could not as easily implement their own ideas (RQ3).

The theoretical framework illustrates the possible interplay between the semiotic systems: coding, interaction with the simulation, and visualizations. In this study we found that the iterative nature offered by programming facilitates productive transductions between these semiotic systems.

This work gives a few examples of how programming can be used to enhance meaning making in physics education. In a next step, we are offering professional development for teachers to learn the programming method. Their experiences and reflections on opportunities in classroom implementations, as well as difficulties encountered or expected, are captured through follow-up interviews.
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APPENDIX A: INTERVIEW QUESTIONS

During the interview session the students were interviewed one by one with the questions in Sec. A1, but their discussions were also studied during group interviews. The questions used in the group interview can be found in Sec. A2.

1. Solo interviews

After the workshop, the students participated in solo interviews with the questions, translated from Swedish to English:

1. What do you think about the workshop as a way of learning physics?
2. What do you think you learned during the workshop?
   • What was good, bad, easy, or hard?
   • What knowledge do you think is required to fully use the workshop?
     — More physics?
     — More programming?
     — More tasks?
     — More demonstrations?
3. Can you explain the “Particle”-class?
   • Explain what the different functions do:
     — __init__(x, y, mass, radius)
     — show()
     — update(dt)
     — interact(other)
   • What can they be used for?
4. What is it that programming gives You, that You could (perhaps) not do in any other way?

2. Group interviews

After the solo interviews, all students that were present for the final session participated in a group interview about the workshop. The interview aimed to start discussions among them to see if they could draw upon their programming experience to identify solutions and/or problems. The group interview questions, translated from Swedish to English:

1. What do You think are the pros and cons with programming compared to normal lectures in a classroom?
2. What do You think are the pros and cons with programming?
3. How do You want to or can use programming in physics?
   • What role does programming play in physics research?
4. (For Researcher): How do they use their computational thinking when analyzing the physics problem:
   • If You were to create a simulation of two colliding galaxies, what would you do?

APPENDIX B: THE PARTICLE ENGINE

The physics engine constructed by the participants during the workshop was based on the grid-free method of a particle based physics simulation. The particles are described by their own class with the following methods:

• __init__(x, y, mass, radius)
  — Initializes the particle with some attributes and values. This method is required by Python to initialize any object. This method is used to set initial conditions or default values for attributes of the particle. The particle always have position, velocity, acceleration, mass, and radius to make the other methods work. Other attributes are added by the programmer.
• show()
  — Displays the particle in a window. The default visualization is just a circle with a static color. The user can change how the particle is visualized by modifying this method.
• update(dt)
  — Updates the attributes of the particle using an Euler Cromer [57] integrator. The implementation can be seen in Fig. 6. The update method calculates a change in velocity using the acceleration, which in turn is also calculated by each timestep. The velocity is then used to calculate a change in position. The method is designed to explicitly show how the attributes are updated in each timestep and avoids some simplifications that can be made.
• interact(other)
  — Handles the interaction between particles. It then applies the resulting force on the particle using the applyForce() method. This is the main method that deals with different physical models such as gravitational interaction, Hooke’s law or any other interaction between different particles.

```python
def update(dt):
    self.vx = self.vx + self.ax*dt
    self.vy = self.vy + self.ay*dt
    self.x = self.x + self.vx*dt
    self.y = self.y + self.vy*dt
    self.ax = 0
    self.ay = 0
```

FIG. 6. The implementation of update(dt) avoids the use of vectors or syntax that could make it simpler. The aim of the function is to explicitly show how the attributes are updated during each timestep. During each timestep, new forces are calculated and a net acceleration is obtained, the old acceleration must be removed, to avoid an impetuouslike effect.
• applyForce(fx, fy)
  — Add all the forces together and calculates a net acceleration using $F = ma$ rewritten as $a = F/m$. The method is called from the interact(other) method and is the primary way the user interacts with the particles.

The particle class and its methods are used in the draw loop, built into the processing IDE, to update and show the particles. See Fig. 7 for an example of the simulation loop. During each iteration, each particle interacts with all other particles, it then feels a force downwards (gravity), updates its position, and displays itself in the window.

The loop and the methods and the names of the methods are chosen in such a way that they are easily understood and each part has a well-defined purpose. Using this setup and the methods, it is easy to identify the different parts needed to implement the simulation and what parts are required to have a functioning simulation.

```python
def draw():
    background(234)

    for pi in particles:
        for p2 in particles:
            pi.interact(p2)

    for p in particles:
        p.applyForce(0, 9.81)
        p.update(dt)
        p.show()
```

FIG. 7. The loop that is iterated over each timestep of the simulation. The particles all interact with each other and then they update their position and show themselves in the window. draw() is called as fast as possible, or as fast as the display allows, which is usually around 60 times per second.
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