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ABSTRACT

Sensors are the modules or electronic devices that are used to measure and get environmental events and send the captured data to other devices, usually computer processors allocated on the cloud. One of the most recent challenges is to protect and save the privacy issues of those sensors data on the cloud sharing. In this paper, sensors data collection framework is proposed using mobile identification and proxy re-encryption model for data sharing. The proposed framework includes: identity broker server, sensors managing and monitoring applications, messages queuing sever and data repository server. Finally, the experimental results show that the proposed proxy re-encryption model can work in real time.
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1. INTRODUCTION

Recently, Internet has become an indispensable communication service in our life since it facilitates the exchange of numerous types of digital data such as text, images, audio tracks, videos and 3D graphical objects. All those kinds of digital data are stored, transferred and shared among different users globally using cloud data sharing service [1-7]. Cloud data sharing, also called online data sharing, is a system in which users can store their data on a server over the Internet [8]. Furthermore, cloud data sharing allows users to import/export data between the web object storage and multiple devices [8].

Sensors are the modules and electronic devices that are used to measure and get data from environmental events [1]. The process of recording information from physical environmental sensors onto cyberworld is called sensory data collection framework [9, 10]. Furthermore, sensory data collection is one of the three main concepts that governs the connection between wireless sensor networks (WANs) and the Internet of Things (IoTs) [11, 12].

There are many proposed sensory data collection techniques [12]. One of those mathematical modeling techniques is proposed in [13], this method is based on a spatial-correlation where partial sensor data is collected and Multivariate Gaussian model estimates the non-transmitted data. The authors in [14] proposed a probabilistic technique called an energy efficient k-coverage algorithm which build a coverage network by expecting the minimum nodes. Recently, compressed sensory data collection techniques became common for data recording [15-17]. In general, the compression methods collect the data from the sensors in a time interval and sensors data are synchronized [12].
In this paper, sensors data collection framework proposed using mobile identification and proxy re-encryption model supports the sensory data sharing. The rest of this paper organized as the following: section II is the system overview, Section III is entities enrolment and communication schemes, section IV is the proxy re-encryption model for data sharing section V is results and dissection.

2. THE SYSTEM OVERVIEW

The proposed framework can be divided into four main parts: the first part stands for identity broker server which refers to identity and access management system; the second stands for the sensors managing and monitoring applications; the third part stands for the messages queuing sever which will be concerned mainly by the Advanced Message Queuing Protocol (AMQP). Finally, all data will be stored in bearer-only access data repository server. The contribution and relationship among the main parts of the framework in a simplified way is showed in Figure 1. In what follows we provide a more detailed description of the functional role played by each one of these architectural components.

2.1. Identity broker server

An identity broker server is a kind of an identity and access management (IdAM) solution which aims to provide a user-centric and centralized way for managing identities across different process domains. In addition, it was a middleware service to connect securely various framework service providers with users. The identity broker supports other features such as: Single-Sign on using mobile identification, Account Management, Standard Protocols and Authorization to create a trust relationship between the framework main parts. Moreover, an existing account can be linked with one or more identities from different identity providers or even created based on the identity information obtained from other providers such as Facebook, Google or Twitter.

2.2. Sensors manager and monitoring applications

The proposed framework is including two web applications: the Sensors Manager application will be used for creating a new sensor by adding the required information for the system to acquire the data from this sensor. The required information depends on the type of the sensor and the connection type while the system generates a unique ID for each sensor. In the same context, the sensor manager application enables the user to modify the sensor information in the case of parameters changing such as the connection type or data port. On the other hand, the application enables the user to delete the sensor information in the case of not using this sensor any more. However, The Sensor Monitoring application is the graphical user interface to display the various sensor data collection.
2.3. Message queuing server

The message Queuing server is a generally server using Advanced Message Queuing Protocol (AMQP) which aims to receive all the sensors data in asynchronous matter. Simply, the Message Queuing server consists of producer, Queue and consumer. The producer is the first station to receive the data from the various sensors then it will be transferred to the queue which finally delivered it to the consumer. The benefits of using the Message Queuing server architecture is to support receiving many data from different sensors in the same time. In addition, it allows get sensors data even the user offline.

2.4. Sensors manager and monitoring applications

Data Repository Server uses a web service application to provides all requests of data from the sensors monitoring application. It also stores the data collected from the consumer in the Message queuing server. The data in the repository server is secured from any unauthorized access. Only and only if the request with valid token can Get/Post data in the repository server.

3. ENTITIES ENROLMENT AND COMMUNICATION SCHEMES

In this framework, we will focus mainly on developing securely sensors data collection, monitoring and sharing with the allowance of the user. The proposed framework consists of registering a new user using mobile identification by creating a strong key; this key will be kept in the mobile for singing in procedure. In the same time, the user information details will be stored in the identity broker server with keeping user privacy during communication between framework applications.

Figure 2 illustrates registering a new user in the proposed framework. The registration process will be specified in the user, mobile and the identity broker server, where the process will be as the following:

- Registering: The user will fill the basic data such as First Name, Family Name or Email.
- Verifying: The identity broker will build a new session of user public key and encode it as a QR code.
- Confirming: The User will use the mobile QR code scanner to confirm his digital identity using this mobile phone.

After registration take place, the user can use the mobile phone as a digital identification; so, no user name or password is required to sign in. Consequently, the sensors management application will be used by the user to create, edit or delete sensors information as shown in Figure 3. For the first time of logging in the sensors manager application, the user is automatically redirected to the identity broker server for getting the log in information from the mobile phone.

Figure 2. Register new user

The registered sensor, sending the data of the current state through the selected channel directly to the producer of the message queuing server. While the message queuing server will use the OAuth 2.0 protocol [18] to authorize and authenticate the sensor contact by sensors manager application and identity broker server respectively. After that, the message queuing server consumer delivers the data to the data repository server to be stored.

Figure 4 shows the sensors monitoring procedure. The sensors monitoring application requests user sign in using the mobile identification while the identity broker server authorizes a single sign on during the
browsing process. The identity broker server provides the sensor monitoring application by a valid token to get the required data from the data repository server.

![Figure 4. Sensors monitoring](image)

The active novel scenario in the proposed framework is sharing sensors data authorization, which allows the owner of the data to share them with a requester who needs to benefit of this data. In this scenario, the requester requests a specific user sensor/s data using the sensors monitoring application which redirects the requester to the identity broker server for identification. After identifying the requester, the identity broker server send notification to the owner’s mobile to request a permission for enabling the requester to get the sensor/s data. The owner grants or denies this request. In the case of granting the request, the owner can select which privileges can be used. Finally, the identity broker server authorizes the request and provides the sensors monitoring application with OAuth-token to get the required data from the data repository server. Figure 5 illustrates the entities diagram of the sharing data authorization scenario.

![Figure 5. Sharing data authorizing](image)

4. PROXY RE-ENCRYPTION MODEL FOR DATA SHARING

Hence, we propose a unidirectional proxy re-encryption model. The proposed model allows Alice to share encrypted plaintext on a public server with Bob using Bob’s key without disclosing Alice’s encryption key to Bob. Figure 6 shows an overview of the proposed model framework. In Alice’s station, Alice creates the plaintext and encrypts it using Key1. Then, she sends the ciphertext to the public server via the proxy station. Therefore, Eve - the eavesdropper - cannot recover the plaintext. In Bob’s station, Bob is authorized to recover Alice’s plaintext, so he requests the ciphertext from the public server via the proxy station and the proxy station re-encrypts the ciphertext using the Rekey. Finally, Bob decrypts the Reciphertext using his own key(Key2). Hence, the proxy cannot decrypt the plaintext during the re-encryption process.
The key generator station performs two different kind of procedures for generating the keys. The first procedure generates users’ keys which are used by Alice and Bob. So, the following steps are used to generate any user key:

**Algorithm 1: Key generation**

**Step1:** each key consists of unique 64 binary blocks each block includes 6-bits.

**Step2:** each block divided into 3 parts each part is one of this set \{00, 01, 10, 11\}.

The second procedure generates the proxy Rekey which is depending on Key1 and Key2 of Alice and Bob keys respectively as the following:

**Algorithm 2: Re-Key generation**

**Step1:** For each block in Key1:

ReKey = block index(Key1) – block index(Key2 (block Key1))

**Step2:** Convert integer indexes to binary using 8-bit representation.

So, Alice/Bob has a key of 384 binary bits and Rekey has 512 binary bits. The triple keys are transmitted securely to Alice, Bob and proxy stations. The Unidirectional cryptosystem technique include three procedures: Encryption, Decryption and Re-encryption. The Encryption procedure is some comprehensive steps of coding the plaintext and encrypts them using Alice’s Key. In addition, it encloses the Ciphertext and Plaintext are the same length of string. The following steps describes the encryption procedure:

**Algorithm 3: Encryption**

**Step1:** Read the Plaintext

**Step2:** Convert the Plaintext to binary using 8-bit representation.

**Step3:** Divide the binary Plaintext sequence into 6 bits blocks.

**Step4:** For each block of the binary Plaintext calculate:

\[ int\_index = index(\text{Key blocks } \oplus \text{bin plaintext block} = 0) - 1 \]

**Step5:** Convert the int_index vector from integer to binary using 6-bit representation.

**Step6:** Convert the binary sequence to string using 8-bit representation to get the Ciphertext.
In the same context, the decryption procedure is the inverse of the encryption process using the same key. The following steps describe the decryption procedure:

**Algorithm 4: Decryption**

1. **Step 1**: Read the Ciphertext
2. **Step 2**: Convert the Ciphertext to binary using 8-bit representation.
3. **Step 3**: Divide the binary Ciphertext sequence into 6 bits blocks.
4. **Step 4**: Convert each binary block into integer.
5. **Step 5**: For each integer value of the vector calculate:
   
   \[ \text{bin}_\text{seq} = \text{Key}(\text{int}_\text{index} + 1) \]

6. **Step 6**: Convert the \text{bin}_\text{seq} from binary to string using 8-bit representation to get the Plaintext.

Finally, the Re-encryption procedure takes place when Bob is delegated by Alice to decrypt the Ciphertext. So, the proxy re-encrypts the Ciphertext using the corresponding Rekey and the following procedure:

**Algorithm 5: Re-Encryption**

1. **Step 1**: Read the Ciphertext.
2. **Step 2**: Convert the Ciphertext to binary using 8-bit representation.
3. **Step 3**: Divide the binary Ciphertext sequence into 6 bits blocks.
4. **Step 4**: Convert each binary block into integer.
5. **Step 5**: For each integer value of the vector calculate:
   
   \[ \text{int}_\text{Recipher} = \text{int}_\text{Cipher} - \text{ReKey}(\text{int}_\text{Cipher} + 1) \]

6. **Step 6**: Convert the \text{int}_\text{Recipher} vector from integer to binary using 6-bit representation.
7. **Step 7**: Convert the binary sequence to string using 8-bit representation to get the ReCiphertext.

The unidirectional encryption proxy model is defined as a tuple \( E = (\text{KeyGen}, \text{Enc}, \text{Dec}, \text{ReEnc}) \) the key generation procedure \( \text{KeyGen} \) generates keys for Alice and Bob. Then, it generates one more key for the proxy. Alice encrypts the plaintexts using the \(\text{Enc}\) procedure and decrypts them using the \(\text{Dec}\) procedure. Whenever Bob wants to decrypt the ciphertext, he asks the proxy for help, the proxy uses the \(\text{ReEnc}\) procedure to transform the ciphertext into different ciphertext and sends it to Bob. Bob applies the \(\text{Dec}\) procedure to the received ciphertext and gets the original plaintext. The following equation reflects the way of the proposed unidirectional model work for the re-encryption process:

\[
\text{Ciphertext} = \text{Enc}_{\text{Key}1}(\text{Plaintext}) \rightarrow \text{Reciphertext} = \text{ReEnc}_{\text{Rekey}}(\text{Ciphertext}) \\
\rightarrow \text{Dec}_{\text{Key}2}(\text{ReCipher}) = \text{Plaintext}
\]

5. **RESULTS AND DISSECTION**

The proposed framework was appointed a several open source libraries and applications. The Identity Broker Server was used a Keycloak server-Version: 3.0.0 [19]. The Message Queuing Server was used RabbitMQ server-Version: 3.6.9 [20]. The proposed proxy re-encryption model was implemented to evaluate the performance of the proposed method. Furthermore, the plaintext composed of randomly selected data to produce various file size starting from 1 KB till 100 KB. In addition, the simulation was implemented using Intel(R) Core (TM) i7-6700MQ CPU, 3.40 GHz, 64-bit windows 10 operating system with 16GB of RAM and MATLAB version: 9.0.0.341360 (R2016a).

Two seeds were used to generate random keys for Alice and Bob. The proxy Rekey was generated by using Alice and Bob keys. The execution time performances are 0.0003 sec and 0.0002 sec to generate Alice and Bob keys respectively. However, the re-encryption key generation execution time is 0.01 sec. Figure 7 shows the execution time of the proposed Encryption procedure for various plaintexts using Alice’s key. As noted, the computed time increases significantly by increasing the file size. Thus, to encrypt a 1KB, 10KB and 100KB files take about 0.06, 0.59 and 5.41 seconds respectively. However, Figure 8 shows the proposed Re-Encryption procedure execution time cost for the corresponding plaintexts file size. As shown, the re-encryption process requires a little time execution while it take about 1.06, 4.65 and 45.70 milliseconds to encrypt a 1KB, 10KB and 100KB respectively which is compatible with proxy re-encryption.
Hence, the Decryption procedure will be applied for both the Cipher and ReCipher using Alice and Bob Keys respectively. Figure 9 shows the decryption procedure execution time for Alice and Bob which are the same for the various files size. Thus, it will take 1.70, 9.62 and 93.63 milliseconds for Alice to decrypt a 1KB, 10KB and 100KB message files while it will take 0.96, 6.62 and 79.00 milliseconds for Bob.

6. CONCLUSION

In this paper, we propose sensors data collection framework using mobile identification. The proposed framework supports data sharing using a proxy re-encryption model. The execution time of the proposed model to encrypt a 1KB, 10KB and 100KB files take about 5.06, 0.59 and 5.41 seconds respectively. While, the re-encryption process requires a little time execution while it take about 1.06, 4.65 and 45.70 milliseconds to encrypt a 1KB, 10KB and 100KB respectively which is compatible with proxy re-encryption.
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