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Abstract. Due to the COVID-19 pandemic, distance education starts playing a crucial role in higher education and the need for development of educational tools, helping the students learn better at home cannot be ignored. Teaching programming languages online is a complicated task and when the course subject is programmable logic design through Hardware Description Languages (HDLs), online teaching becomes a complex challenge. In this paper is presented a concept of a training environment that uses the visual programming technique to help the students create VHDL models of various digital devices. The students construct VHDL models by combining simple visual objects while the environment is providing guidance in real time and is preventing a wrong match of VHDL operators and signals. The strategy for building a model of a complex digital circuit by moving and connecting visual objects will help the students with visual kinesthetic learning style to internalize the concept and the structure of the VHDL model. The training environment will benefit mostly the students, learning in distance mode, but it is also useful for face-to-face students, who find it difficult to assimilate the specifics of VHDL modelling.

1. Introduction
Educating the digital generation has been widely discussed as one of the most significant challenges the higher education meets in the digital age. The COVID-19 pandemic made this challenge even more complicated. Distance education starts playing a crucial role in higher education and the need for development of educational tools that will help the students learn better at home is something that cannot be ignored. Teaching programming languages online is a challenging experience and when the course subject is programmable logic design through Hardware Description Languages (HDLs), the online teaching becomes a very complex challenge.

One of the reasons is that the development environments for HDLs are usually designed for highly trained professionals and could be complicated as an introductory tool for students learning HDLs, so the students need more support and guidance from the lecturer. Another challenge is providing online feedback and assessment of students’ HDL projects.

In [1] is proposed an open-source environment for developing and simulating VHDL (Very High Speed Integrated Circuit Hardware Description Language) programs providing automated checking of submitted students' projects and feedback about the functional correctness of the projects. In other case, a VHDL-based Network Interface Card simulation model is used as a pedagogical tool that helps the students understand better the principles of computer architectures [2]. An approach of e-assessment of VHDL code integrated in Moodle platform is presented in [3]. The implemented module checks whether the student's code can be successfully compiled and whether the simulation output of student's code is the same as the reference code simulation output.
2. Motivation
The “Design Technology” course from the curricula of “Computer Systems and Technologies” degree course introduces to the students the concepts of VHDL and the principles of programmable logic design.

The first challenge to the students is to start thinking in terms of hardware when they write VHDL code, and to assimilate the idea that each VHDL structure models a digital device. The second challenge is to get used to think in terms of signals, ports and processes running parallel to each other, rather than of variables and functions. VHDL requires strict declaration of data types and matching the types in each operation over the signals in a project. The VHDL code is compiled to a RTL (Register-Transfer Level) structure, which requires a logically justified construction of the code, which describes the behavior of the modelled device. And finally, the students have to become familiar with the structure and hierarchy of the various types of VHDL models.

In this paper is presented a concept of a training environment that uses the visual programing technique to help the students create VHDL models of various digital devices. Using the features, provided by the environment the students construct VHDL models by combining simple visual objects, while the environment is providing guidance in real time and is preventing wrong matches of VHDL operators and signals.

The visual programming approach has been discussed in several works as a good technique to enhance learning of programming languages’ principles [4, 5, 6, 7, 8, 9]. In this work it is considered mostly, because the digital students as a whole have visual-kinesthetic learning style and further, because of the fact that visual programming tools, such as Scratch and Kudo are widely used in school education for basic introduction to the principles of programming and are proved to be engaging learning tools [10]. A lot of the students taking “Design Technology” course are familiar with these environments from IT classes at school.

3. Outlining the context of the training environment
The primary objective of the environment is to facilitate the process of learning the structure of the VHDL model, as well as the basic operators and syntax of the language and the way the digital devices are modelled. The output file, generated by the environment should be in .vhd format, in order to be directly associated to a new or an existing VHDL project. The functionality of the tool should correspond to the content of the course and the specifics of the projects developed by the students not only in the lab, but also as course assignments.

VHDL supports three modeling styles: dataflow, structural and behavioral, as the latter is used for both combinational and sequential circuits modelling. For this reason, it is mostly used by the students when developing their projects. There are two approaches to model complex digital devices – through a hierarchy of .vhd files, defined in a top file with a structural architecture and through a single .vhd file with behavioral architecture, as each module of the complex device is modelled as a separate process within the architecture. Since the second approach outputs a single .vhd file, it is the most reasonable choice for the VHDL model that is to be generated by the learning tool.

4. Concept of the training environment
The students’ projects usually model devices comprising structures of sequential and combinational circuits such as registers, counters, decoders, multiplexers, comparators, etc. and some more complex devices as FSM (Finite State Machines), memory blocks, ALU (Arithmetic and Logic Unit), etc. It is appropriate in the initial stage, for the student to be offered to select a template (Figure 1) from a template library, thus avoiding inconsistent structures and combination of devices in the project. Furthermore, when the student is more confident and experienced, he/she could choose to work without a template.

For the given template (Figure1), the following visual structure is expected to be assembled by the student (Figure 2).
**Figure 1.** Exemplary design template, selectable from a template library.

**Figure 2.** A visual structure, assembled by the student (architecture segment is partially presented).
When a template is selected, the “Visual Components” panel of the environment displays only the appropriate visual components, that correspond to the template. The elements, included in the visual components library of the training environment are generally classified as follows:

- visual objects, representing design units;
- visual objects, representing declarations;
- visual objects, representing concurrent statements;
- visual objects, representing sequential statements;
- visual blocks, representing logic circuits;
- visual blocks, representing complex logic circuits.

According to their „Edit” property, the visual objects and blocks are classified as editable and non-editable meaning, that the students are able to enter names and parameters of port declarations, signals, processes, etc. when using the corresponding visual objects, or to name the inputs and outputs of a visual block representing a logic circuit. For example, on figure 2 the “Signal” object has 3 editable fields – “name”, “MSB” (most significant bit), “LSB” (least significant bit).

On Figure 2 the “architecture” segment of the VHDL model is partially shown – only Counter and Comparator elements of the template are represented. The “Decimal Counter” and “Comparator” are editable visual blocks and it is visualized what the student will see if the “Edit” button is clicked (edit mode). Since VHDL provides a flexibility to synthesize any device that could be modelled via the syntax constructs of the language, in this particular project the comparator compares two 4-bit signals and outputs the larger one.

After the visual structure is assembled correctly, the student is offered to start its’ conversion to VHDL code. The output VHDL code that is to be generated for the discussed exemplary structure is given below (architecture segment is partially presented):

```vhdl
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
entity PROJECT_1 is
port (SAMPLE : in STD_LOGIC_VECTOR(3 downto 0);
DATA : in STD_LOGIC_VECTOR(3 downto 0);
RESET : in STD_LOGIC;
LOAD : in STD_LOGIC;
CLOCK : in STD_LOGIC;
7SEGMENT : out STD_LOGIC_VECTOR(7 downto 0);
LED : out STD_LOGIC_VECTOR(3 downto 0);
ENABLE : out STD_LOGIC_VECTOR(7 downto 0));
end PROJECT_1;
architecture Behavioral of PROJECT_1 is
signal COUNT : STD_LOGIC_VECTOR(3 downto 0);
signal CODE : STD_LOGIC_VECTOR(3 downto 0);
begin
process(RESET, CLOCK, LOAD, DATA)
begin
If (RESET = '0') then COUNT <= "0000";
elsif (LOAD = '0') then COUNT <= DATA;
elsif (CLOCK'event and CLOCK = '0') then
COUNT <= COUNT + 1;
end if;
end process;
process(COUNT, SAMPLE)
If SAMPLE > COUNT then CODE <= SAMPLE; else CODE <= COUNT;
end if;
end process;
.......
end Behavioral;
```

5. Taxonomy of the visual components library
A crucial role in the implementation of the visual programming approach plays the library of the visual components used by the students to build a VHDL model. The library content is formalized as two taxonomies, respectively for visual objects and for visual blocks (Figure 3 and Figure 4). As seen on figures 3 and 4, the visual objects substitute declarations, operators, statements, keywords, as the visual blocks substitute complete logic circuits.
A VHDL model could be constructed only by visual objects, but for the students it will be easier and more convenient to use visual blocks for their first attempts with the training environment.

6. Interface wireframe of the training environment
The user interface of the training environment is shown on Figure 5 as a design wireframe. It comprises 6 areas, as 4 of them are zones of active interaction, such as Menu Bar, Project Templates Panel, Visual Components Panel and Construction Panel.

The menu bar has two drop-down menus – the first one providing all the options concerning the project – new, save, save as and close, and the second one giving the user options to customize the working area through showing/hiding the panels currently not in use. The rest of the menu items are buttons giving options to check the consistency of the project, to generate VHDL code and to output the generated code to .vhd file.

The Project Templates Panel allows a choice between two categories – relatively simple project templates and templates of projects with FSM.

The Visual Components Panel follows the taxonomy of the visual components library and offers 4 categories of visual objects and 2 of visual blocks as the subcategories are organized the same way they are represented in the taxonomy. When a specific template is selected, some categories that are not needed for the project are hidden for the user, to prevent confusion and mistakes.

The Visual Components Panel and the Construction Panel are the most actively used interface areas. The student selects visual objects and blocks and places them in the construction area via drag-and-drop operation until the structure of the VHDL model is ready. The further action is to check whether the assembled structure is correct, and after successful check to start VHDL code generation. The VHDL code area is a passive interaction area, since the student is only able to observe the produced code.
The second passive area is the **Feedback Panel**, where the student gets real-time guidance in the form of hints for best match of visual components, or warnings and system messages when an attempt of incorrect operation is performed. The only active action in this panel is selection of the "**Help**" option for more detailed instruction manual.

![User Interface Wireframe](image)

*Figure 5. User Interface Wireframe.*

The interface is organized in a manner that resembles the interface of a typical IDE (Integrated Development Environment), the only difference is the place of the feedback area, which is located in the upper part of the window, because the feedback is an important feature of any educational environment.

**7. Conclusions**

The visual programming approach and the strategy for building a model of a complex digital circuit by moving and connecting visual objects will help the students with visual kinaesthetic learning style to internalize the concept and the structure of the VHDL model.

The guidance, provided by the environment as alerts and recommendations when attempts of connecting non-matching objects are detected, will teach the students how to correctly build a VHDL structure and will form good development skills.

The option to select a design template will help the novice students easily understand the structure of their project assignments and will ease the guidance, provided by the training environment through the construction phase.

The training environment will benefit mostly the students, learning in distance mode, but it is also useful for face-to-face students who find it difficult to assimilate the specifics of VHDL modelling.
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