Using Botnets to provide security for safety critical embedded systems - a case study focused on UAVs
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Abstract. The use of unmanned aerial vehicles (UAVs) has been growing not only in military applications, but also in civilian. UAVs have enormous potential for use, which mostly still are unexplored. For the use of UAVs in the airspace, not only Brazilian new studies on methods of analysis and technologies should be incorporated into navigation systems, control among others, promoting security mechanisms for these aircraft. Implement security mechanisms using a platform with operating systems and botnet to simulate such attack Distributed Denial of Service (DDoS) in UAVs is an important task when it is aimed at containment and mitigation of attacks on this type of platform.

1. Introduction
Aerial vehicles have increasingly receiving more electronic components over the last years, which are connected through wired and wireless networks and running embedded software. This integration of dedicated computing devices, the physical environment and the network composes a Cyber-Physical System (CPS). CPS has thus become part of common vehicles, accessible to everyone, such as ground and aerial vehicles, including the autonomous ones. These vehicles have processing power increased and a very sophisticated embedded software, adding a big amount of sensors, becoming each day a more complex system. These complex embedded systems, like UAVs (Unmanned Aerial Vehicles), are able to perform lots of missions. If failure events occur, it may be caused losses of human lives and high-value assets, what makes such systems critical embedded systems.

The combination of high mobility and wireless communications in such systems has further increased their exposure to malicious threats and to faults deriving from uncertain connectivity or communication timeliness. Security and real-time operation, like other non-functional requirements, have become harder to fulfill, creating new challenges to such safety-critical embedded systems. This paper addresses the security problem in UAVs, focused in the wireless interface and in the Distributed Denial of Service attack by using BotNets.

2. Sphere: Safety and Security Platform under HAMSTER Architecture
Sphere is the platform for safety & security in HAMSTER architecture [7]. Although the platform may have centralized modules, it is not a centralized platform. Sphere is present in many parts of the unmanned vehicle (UV) according to its necessities and is responsible for information security (the
way it is exchanged, stored, manipulated etc.) and also for health and safety of the overall vehicle and all subsystems that compose the unmanned system. Only a few parts of an UV are properly treated to ensure that all connected modules are authentic and have not been replaced or tampered with by a third party. The current policy adopted by most aircraft manufacturers uses a concept of “Accept all” which trusts in all components embedded in an aircraft. This proposal suggests the assumption of an “Almost Deny All” approach, which denies the authenticity of all mechanical components and peripherals attached to the vehicle until the opposite is proved, which may result in safer vehicles.

The categorization of every module is therefore crucial for such a new security model to be applied to UV. There are various peripheral devices embedded in an UV that require different levels of security, which leads to the necessity of a module categorization according to the criticality of their performed functions. The Sphere proposal suggests the modules categorization into primary, secondary, and so on, according to necessity.

Primary modules are those considered essential components for the UV to operate, to be aware of its location and to be able to perform an emergency abort operation safely, even when the mission was not entirely concluded. An autopilot (focus of this paper), a GPS receiver, and barometric/inertial units are examples of modules classified as primary, since they might cause a big lost if in failure state. In contrast, modules not considered as essential functions to the UV are classified as secondary modules.

Whether abnormal behaviors are detected in any secondary module, the operation of the primary components of the UV is not affected and the secondary module that presented the abnormality should be disabled or isolated. It implies that all primary modules must be authenticated before the operation begins. However, the secondary modules do not necessarily need an authentication before the mission execution. The creation of access profiles for modules is another concept associated with the proposal of authentication. As a mission is assigned to the UV, it must go through an authentication process, which assigns different access permissions to the UV modules. Such concept is similar to the one used in modern operating systems where an administrator user is allowed to install and uninstall software with no restrictions, unlike a visitor user who has access to the programs, but is not allowed to install/uninstall them. Applied to UV, such concept adds a layer of security that allows blocking the use of selected modules by specific users. Such specification is intended to prevent unauthorized access. Even if there is a single effective user of an UV, no other user (an attacker or not) will have privileged access to modules or their information.

Figure 1 presents the Sphere main modules. Central Security Unit (CSU) is responsible by modules authentication and “health” verification. The access policy assigned to each user must use cryptographic algorithms suitable for embedded or real-time sensitive environments. Several experiments have been carried out regarding security for critical embedded systems [4, 5].

To protect the UV against attacks coming from malicious components, Sphere implements strict security policies. It is necessary to ensure that all modules are authentic, so if one of them fails or presents an abnormal behavior, the others must not communicate with it. Furthermore, such policies must be applicable even during vehicle operations, considering that external factors may affect the components behavior e. g. climate or weather changes. During the vehicle start up, a mutual authentication phase should occur with CSU. It checks the database credentials of all modules, their criticality, and even if there is any access restriction. There is also the possibility of deciding whether a module should be initialized or not during the verification stage. The following steps will be authentication and exchange of encrypted messages to establish a secure channel for communication among modules and CSU. After such handshake, three situations are expected:

1. The module that is trying to authenticate and CSU have not been tampered with;
2. The module has been tampered with and therefore has not been authenticated:
   a. If it is a module of primary type, the UV must not operate;
   b. If it is a module of secondary type, communication with it must be interrupted and a notification be sent to a control station.
3. The module that is trying to authenticate may notice that CSU is not authentic, and must notify other components about it.
From the point of view of communication security, an ideal situation would be if all modules could authenticate with others. However, this method would cause a system overload, since the increase of modules in the aircraft would cause an exponential increase in the number of exchanged messages. To solve such problem there exist the e-voting protocols [6]. Such model can be further expanded according to the needs of the UV, including a negotiation mediated by CSU to create a secure channel of communication among modules. A graphical representation of processes performed during the authentication module with CSU can be seen in Figure 2.

3. Threats to Unmanned Aerial Vehicles
In the scope of this paper three vulnerabilities related to vehicular wireless communication may be mentioned [1]: operating wireless network interfaces to DoS (Denial of Service) attacks and espionage (information theft); malicious code injection into embedded devices present in the vehicle; and induction to incorrect behavior when in cooperation with other vehicles.

Security is a big concern. In [2] the authors presented a UAV system cyber-security threat model, which can be seen in Figure 1. Note that there are several open issues related to communication. Open networks could be easily hacked by malicious entities. Studies show that using BotNets we can stop the communication, and using Botmaster to start the attack with bots to an UAV through vulnerabilities in existing Wi-Fi networks, we can identify vulnerabilities in communication and communication link, important to check for possible threats and stop attacks [2]. Using a real botnet is possible to attack an UAV autopilot and detect all the standard behavior. With the information will be possible to provide countermeasures to stop the attack. Based in Figure 3, we will focus on the attack presented in Figure 4. All these process is integrated with Sphere.

4. Results and Discussions
The simulation platform is illustrated in Figure 5 and shows the network infrastructure that contains virtual machines and bots, IRC server for sending botmaster commands to the bots (hosts) to start the attack on a specific target in which is used an autopilot board to simulate DDoS attack on a UAV. We make an attack on the UAV and we detect patterns of behavior by the attack, in order to verify mistakes and to develop containment mechanisms and mitigation of attack.

The first step that we realize to model the DDoS attack was the specification using an extension tool called UML intr proposed by Hussein and Zulkernie [4]. But we note that the UML intr is not specified for this attack type making necessary the addition of new classes for the characters of DDoS.
attack can be represented with all its features. In Figure 6 we present a modeling of a DDoS attack using the UMLintr extended to allow the DDoS specification (detailed in Figure 7).

The processes had stalled instantly after the attack. Memory usage has not changed, but the processing was very high utilization rates. At different intervals were given three attacks on the "victim" and the CPU utilization, which left the Idle state (idle) 100% and reached the level of 0% Idle. We measured the capture packets received by the network, which recorded a flood of UDP packets the type attack used for the DDoS. The percentage of UDP packets was very high during the attack period, representing 99.8% all traffic. Was possible see that when the attack was completed the network interface still responding to requests, but at a lower level of saturation, which proves that even after the effective attack, the victim continues to respond the actions of the attack. With these results, its also possible see the complexity involved in this type of attack and notes the efficiency of the same when struck the victim. Take these in account it is necessary to evaluate DDoS attack to create defense mechanisms.

5. Conclusion
The main objective of this paper was to present a platform to perform a DDoS attack to an UAV to find a way to mitigate this kind of attack. As first results we obtained a DDoS attack modeling and specification. We could also analyze the effects caused by this kind of attack. This is an important step towards to find a way of mitigating such attack. We aim to use the botnet platform to mitigate DDoS attacks in a future work.
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