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ABSTRACT

This investigation was conducted to move forward the security of the vigenère cypher calculation by tending to the key conveyance issue and the most key issue within the calculation if cryptoanalysts effectively got it. The working demonstrates employs a 512-bit Electronic Code Book (ECB). The essential key utilized was a 512-bit arbitrary key. The randomized encoding table was also generated by the Blum Blum Shub calculation employing a scrambler key. The RSA calculation was utilized to scramble 512-bits random keys and scrambler keys. It comes about to appear that the proposed calculation does not include a key dissemination issue. With a randomized encoding table, the 512-bits arbitrary key cannot be utilized to unscramble the ciphertext if cryptanalysis did not know the mixed table utilized. The preparing time appeared the proportion of the contrast of the vigenère cypher calculation. The proposed calculation was not as well essentially distinctive, and the longer the message was handled, the proportion of the time distinction possessed was moreover getting closer to one, which implies the distinction was not critical. The coming about ciphertext was too exceptionally secure, where the coming about ciphertext was irregular since the key utilized was random, and there were $3.75 \times 10^{126}$ keys combination. This algorithm can be an alternative algorithm that is fast, safe, and easy to implement.
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1. INTRODUCTION

Vigenère cypher is an algorithm designed for a long time and is included in the class of classic algorithms because it operates on a character scale instead of bits and a simple encryption and decryption calculation process. Nevertheless, the vigenère cypher can be categorized as a modern cryptographic algorithm if the encryption and decryption process is carried out using the XOR technique to operate on a bit scale. Although simple, this algorithm is quite safe, and because of its simplicity, the Vigenère cypher algorithm is an algorithm that is very light in terms of
algorithm complexity, so this algorithm only requires a small number of computer resources and time for the encryption and decryption process [5].

In the encryption and decryption process, the algorithm Vigenère cipher requires an encoding table that will encode every character of plain text and ciphertext, and based on this table, the encryption and decryption process is carried out with a predetermined key [6][7]. One of the disadvantages of the Vigenère cipher algorithm is that the encoding table is easy to guess [8][9][10]. The encoding table is arranged sequentially so that eavesdroppers will easily know or guess the encoding table’s arrangement [11][12]. Therefore, if the encryption and decryption keys fall into the hands of the eavesdropper, the eavesdropper can be sure of decrypting the ciphertext back into plain text [13][14]. For this reason, this study will investigate how to scramble the encoding table with completely randomized randomization so that if the key falls into the hands of eavesdroppers, the confidentiality of the message can still be maintained [15][16].

Vigenère cipher is also one of the symmetric algorithms with the same encryption and decryption key so that it is like an algorithm another symmetric, one of the other weaknesses of the Vigenère cipher algorithm is the problem of key distribution [17]. It means that the Vigenère cipher has a problem with how to send the decryption encryption key completely securely. There is no truly secure way to distribute the key from a sender to receiver so that recipients can decrypt the ciphertext [18].

In this study, the operating model use the Electronic Code Book (ECB) block cipher operating mode of 512-bits or 64 characters long. The primary key used in the vigenère cipher is a random key of 512-bits or 64 characters long [19][20]. The key is generated with the Blum Blum Shub algorithm to overcome the primary key obtained by the cryptanalyst. A randomized encoding table is used that is generated by the Blum Blum Shub algorithm using a random key to solve the key distribution problem [21][22][23]. The RSA public key algorithm is used to encrypt a 512-bit random key and a scrambler key so that the properties of the two keys are no longer secret [24][25][26].

2. RESEARCH METHOD

The proposed algorithm scheme is divided into two areas, namely the sender's processing area and the receiver's processing area.

2.1 Message sender processing area

a. Random number generation

The first step is to generate a random number with a random key chosen by the message's sender. This process uses the Blum Blum Shub algorithm. The result of this process will generate a series of random numbers [21][22][23].

b. Random encoding table formation

In this process, the obtained series of random numbers is used to generate a random encoding table. The process of generating a random encoding table uses a special algorithm that has been designed as follows:

a) Define the length of the encoding table, i.e. n; //where in this study, the length of the table is 95 characters
b) The form of the array data structure is encoding [0..n-1];
c) Determine the starting point i=n-1;
d) Define the sequence of characters from start to finish that will be arranged in the encoding table in an array data structure, namely character[0..n-1];
e) Determine the starting point q = n;
f) Determine the starting point i = 0;
g) Generate a random number j with the Blum-Blum Shub Algorithm and then modulo with q;
h) Take character[j] and store it in encoding[i];
i) Add 1 value of i, namely i++;
j) Move one index of all index characters j+1 to n-1 in the character array to the left;
k) At least 1 value of \( q \), namely \( q = \); 
l) Repeat steps 7 until \( q = 1 \);
c. 512-bits symmetric key generation (Primary Key) 
   The next step is to generate a 512-bit random symmetric key using the Blum Blum Shub 
   algorithm. This symmetric key is used as the primary key to encrypt plain text into 
   cypher text.
d. Encrypting plain text into cypher text 
   At this stage, the encryption process is carried out from plain text to cypher text. A 
   generated 512-bit symmetric key is required, and a generated random encoding table.
e. Encryption of the primary key into a cypher key 
   This stage is done by encrypting the symmetric key using the RSA algorithm, and the 
   public key becomes the cypher key.
f. Encryption of the scrambler key into a cypher key scramble 
   The scrambler key is encrypted using the public key obtained from the recipient of the 
   message. The result of the encryption key scrambler becomes a cypher key scrambler.

The message sending processing area's output produces three main outputs: cypher text, 
cypher key, and cypher key scrambler. The third data is sent to the recipient of the message. 
Free shipping is carried out on safe or unsecured routes because the three data are no longer 
confidential (free).

2.2 Message recipient processing area 

a. Generating the private key and public key[6]. 
   The first step that the recipient does is to generate a private key and a public key using 
   two prime numbers \( p \) and \( q \). The resulting public key is sent to the sender of the 
   message. This public is not confidential and can be sent from insecure channels. While 
   the private key generated is still stored by the recipient of the message and may not be 
distributed or known by other parties.
b. Scrambler cypher key decryption 
   The message recipient's random cypher key is decrypted using the RSA algorithm with a 
   private key. The result of this decryption generates a random key which is used for the 
   random number generation process[26][27].
c. Random number generation 
   Generating random numbers is done by providing a random key decrypted from the 
   cypher key scrambler. This process generates a series of random numbers, which are 
distributed or known by other parties.
d. Random encoding table formation 
   The series of random numbers generated in the previous process becomes an input to 
   generate a random encoding table used for the decryption process.
e. Cipher key description 
   The cypher key received by the recipient of the message is then decrypted using RSA 
   algorithm with a private key that the recipient of the message still stores. Results 
   decryption generates a 512-bit symmetric key (primary key)[27].
f. Cipher text description 
   After the random encoding table is generated successfully and the 512-bits symmetric 
   key (primary key) has been obtained from the decryption of the cypher key, the cypher 
   text can be decrypted to produce plain text. The decryption process is carried out using 
   the Vigenère Cipher algorithm with XOR technique in the 512-bits Electronic Code Book 
   (ECB) operating mode.

The Method can be viewed as figure below:
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3. RESULTS AND DISCUSSIONS

Private and public key generation result:
Private key (d,n) : 6cd0f,18a9ab
Public key (e,n) : 4cf,18a9ab

Random key generation result:
Scrambler key (s,n) : 69b63,8cdfd
Scrambler cypher key (s,n) : 4e815,d9d31

The results of randomizing the encoding table with the scrambler key can be seen in the following table:

| Table 1. Comparison of Encoding Tables Before and After Randomization |
|---------------------------------------------------------------|
| **Before Randomized (ASCII)** | **After Randomized (ASCII)** |
| Index | Decimal | Character | Index | Decimal | Character |
|-------|---------|-----------|-------|---------|-----------|
| 0 | 32 | <spasi> | 0 | 39 | ' |
| 1 | 33 | ! | 1 | 55 | 7 |
| 2 | 34 | " | 2 | 103 | g |
| 3 | 35 | # | 3 | 58 | : |
| 4 | 36 | $ | 4 | 88 | X |
| 5 | 37 | % | 5 | 90 | Z |
| 6 | 38 | & | 6 | 35 | # |
| 7 | 39 | | 7 | 61 | = |
| 8 | 40 | ( | 8 | 65 | A |
| 9 | 41 | ) | 9 | 86 | V |
| 10 | 42 | ) | 10 | 121 | y |
| 11 | 43 | + | 11 | 102 | f |
| 12 | 44 | , | 12 | 48 | 0 |
| Before Randomized (ASCII) | After Randomized (ASCII) |
|---------------------------|---------------------------|
| Index | Decimal | Character | Index | Decimal | Character |
| 13   | 45     | -         | 13   | 117    | u         |
| 14   | 46     | -         | 14   | 34     | "         |
| 15   | 47     | /         | 15   | 38     | &         |
| 16   | 48     | 0         | 16   | 92     | \         |
| 17   | 49     | 1         | 17   | 94     | ^         |
| 18   | 50     | 2         | 18   | 64     | @         |
| 19   | 51     | 3         | 19   | 87     | W         |
| 20   | 52     | 4         | 20   | 73     | l         |
| 21   | 53     | 5         | 21   | 111    | o         |
| 22   | 54     | 6         | 22   | 112    | p         |
| 23   | 55     | 7         | 23   | 37     | %         |
| 24   | 56     | 8         | 24   | 108    | l         |
| 25   | 57     | 9         | 25   | 123    | [         |
| 26   | 58     | :         | 26   | 43     | +         |
| 27   | 59     | ;         | 27   | 126    | ~         |
| 28   | 60     | <         | 28   | 119    | w         |
| 29   | 61     | =         | 29   | 122    | z         |
| 30   | 62     | >         | 30   | 96     | '         |
| 31   | 63     | ?         | 31   | 76     | L         |
| 32   | 64     | @         | 32   | 109    | m         |
| 33   | 65     | A         | 33   | 47     | /         |
| 34   | 66     | B         | 34   | 97     | a         |
| 35   | 67     | C         | 35   | 104    | h         |
| 36   | 68     | D         | 36   | 105    | i         |
| 37   | 69     | E         | 37   | 95     | _         |
| 38   | 70     | F         | 38   | 83     | S         |
| 39   | 71     | G         | 39   | 36     | $         |
| 40   | 72     | H         | 40   | 81     | Q         |
| 41   | 73     | I         | 41   | 82     | R         |
| 42   | 74     | J         | 42   | 41     | )         |
| 43   | 75     | K         | 43   | 79     | O         |
| 44   | 76     | L         | 44   | 98     | b         |
| 45   | 77     | M         | 45   | 99     | c         |
| 46   | 78     | N         | 46   | 63     | ?         |
| 47   | 79     | O         | 47   | 52     | 4         |
| 48   | 80     | P         | 48   | 113    | q         |
| 49   | 81     | Q         | 49   | 118    | v         |
| 50   | 82     | R         | 50   | 89     | Y         |
| 51   | 83     | S         | 51   | 51     | 3         |
| 52   | 84     | T         | 52   | 80     | P         |
| 53   | 85     | U         | 53   | 59     | ;         |
| 54   | 86     | V         | 54   | 70     | F         |
| 55   | 87     | W         | 55   | 74     | J         |
| 56   | 88     | X         | 56   | 42     | *         |
| 57   | 89     | Y         | 57   | 110    | n         |
| 58   | 90     | Z         | 58   | 33     | !         |
| 59   | 91     | [         | 59   | 120    | x         |
| 60   | 92     | \        | 60   | 77     | M         |
| 61   | 93     | ]         | 61   | 84     | T         |
| 62   | 94     | ^         | 62   | 62     | >         |
| 63   | 95     | _         | 63   | 69     | E         |
| 64   | 96     | `         | 64   | 124    | |         |
| 65   | 97     | a         | 65   | 50     | 2         |
| 66   | 98     | b         | 66   | 116    | t         |
| 67   | 99     | c         | 67   | 40     | (         |
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The scrambled encoding table can no longer be guessed in order, making encryption much more secure. Plain text is encrypted using an encoding table that has been scrambled with a random key. Then the random key and the random key are encrypted with the RSA algorithm using a public key.

Plaintext: Soekarno proclaimed Indonesia's independence on August 17, 1945 in Jakarta

512-bit Random Key:

w"A&B[aaS<?l^,ZynyZSJ%kyJDQu,P)DVnfpMI-J-O^]RaoLxiUi-JlSKuc4s6hs$

Ciphertext:

th5Bl:][+gG(9R^R)-5!^cbmD)LCu2Q.P3)/=psCZ>QzJiW(vNX^+no]P/oE/w-|N[kl'joV"

 Cipher Keys:

dd868.180c64.16b616.bfd64.76c46.8d595.cef2e.cef2e.fifa8.136514.177c8f.d83fd.3225.c44b.1c419.17e 7f7.bfae8.coa16.bfae8.17e7f7.fifa8.170c9c.c3f1d.99205.698fb.bfae8.170c9c.144473.129253.938e8.1c41 9.117c8.fa76.144473.37eee.coa16.177c8f.152f70.2907d.170c9c.170add.92980.c44b.170c9c.b9269.ccf 2e.70ed2.3225.a8064.29add.5af11.5b42f.180d93.170c9c.5af11.fifa8.c8c4d.5af11.3e6cf.a482.13aa80.7fa 6.18358.15ba4e.

Comparison of the encryption and decryption process of the pure Vigenère Cipher algorithm with the designed algorithm can be viewed as the table below: (The unit of time used is in seconds)
Table 2. Results of Comparison of Processing Time of the Vigenère Cipher Algorithm with the designed algorithm

| Message Length (Character) | Pure Vigenère Cipher | Designed Algorithm |
|---------------------------|----------------------|-------------------|
|                           | Encryption Time      | Decryption Time   | Encryption Time | Decryption Time |
|                           | 0.0014 &               | 0.00164           | 0.005161       | 0.00277686     |
| 100                       | 0.0025 &               | 0.001528          | 0.006763       | 0.00415897     |
| 1000                      | 0.0059 &               | 0.0079739         | 0.017569       | 0.01823793     |
| 10000                     | 0.0561759             | 0.0444061         | 0.095085       | 0.09027802     |
| 100000                    | 0.6624131             | 0.558869          | 0.7862581      | 0.74352112     |
| 500000                    | 3.0900089             | 3.0377591         | 3.587478       | 3.39756885     |
| 1000000                   | 8.143666              | 7.7332649         | 8.6350069      | 7.85362291     |

The comparison results can also be seen in the following graph:

The graph shows that the larger the encrypted plain text, the closer the encryption time ratio is to one. It means that the difference in encryption time using the Vigenre Cipher algorithm before being modified with the Vigenère Cipher algorithm after being modified is not much different, especially if the data is large enough.

The graph shows that the larger the cypher text that is decrypted, the comparison of the decryption time is also getting closer to one. It means that the difference in decryption time using the Vigenre Cipher algorithm before being modified with the Vigenère Cipher algorithm after being modified is not much different, especially if the data is large enough.

Plain text is encrypted with a key of 64 characters or 512-bits so that the plain text will produce $95^{64}$ or $3.75 \times 10^{206}$ variations of cypher text. The number 95 was obtained because this study used 95 ASCII characters in the encoding table. Key combinations that occur are $95^{64}$ or $3.75 \times 10^{206}$.
So that cryptanalysts with exhaustive search techniques or try all possible keys one by one takes a very long time so that this algorithm is safe from attacks with exhaustive search techniques.

The key is generated randomly with the Blum Blum Shub algorithm so that the resulting ciphertext will be completely random. There is no other way that can be done by the cryptanalyst other than trying one by one the possible keys to find the right key. It will take a very long time and is very tiring.

4. CONCLUSION

Using a randomized encoding table, if the cryptanalyst succeeds in only getting the primary key and cypher text, then the decryption process cannot be carried out. The master key that is owned becomes useless because the cryptanalyst requires the same encoding table when the encryption process uses to perform decryption. A random key is needed to generate the same randomized encoding table. The RSA algorithm also allows the primary key and random key that has a secret nature to change to be no longer secret. It can be concluded that the modified design of the vigenre cypher algorithm in this study can overcome the problem of key distribution and the problem of the primary key. It was successfully obtained by cryptanalysts so that the design of this algorithm is much more robust and more secure than the usual vigenre cypher algorithm.
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