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Abstract

Global services with an agent or a multi-agent system are a promising and new research area. However, several measures have been proposed to demonstrate the benefits of agent technology by supporting distributed services and applying smart agent technology in web dynamics. This paper is designed to build a Semantic Web on the World Wide Web (WWW) to enhance the productivity of managing electronic library applications, which poses a problem to researchers and students, represented by the process of exchanging books from e-libraries, where the process is slow or the library needs large system data. In this work, we found a solution to this problem by using agent technology based on the WebSocket, where any user can use this library to achieve fast communication and high information based on the e-library. The model will be simple and small. In addition, the library does not need an employee responsible for entering information into the library database, as the Firebase includes a cloud-based database that synchronizes data across every client in Real-time and supplies offline functionality. Any researcher can access the form by logging in. This application is installed on the central library server and every user who uses this library reaches a quick result, as conducted and proven in the current work.

On average, the time required to process 10 requests using HTTP was about 25 ms, while it was 19 ms when Socket.io was utilized for the processing of 100, 500, and 1000 requests, time values were 168 ms, 779 ms, and 1520 ms using HTTP and 30 ms, 102 ms, and 172 ms using Socket.io, respectively. Therefore, the proposed model which employes Websockets is about 5 to 7 times faster than HTTP.
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حيث تكون بطيئة أو أن المكتبة تحتاج إلى بيانات ناعمة كبيغة.

في هذا العسل تجedo ايجاد حلل لهال السكتبة.

باستخدام تقنية الوكيل المستقل (WebSocket) ، إذ يمكن لأي مستخدم استخدام هذه المكتبة للفحص على اتصال سريع ومعلومات عالية بناءً على المكتبة الإلكترونية.

سوف يكون النموذج بسيطا صغيراً، فضلاً عن ذلك لا تحتاج المكتبة إلى موظف مسؤول لإدخال المعلومات في قاعدة بيانات المكتبة، بل وضعها في (Firebase) حيث إنها قاعدة بيانات قائمة على السحابة.

تقوم برائدة البيانات عبر كل عملية في الوقت الحقيقي، وتوفير وظائف دون اتصال.

يمكن لأي باحث الوصول إلى النموذج عن طريق تسجيل الدخول. ويتطلب هذا التطبيق على خام المكتبة المركزية، بحيث كل مستخدم يستخدم هذه المكتبة على تجربة سريعة وتتم إجرائها وإكانتها في العمل الحالي. في المتوسط استغرق 10 طلبات (Socket.io) حوالي 19 ملي ثانية، بينما استغرق 100 طلب HTTP حوالي 168 ملي ثانية بينما استغرق 500 طلب HTTP حوالي 779 ملي ثانية، كما استغرق 1000 طلب HTTP حوالي 172 ملي ثانية. في ذلك، فإن النموذج المقترح (WebSocket) أسرع من 5 إلى 7 مرات من HTTP.

1. Introduction

In 1996, Broadcom Inc. Ltd. (Ireland) started a research collaboration with the Department of Computer Science at Trinity College Dublin to use the new technology of intelligent agents (IA) for the enforcement of telecommunications. Intelligent agents are currently regarded as an important topic in information systems. [1].

An agent is anything that can be viewed as perceiving its environment through sensors and, acting upon that environment through actuators [2]. A general representation of the role of IA is shown in Figure-1.

Applications of the intelligent agents can be classified according to the type of agent, the domain of application, and the technologies used to implement the agent. The main applications of intelligent agents include industrial, commercial, and medical applications, as well as entertainment. [3].

An intelligent agent is an autonomous computer system that has a smart technique that suits the environment to solve complicated problems. Any agent interacts with the environment through an agent life cycle, which means making observations by sensing, deciding, and taking an action. To solve the most complicated problems that cannot be solved through a single smart entity, the modern approach agent services were developed. The distinguishing features of agents include having an individual viewpoint and local control to solve a part of the problem. Meanwhile, all agents decentralize data and asynchronous processing in the agent’s society. Smarter entities within a society can change the way of interaction between individuals belonging to this society. Human beings, intuitively, follow smarter...
people and adapt their behavior. An agent society is a society of software modules with socialization capabilities and two types of behaviors; first, the individual behavior that launches from knowledge base built upon the creation of the entity in addition to reforms that occur due to the interaction with the environment. Second, the social behavior, which is the dominant behavior [4]. Many software systems are generally distributed, frameworks that are, run on a broadly integrated group of processors of the network [5,6]. Numerous research attempts have been accomplished, to test distributed frameworks that have issues such as security, concurrency, timing, and controllability. Others [7, 8, 9, 10] have concentrated their investigations on moving forward where the elucidation of the testing was arranged to make it more adaptive and faster.

1.2 The Artificial Intelligence

The subject of artificial intelligence (AI) is rooted in various research disciplines such as philosophy [10, 11] computer science [12, 13], and important new studies [14]. In this paper, the proposed model fundamentally concentrates on the domain of computer science, as it is of the utmost importance in intelligence agents to AI. Artificial Intelligent research is divided, into various, research streams. These vary from the topic of AI application (acting vs. thinking) to the decision making type (an ideal rational decision vs. targeting a human like decision). Table-1 illustrates the 4 main research flows. According to the “cognitive modeling” stream (i.e. human thinking), AI should be a machine of mind. It contains performing human thinking, based not only on the product itself, as a person when given the same inputs, but on the same logical steps that lead to the same conclusion. “Laws of intellect” stream (i.e. rational thinking) needs an AI to reach to rationalistic decision in spite of what humans may answer.

Table 1-AI research streams based on Russell and Norvig [15].

| Objective Application to | Humanly | Rationally |
|--------------------------|---------|------------|
| Thinking                 | Cognitive Modeling | laws of thought |
| Acting                   | Turing Test       | Rational Agent |

Therefore, AI must follow-up the laws of thought through using computational models. Turing Test (i.e. behaving humanly) includes that an AI should act intelligently when interacting with persons. AI should perform people tasks at minimum good as persons. Those requirements could experiment through the test of ‘Turing. The “Rational Agent” flow considers AI as rationalistic or smart. In this case, the agent does not act independently to achieve a rational ideal result [15].

Intelligent Agent

An IA is an entity that is “capable of elastically separating the actions to meet the objectives of the design, where elasticity have three implications, namely, reactivity (has a response to change), pro-activeness (behavior directed towards the target), and social ability (has the interaction with other agents). These properties are requirements to understand the concept of intelligent agents [16].

1.3 Related Works

Several researchers have expressed interest in the intelligent agent, as it has an important role in all aspects of life. Below are some published works related to this topic. Liu [17] aimed to provide a comprehensive literature review on the use of intelligent agent technology in the library environment. The majority of the literature covered digital libraries (DLs) with fewer studies about services in traditional libraries. The application of agent technology in libraries is still at the experimentation and research stage.
Calvare et al. [18] presented a systematic literature review of studies involving Multi-Agent Systems (MAS) and Block Chain Technologies (BCT) as solutions. The technology of MAS is widely used for the development of intelligent distributed systems (IDS) that manage sensitive data (e.g., healthcare, ambient assisted living, energy trading). Recent trends recommend to use BCT for MAS. The authors aimed to provide a comprehensive overview of their application domains. They analyzed assumptions, motivations, requirements, limitations, and strengths presented in the current time. Moreover, they discussed the future challenges and introduced their vision on how MAS and BCT could be combined in different application scenarios.

Khan and Bhatti [19] aimed to test the use of semantic web technologies for digital libraries. They also investigated the conceptions of university academicians and librarians in Pakistan in relation to semantic web technologies and their uses in digital libraries. An analysis of interview data was performed to obtain results. The findings of this paper showed that semantic information, Dura Cloud, onto edit, and resource description framework (RDF), are the different semantic web applications that can be useful for digital libraries to develop semantic relationships among the digital contents and increase their accessibility in the web environment. The obtained results revealed that semantic web produces precise results and meets the needs of user information in an effective way. They also showed that the next-generation of digital libraries will use context-awareness technology, detecting sensors, and software of intelligent agents to analyze user information needs and provide dynamic services. This paper conceives the future services of digital libraries and the semantic web applications that they can employ.

Miiller et al. [20] proposed an individual logic-based mechanism that amends reliability information to the data shared among the MAS. If multiple agents report the same event, their information is fused. In order to maintain high reliability, the machine detects and isolates misbehaving agents. Therefore, an attacker model is specified that includes faulty as well as malicious agents. The mechanism is applied to Intelligent Transportation Systems (ITS). It was shown in a simulation that the approach scales well with the size of the MAS and that it is able to efficiently detect and isolate misbehaving agents.

1.4 Methodologies
WebSocket

The WebSocket protocol is the HTTP(S) based standard that can full-duplex real-time communication, between a web-server and its clients, i.e. typically uniform browser applications [21], as shown in Figure-2.

The Web-Socket protocol is designed to replace the present bi-directional technologies of communication that utilize HTTP as a transported layer to interest from the available infrastructures (authentication, proxies, and filtering). These communication technologies were conducted as a trade-off between efficiency and reliability because, at first, HTTP was not prepared to be used for bi-directional communication technologies. The WebSocket protocol tries to communicate with the targets of the present bi-directional HTTP communication technologies in the present HTTP infrastructure; it is designed to work through the HTTP executors 80 and 443, as well as to back HTTP [22].

The WebSocket protocol establishes a connection between the server and multiple clients. It is mainly used for real-time data exchange and interaction and for building collaborative applications. One of the most common examples of WebSocket is the chat application. For example, you have many clients accessing the server. When a client sends a message, the server will broadcast the message to all other clients. A more integrated application could be the collaborative role; for example, if there is a class doing e-learning for many students and the teacher is drawing on the web to show how to make a certain shape, all the drawings will be shown in the client-side at the same time. Also, WebSocket is good for stock market trading. It will send the stock price to all clients who can buy or sell at the same time.

WebSocket (WS) server with express is a WS in node.js server. One can initiate the Node Package Manager (NPM) and use it to install the express ws. In this situation, when the WebSocket is installed as a server, then we will have the client to install the reconnecting- html5-WebSocket. This way, the client will be available to access the WebSocket server.

A description of the server is provided below:
var express = require('express');
var socket = require('socket.io');
// App setup
var app = express();
var server = app.listen(4000, function(){
    console.log('listening for requests on port 4000;');
});
For the client, we have added the following in the web page for the client to access the WebSocket server:
<script src="https://cdnjs.cloudflare.com/ajax/libs/socket.io/1.7.3/socket.io.js"></script>

Figure 2-The WebSocket of the used model [21].  

Cloud Storage  
The usage of Cloud Storage means that a user/customer/company will save their data within the cloud instead of on a local system. Access to the data is consummated by network connectivity and client service. One advantage of Cloud Storage is that customers can access their data from any location, even if they do not have access to their organization’s network [23]. Stronger wireless networks and greater use of mobile devices have increased the reliance on online storage [24].

There are many benefits to storing data in the cloud over local storage. There are many benefits to storing data in the cloud over local storage. Companies only pay for the storage they use. It creates operating expenses rather than capital expenses. The data is quickly accessible and reliable. The data is located on the web across multiple storage systems instead of a local site. Better protection in case of a disaster. Sometimes, the organization has a local backup and in cases of fire or natural disaster, the backup will not be available. Cloud vendors provide hardware redundancy and automatic storage failover. This helps to avoid service outages caused by hardware failure. The vendors know how to distribute copies to mitigate any hardware failure. Virtually limitless storage capacities. If the customer does not have the necessity of extra storage, the costs will decrease. Workload balance. Cloud vendors help customers to achieve the best performance by balancing workloads and a unified view of storage. Cloud vendors provide an export to get a unified view of storage utilization [23] [25].

The architecture of cloud computing is defined by layers. There are three main layers; the cloud infrastructure (IaaS), cloud application platform (PaaS), and cloud application software (SaaS) as shown in Figure-3.
Figure 3-The Architecture of Cloud Computing [26].

The layer that includes cloud storage is Infrastructure as a Service (IaaS). Physical and virtual resources used to construct the cloud are included in this layer. Resources are provided and managed in physical and virtual servers. Storage pools are unaware of what applications are running on them [27].

2. Materials and Methods
The architecture of the proposed model
The proposed model consists of five parts (users or client, www, proxy server, websocket, and agent) as shown in Figure-4.
The proposed model includes designing a fast program for a library, where every user can achieve fast results. The flowchart of the proposed model as shown in Figure-5.

**Figure 5-** Flowchart of the proposed model.

### 3. Results and discussion

The proposed model is implemented in JavaScript programming, Firebase database, WebSocket Agent, and Node Js, using a personal computer (laptop). The experiments were performed on an Intel (R) Core (TM) i7-8565U CPU @ 1.80 GHz, 1.99 GHz, 64 bit Operating System, and 8 GB RAM. The model is very fast, with measures can be accomplished in milliseconds according to the size of the server. Implementation results for each step are shown below to complete the proposed form. Copies for the path of the WebSocket playlist were produced, as shown in Figure-6.
Then, the Command Prompt, an executable file which is named cmd.exe, was opened, that is a command-line interpreter available on Microsoft, as shown in Figure-7.

After that, command “cd” was written, which is a shortcut to the change directory. Then the path above was copied and pasted, as shown in Figure-8.
After that, the command "npm run serve" was run, where the program will run, as shown in Figure-9.

When using the model, firstly it should run the server. After that, any browser can be opened where the following link is entered: http://localhost:4000 / agentAuth.html. Then “Enter” is clicked and the form homepage opens, as demonstrated in Figure-10.
When the users or clients want to login to the electronic library, they enter the email and password and click on the login as shown in Figure-11.

If not registered to the model, the user will press sign up, as shown in Figure-12.
As shown in Figure-13, a connection is made between the browser and the server, which means that the agent has entered based on the WebSocket. Any user who connects to the model will notice all the communications because it is open communication to everyone.

![Figure 13](image1.png)

**Figure 13**-Connect and entered the library

After entering the library, they users should select the desired category. There are three categories: buy, rent, and borrow. After selecting the category, the email address should be written in the field (handle) and the name of the book in the field (message), then a click on the “send” button should be made, as shown in Figure-14.

![Figure 14](image2.png)

**Figure 14**-The process of ordering a book.

The next step of the asynchronization process is sending the request by the user, as shown in Figure-15.
In the third step of the asynchronization process, the second user or agent responds to the request of the first user, as shown in Figure-16.

4.1 Visual comparison between HTTP and WebSocket proposed model:
In this section, a comparison between the proposed model that uses the WebSocket and that of the Web server is made based on main features. Table-2 Illustrates the results of this comparison.
Table 2-Comparison between the proposed model that uses the web socket and the web server.

|                        | The proposed WebSocket model | Web Server |
|------------------------|-----------------------------|------------|
| **Duplex**             |                             |            |
| Full duplex            |                             | Half duplex|
| **Messaging pattern**  |                             |            |
| Bi-direction           |                             | Request-Response |
| **Services push**      |                             |            |
| Core feature           | Not natively supported.     | Client polling or streaming download technique used. |
| **Supported Clients**  |                             |            |
| Modren languages and Clients |                    | Broad support |
| **Overhead**           |                             |            |
| Moderate overhead to establish and maintain the connection, then minimal overhead per message. | Moderate overhead per request / connection. |
| **Intermediary / Eadge caching** |                     |            |
| Not possible           | Core feature                |            |

4.2 The proposed model efficiency

The time required to implement the processes with the proposed model is very fast, being measured in millisecond, depending on the server being used and the speed of the network. If the server is very large, then the processes will be implemented in nanoseconds. On average, the time required to process 10 requests using HTTP was about 25 ms, while it was 19 ms when Socket.io was utilized for the processing of 100, 500, and 1000 requests, time values were 168 ms, 779 ms, and 1520 ms using HTTP and 30 ms, 102 ms, and 172 ms using Socket.io, respectively. As is clear from Figure-1, for the purposes targeted in this work, WebSocket is about 5-7 times faster than the plain HTTP.

![Figure 17-The proposed WebSockets model. The results show that the model is about 5 to 7 times faster than the plain HTTP.](image)

Figure-18 demonstrates a Cartesian chart of the results of the efficiency of processing the requests achieved by the proposed model.
4.3 Problems and difficulties

The problems that were encountered during this work were the installation of the node.js and the selection of the proper client WebSocket package.

Conclusions

Agent and multi-agent techniques are considered as modern technologies that deal with distributed systems, mainly web and database applications. Agent services and web application in a distributed system are more complicated than those in a regular system. In the present work, an intelligent agent was used in an e-library model. A firebase was used as a database where a fast and continuous communication process was achieved until the browser was closed by the user, the computer is turned off, or the server is off. WebSocket in the e-libraries was not used before in Iraq, Arabian countries, or Iran. The model works in a multi-environments (UNIX, Windows, Mac, or any other operating system). The WebSocket agent used in the present work also supports different browsers (Chrome, Firefox, and Internet Explorer). It also supports all languages.
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