A Bounding Box Collision Detection Method Based On The Android System For Adventure Game

Wiwien Hadikurniawati\textsuperscript{1}, Edy Winarno\textsuperscript{1}, Taufiq Dwi Cahyono\textsuperscript{2} and Dahlan Abdullah\textsuperscript{3}

\textsuperscript{1}Faculty of Information Technology, Universitas Stikubank, Semarang, Indonesia
\textsuperscript{2}Department of Electrical Engineering, Faculty of Engineering, Universitas Semarang, Semarang, Indonesia.
\textsuperscript{3}Department of Informatics, Universitas Malikussaleh, Aceh Utara, Indonesia

*wiwien@edu.unisbank.ac.id

Abstract. The purpose of this research is to create, design and develop “Star Ship Adventure” game using a bounding box collision detection method. This game is expected to be entertaining and fun to play in leisure time. It will be able to be built on Android device. The application of collision detection in games is used to detect collisions between objects in the game. This game is built using Android SDK (Software Development Kit), Android Development Tools, and Eclipse IDE using the Java programming language. Research results have shown that the player’s plane can read and detect collisions with enemy’s plane objects. The bounding box collision detection technique occurs when a player's plane is able to estimate the distance of an enemy object. When the player moves in the enemy's bounding box range, the detection occurs. As a result, the plane does not penetrate against the enemy.

1. Introduction

Technology development has become rapidly rising and supporting everyday needs. Despite their entertainment focus, Computer Games are at the forefront of computer science. Game technology is growing very rapidly and much studied by researchers because it has the potential of science and commercial. Game is a means of interaction between humans and computers that are assembled in a certain rules to determine the winner [1]. In making the game, the rules need certain algorithms to make up artificial intelligence in the game. The existence of AI (Artificial Intelligence) is very important, because without it the Game becomes very boring and not interesting to play. AI (Artificial Intelligence) is usually awakened from a certain algorithm.

Mobile software development has evolved over time. Google released Android which is an open-source mobile phone operating system with Linux-based platform. It consists of the operating system, middleware, and user interface and application software. The Android SDK provides an extensive set of application programming interfaces (APIs) that is both modern and robust. Android handset core system services are exposed and accessible to all applications. On Android Market, where everyone can download thousands of applications for Android, anyone can upload their programs. Android has emerged as a new mobile development platform, building on past successes and avoiding past failures of other platforms. Android was designed to empower the developer to write innovative applications [2-3].
Several studies have been developed using the Android application. [4] have been using LBS component and LBS architecture contained in the Android operating system. This Application identifies the precise location of human presence system. [5] developed Document Plagiarism Detection Software on Android Smartphone. [6] proposed a reminder system for busy people based on Android. Music player based on Android also developed by [7] on their research.

Game technology can be described as an engine that is used to develop computer-based video games through integrating visual technology, digital technology, simulation technology, intelligent technology, interactive technology, network technology and multi user operating technology [1]. The development of science and technology made people pay attention to mobile, portable and convenient, which makes the mobile game arises at the historic moment. The mobile game based on Android, is gradually popular in the crowd. The game in the research with a good picture and a wide variety of resources has the strong playability and a strong practical value. 2D game is one of those applications on the android platform. Android application are written in Java language. These are compiled into byte codes which is changed to a Dalvik executable file (.dex file) which is further compiled in to android package file (apk file), which can be installed on the Android devices [3].

Several studies of android-based game technology have been widely developed. [8] has developed “Nutrients Hero” game on Android device. This game is expected to be not only entertaining, but also giving knowledge to users. [9] on their study developed an educational game “Merah Putih” on the Android platform that provides information on Indonesian Culture. [10] made a mathematics game on Android. This game focuses on amusement and challenges. “Tales of Mamochi” game with role playing game concept based on Android have developed by [11].

The main objective is to develop a mobile phone game of high quality that will attract a lot of new users and strengthen our marketing position within the mobile phone gaming industry. The game performance objective is to make a game that will be robust, and run with good graphics without any issues. It must also meet the requirements for Android applications and support the standards for correctly installing, starting, running, pausing and exiting the application. The game in the study is called “Star Ship Adventure”, which is an adventure and agile game for android smartphone.

### 2. Method

The movement on a game refers to algorithms that turn decisions into some kind of motion. All movement algorithms have this same basic form. They take geometric data about their own state and the state of the world, and they come up with a geometric output representing the movement they would like to make. For example, some movement algorithms require very little input: the position of the character and the position of an enemy to chase. Others require a lot of interaction with the game state and the level geometry. A movement algorithm that avoids bumping into walls, for example, needs to have access to the geometry of the wall to check for potential collisions [12].

Collision detection is a fundamental problem in a wide range of fields. Collision detection has been the hot issue in the computer graphics recently. Various collision detection applications are found in robotics, computer graphics, and 3D computer games. Collision detection concerns the detection of collisions between objects in the virtual environment. Primarily employed to stop objects moving through each other and the environment. Collision Detection is everywhere in computer games: between characters and characters, between characters and terrain, etc. Collision detection refers the detection of the intersection of two or more objects. Two forms of collision detection: 1. Continuous: very expensive. Simulate solid objects in real life. 2. Discrete: objects will end up with penetrating each other [13-15].

A bounding box is simply a box drawn around an object which contains the entire object. It can be represented as a rectangle with an x and y coordinate, as well as a width and height. A common occurrence of this is in 2D video games where it is used for collision detection, as shown in Figure 1.
[13] on their research describes intersection detection between a pair of bounding box. They simplifying geometry entities and assume that the object is axis aligned bounding box.

Rectangle collision detection is a collision detection in a square (bounding box). Every object created in the game has its own bounding box. This method is quite easy because it only needs to compare whether there is an intersection on both objects at a particular coordinate. It is ideal for rectangular objects. To specify the region bounding box collision detection on the object (see fig.2), use the following formula on the eq. 1

\[
\text{Area of Bounding Box} = \{ (x,y) \mid \text{min} x \leq x \leq \text{max} x, \text{min} y \leq y \leq \text{max} y \}
\]

whereas:

- R area = area of bounding box collision
- x, y = coordinate x, y
- minx, miny = the minimum coordinate x, y
- maxx, maxy = the maximum coordinate x, y

Players on this “Star Ship Adventure” Game will control a plane to explore outer space. The plane will be intercepted by the enemy and the player must avoid the enemy. To control the plane, use the touch of a finger. If the player puts his/her finger on the screen then the speed of the plane increases and the plane will go up. If the player releases his/her finger from the screen then the speed of the plane becomes reduced and the plane will go down. Gameplay mechanism of this game, when the game starts the player will be given 10 shield (like life points). Every time a player hit an enemy, the enemy will instantly be destroyed and the player will lose his/her shield. To win the game the player must complete a predetermined distance. If the player can win the game with the fastest time, he/she will get the new fastest time record and will be displayed in the fastest time menu. The enemy will come randomly on the right side of the screen at different speeds.

Collision detection method in this game is used to detect collisions between objects. The objects in this game are enemy’s and player’s plane. These objects are represented logically with a rectangular
primitive (bounding box). If there is a collision between objects then the bounding box will be mutually exclusive. Next response to the colliding object: 1. enemy’s plane will disappear, 2. sound effect will be heard, 3. shield (life point) of the player will decrease. If the player’s shield is exhausted (the value of life point is zero) then the game is over.

3. Result and Analysis
3.1 Analysis of Collision Detection Method

Collision detection is a common method used in games for collision detection between objects in the game. These objects have varied shapes, some are square, triangular, polygon, circle or the player’s unique shape. For the collision detection process, these objects are generally represented logically with primitive shapes such as squares and circles (in two-dimensional coordinates), cube and sphere shapes (at three-dimensional coordinates). The primitive form that represents this object is called the bounding box or bounding circle. An object touches when these simple representations hit each other.

The object area that collides on the bounding box collision detection will be muted to each other. Testing is done by comparing the maximum value and the minimum value at the coordinates x, y. From equation 1, it can be developed formula for two regional bounding box collision detection. Two bounding box areas will be muted if:

\[
\begin{align*}
Ax_{\text{Min}} &\leq Bx_{\text{Max}} \text{ and } Ax_{\text{Max}} \geq Bx_{\text{Min}} \\
Ay_{\text{Min}} &\leq By_{\text{Max}} \text{ and } Ay_{\text{Max}} \geq By_{\text{Min}}
\end{align*}
\]

whereas:

- \(Ax_{\text{Min}}, Ay_{\text{Min}}\) = Minimum coordinate value x, y (player plane area)
- \(Ax_{\text{Max}}, Ay_{\text{Max}}\) = Maximum coordinate value x, y (player plane area)
- \(Bx_{\text{Min}}, By_{\text{Min}}\) = Minimum coordinate value x, y (enemy area)
- \(Bx_{\text{Max}}, By_{\text{Max}}\) = Maximum coordinate value x, y (enemy area)

The condition due to the occurrence of the slice between two bound squares on the dimension x as shown in Figure 3.

![Figure 3. Bound intersect](image)

For conditions that illustrate there is no slice between two bound squares on the dimension x side shown in Figure 4.
Figure 4. Bound does not intersect

Here is a graph of alternative collision detection conditions, which can be seen in Figure 5.

Figure 5. A Box of Alternative Collision Detection Conditions

From the picture above condition, an alternative collision detection condition table is arranged in Table 1.

Table 1. Alternative Collision Detection Conditions

| Box Position | Information | Condition (based on eq. 2 and 3) | | |
|--------------|-------------|----------------------------------|---|---|---|---|
| 1            | No collision | AxMin ≤ BxMax | AxMax ≥ BxMin | AyMin ≤ ByMax | AyMax ≥ ByMin |
| 2            | Collision   | True        | True          | False         | True          |
| 3            | Collision   | True        | True          | True          | True          |
| 4            | Collision   | True        | True          | True          | True          |
| 5            | No collision | True        | False         | True          | True          |
| 6            | Collision   | True        | True          | True          | True          |
| 7            | Collision   | True        | True          | True          | True          |
| 8            | Collision   | True        | True          | True          | True          |
| 9            | No collision | False       | True          | True          | True          |
| 10           | Collision   | True        | True          | True          | True          |
| 11           | Collision   | True        | True          | True          | True          |
| 12           | Collision   | True        | True          | True          | True          |
| 13           | No collision | True        | True          | True          | False         |

Implementation of collision detection method: 1. All in-game objects (enemy’s plane and player’s plane) made bounding box, 2. Initialize coordinate bounding box of both objects to detect collisions, 3. Renew the bounding box coordinates on the position of enemy’s plane and player’s plane. The bounding box has coordinates representing the bitmap line to detect the collision.
The response that will occur when the collision happens, based on the gameplay is the player has a shield and the enemy’s plane will disappear after colliding with the player’s plane. The trick is to make the enemy disappear and bring it back, as if it were a new enemy. In this step move the enemy’s plane to the location of the off state from the left of the screen and change the x coordinates on the enemy object. Game objects can detect collisions and respond when a collision occurs. The way to detect collisions is to compare the player's bounding box with each enemy's bounding box. If a collision is detected, the enemy that collides with the player’s plane is removed from the screen, and will reappear on the next frame.

3.2 Game System Testing on Smartphones

Once converted to apk, it will then be installed on the smartphone. Here are the results of the game app display already installed on the smartphone. In the main menu, there are 4 menu options that function differently. They are the fastest time menu, play, about, and exit. The main menu can be seen in Figure 6.

![Figure 6. The Main Menu](image)

The game display when the "play" menu is selected, can be seen in Figure 7.

![Figure 7. Play Menu](image)

The fastest page display time, containing the fastest time earned by players, can be seen in Figure 8.
System test results are summarized in tabular form along with testing procedures, inputs, expected outputs, results obtained, and conclusions, can be seen in Table 2.

| Modules Tested | Test Procedure | Input | Expected Output | Results Obtained | Conclusion |
|----------------|----------------|-------|-----------------|------------------|------------|
| Main Menu      | - Open the app | Pressing on the icon application | Showing “Main Menu” | Showing “Main Menu” | Valid |
| Playing        | - Open the app | Select on Play button | Showing “Game Play” | Showing “Game Play” | Valid |
| - On the main menu select start play button | | | | | |
| The Fastest Time | - Open the app | Select on The fastest time button | Showing “The Fastest Time” | Showing “The Fastest Time” | Valid |
| - On the main menu select The fastest time button | | | | | |
| Exit           | - Open the app | Select on exit button | Exit from game app | Exit from game app | Valid |
| - On the main menu select exit button | | | | | |
| Background Music | - Open the app | Pressing on app | - Showing “Main Menu” | -Showing “Main Menu” | Valid |
| - Playing Background Music | | - Playing Background Music | | | |
| Voice Effect   | - Open the app | Select on Playing button | -Showing “Game Play” | -Showing “Game Play” | Valid |
| - On the main menu select Playing button | | - Play effect music when there is a collision between objects | | - Play effect music when there is a collision between objects | |

4. Conclusion
From experimental research that has been done can be concluded that “Star Ship Adventure” game application uses collision detection method. Game objects are given bounding boxes and predetermined effects on each collision occurring between objects.

This game is built using Android SDK (Software Development Kit), Android Development Tools, and Eclipse IDE using the Java programming language. The results show that the player’s plane can estimate and detect collisions with enemy’s plane objects. The bounding box collision detection
technique occurs when a player's plane is able to read the enemy's distance object. When the player moves in the enemy's bounding box range, detection will occur, so the player's plane does not penetrate against the enemy.
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