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ABSTRACT

Nowadays, permutation problems with large state spaces and the path to solution is irrelevant such as N-Queens problem has the same general property for many important applications such as integrated-circuit design, factory-floor layout, job-shop scheduling, automatic programming, telecommunications network optimization, vehicle routing, and portfolio management. Therefore, methods which are able to find a solution are very important. Genetic algorithm (GA) is one the most well-known methods for solving N-Queens problem and applicable to a wide range of permutation problems. In the absence of specialized solution for a particular problem, genetic algorithm would be efficient. But holism and random choices cause problem for genetic algorithm in searching large state spaces. So, the efficiency of this algorithm would be demoted when the size of state space of the problem grows exponentially. In this paper, the subproblems used based on genetic algorithm to cover this weakness. This proposed method is trying to provide partial view for genetic algorithm by locally searching the state space. This method works to take shorter steps toward the solution. To find the first solution and other solutions in N-Queens problem using proposed method: dividing N-Queens problem into subproblems, which configuring initial population of genetic algorithm. The proposed method is evaluated and compares it with two similar methods that indicate the amount of performance improvement.
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1. INTRODUCTION

The permutation problem is a constraint satisfaction problem with a specified numbers of variables. Each variable is assigned a specific value. Every solution can be presented as a permutation of numbers, in which all conflicts are eliminated. For each permutation problem, one or more reasonable solutions are possible [1]. N-Queens problem is one of the best examples of permutation problems. N-Queens problem involves locating n queens on an n x n chessboard such that no queen attacks any other [2]. This problem is one of AI’s complex and classic problems which classified in NP problems class [3]. On the chessboard, queens can be located in \( \binom{n^2}{n} \) different permutation [4]. Only some of these permutations can be the solutions. For instance, with 8 queens it has 4426165368 different permutations, but only 92 of them are the solutions of the problem [5].

One of the first attempts to use genetic algorithm for solving n-queens problem has been made by Turner and his colleagues in [6], which solving limitation of memory for tackling large number of n, \( n \geq 200 \). In [7], Bojikovic and his colleagues applied genetic algorithm to N-Queens in parallel form to increase GA speed. Also in [8], Truky and his colleague used genetic algorithm with the repair function. In [9],
Amooshahi and his colleagues presented a new cooperative Particle swarm optimization (PSO) method to solve permutation problems such as N-Queens problem. Also in [10], Sharma and his colleague formulated a new meta-heuristic Cuckoo search in combination with L'evy flights, based on the breeding strategy of some cuckoo species to search on N-Queens problem. In [11], heris and his colleague with the idea of hybridizing genetic algorithm and local search algorithms, try to increase the efficiency of genetic algorithm.

For purposes of finding the solutions, N-Queens problem is classified in 3 classes: 1) finding the first solution, 2) finding some solutions and 3) finding all solutions [9]. This paper aim to present a new method to finding the first solution and finding some solutions for N-Queens problem based on genetic algorithm. Due to primary studies on N-Queens problem, the proposed method has exceeded standard genetic algorithm. The proposed method begins with pair of individuals as initial population obtained from two subproblems, which includes potential solutions for that problem. Every individual of population is called a chromosome, each chromosome mating to other to obtain first solution, applied several operators for genetic algorithm on this first solution to obtain more solutions.

After introduction, in second part of this paper, the standard genetic algorithm was introduced and in the third part, the modified genetic algorithm was described. In the fourth part, the proposed method was presented and in the next part, the proposed method was evaluate and compare it with standard genetic algorithm and modified genetic algorithm. Finally, part 6, contains concluding remark.

2. STANDARD GENETIC ALGORITHM

It is known that the maximum number of queens that can be placed on an n x n chessboard, so that no two attack one another, is n. This problem contains three constraints: 1st, no two queens can share a same column. 2nd, no two queens can share a same row. 3rd, no two queens can share a same diagonal.

Decision variable of this problem is a one-dimensional array of length n. Every permutation of possible values of the decision variables, presents a state of search-space of the problem. Definition of decision variable satisfies the first constraint:

\[ A = \{(Q_1, Q_2, ..., Q_n) | Q_i \in \{1, 2, ..., n\}\} \quad (1) \]

Where A is decision variable and Q_i is the ith cell of decision variable, corresponding ith column of chessboard, containing the row of queen’s location, the complexity of this problem becomes O(n!). Second constraint is expressed as follows:

\[ \forall i, j \in \{1, ..., n\}, Q_i \neq Q_j \quad (2) \]

Third constraint is also expressed as follows:

\[ \forall i, j \in \{1, ..., n\}, |Q_i - Q_j| \neq |i - j| \quad (3) \]

A fitness function should return higher values for better states, so, for the N-Queens problem we use the number of nonattacking pairs of queens [(n-1) x n]/2, which has a value of 45 for a solution 10-queens problem. This approach leads to O(n) complexity of the fitness function. Genetic algorithm is member of computational method’s family which is inspired by evolution. Performance of genetic algorithm is flexible enough to make it applicable to a wide range of problems, such as the problem of placing n queens on n by n chessboard in order that no two queens can attack each other. The space solution is represented as the population, which consists of individuals that are evaluated using the fitness function representing the problem being optimized. The basic structure of a genetic algorithm is shown in Figure 1.

In each iteration (generation) of algorithm, a certain number of best-ranking individuals (chromosomes) is selected in the manner to create new better individuals (children). Among the algorithms that are used for selection operation, ‘roulette wheel’ and ‘reminder stochastic sampling’ are more significant [12]. In this paper ‘roulette wheel’ technique is used for selection operation, where each individual is represented by a space that proportionally corresponds to its fitness.

The children are created by some type of recombination (crossover) and they replace the worst-ranked part of the population. After the children are obtained, a mutation operator is allowed to occur and the next generation of the population is created. The process is iterated until the evolution condition terminates. Genetic algorithm like many of heuristic algorithms, does not guarantee of finding solution because choosing starting point of search and taking steps toward solution have been carried out randomly. In problems like N-Queens that its state space grows exponentially, starting point of search is directly related to the probability of finding solution [3][10][13].
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3. MODIFIED GENETIC ALGORITHM

Modified genetic algorithm [11], is the result of collaboration between genetic algorithm and minimal conflicts algorithm. Minimal conflicts algorithm is looking at adjacent space of each candidate to problem’s solution and trying to replace current candidate by one of its neighbors which has a better fitness-value. In Figure 2, gray areas represent modified sections of standard genetic algorithm. Minimal conflicts operator applied to each candidates after crossover and mutation.

Figure 2. Flowchart of Modified Genetic Algorithm

4. THE PROPOSED ALGORITHM

As it is mentioned before, in N-Queens problem each permutation of possible values of the decision variable can be a candidate to problem’s solution. These candidates are also called "chromosomes". A collection of candidates are called "population". Genetic algorithm is consisted of several operators to modify population in several iterations and during these iterations new chromosomes maybe solutions are created. In this part, the proposed method based on genetic algorithm is introduced to trying increase algorithm’s speed of reaching to first solution with simplest single iteration; also it can obtain more solutions applying several operators for genetic algorithm on the first solution as shown in the following states:
4.1. First Solution of N-Queens Problem

The proposed method obtains the first solution of N-Queens problem using the following steps.

4.1.1. Generating Subproblems of N-Queens

The subproblems in N-Queens obtain by choices two subsets of decision variable "A" in Equation (1). First subset start from Q1 to Qbest, where Cbest - floor (n/2) called "local best crossover" which has been found to yield satisfactory results in a number of experiments and computational expenses significantly, the other subset start from [Qbest+1] to Qn, as shown in Figure 3(a).

Figure 3(b) shows two subproblems of the 10-queens. The Cbest = 5 so the first subproblem involves getting position of five queens Q1, Q2, Q3, Q4 and Q5 into their correct positions. The other subproblem involves getting position of five queens Q6, Q7, Q8, Q9 and Q10 into their correct positions. (Notice that the locations of the other queens in two subproblems which symbolic * are irrelevant for the purposes of solving problem and moves of those queens don't count towards the cost.). Clearly, the cost of the solution of each subproblem is a lower bound on the cost of the complete problem. The solution can find for every possible subproblem instance-in the example, every possible configuration of the five queens, as describe in the following step.

![Figure 3. The Two Subsets of Decision Variable of the (A) N-Queens and (B) 10-Queens](image)

4.1.2. Configuration n Queens Onto Subproblems

After generated two subproblems of N-Queens, the solution can find for every possible subproblem instance. The configuration n queens onto two subproblems can create a pair of chromosomes that can mate to obtain the first solution as describe in the following two cases:

**Case 1:** The pair of the chromosomes that configured in the manner as Figure 4 where number of queens (n) = k x 6 + L; for k = 0,1 , 2, 3, …; Figure 4(a) shows the two chromosomes where L = 8, in the first chromosome: Q1:Cbest, Q2:Cbest+1, Q3:Cbest+2, Q4:Cbest+4, Q5:Cbest+6, ...; and in the other chromosome: Q6:Cbest+1, Q7:Cbest-3, Q8:Cbest-5, ...; figure 4(b) shows the two chromosomes where L = 9, in the first chromosome: Q1:Cbest+1, Q2:Cbest+3, Q3:Cbest+4, Q4:Cbest+6, ...; and in the other chromosome Q5 = 1, Q6 = Cbest+2, Q8 = 1, Q9 = Cbest-2, Q10 = Cbest-4, ...

![Figure 4. 1-Point Crossover (Chest) Cuts Pair of the Chromosomes from ‘Break Point’, When N=K X 6 + B; For K=0, 1, 2, 3, …; A) L=8. B) L=9](image)

**Case 2:** The pair of the chromosomes that configured in the manner as Figure 5 where number of queens (n) ≠ k x 6 + L; for k = 0,1 , 2, 3, …; Figure 5 shows the two chromosomes, in the first chromosome: Q1 = n-1, Q2 = n-3, Q3 = n-5, Q4 = n-7, ...; and in the other chromosome Q5 = n, Q6 = n-2, Q7 = n-4, Q8 = n-6, ...
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Figure 5. 1-Point Crossover (Cbest) Cuts Pair of the Chromosomes from ‘Break Point’, When \( N \equiv K \times 6 + 1 \); For \( K=0,1,2,3,\ldots \).

In this method crossover operator has 1-point crossover (Cbest) in the pair of the chromosomes that obtained it in case1 or case 2. Then it recombines them to form first solution. Figure 6(a) shows the two chromosomes in the 10-Queens obtained using case 2 and configuration at Figure 5 because the number of queens \( n \neq k \times 6 + L \). Crossover operator in two chromosomes Cbest = 5. Then it recombines them to form the first solution, as shown in Figure 6(b).

Figure 6. A) 1-Point Crossover (Cbest=5) Cuts Pair of the Chromosomes from ‘Break Point’. B) Replaces Primary Pieces

4.2. The other Solutions of N-Queens Problem

To find other solutions of N-Queens problem, the mutation operation can apply repeatedly onto the first solution that obtained in previous subsection. The mutation operation use swapping between two column values (that is queen positions) to create a certain number \([n \times (n-1)]\) of individuals (children) which contain other solutions, Figure 7 shows two other solutions using mutation on Figure 6 (b).

Figure 7. Two Other Solutions Using Mutation Operation on Figure 6 (B)

4.3. More solutions of N-Queens problem

Additional the previous solutions the proposed method can obtain more solutions using \([n \times (n-1)]\) individuals (children) that created by mutation operation in previous subsection as initial population instead of random initialization in standard genetic algorithm. Figure 8 shows fourteen different solutions using ninety individuals that created by mutation operation on Figure 6 (b) (Notice the number of solutions based on number of runs, iterations, probability of crossover (\(P_c\)) and probability of mutation (\(P_m\)) as will mention in the next section).

To remember, initializing population is especially important in genetic algorithm and has a significant impact on its efficiency. The initial population can be generating from the subproblems of N-Queens. Every permutation of possible values of the subproblems, presents chromosomes in initial
population of the subproblem. Before the first iteration begins, the initial population is assigning so that it is investigating Equations 1, 2 and 3.

|   2  |   4  |   6  |   8  |  10  |   1  |   3  |   5  |   7  |   9  |
|-----|-----|-----|-----|-----|-----|-----|-----|-----|-----|
|  10 |   5 |   7 |   2 |   4 |   8 |   1 |   9 |   6 |   3 |
|   4 |  10 |   3 |   9 |   2 |   5 |  10 |   8 |   6 |   1 |
|   6 |   4 |  10 |   2 |   7 |   9 |   3 |   1 |  10 |  5 |
|   6 |   8 |   4 |   9 |   7 |  10 |   1 |   3 |  5 |
|  10 |   1 |   2 |   5 |   8 |   4 |   1 |   3 |  9 |
|   8 |   5 |   3 |   1 |   7 |  10 |   6 |   9 |  2 |
|   4 |   2 |   9 |   6 |  10 |   7 |   1 |   3 |  5 |
|   7 |   7 |  10 |   6 |   1 |   9 |  5 |  3 |  8 |
|   8 |   4 |   9 |   3 |   5 |  10 |   1 |   6 |  2 |
|  10 |   7 |   3 |   6 |   9 |  10 |   4 |   2 |  8 |
|  10 |  10 |   8 |   2 |   7 |  10 |   3 |   5 |  9 |
|  10 |   4 |   9 |   1 |   3 |  10 |   7 |   2 |
|   6 |   8 |   3 |   5 |   9 |  10 |   7 |   4 |  1|

Figure 8. The Fourteen Different Solutions Using the Individuals that Created by Ninety Mutation Operation on Figure 6 (B)

5. EXPERIMENTAL RESULTS

The "proposed method" tested to ensure that performance of it is efficient as expected. The amount of improved efficiency can assess by comparing the results of "proposed method" with the results of "standard genetic algorithm" and "modified genetic algorithm". According to [11], the upper-bound for iterations in "proposed method" (4.3) and other methods is considered equal to 50 x n, if the number of iterations in a run of algorithm is exceeded the limit, then the result is a failure and its number of iteration is considered equal to the upper-bound, also population size for "standard genetic algorithm" is equal to 25 x n and for "proposed method" in 4.3 is equal to n x (n-1). The probability of crossover is equal to 0.7 (Pc=0.7) and the probability of mutation (Pm=0.01).

The Table 1 shows in variant number of queens first solutions for "proposed method" according to 4.1. Table 2 according to 4.1.2 case 1 and table 3 according to 4.1.2 case 2 show the variant number of queens and the "average number of solutions" in "standard genetic algorithm" at first column, in "modified method" 4.3 at second column and "number of solutions" in "proposed method" 4.2 at third column, in 20 runs. All these tables show that the "proposed method" successfully completed of result in all runs and various numbers of queens. In the otherwise when number of queens is large the results of "standard genetic algorithm" at first column in Tables 2 and 3 are not successfully completed so the efficiency of this method would be denoted when the size of state space of the problem grows exponentially and contains failure.

Also regardless of size of problem, the "proposed method" in 4.1 reaches to first solution using once mating two chromosomes without any iteration and the "proposed method" in 4.2 reaches to solutions using simple iterations (mutation operation), finally in 4.3 reaches to solutions using "average number of iterations" the same as "the genetic algorithm" because it used the same operator but the "proposed method" in 4.3 use state space less than genetic algorithm, so the "proposed method" in 4.3 has less space complexity.

In [11], heris and his colleague results with comparison between "modified genetic algorithm" and "standard genetic algorithm" on their "average number of iterations", shows that the "modified genetic algorithm" is successfully completed. Also shows that the "modified genetic algorithm" reaches to solution in approximately 3 iterations. But average number of iterations for "standard genetic algorithm" increases non-linearly according to size of the problem so these methods are more computational complexity compared with the "proposed method".

Besides "average number of iterations" which can assess computational complexity of algorithms, the "average number of solutions" can be used another criterion which can assess superiorities of algorithms. First column in tables 2 and 3 show that the "standard genetic algorithm" is efficient when uses small size of state space and in the second and third columns show that the efficient of "proposed method" in 4.3 better than efficient of "proposed method" in 4.2. On the other hand when size of state space is large then the "standard genetic algorithm" is failure and a good efficient of "proposed method" in both of 4.2 and 4.3. From another side the "modified genetic algorithm" generate only one solution based on it algorithm at Figure 2 and has additional computational complexity due to minimal conflicts operator.
Table 1. First Solution According to 4.1 in the "Proposed Method"

| n  | First solution of N-Queens problem |
|----|-----------------------------------|
| n=4| 3 1 4 2                           |
| n=5| 4 2 5 3 1                         |
| n=6| 5 3 1 6 4 2                       |
| n=7| 6 4 2 7 5 3 1                     |
| n=8| 4 6 2 7 1 3 5                     |
| n=9| 5 7 9 3 8 2 4 6 1                |
| n=10| 9 7 5 3 1 10 8 6 4 2            |
| n=11| 10 8 6 4 2 11 9 7 5 3 1       |
| n=12| 11 9 7 5 3 1 12 10 8 6 4 2     |
| n=13| 12 10 8 6 4 2 13 11 9 7 5 3 1 |
| n=14| 7 9 11 13 1 3 5 10 12 14 2 4 6 8 |
| n=15| 8 10 12 14 2 4 6 11 13 15 3 5 7 9 1 |
| n=16| 15 13 11 9 7 5 3 16 14 12 10 8 6 4 2 |

Table 2. Comparing the "average number of solutions" in 20 runs according to 4.1.2(case 1) of the "standard genetic algorithm" and "proposed method" 4.2, 4.3

| n  | Average No. of Solutions in (GA) | Average No. of Solutions in Proposed method (4.3) | No. of Solutions in Proposed method (4.2) |
|----|---------------------------------|-----------------------------------------------|------------------------------------------|
| n=8| 57.7                            | 13.1                                          | 1                                         |
| n=9| 67.3                            | 13.6                                          | 1                                         |
| n=14| 0.5                           | 3.7                                           | 2                                         |
| n=15| 0.3                            | 5                                             | 3                                         |
| n=20| -                             | 6                                             | 5                                         |
| n=21| -                             | 6                                             | 4                                         |
| n=26| -                             | 6                                             | 4                                         |
| n=27| -                             | 4                                             | 3                                         |
| n=32| -                             | 11                                            | 11                                        |
| n=33| -                             | 8                                             | 10                                        |
| n=38| -                             | 12                                            | 12                                        |
| n=39| -                             | 10                                            | 12                                        |
| n=44| -                             | 10                                            | 11                                        |
| n=45| -                             | 13                                            | 13                                        |

Table 3. Comparing the "Average Number of Solutions" in 20 Runs According To 4.1.2(Case 2) of the "Standard Genetic Algorithm" and "Proposed Method" 4.2, 4.3

| n  | Average No. of Solutions in (GA) | Average No. of Solutions in Proposed method (4.3) | No. of Solutions in Proposed method (4.2) |
|----|---------------------------------|-----------------------------------------------|------------------------------------------|
| n=4| 2                              | 2                                             | 1                                         |
| n=5| 9.4                            | 2.9                                           | 1                                         |
| n=6| 4                              | 2.1                                           | 1                                         |
| n=7| 38                             | 5.3                                           | 1                                         |
| n=10| 20.1                          | 11.3                                          | 3                                         |
| n=11| 6.5                           | 8.8                                           | 3                                         |
| n=12| 1.3                           | 6.5                                           | 3                                         |
| n=13| 1.5                           | 7                                             | 4                                         |
| n=16| -                             | 4.8                                           | 3                                         |
| n=17| -                             | 5.6                                           | 4                                         |
| n=18| -                             | 6                                             | 4                                         |
| n=34| -                             | 17                                            | 16                                        |
| n=36| -                             | 19.3                                          | 16                                        |
| n=40| -                             | 21                                            | 17                                        |
| n=42| -                             | 24                                            | 21                                        |
| n=46| -                             | 31                                            | 23                                        |
| n=48| -                             | 32                                            | 29                                        |
| n=50| -                             | 13                                            | 13                                        |

6. CONCLUSION

Considering that standard genetic algorithm and modified genetic algorithm are not efficient enough in solving large state spaces of N-Queens problem as the proposed method. This paper, presented a proposed method to attempt resolve weakness of these algorithms using subproblems of N-Queens, which obtain the initial population of genetic algorithm. This can accelerate genetic algorithm in order to find the problem’s solution, quicker. Also the proposed method can help genetic algorithm to avoid complexity of iterations and reducing it. According to the results which are declared in section 5, the proposed method for all states
improved efficiency of standard genetic algorithm and modified genetic algorithm in solving N-Queens problem.
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