Transformation of the CIM Model into a PIM Model According to The MDA Approach for Application Interoperability: Case of the "COVID-19 Patient Management" Business Process

https://doi.org/10.3991/ijoe.v17i05.21419

Meryem Fakhouri Amr, Nezha Benmoussa, Khalifa Mansouri, Mohammed Qbadou
University Hassan II, Casablanca, Morocco
meryemfakhr@gmail.com

Abstract—Model Driven Engineering (MDE) plays a very important role in improving the development of complex systems. It focuses more on modeling than on classical programming. In this sense, model transformation is at the heart of the Model Driven Architecture (MDA) approach which advocates the use of models throughout the software development cycle on two levels. The first being the transformation of Computing Independent Model (CIM) into Platform Independent Model (PIM) and the second concerning the transformation of PIM into Platform Specific Model (PSM).

The latter has been dealt with in the majority of research works while the transformation from CIM to PIM which represents the highest level is rarely discussed in research topics.

It is for this reason and in the spirit of improving the process of transforming the CIM model into PIM according to the MDA approach, that we have developed this research work in order to propose a new method and new transformation rules for optimization of the business process “COVID-19 patient management”. Our contribution consists of the semi-automatic transformation of the CIM model presented by the BPMN (Business Process Model and Notation) source model into a PIM target model presented by a class diagram by using a set of transformation and correspondence rules that we performed manually using the language ATL (Atlas Transformation Language). This automatic transformation of the two source and target models is provided by the Eclipse Modeling Framework (EMF) which executes the transformation rules described manually in ATL and generates the PIM target model as an XMI (XML Metadata Interchange) file representing the target class diagram.
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1 Introduction

COVID-19 is a global crisis that has particularly disrupted our lives and science since December 2019 [1]. It is a great challenge facing, so far, both individuals and scientific researchers. Since the advent of this virus, they have focused their research and efforts on studies, analyzes and tests to propose solutions or new procedures in all fields. For our part, we have thought about implementing a model based on the MDA approach whose principle is the separation of business logic from that of implementation on a given platform, thus guaranteeing interoperability of applications. It proposes a four-level architecture with the following elements at each level: meta-metamodel, metamodel, model and information. [2]

MDA promotes the use of models in the different software development cycles since models are more durable than codes. It is an approach that recommends the development of analysis models first, then from design to code by successive transformations and enrichments. [3]

On this basis, we proposed a semi-automatic transformation of the CIM model into a PIM model. We used BPMN notation to present the CIM model and the class diagram to present the PIM model. The main input of this hybrid transformation is the BPMN source model that generates the output class diagram. First, it is manual by defining a set of transformation rules and automatic by using the EMF Framework (Eclipse Modeling Framework) which will execute these rules to obtain the target model which is the “COVID-19 patient management” class diagram. For more consistency, we have based on MDE Model Driven Engineering to cover the different phases of our model development.

2 Techniques Used

The software industry and academic research have been the origin of IDM from 2001 until now. Currently, the IDM is the subject of various studies in various fields because it allows to generate productive models according to code-centered approaches. [4].

2.1 Model Driven Engineering MDE

Model Driven Engineering (MDE) is a software engineering approach that involves defining a theoretical framework for generating code based on a set of successive model transformations. [5]

The MDE makes it possible to cover the different phases of the development cycle by adopting an approach based on the transformation of models [6]. This approach ensures the consistency of the system during the different phases of the life cycle. [7]
2.2 Fundamental concepts of MDE

MDE aims to cover the entire application life cycle from design to maintenance or development of the application. To do this, it brings together a set of pre-existing techniques, including reverse engineering, code generation or even transformations, around a paradigm: everything is model. [4]

The MDE is based on an architecture that relies on the definition of a four-level meta model.

The following figure represents the different levels of abstraction and their denomination. The first M0 level does not belong to the modeling world but to the real world. Level M1 corresponds to the first level of abstraction: models. The M2 and M3 levels respectively denote the set of metamodels and the meta-metamodel. [8]

![Figure 1. The four levels of modeling in model-driven engineering](image)

3 Model Driven Architecture

3.1 MDA principle

MDA is a software development approach offered by the OMG (Object Management Group). It is considered a variant of MDE for software engineering. Its main goal is to improve software design practices towards a model-centric approach. [9]

Model-Driven Architecture or MDA is based on the principle of separating business logic from implementation logic. Its goal is to build platform independent models and transform them into platform-dependent models. [9]

MDA is based on a typology of models and a set of transformation relations to move from one model to another. This architecture defines four main types of models as follows:

- **CIM**: (Computation Independent Model): It is also called a domain model or business model. It describes the situation in which the system will be used. This model represents the highest level of abstraction and describes the system requirements and the environment in which it will operate. [10]
- **PIM**: (Platform Independent Model): PIM describes the system regardless of the target platform on which it will run [11]. It should describe two aspects of a system: structure and behavior. The structure aspect focuses on the static structure
of the system using classes, objects, attribute of relations, while the behavior aspect focuses on the dynamic behavior of the system by showing the interactions between objects. [10]

- **PDM:** (Platform Description Model): PDM is the model that describes the execution platform. It provides a set of technical concepts representing the different parts of the platform. [10]

- **PSM** (Platform Specific Model): The PSM model is the more refined model of the MDA, it is used to generate the code that will be executed on a specific platform. The notion of PSM is always associated with the notion of code. The PSM is not intended to be sustainable. Its main function is to facilitate code generation. [12]

4 Related Works

The transformation models under the MDA approach have been studied extensively in different fields. Several research works have addressed the problem of transforming from PIM to PSM and from PSM to code, but very few deals with the transformation from CIM to PIM.

In this section, we describe some related work concerning transformation approaches from CIM level to PIM level in MDA. Among these research works, [13] uses BPMN notation to model business processes at the CIM level and a set of rules to create models that will contain information to facilitate the transformation of CIM to PIM. It divides the PIM models into the three classic modeling views, static view, dynamic view, and functional view. [14] presents a semi-automation approach of the entire software process based on a set of meta-models and model transformations.

While [14] only focuses on applying a PIM analysis to design the transformation of the PIM model to automate the transition between these phases. [15] proposes a method to transform business process models into information system models. This method is based on BPMN notation to model the business process at CIM level; however, PIM models are presented by class diagram and use case diagram.

Our contribution consists of the hybrid transformation from CIM model to PIM model. In our case, the CIM model is presented by the BPMN business process model which represents the real world. BPMN notation is used to model the business process of "COVID-19 patient management" which will be transformed into a PIM model presented by a class diagram.

The transformation between these two models is done in a semi-automatic way. First, a manual transformation via the development of a set of transformation rules between the BPMN model and the class diagram respecting the logic of the modeling. Then, an automatic transformation using an ATL transformation language that describes the rules described manually before.

The peculiarity of our contribution is the hybridization of both types of manual and automatic transformation and the transformation of models using a concrete case study represented by the process of "COVID-19 patient management". We started by modeling the business process “COVID-19 patient management” using the BPMN notation recommended by the MDA approach. This BPMN model will be the source
model of our transformation. We also developed the meta model of the BPMN source model using the EMF Framework that we named the source meta model MM1. In the same way we created the target metamodel of the target class diagram named target metamodel MM2. Then, we created an instance of the BPMN source model which in our case represents the business process “COVID-19 patient management”.

We recall that the most important part, in our contribution, is the development of correspondence rules defined and implemented via the ATL language which will be executed to generate the target model in the form of an XMI file.

5 Case Study: Business Process "COVID-19 Patient Management”

5.1 General context: Problem

Considering the circumstances and conditions of the COVID-19 virus that we are experiencing today, we tried to apply our case study on a concrete example in order to propose a solution that allows to detect people tested positive as well as contact cases. Our main objective is to implement a transformation of concrete models but on real cases which will guarantee better interoperability of hospital information systems [16]. The application of this business process and the adoption of this platform by Moroccan health institutions will have a commendable impact on Moroccan hospital information systems SIH. [17] This solution will allow:

- **Improving the quality of care**
  - Improvement of communications: Rapid patient care via teleconsultation
  - Reduction of waiting times: The patient is quickly served by a medical advisor
  - Integration of the patient file: Patient information is centralized on this platform
  - Decision support thanks to data traceability
  - Digitalization of medical services

- **Cost control**
  - Reducing the length of stays
  - Reduction of administrative tasks
  - Decrease in personnel costs
  - Resource optimization
  - Accessibility to data and information from all types of agents according to their profiles (patient, doctor, administrative agent, ministry, etc.)

We present our case study through a process that we have titled “COVID-19 patient management” which consists of identifying and caring for people who test positive and initiating the tracing of contact cases. This process can be presented by a
platform dedicated to this objective which will be led by doctors from health establishments.

Anyone who doubts being positive and wants to be insured can contact the health facility to be supported by a doctor or a health operator, register it on the platform by creating a patient file, and give it instructions (tests, isolation, mask, etc.).

The objective of this case study is to concretize the transformation between the models with a concrete case, the registration of a patient who can be diagnosed positive and the initiation of a patient file linked to this patient on the one hand. On the other hand, to initiate and enrich the platform with cases tested positive as well as to detect contact cases. This is how this platform can access subsequently, in the event of centralization, by the biologists to the information necessary for carrying out the sample. [18]

Through this case study, we want to present a concrete business process model in the form of a BPMN model and transform it into a class diagram model by applying ATL transformation rules according to the MDA approach. We will base ourselves during the implementation of this transformation on the MDA approach.

5.2 BPMN business process "COVID-19 patient management"

This business process represents the process we proposed for the identification of patients testing positive by COVID-19. It is initiated by the reception in consultation on site or teleconsultation of a patient presenting symptoms. A doctor or a health operator receives the patient and creates a new patient file for him if he is not already registered in the platform, otherwise he analyzes his request. Then, the health operator sends the form to the patient to keep it and depending on the symptoms he presents, he prescribes an RT-PCR (Reverse Transcriptase Polymerase Chain Reaction) test. The patient must take the RT-PCR test in a laboratory which must return the results to him within 48 hours. The figure below shows the business process that we have just described and on which we will use to present the transformation between the BPMN model and the class diagram.
5.3 Correspondence between BPMN model and class diagram

Our contribution consists in performing a semi-automatic transformation between the BPMN model and the class diagram. The BPMN model that we are going to model and transform is based on the “COVID-19 patient management” business process explained previously. It is shown in the following figure and is accompanied by its corresponding class diagram. It will be the source model of our transformation and the class diagram will be the target model.

In this figure, we present the elements that will be transformed from the BPMN model to the class diagram: each element of the BPMN model with the corresponding element in the class diagram. This correspondence is not exhaustive because the class diagram represents just the part that interests us of our business process “COVID-19 patient management” in order not to duplicate modeling and transformation.
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Fig. 3. Diagram of transition from BPMN model to class diagram

This figure shows the first part of the transformations we have made. We first tried to dissect the BPMN model and bring out all of these elements that compose it. Subsequently, we made a correspondence list between each component of the BPMN model and its correspondent in the class diagram. The class diagram used represents part of the overall class diagram of the “COVID-19 patient management” business process.

It is not easy to transform all the components to have a total resemblance but, in our case, we have followed a logical methodology to keep this consistency between the two models and to have consistency between the possible transformations between the two models (BPMN and class diagram). All of these transformations will be presented in the next section.

5.4 Logic for transforming the BPMN model into a class diagram

The following table shows an example of a manual transformation of the BPMN model, which is made up of a set of components each fulfilling a specific mission and role. We will not define and present the components of the BPMN model but we will present each component and the transformation it undergoes. To transform the BPMN model, we have classified its components according to universal categories: Gateway, activity and task, flow sequence, data object and lane [19]. In general, in BPMN a process is described as a graph which is a series of 4 categories of basic elements each defining a finite execution semantics. Each element can be enriched with other symbols to provide flexibility in modeling [20].
For some elements of the BPMN model, it was easy for us to transform them according to a modeling logic towards the class diagram but for others it was necessary to make a decomposition of the element and a succession of transformations to arrive at the best modeling possible. This is the case with the “task” element. This element is essential in a BPMN model because it is part of the elements that give meaning to the modeling of the process. A task is an action that a process participant completes in order to achieve the defined goal of the business process.

If we compare the semantics of a task with natural language, the participant of the process will be the subject of the process (Someone who does something). The activity will be the verb and the label of the activity usually contains an object: when the participant of a process performs his action on something. When tasks are labeled, the predefined structure is usually a verb + an object or an object + does + an action as follows:

\[
\text{<Subject>} = \text{<Verb> or <Noun> or <Term>}
\]

\[
\text{<Expression>} = \text{<Action> / <Process>}
\]

The rule is: \text{<Subject>} do \text{<Expression>}

\[
\Rightarrow \text{<Subject>} \text{ do <Action> / <Process>}
\]

The possible transformations that can be made are:

Transform \text{<Expression>} which can be \text{<Action>} or \text{<Process>} into a class:

\text{<Expression>} \rightarrow \text{Class}

These rules were adopted to make several transformations on our BPMN model, which we will present as an example in the following table:

| BPMN task                          | Application of the rule | Explanation of the BPMN transformation to a class |
|-----------------------------------|-------------------------|--------------------------------------------------|
| Creation Patient File            | <Creation> <Patient>    | Transformation of the term Patient into a Patient class |
| The patient does the test in a laboratory | <Patient> <Laboratory> | The word Laboratory is transformed into class Laboratory |
| Prescribe the test                | <Prescribe> <Test>      | The word Test is transformed into a class Test |
| Print the test                    | <Print> <Test>          | The word Test is transformed into a class Test |
| Validate the file                 | <Validate> <File>       | The term File is transformed into a File class |

This table contains an example of transforming a task from the BPMN model to the class diagram by applying the rule proposed above. Depending on the tasks we have on our BPMN model of “COVID-19 patient management”, we can get several possible transformations to the class diagram.

5.5 Discussion: Benefits of transforming models

The choice of model transformation was not a random choice, it is justified by several reasons. First of all, the model driven architecture allows business requirements to be retained, especially models since they are more durable than codes, by separating functional specifications from implementation specifications. Which
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will allow for better interoperability between applications. In addition, this architecture makes it possible to reduce the tasks of redesigning applications and reuse architectural choices. [21].

The general principle of MDA is to build models, first of all starting with the analysis models then of design until the code while going through a set of transformations, derivations and successive enrichments. We can say that it is the most reliable way to guarantee the integrity and consistency between the phases of a project.

It is for this reason that we chose to transform models with the MDA approach to guarantee the reuse of our transformation code for future development work as well as to facilitate interoperability between hospital information systems [16] by model transformation that can be reused.

5.6 Development of the source BPMN metamodel (extension)

Our transformation is based on several principles and follows specific steps from the development of the metamodel to the generation of the target model. [22]. We must first start with the modeling of the source and target metamodels at the modeling platform. [23]. This modeling consists of the creation of two metamodels which respectively describe the BPMN model and the class diagram. Note that the basic source metamodel conforms to the BPMN source model. The most important part is the elaboration of the transformation rules. A file must contain all the possible transformations between the two source and target models. In our case, our transformation file contains transformation and mapping rules between the BPMN model and the class diagram. We have tried through this transformation to respect the modeling logic between the two source and target models.

Our case study presents the manual (rules) and automatic transformation of the BPMN model to the class diagram. We used a platform that uses these rules to perform the desired transformation.

First, we started with the development of the source and target meta models. We modeled according to the EMF platform, the source metamodel which describes the structure of the BPMN model in order to propose and customize our meta model according to our conception and perception of the BPMN model. Our contribution can be seen as an extension of the BPMN meta model of other research work. The following figure shows the extension of the meta model source of the BPMN model that we have designed and developed on the EMF platform according to our own perception.

http://www.i-joe.org
5.7 Development of the metamodel of the target class diagram (extension)

The second target metamodel is the class diagram meta model that we customized too. It reflects our own modeling inspired by other existing metamodels with new options.

5.8 Development of the target model (Class diagram)

In this case, our target model is the class diagram. Thanks to a set of transformation rules which will be applied on the target metamodel and based on the source
metamodel, we will obtain our target model which is the class diagram and which presents part of our source BPMN model of "COVID-19 patient management" implementing the following entities:

![Example of target class diagram](http://www.i-joe.org)

**Fig. 6.** Example of target class diagram

### 5.9 Rules for transforming the BPMN model into a class diagram

The table we propose allows us to first perform a manual transformation between the BPMN model and the class diagram and then move on to the automatic transformation via a modeling framework which will allow us to generate the models.

This table presents transformation rules between the BPMN model and the class diagram written in human language and their correspondence in ATL language. First, we have dissected the BPMN model and the functionality of each component in order to deduce exactly what will correspond to each component in a class diagram. Then, we identified the elements in common and those which represent a certain coherence between the two models. Finally, we have listed the possible transformations between the two models with the conditions that must be met to obtain the best transformation.

The table below shows the list of possible transformations between the two BPMN models and class diagram.
Table 2. Proposed rules for transforming the BPMN model into a class diagram

| BPMN to class transformation rule | ATL Transformation Rules |
|----------------------------------|--------------------------|
| Each "Lane" which represents an actor involved in the system is transformed into a "class" | rule TransfLane {from Trlane: MM! Lane to Cls: MM1! Class (name←Trlane.name)} |
| "Gateway xor" : between tasks expressing a membership link is transformed into a "composition relation" | rule Gatexor {from Gxor: MM! Exclusive to Compos: MM! Composition (name←Gxor.name)} |
| "Gateway Parallel" between two "tasks" becomes normal "relation / association" | rule Gateparallel {from paral: MM! Parallel (paral.isTransformableParallel ()) to relation: MM1! Association (name←paral.name)} |
| each “Sequence Flow” between two tasks corresponds to “relation / association” between two class | rule Seqflow {from seq: MM! Sequenceflow (seq.isTransformableSequenceflow ()) to assoc: MM1! Association (name←seq.name)} |
| Task: the action in the human task or performed by the system can be transformed into a "class" | rule Taskaction {from Taskact: MM! Task (taskact.isTransformableTask ()) to cl: MM1! Class (name←taskact.name)} |
| Task: -performed by the system -Manually performed by humans. This task is transformed into a "method" | rule Taskmethod {from Taskmeth: MM! Task (taskmeth.isTransformableTask ()) to Method: MM1! Operation (name←taskmeth.name)} |
| “Data Object” is transformed into "class" | rule Dataobject {from dobject: MM! object (dobject.isTransformableTask ()) to cls: MM1! Class (name←dobject.name)} |

6 Implementation: Automatic Transformation of CIM Model into PIM Model

6.1 Implementation diagram

The following figure shows the diagram that we will follow to guarantee the transformation of the CIM model into a PIM model, by the transformation of the BPMN model into a class diagram [24]. In the following figure, a BPMN source model is transformed into a CLASS target model. The transformation is directed by a transformation program MM1ToME2.atl written in ATL. This program is a model. The source and target models as well as the transformation program conform to their respective meta-models: MM1, MM2 and ATL. These meta-models conform to the Ecore meta-meta-model.
6.2 Implementation of the transformation

In this part, we describe the techniques used to implement the approach presented. Since we are implementing our case study with a model driven approach, we used a technical environment suitable for modeling, meta-modeling and transformation of models. We used the Eclipse Modeling Framework (EMF) platform which uses Ecore [25] to create the models which is the basis for the creation of an ATL project according to the following structure: Metamodels, Models and Transformations.

Fig. 7. Model transformation diagram

Fig. 8. Structure of an ATL project
An ATL project must follow the structure described in the figure above. Folders which will respectively contain the Ecore metamodels and the models that we want to transform and the transformations on these models. The following figure illustrates the Ecore metamodels used by our transformation module:

Fig. 9. ECORE meta model of the BPMN model

Fig. 10. ECORE Meta Model of the Class Diagram
The choice of transformation language is not random, we based ourselves on specific criteria that align with our approach. Indeed, the Framework used for the implementation of our approach integrates the language that we want to use. Thus, we used the ATL language for the transformation of models. ATL is a model transformation language in the field of MDE. It is a way to specify how to produce a number of target models from source models [26].

The following figure shows an extract of the ATL language used to ensure the model transformation and the generation of the PIM corresponding to the class diagram from the BPMN model.

![Model transformation ATL code](http://www.i-joe.org)

Fig. 11. Model transformation ATL code

The next step is to instantiate the metamodel of a part of the BPMN model “COVID-19 patient management”, an example of this instance is shown in this figure.
In this section, we present the file generated after the execution of the transformation rules in ATL. The generation of this file is successful when the transformation rules are correct and logical and present consistency between the source and target model. The generated file presents the structure of a class diagram of a part of the “COVID-19 patient management” process and can be presented in several forms while ensuring the basic structure of the diagram. The generated file is in the form of an XMI file and it conforms to its Ecore meta model. The structure of this file described in XML can be transformed into several forms including the class diagram.

![Fig. 12. Instantiation of the BPMN model "COVID-19 patient management"](image)

![Fig. 13. File generated after the execution of the transformation rules in ATL](image)
7 Conclusion

Through this article, we have succeeded in implementing a transformation from the CIM model to the PIM model according to the MDA approach. This transformation is ensured by a set of correspondence rules defined in ATL language. Our transformation started with the development of the source and target metamodels going through the development of transformation rules in ATL until the execution of these rules to obtain the target model in the form of an XMI file. In our case the source model of the transformation is represented by the BPMN notation and the target model is presented by the class diagram. In this article, we have tried to achieve real transformation based on the real business process of "COVID-19 patient management". As a perspective, we plan to achieve a transformation from the BPMN model to other target models including the use case diagram, state diagram and activity diagram.
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