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ABSTRACT The arrival of IoT has brought constant innovation. This innovation has allowed many “things” (sensors, wearable devices, smart appliances, among others) to be connected to the Internet to deliver the information they collect. This need for connection has set the tone for the development of new protocols that adapt to the IoT environment, taking into consideration low energy consumption and low computational cost. These protocols are known as Low Power Wide Area Network (LPWAN). In this context, one of the most used is LoRaWAN. As many other IoT protocols, it is exposed to security threats. These threats aim to compromise security principles like confidentiality, integrity and availability (CIA Triad) of the information. This paper aims to analyze weaknesses related to gateways within LoRaWAN infrastructure to propose a lightweight security protocol to address gateway authentication vulnerabilities. This protocol uses lightweight cryptographic functions to achieve this goal as it is intended to be deployed over IoT devices which are very limited in terms of hardware and power resources. Likewise, this protocol has gone through a formal security analysis with the use of BAN-Logic and a tool called Scyther, to validate the security of the proposed protocol.
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I. INTRODUCTION
The world of Internet of Things (IoT) is growing exponentially. By 2025, there will be nearly 77 billion devices connected to the Internet [1], [2], [3], [4], [5]. This growth has leveraged the emerge of certain smart initiatives (i.e. Smart Cities, Smart Campus, Smart Metering, Smart Factory, among others). Most of IoT solutions do not require high-speed connectivity, but they demand long life batteries. The amount of information transmitted by an IoT device is normally very small [6]. For instance, a temperature sensing device, would only use 7 bytes at most to inform about the temperature of a particular place.

With the aforementioned constraints (transmission and power), it is required to use lightweight secure wireless communication protocols to interconnect and exchange data among end-nodes/sensors [7], [8], [9]. These protocols or technologies are called Low Power Wide Area Network (LPWAN). LPWAN protocols support long range communications (kilometers); they are optimized for power consumption and they are not expensive to be implemented [9]. LPWAN is able to reach up to 10-40 km in rural areas whilst 1-5 km in urban areas, providing long-range communication. Moreover, a battery used in IoT devices with LPWAN has an estimate lifetime of around 10 years. Finally, IoT devices based on LPWAN are very affordable as their cost is no more than $5 dollars in some cases [8].

In terms of LPWAN protocols, there are multiple options such as LTE-M, SigFox, NB-IoT, Long Range Wide Area Network (LoRaWAN), Weightless-N, and EC-GSM. Among them, the most used are Long Range Wide Area Network (LoRaWAN), SigFox and Narrow Band – Internet of Things (NB-IoT) [7], [8], [9], [10]. These protocols have similarities in terms of architecture but differ in other parameters such as frequency of operation, security, connection fees, among others.

In comparison with other LPWAN protocols, LoRaWAN possess some benefits. First of all, its level of openness allows
researchers to perform changes and customizations in all of its components. Moreover, there is no interconnection fee to be paid for the use of the spectrum. Finally, LoRaWAN does not require a third-party infrastructure (back-end servers) for its deployment. Anyone is free to deploy a private network by using open source tools. For these reasons LoRaWAN has been selected as the subject of study in this work.

This work reviewed papers that have identified potential vulnerabilities issues in the current version of LoRaWAN v1.1. Based on such review, this work focused on addressing vulnerabilities that have not been mitigated yet. The proposed solutions use lightweight cryptographic functions to design new protocols to mitigate potential vulnerabilities that affect the communication between end-node and gateway. Compared to other works, this approach tries to solve security problems that are not described in the specification regarding the gateway. The main contribution of this work is to propose a protocol design that could be easily implemented over any IoT LoRaWAN End-Node.

This paper is structured as follows: Section 2 provides a technical overview of LoRaWAN 1.1 and describes potential security issues. Section 3 describes improvements to be made to address some of the vulnerabilities. Section 4 analyzes the protocol from the security perspective in a formal way and performance perspective from the number of cryptographic operations. Section 5 discusses potential strengths of the current solution. Finally, Section 6 concludes the work and analyzes future improvements.

II. LoRaWAN 1.1

A. TECHNICAL OVERVIEW

Long Range Wide Area Network (LoRaWAN) is an IoT protocol that uses CSS and FSK modulation. The coverage range of this protocol oscillates between 5km within urban areas and 20 km for rural areas. It operates over unlicensed ISM bands (868 MHz in Europe, 915 MHz in North America, and 433 MHz in Asia). It has an unlimited number of messages to be sent per day. In terms of bandwidth it supports 125Khz and 250Khz. A payload can handle up to 243 bytes. It implements mutual authentication with the use of two symmetric keys. For encryption it uses AES-128 in CTR mode and for integrity it uses Message Authentication Codes (MAC). Its infrastructure is completely open and allows private implementations given the chance that anyone could implement his own infrastructure by using open source tools like ChirpStack (https://www.chirpstack.io/) [3], [7], [8], [9], [11].

LoRaWAN operates at the MAC layer and it is based on LoRa (physical layer protocol). LoRa is the physical layer protocol. It is based on Chirp Spread Spectrum which is similar to FSK modulation, but it provides a longer communication range [12].

LoRaWAN has gone through several improvements so that its specification has changed several times. The specification which will be considered for this work will be [13] which has major changes in terms of session keys.

![LoRaWAN classes.](https://www.chirpstack.io/)

LoRaWAN operates over unlicensed Regional Industrial Scientific Medical (ISM) bands. ISM bands are 868 MHz in Europe, 915 MHz in North America, and 433 MHz in Asia. LoRaWAN has three classes known as Class A, B and C as shown in Figure 1. Class A is not optional and has to be implemented by all end-nodes. Devices that implement more than the mandatory class are considered High-End devices [13].

There are three classes of devices according to LoRaWAN specification. First, class A devices are bi-directional end nodes which are more energy efficient and have two short defined reception windows after every uplink message. Class B devices open additional receive windows on scheduled times with the use of beacons sent by the gateway. On the other hand, Class C devices are continuously listening and they are the least energy efficient but offer the lowest latency level [13].

1) ARCHITECTURE

LoRaWAN is composed of three elements: end-nodes, gateways and back-end servers. On the other hand, back-end servers are composed of: Network Server (NS), Join Server (JS) and Application Server (AS). Any end-node that wants to communicate with the back-end server infrastructure must go through a gateway (Gw). The communication between end-node (EN) and gateway is performed through LoRa protocol which is based on Chirp Spread Spectrum [12]. Gw to back-end servers communication is handled over TCP/IP protocols [9], [10], [12]. The following Figure 2 shows the architecture of LoRaWAN with all its actors.

2) LoRaWAN BACKEND INFRASTRUCTURE

As described in LoRaWAN Backend Interfaces Specification [14], besides radio gateway, there are three types of servers that are part of the backend architecture of LoRaWAN. Those servers are: Network Server, Application Server (AS), and Join Server; each of them perform specific tasks within the whole architecture. The Network Server (NS) is in charge of handling LoRAWAN MAC layer for end-nodes, forwarding messages to AS, forwarding Join
messages to JS, frame authentication, end-node verification among others. For Roaming scenario, LoRaWAN Backend Interfaces Specification [14] describes three roles for the NS which are home (hNS), serving(sNS) and forwarding(fNS). hNS is responsible for persisting information related to Service, Device and Routing profile, and DeviceEUI. These roles depends on JS for joining purposes and is connected to AS. In roaming scenario sNS and hNS are separated and uplink or downlink messages are passed from sNS to hNS. hNS is in charge of forwarding uplink messages to the proper AS based on DevEUI parameter. In addition, sNS role handles only MAC layer for the End-Node. Last, fNS handles gateways and there may exist more than one fNS serving a single End-Node. According to [14] JS manages End-Device activation process through Over the Air Activation (OTAA). A single JS could be connected to multiple NSs. This server contains information concerning Join-Request frames (uplink) and Join-Accept frames (downlink). It shares derived sessions keys with AS and NS. A JS could be connected to several AS, also a single AS could be connected to multiple JS. The AS is in charge of handling payloads (uplink and downlink frames) sent by the End-Devices. AS may be connected to multiple NSs and JSs, and several AS may be connected to a single NS. According to [14], there are several interfaces in place to support several procedures within LoRaWAN network from the perspective of the End-Device (home or roaming). These interfaces are:

- **sNS - JS**: Used during Roaming Activation Procedure, it helps to obtain NetID from hNS of a particular EN.
- **hNS - JS**: Supports Join Procedure between NS and JS.
- **hNS - sNS**: Supports signaling whilst in roaming as well as payload delivery between hNS and sNS.
- **sNS - fNS**: Supports signaling whilst in roaming as well as payload delivery between sNS and fNS.
- **AS - hNS**: Supports payload delivery between AS and hNS.
- **AS - JS**: Supports delivery of Application Session Key (AppSKey).
- **EN - NS**: Used to support LoRaWAN MAC-layer signaling and payload delivery between EN and NS.

The procedure for activating and End-Node (EN) within the LoRaWAN infrastructure is known as Join Procedure or Over The Air Activation (OTAA). This procedure is described in detail in the next section.

3) JOIN-PROCEDURE AT HOME SCENARIO

LoRaWAN supports two activation processes (join procedures) for enabling end-nodes over a LoRaWAN network. Those processes are: Activation By Personalization (ABP) and Over The Air Activation (OTAA).

The OTAA procedure is started by the end-node. For this purpose, each end-node has the following security parameters DeviceEUI\textsubscript{ENi}, JoinEUI\textsubscript{ENi}, NwkKey\textsubscript{ENi}, and AppKey\textsubscript{ENi}. The last two parameters are 128-bit keys used to derive session keys. These parameters are factory stored settings. This procedure is considered more secure than ABP since other keys are derived from known parameters stored in the device. In ABP mode, it is required that all sessions keys have to be preloaded in the end-node, application server, network server and join server for executing the join procedure and then sending uplink messages.

The Join-Procedure is a process for authenticating End-Nodes over a LoRaWAN network. This process is mandatory before sending any uplink message. In order to proceed the End-Node must first build a Join-Request message composed as follows by the JoinEUI, DevEUI and the DevNonce. JoinEUI is an identifier of the JS, DevEUI is a unique identifier of the Device and DevNonce is a sequential 2-byte number generated by the EN. This message is sent in plaintext. These parameters are evaluated by the JS and NS as follows. JS verifies that DevEUI is in the authorized list whilst NS validates and keeps a track of every DevNonce generated. If the procedure is successful, the Network Server will respond with a Join-Accept message to the EN so that it could derive session keys (Application Session, Network Session and Join Session keys) [10], [13].

The Join-Accept message contains the following parameters JoinNonce, Home_NetID, DevAddr DLSettings, RxDelay and CFList [13]. The following table describes the parameters that are part of the Join-Accept message see Table 1.

Once the EN receives the Join-Accept message, the following session keys are derived according to the specification [13]. Every session key is used for a particular purpose. FNwkSIntKey and SNwkSIntKey are used to calculate MIC fields for preserving message integrity. NwkSEncKey is used to cipher messages for NS.AppSKey is used to cipher Frm-Payload for AS [13]. The session keys are derived as follow according to the specification:

\[
\text{FNwkSIntKey} = \text{SEnc}((\text{NwkKey}_{i} \cdot 0x01) || \text{JoinNonce} || \text{JoinEUI} || \text{DevNonce} || \text{pad16})
\]

\[
\text{SNwkSIntKey} = \text{SEnc}((\text{NwkKey}_{i} \cdot 0x03) || \text{JoinNonce} || \text{JoinEUI} || \text{DevNonce} || \text{pad16})
\]

\[
\text{NwkSEncKey} = \text{SEnc}((\text{NwkKey}_{i} \cdot 0x04) || \text{JoinNonce} || \text{JoinEUI} || \text{DevNonce} || \text{pad16})
\]

\[
\text{AppSKey} = \text{SEnc}((\text{AppSKey}_{ENi} \cdot 0x02) || \text{JoinNonce} || \text{JoinEUI} || \text{DevNonce} || \text{pad16})
\]

\[
\text{JSIntKey} = \text{SEnc}((\text{NwkKey}_{ENi} \cdot 0x06) || \text{DevEUI}_{ENi} || \text{pad16})
\]

After the Join-Accept, JS must record and keeps a track of every JoinNonce generated every time a Join or a Rejoin is performed.
TABLE 1. Join-accept parameter summary.

| Parameter   | Size (bytes) | Generator | Purpose                                           |
|-------------|--------------|-----------|---------------------------------------------------|
| JoinNonce   | 3            | JS        | Counter value incremented with every Join-Accept  |
| NetID       | 3            | NS        | Network Identifier                               |
| DevAddr     | 4            | NS        | Device Address                                   |
| DLSettings  | 1            | NS        | Downlink Configuration                           |
| RxDelay     | 1            | NS        | Interval between reception and transmission      |
| CFList      | 16           | NS        | Optional list of network parameters              |

On the other hand, ABP procedure requires the manual input of session keys listed before. This procedure does use the same session keys for all their lifetime. It is then, more insecure than OTAA. There is no join-procedure or session key derivation and if keys are required to be renewed, they need to be manually configured.

Although there are some security considerations and activation processes described in the specification, there are still some issues that need to be addressed as they may compromise integrity and confidentiality of data and actors. These issues are described next.

B. SECURITY ISSUES IN LoRaWAN

LoRaWAN like any other LPWAN protocol, takes into consideration the typical limitations of constrained IoT devices. These constraints limit the ability to provide higher levels of integrity, confidentiality, and availability. However, LoRaWAN itself is not computationally constrained as payloads might reach 242 bytes over US915 frequency considering a Spread Factor (SF) of 7 a bandwidth of 125kHz [15].

This protocol has gone under some improvements, particularly in the security field with the specification released in 2017. This specification is currently under version 1.1 and is maintained by LoRa alliance [13]. This version corrects several vulnerabilities identified previously [16], and adds important features like the inclusion of a second key and separation of duties. Nevertheless, the improvements made to the specification have not addressed several issues like bit-flipping attacks, channel eavesdropping, rogue gateway attacks among others as described by [10], [17], and [18].

These attacks represent a threat for applications developed under this technology. LoRaWAN is a popular protocol and it is being deployed in several applications in different areas such as health care, smart city, smart farming, environmental monitoring, geolocation among others. However, it still presents vulnerabilities that can affect the deployment of solutions as well as end-users.

In terms of research, several works have been published to increase the level of security in LoRaWAN. Most of the reviewed papers are oriented to correct weaknesses over LoRaWAN v1.0. Published works are more oriented to deal with secure key distribution and generation in order to secure keys that are the root component to guarantee confidentiality and privacy of the payloads generated. Very few papers analyze security vulnerabilities in LoRaWAN 1.1 version and only a few propose some improvements. Table 2 shows some of the reviewed works, their research focus and the version of LoRaWAN used for the research [10].

As can be seen in the previous table, there is very few research being carried out in terms of vulnerabilities associated to gateways. In spite of recommendations that have been made, there are no formal requirements in the specification that focus on mitigating gateway vulnerabilities. In this situation, this research will be oriented on securing the communication between the Gw and the backend infrastructure.

For its part, the work presented by [20] discusses about impersonating gateways. Although the author performs this analysis over LoRaWAN 1.0, they are still applicable as the current specification does not address any security requirements or improvements to the gateway. The author describes that registering a gateway is not a mandatory requirement. The proof of concept that he performed used the platform The Things Network (TTN). This platform is able to accept traffic from unregistered gateways and they mark traffic as untrusted to differentiate from traffic generated by registered gateways. This attack takes place in four stages as described by the author. First, a malicious user has to acquire the gateway unique id. Then, the gateway gets disabled by the attacker. Once the id has been obtained, the malicious gateway is configured with the original id to communicate with the valid Network Server. Finally, a malicious user is able to perform an ACK spoofing. This attack is discussed and tested by [16] where they showed that a gateway can selectively decide which packets not being transmitted. Under the described scenario, the attacker would have physical access to the device or perform a jamming attack to completely disable it. As the used platform does not perform any further validations, once the malicious gateway “assumes” the identity of the compromise gateway it will be able to push messages through a malicious device. Finally, the author propose some countermesaures to prevent this attack from happening. The author suggests using IDS devices to detect a change of the IP address, and putting gateways in a safe and secure place. Moreover, the authors indicate that having gateway
redundancy is an alternative. Securing the channel between gateway and the backend infrastructure is also a suggested countermeasure. Last but no least, deereasing spread factor would notably reduce the possibility of a jamming attack.

On the other side, the authors in [19] perform a review on vulnerabilities over gateways and propose possible solutions. That work reviews problems like: Radio Jamming Attack, Beacon Attacks, Eavesdropping, Replay Attack, Wormhole attack and Rogue Gateway Attacks. i) Radio Jamming Attacks target the physical layer of LoRaWAN because end-nodes use radio signals to communicate with gateways. These signals can be interrupted through malicious hardware. Authors describe triggered and selective attacks. Triggered ones are easier to detect as they target all devices whilst selective affect a specific device only. ii) Beacon Attacks according to authors may affect class B devices since those beacon are not secured, a fake gateway might cause packet collisions leading to a Denial of Service (DoS). iii) Eavesdropping mainly affects packets that may be encrypted with the same key. iv) Replay attacks as mentioned by authors is an efficient attack against gateways as an attacker is able to send packets as if it were authorized. An attacker uses the highest value of the counter to repeat messages. v) Wormhole attacks consist on capturing packets and relaying them to another location in the network. This attack might cause downling messages to be routed to an invalid location. Although there are integrity checks within the packet sent, the receiver server does not validate the packet or its place of origin. vi) Rogue Gateway Attacks are possible since gateways are not authenticated in any way within the protocol.

The authors in [10] defines the GW as the weakest link of the communication between EN and the backend infrastructure. They emphasize that at this level, it is possible to perform any kind of capture or physical attack. In addition, authors state that gateways has been catalogued as “reliable” from the very beginning of LoRaWAN. In their work, they describe that there are two potential attacks that can take place. First, Beacon synchronization DoS attacks produced by attackers using untrusted GWs to send fake packets to affect synchronization of Class B devices. Moreover, GWs can be impersonated to sniff traffic generated by an authorized EN and therfore determine their network address. Also, the physical location of a EN can be determined by using a triangulation method. Finally, authors suggest that a mechanism to address this issue would be to implement mutual authentication between EN-GW and GW-NS.

A brief overview of vulnerabilities over some IoT protocols is reviewed in [21]. The authors in their work aim to bruteforce the MIC of a LoRaWAN packet. In their test they aim to build forged packets by calculating the MIC of future packets based on captured data. Although the are not fully able to forge packets, they made the server to accepted a packet with incorrect data. The authors highlight that this scenario is possible due to an insecure communication between Gw and NS leading to a Man-In-The-Middle-Attack (MITM). Also, the authors highlight that this scenario is feasible to exploit as the Semtech Packet Forwarder does not guarantee an authenticated connection between Gw and NS.

C. GATEWAY ATTACKS

1) FORMAL SECURITY VERIFICATION OF LoRaWAN 1.1 WITH THE INCLUSION OF THE GATEWAY ROLE

The authors in [30] performed a formal security verification by using a tool known as Scyther to analyze the state of security of the Join-Procedure in the LoRaWAN protocol for both versions 1.0.3 and 1.1. In such work, they demonstrated that LoRaWAN v1.1 is more secure. The authors considered only the end-node and the Join Server, but they did not include the gateway as it acts as packet translator to deliver uplink messages to the back-end infrastructure; however, Gw plays a crucial role as it if fails packets could not be delivered.

In our approach, we will use the same tool but considering the role of the Gateway in the protocol and taking the same assumptions as described in [30]. The following results were obtained after running the Scyther tool (see Table 3).

The results show that the inclusion of this role produces an affection in the protocol. This inclusion has affected the Weakagree principle, meaning that the partners might be communicating with an intruder. The other claim affected is Niagree, which means that the parties are not able to agree on the value of variables after execution. Besides, the claim Nisynch is also affected. It means that the protocol is not executed in order and that contents cannot be preserved during communication. Failing the the claim of synchronicity Nsynch implies that there is no mutual authentication between gateway and server (Network Server). Therefore, the gateway must be authenticated within the LoRaWAN infrastructure as this claim fails also between End-Node and Gateway. The table 3 shows that either the End-Node (Dev), Gateway (Gw), or Join Server (JS) could be attacked. This attack can be replicated not only during the Join-Procedure but also during uplink and downlink messages.

Uplink messages contains information payloads generated by the end-nodes that are intended to be delivered to an application server for further data processing and analysis. This process could be executed once an end-node has been activated either through OTAA or ABP join-procedures. The uplink message delivery protocol is shown in Figure 3.
2) THREAT MODEL

For defining the threat model, the uplink message protocol will be considered. The following assumptions are in place. The device has already approved successfully the OTAA Join-Procedure. The communication between the End-Node and the Gw flows over an insecure open channel. The Gw is not an authenticated device over the infrastructure. The adversary could be either internal or external. According to the specification this issue is not specified and assumes that the gateway is a “trusted” device. This lack of authentication allows malicious users to produce the following attack scenarios:

1) A malicious (not authenticated) gateway deployed for injecting captured or fake packets to a network server of a real LoRaWAN network as shown in Figure 4, might affect network server availability due to processing an excessive number of unauthorized packets.

2) A malicious attacker deploying a rogue-gateway to sniff the traffic and perform cryptoanalysis over the packets that are delivered to a valid back-end infrastructure affecting confidentiality and integrity of information as shown in Figure 5.

From the scenarios described before, a malicious user is able to compromise the communication channel between the End-Node and the Gateway as it is not protected. Although the frame payloads are encrypted, a malicious user is able to decode PHYPayload. According to LoRaWAN specification [13] a PHYsical PAYLOAD of an uplink message is composed as shown in Figure 6.

Any user is able to decode information sent from a PHYPayload of LoRaWAN as only some parameters of it are encrypted. The information that can be obtained by applying a simple Base64 or Hex decoding is listed in the following Table 4.

Although a malicious user would have a hard time trying to decrypt FRMPayload, it is important to denote that LoRaWAN session keys live for a long a time and they are just renewed with rejoin procedure or by sending a RekeyInd command that is triggered by the device and shall be processed by the NS to produce a new pair of keys [13]. With the aforementioned before, a cryptoanalysis procedure is valid to infer the content of the FRMPayload considering that the minimum length is 7 bytes protected with an AES-128 bit key. In addition, as a malicious user is able to capture packets he is also able to resend this packets or craft malicious packets based on previous information and send them to the LoRaWAN infrastructure since the gateway is assumed to be “trusted”. The exposed vulnerabilities require a mechanism that prevent malicious users to easily sniff, divert or inject unauthorized traffic.

Within LoRaWAN infrastructure, gateways are a key element since they convert LoRa frames into IP packets; therefore, they could be considered as a point of failure, which may affect packet delivery to the backend infrastructure or downlink messages to the End-nodes. Because of their importance, these elements must be recognized within the network to guarantee their authenticity when forwarding or
delivering messages. If gateways are not authenticated within LoRaWAN infrastructure, they are exposed to rogue gateway attacks which may affect their availability and may affect the normal flow of packets. An authenticated gateway will enhance the security level of messages, it would protect/cypher certain data from FHDR to prevent cryptoanalysis or using a known key to forward messages to authenticated network servers only. Likewise, this authenticated gateway would be the only authorized to send class B beacons to End-Nodes, these beacons might contain additional validation fields to prevent Class B nodes being flooded by such type of messages. The proposed approach aims to provide an enhancement over the End Node-Gw and Gw-NS relationships to use only registered gateways within LoRaWAN infrastructure by using lightweight cryptography protocols without requiring third-parties like Certification Authorities (CA).

III. SECURING END-NODE TO GATEWAY COMMUNICATION IN LoRaWAN
To achieve the proposed goal, the following solutions are proposed. First of all, register the gateway through the Network Server (fNS if in roaming scenario) by generating a new key to authenticate it over the LoRaWAN infrastructure. Also, produce a new session key that will be used between the EN and the Gw. This key will be known as GwsKey and will be generated during the Join Procedure. It will be shared to the NS and later to the Gw or group of Gw tied to a particular NS. Table 5 shows the notation used in the following protocols.

A. GATEWAY REGISTRATION PROTOCOL
This protocol registers a gateway within a LoRaWAN network. During this registration, the Gateway (Gw) will share its symmetric key with the Network Server (NS). In this scenario, it is assumed that the gateway symmetric key will reside in secure place that cannot be tampered.

In the proposed scenario each NS is in charge of one or a group of gateways. According to the LoRaWAN backend specification V1.0 [14], fNS is in charge of managing Gateways. A Gateway points to a particular fNS. There might be several Gws deployed within the network and connected to a network server. The number of gateways depend on the number of nodes that can be handled and the scope of the deployed network. This protocol aims to mitigate the vulnerability described as Rogue Gateway attacks. This is a formal protocol that must take place before any Gw wants to be part of a LoRaWAN network. The process for registering a gateway into the LoRaWAN network is executed as follows (see Figure 7). For this scenario, it is assumed that the network administrator has to configure the Gw, to connect to a fNS or a set of them.

First, the user in charge of performing the configuration is a network administrator which provides his/her credentials IDUi, PWUi into the gateway. Then, the gateway Gw, generates a random nonce RN1, a random symmetric key RSK, computes GwsKa=ht(RSK || GwKeyGw). Where GwKeyGw is a symmetric key that comes from factory and is stored in a secure place in the gateway, and calculates GwInf=SEnc(GwsKa, RN1||GwEUIGw) where GwEUIGw is a 64-bit Unique Identifier of the gateway, and SEnc(x,y) is a symmetric encryption function y using the key x, || is a concatenation operation, and h(.) is a one-way hash function. Then, it calculates the following:

- MReq = h(IDUi)||h(PWUi)) ⊗ GwsKa
- M1 = (MReq||IDUi)||GwInf)

The gateway (Gw) communicates with the fNS and asks for gateway registration by sending M1. After receiving the request, fNS obtains IDUi from M1 and calculates h(IDUi)||h(PWUi)). It obtains GwsKa by executing MReq ⊗ h(IDUi)||h(PWUi)). It extracts RN1||GwEUIGw by performing SDec(GwsKa, GwInf) where SDec(x,y) is a symmetric decryption function of message y using key x. It generates two random nonces RN2 and RN3 and then computes the symmetric groupkey key for all gateways associated to fNS by executing GrpKeyGrpdl = h(GwKeyGw)||GwKeyGw||GwKeyGw||GwKeyGw||RN3), where GwKeyGw is a symmetric key that belongs to a particular registered gateway n. This key is the group symmetric key that will be used by the fNS to share multicast messages with its registered gateways. Then, it generates a sequential integer GrpId to identify the group of gateways connected to it. It stores (GwEUIGw,h(GwEUIGw),GrpKeyGrpdl,GrpId) in its LocalDB. For this scenario, every time a gateway is registered, the GrpKeyGrpdl will be calculated and shared (multicast) to all the gateways tied to a fNS. Finally, it calculates M2=SEnc(GwsKa,GrpKeyGrpdl||RN1’||RN2) and sends it back to Gw.

Once Gw, receives M2, it obtains GrpKeyGrpdl||RN1’||RN2 by decrypting SDec(GwsKa,M2). Then, it validates if the received random nonce RN1’ matches the previously generated one RN1, to guarantee the freshness of the message. If previous validation was ok, it calculates MICGw = aes_cmac(GrpKeyGrpdl, RN2’||GwEUIGw), where aes_cmac(x,y) is an AES Message Authentication Code function that uses a key x to produce a code of a message y. Then, it computes MA=SEnc(GrpKeyGrpdl, RN2’||MICGw) Finally, it calculates M3 = MA||h(GwEUIGw) and sends M3 to fNS.

Finally, upon reception of M3, fNS obtains h(GwEUIGw) and compares against its LocalDB to obtain the GrpKeyGrpdl
FIGURE 7. Gateway registration protocol.

of the gateway that is requesting the registration process used for further decryption operations. It decrypts MA to obtain RN2' and MICGw by executing SDec(GrpKeyGrpId, MA) using the key retrieved from its LocalDB. Then, fNS calculates MICGw' by executing aes_cmac(GrpKeyGrpId, RN2||GwEUI, Gw1) where RN2 is the previous random nonce generated by fNS. It compares MICGw' against the received MICGw to validate that the message has been generated by the gateway requesting registration. Also, it validates RN2 against RN2' to validate the freshness of the message. If both comparisons are valid, fNS stores the tuple (h(GwEUI, Gw1), AUTHORIZED_TRUE) in its database to authorize messages coming from the just registered gateway. Otherwise, it prohibits the gateway by registering the tuple (h(GwEUI, Gw1), AUTHORIZED_FALSE).

B. GATEWAY SESSION KEY DERIVATION PROTOCOL

1) HOME SCENARIO

The process for deriving the Gateway Session Key (GwSKeyENi) in a LoRaWAN Home Scenario is executed as follows (see Figure 8). The steps highlighted in green are part of our contribution.

This procedure is executed during the Join-Procedure OTAA described in the LoRaWAN 1.1 specification. Once the EN has passed all validation procedures by NS and JS, it starts the Session Key Derivation Process. According to the specification, there are five keys that are derived and shared with the Network Server and the Application Server. In this scenario, a new symmetric key based on previous Network Key and Application Key is calculated by using an XOR function and then using it to calculate a sixth session key known as GwSKeyENi. The following steps are executed:

- **NAKeyENi** = NwkKeyENi ⊕ AppKeyENi
- **GwSKeyENi** = aes_cmac(NAKeyENi, hDevEUIENi || DevNonceENi || JoinNonceENi || JoinEUIENi)

Once obtained, JS generates M1 and asymmetrically encrypts it with the public key of the Network Server (NS) NSPubKey. JS is able to determine GwEULewi as it comes in the payload of the Join-Procedure. JS computes:
### TABLE 5. Notations used in designed protocols.

| Notation           | Description                                                                 |
|--------------------|----------------------------------------------------------------------------|
| Gw1                 | GW1 device                                                                 |
| UT1                 | UT1 user                                                                  |
| RN1, RN2, ..., RNn  | Random nonces                                                             |
| ENid                | End-node i                                                                |
| AppSKENi            | Session key used to cypher data to AS from End-node                      |
| NWskSENKEloi         | Session key used to cypher data to NS from End-node                       |
| JSNhKEloi           | Network Session key derived during OTAA                                   |
| GwSKEloi            | Session key used to cypher data to GW from End-node                      |
| SNwkSHlKEni         | Session key used to calculate partial MIC over uplink messages, full MIC on downlink messages and rejoin request. |
| FwKHloki            | Gateway Symmetric key                                                     |
| GwKHloki            | Symmetric keys of other gateways                                          |
| AppKHloki           | Pre-shared root application key                                           |
| NWKHloki            | Pre-shared root network key                                              |
| NAKKHloki           | Calculated key between AppKHloki XOR NWKHloki to derive GwSKEloki         |
| GwEUloki            | Gateway Extended Unique Identifier                                        |
| DevEUloki           | Device Extended Unique Identifier                                         |
| GwDevIdloki         | End-node anonymous identity                                              |
| GrpkGKloki          | Symmetric Group Key for multicast messages                                |
| GrpId               | Group Identifier of a set of gateways connected to a N's                   |
| MIGw                | MIC used to validate integrity between N's and GW1                        |
| PubKeyYSN           | N's asymmetric key pair                                                   |
| PrivKeyYSN          | N's asymmetric key pair                                                   |
| PUBKeyYSN           | N's symmetric key pair                                                   |
| PrivKeyYSN          | N's symmetric key pair                                                   |
| PubKeyYS, PrivKeyYS | JS's asymmetric key pair                                                 |
| IDUP                | Identification of UT1                                                   |
| PWUT                | Password of UT1                                                          |
| ||                  | String concatenation                                                     |
| h                   | One way hash function                                                    |
| ⊙                   | Exclusive OR operation                                                   |
| mic                 | Message Integrity Code function                                           |
| aESC_cmac           | AES Message Authentication Code function                                 |
| SEnc(x,y)           | Symmetric encryption of message y using the key x                         |
| SDec(x,y)           | Symmetric decryption of message y using the key x                        |
| MICPy               | Additional MIC to protect Payload Integrity                               |
| MIC_PENi            | MIC to validate message Integrity between ENi and GW1                    |
| JS                  | Join Server                                                              |
| NS                  | Network Server                                                           |
| AS                  | Application Server                                                      |
| DevAddrENi          | Device Address assigned by the network server                            |
| MHDR                | MAC Header                                                               |
| FHDR                | Frame Header                                                            |
| Mtype               | Message Type                                                            |
| EIP                 | Extended Port Protocol (RFU unused bits)                                 |
| FPort               | Optional Port Field                                                     |
| FCtrl               | Frame Control                                                           |
| FCnt                | Frame Counter                                                           |
| FOpts               | Frame Options                                                           |
| Payload             | Unencrypted Message Payload                                             |
| FRMPayload          | Encrypted Frame Payload                                                 |
| B0                  | Uplink B0 MIC computation block format                                    |
| B1                  | Uplink B0 MIC computation block format                                    |
| msg                 | Whole message that is composed of MHDR, FHDR, FPort, FRMPayload          |

- $M1 = AEnc(NSPubkey,GwEUloki||DevEUloki,|GwSKEloki)$
- $GwDevIdloki = h(GwSKEloki||DevEUloki)$

JS stores $\{GwDevIdloki, DevEUloki\}$ for further processing, $M1$ is sent back to the network server by using the sharing process of session keys and JoinAccept is forwarded to End Node.

The network server (NS) receives $M1$ and decrypts it by executing $AEnc(NSPubkey,M1)$ to obtain $GwEUloki||DevEUloki||GwSKEloki$, where $AEnc(x,y)$ is a symmetric decryption function that uses a public key $y$ to decrypt a message $y$. Then, it calculates $M2$ by executing $M2 = SEnc(GrpKeyGrpId,GwEUloki||DevEUloki||GwSKEloki)$ and sends it to the gateway.

The Gateway receives $M2$ and decrypts it by executing $SDec(GrpKeyGrpId,M2)$ to obtain $GwEUloki||DevEUloki||GwSKEloki$. Then, it calculates $h(GwSKEloki||DevEUloki)$ to generate a unique anonymous identifier for the end-node. $Gw1$, also stores a maximum idle time (defined by the network administrator) $Max Idle Time (MITENi)$ for such $ENi$ to prevent storing data of devices that are not using that gateway or that devices that have not transmitted data in a period of time greater than (MITENi). Finally, the gateway stores $\{GwDevIdloki, GwSKEloki, MITENi\}$ in its database for decrypting further messages sent by a particular end-node.

According to the specification, once the Join-Accept message was received, the end-node must derive session keys. At this point the End-Node calculates:

- $NAKeyENi = NWskSHlKEni \otimes AppKhloki$
- $GwSKEloki = aes_cmac(NAKeyENi, h(DevEUloki)||DevNonceENi||[JoinNonceENi||JoinEUloki])$

...to obtain the session key used to send messages to a particular Gateway. The $GwSKEloki$ is a 128-bit key. This key will be renewed on every Re-Join procedure according to the protocol described before. The key is assumed to be stored in a secure place with tamper proof mechanisms.

2) ROAMING SCENARIO

In case the LoRaWAN infrastructure is working on Roaming Scenario, the following considerations are in place, and the protocol for such scenario is shown in Figure 9.

According to the LoRaWAN backend specification [14] when an End-Node $ENi$ works over roaming the following additional steps are required once a Join Request has been dispatched. First, the Join Request arrives to $NS2$ and it has to determine if it is acting as the $(hNS)$ for the $ENi$. It also has to determine if it has been identified to work with $JS$ which is identified by $JoinEU1$, if such is not the case, the process must terminate at this point. Otherwise, it has to perform a DNS lookup to identify the IP address of $JS$. In case $NS2$ is not able to identify the $(hNS)$, it has to send a request that contains $DevEU1$ to $JS$ to retrieve such information. $JS$ has to respond to such request either with a succesfull response containing the $NetID$ of $NS1$ if $NS2$ belongs to authorized networks or with a No Roaming Agreement Response. Then, $NS2$ performs a DNS lookup to obtain the IP Address of $NS1$ $(hNS)$ by using the previously obtained $NetID$ and also it sends a request $(ProfileReq)$ containing the DevEU1 to retrieve profile information of the device. Later, if the device is allowed for roaming $NS1$ should inform to $NS2$ through
a successful notification (ProfileAns). If the device has not been authorized a failure notification is forwarded. Once NS2 received a successful confirmation with handover roaming type, it has to start a new message request (HRStartReq) to NS1 that contains the JoinRequest, MACVersion, ULMeta-Data, DevAddr, DLSettings, CFList and Device Profile Timestamp. NS1 forwards the Join-Request to JS to start the JS Session Key Derivation process. During this process, the derivation of the new key $GwSKey_{EN_i}$ is the same as described in previous section.

C. UPLINK MESSAGES THROUGH AUTHENTICATED GATEWAYS

The process for sending uplink messages through a registered gateway is described as follows. This procedure is executed after the OTAA Join-Procedure has been successfully acknowledged with a Join-Accept message. It applies for Unconfirmed Data Up Messages and is divided in two scenarios.

The first one applies when an end-node $EN_i$ has joined (OTAA Activation) through a registered gateway $Gw_i$ which has already been registered through the JS. The second scenario applies when an end-node $EN_i$ wants to send a message over a registered gateway but $EN_i$ is not registered over that $Gw_i$. In our proposal a $Gw_i$ must be registered over the LoRaWAN infrastructure before forwarding any message.

First of all, $EN_i$ calculates all the following as part of the construction of the uplink message according to LoRaWAN 1.1 specification [13]:

- $M1 = AEnc(NS1PubKey, GwEUI_{Gw_i}||DevEUI_{EN_i}||GwSkey_{EN_i})$
- $M2 = AEnc(NS2PubKey, ADec(NS1PubKey, M1))$

Upon reception of $M2$, NS2 calculates $M3$ by executing $ADec(NS2PubKey, M2)$ and then builds $M4$ by executing $SEnc(GrpKey_{GrpId}, M3)$. $M4$ is then forwarded to the gateway.

Once $Gw_i$ receives $M4$, it executes $SDec(GrpKey_{GrpId})$ to obtain $GwEUI_{Gw_i}||DevEUI_{EN_i}||GwSkey_{EN_i}$. Then, it calculates $GwDevId_{EN_i} = h(GwSkey_{EN_i}||DevEUI_{EN_i})$ and stores $\{GwDevId_{EN_i}, GwSkey_{EN_i}\}$ in its LocalDB.

Finally, $EN_i$ derives $GwSkey_{EN_i}$ in the same way as stated in the previous section (Home Scenario).
Then, $EN_i$ calculates $GwDevId_{EN_i}=h(GwSKey_{EN_i}\|DevEUI_{EN_i})$, which is a temporary anonymous identifier that depends on a session key previously established with a Join-Accept and changes with every message; it is 9 bytes long distributed as follows. The hashed parameter has been divided in 4 parts, the protocol will randomly take one of the parts (8 bytes) and will add a ninth byte to mark the corresponding portion sent.

For the FHDR, we propose to use dynamic Device Address to make sniffing harder. The new device Address ($DevAddr$) will be calculated as follows: $DevAddr_{EN_i} = SEnc(GwDevId_{EN_i}, DevAddr)$. This parameter will use the full key $GwDevId_{EN_i}$ generated and will be increased with every time an uplink message is sent.

Also, According to LoRaWAN 1.1 Specification [13] there are two unused (4.2) bits in MAC Header that are reserved for future use (RFU). This proposal uses these bits so that $EN_i$ defines the type of message to be built by creating $EJp$ which will take the value $EJp = 0x01$ to identify a secured type of message to be delivered through a registered gateway ($Gw_i$).

In addition, our proposal considers adding an integrity MIC for $FRMPayload$. $EN_i$ calculates a new MIC after $FRMPayload$ has been symmetrically ciphered. This new MIC is 4 bytes length as is calculated as follows: $MIC_{Py}=aes\_cmac(AppSKey_{EN_i}, FRMPayload)[0..3]$ and will be used to validate, accept or decline a message if $FRMPayload$ was tampered by malicious users.

Moreover, our proposal considers adding a 4-byte MIC for validating messages sent from $EN_i$ to $Gw_i$. This MIC is calculated as follows by $MIC_{P_{EN_i}}=aes\_cmac(GwSKey_{EN_i}, msg||GwDevId_{EN_i}||FCntUp)[0..3]$.

Finally, once all previous components have been calculated, $EN_i$ calculates $MI = MHDR||FHDR||FPort||FRMPayload||MIC||MICPy||MIC_{P_{EN_i}}$ and sends it to $Gw_i$.

1) PROTOCOL FOR SENDING UPLINK MESSAGES OVER AUTHENTICATED END-NODES AND GATEWAYS (UMOAEG)

The purpose of this protocol is to deliver messages over a $Gw_i$ that has already been registered within LoRaWAN infrastructure by using an authenticated $En_i$. 
Once Gw1 receives M1, it verifies if GwDevIdENI is in the LocalDB GwDevIdENI, GwSKeyENI. If such verification is true, it calculates DevAddr = SDec(GwDevIdENI, DevAddrENI), extracts GwSKeyENI and calculates MIC_PENI = aes_cmac(GwSKeyENI, msg) [GwDevIdENI||FCntUp][0..3] and compares against MIC_PENI from M1, if it matches, Gw1 builds M2 = MHDR||FHDR||FPort||FRMPayload||MIC||MICPy and calculates M3 = SEnc(GrpKeyGrpd, M2) which is then forwarded to the Network Server (NS).

Then, NS calculates SDec(GrpKeyGrpd, M3) to obtain M2. It then calculates cmacS and cmacF to validate MIC according to [13], if such validation is true M2 is then forwarded to the Application Server (AS).

Finally, after AS receives M2, it calculates MIC_Py = aes_cmac(AppSKey, FRMPayload)[0..3] and validates against MIC_Py from M2 to verify that FRMPayload has not been altered whilst in transit. If that validation was successful it then executes SDec(AppSKeyENI, FRMPayload) to obtain Payload in plain text and then decodes it; otherwise, AS aborts the process. The designed protocol is shown in Figure 10.

2) PROTOCOL FOR SENDING UPLINK MESSAGES OVER unAUTHENTICATED END-NODES AND GATEWAYS (UMOUEG)

The protocol designed can be seen in Figure 11 In this scenario, the purpose is to deliver an uplink message over an authenticated ENI a registered Gw1 but the session key has not been delivered yet to Gw1. First of all, once Gw1 receives M1, it verifies if GwDevIdENI is not in the LocalDB GwDevIdENI, GwSKeyENI. If so, it temporarily stores M1, GwDevIdENI, GwSKeyENI in a TempDB. Then, it extracts DevEUIENI from LocalDB, calculates M2 = SEnc(GrpKeyGrpd, GwDevIdENI||GwEUIENI||DevEUIENI) and forwards it to NS.

Upon reception of M2, NS executes SDec(GrpKeyGrpd, M2) to obtain GwDevIdENI||GwEUIENI||DevEUIENI and then calculates M3 = AEnc(PubkeyJS, GwDevIdENI||GwEUIENI||DevEUIENI) using asymmetric encryption with the public key of JS and forwards it.

Once JS receives M3 it asymmetrically decrypts it by executing ADec(PubkeyJS, M3) to obtain GwDevIdENI||GwEUIENI||DevEUIENI and then it validates if GwDevIdENI is in the LocalDB and DevEUIENI is in the Supported Device List of JS, if so it calculates the following:

- \( \text{NAKeyENI} = \text{NwkKeyENI} \oplus \text{AppKeyENI} \)
- \( \text{GwSKeyENI} = \text{aes_cmac(NAKeyENI, hDevEUIENI ||DevNonceENI||JoinDevEUIENI||JoinEUIENI)} \)
- \( \text{M4} = \text{AEnc(PubkeyNS, GwEUIENI||DevEUIENI||GwSKeyENI, \text{GRANTED})} \)

On the other hand if there is no match JS calculates M4 = AEnc(PubkeyNS, GwEUIENI||DevEUIENI||UNAUTHORIZED). Then M4 is sent back to NS.

NS receives M4 and then asymmetrically decrypts it by executing ADec(PubkeyNS, M4) to obtain M5 to calculate M6 = SEnc(GrpKeyGrpd, M5) and then sends it back to Gw1.

---

**TABLE 6. Notations used in BAN logic.**

| Notation | Description |
|----------|-------------|
| X ≡ Y   | X believes a statement Y |
| #(Y)    | X is updated and fresh |
| X ⊗ Y   | X sees that Y |
| X ⇒ Y   | X once said the statement Y |
| X ⇔ Y   | X controls that Y |
| X ↦ Y   | K is a secret shared key between X and Y |
| \{Y\}_K | Y is encrypted with K |
| \{Y\}_K | Y is combined with K |

GW1 receives M6 and symmetrically decrypts by executing SDec(GrpKeyGrpd,M6) to obtain MR = GwEUIGw1||DevEUIENI||[GwEUIENI]||[STATUS]. Then, GW1 validates if MR contains GRANTED response, if so, it then retrieves M1, GwDevIdENI, GwSKeyENI, from TempDB by using GwSKeyENI and calculates MIC_PENI = aes_cmac(GwSKeyENI, msg) [GwDevIdENI||FCntUp][0..3]. It compares if MIC_PENI is equal to MIC_PENI obtained from M1, stores (GwDevIdENI, GwSKeyENI, DevEUIENI), calculates DevAddr = SDec(GwDevIdENI, DevAddrENI), builds MP1 = MHDR||FHDR||FPort||FRMPayload||MIC||MICPy, calculates MP2 = SEnc(GrpKeyGrpd, MP1) and forwards it to NS.

Then, NS calculates SDec(GrpKeyGrpd, MP2) to obtain M2. It then calculates cmacS and cmacF to validate MIC according to [13], if such validation is true M2 is then forwarded to the Application Server (AS).

Finally, after AS receives M2, it calculates MIC_Py = aes_cmac(AppSKeyENI, FRMPayload)[0..3] and validates against MIC_Py from M2 to verify that FRMPayload has not been altered whilst in transit. If that validation was successful it then executes SDec(AppSKeyENI, FRMPayload) to obtain Payload in plain text and then decodes it; otherwise, AS aborts the process.

IV. SECURITY ANALYSIS

A. FORMAL ANALYSIS

In this section we demonstrate the security of the Gateway Registration Protocol by using BAN logic.

1) BAN LOGIC NOTATIONS

The following Table 6 presents the notations used for BAN logic.

2) BAN LOGIC RULES

The following are the rules of BAN logic:

1) Message meaning rule: \( X \vdash X \rightarrow Z, X \rightarrow (Y) \)
2) Nonce verification rule: \( X \vdash \#(Y), X \vdash Z \rightarrow Y \)
3) Jurisdiction rule: \( X \vdash Z \rightarrow Y, X \vdash Z \rightarrow F \)
4) Freshness rule: \( X \vdash \#(Y, W) \)
5) Belief rule: \( X \vdash \#(Y) \)
3) SECURITY GOALS
The following are the goals defined for the Gateway registration protocol:

**Goal 1:** \(Gw_i \equiv (Gw_i, GRpKey_{Gwi}, GRpId) \rightarrow fNS\)

**Goal 2:** \(fNS \equiv (Gw_i, GRpKey_{Gwi}, GRpId) \rightarrow fNS\)

**Goal 3:** \(Gw_i \equiv fNS \equiv (Gw_i, GRpKey_{Gwi}, GRpId) \leftarrow fNS\)

**Goal 4:** \(fNS \equiv Gw_i \equiv (Gw_i, GRpKey_{Gwi}, GRpId) \leftarrow fNS\)

4) IDEALIZED FORMS OF MESSAGES
The idealized form of the messages of our protocol are shown below:

**Msg1:**
\[Gw_i \rightarrow fNS \equiv \{GwSKa_{h(ID_Ui)}||h(PW_Ui)} \}, ID_Ui, (RN1, GwEUI_{Gw_i})_{GwSKa}\]

**Msg2:**
\[fNS \rightarrow Gw_i : \{RN1, RN2, Gw_i \leftarrow fNS\}_{GwSKa}\]

**Msg3:**
\[RN2, MICGw, h(GwEUI_{Gw_i}) \]_{Gw_i \leftarrow fNS} \]

5) ASSUMPTIONS
The assumptions are listed below:

**A1:** \(fNS \equiv (Gw_i \leftarrow h(ID_Ui)||h(PW_Ui)} \rightarrow fNS\)

**A2:** \(fNS \equiv #(RN1)\)

**A3:** \(Gw_i \equiv (Gw_i \leftarrow h(ID_Ui)||h(PW_Ui)} \rightarrow fNS\)

**A4:** \(Gw_i \equiv #(RN2)\)

6) PROOF USING BAN LOGIC
1) According to **Msg1**, the following is obtained:
\[(S_1) : fNS \leftarrow GwSKa_{h(ID_Ui)}||h(PW_Ui)}}, ID_Ui, (RN1, GwEUI_{Gw_i})_{GwSKa}\]

2) By using \(S_1\) and \(A1\) with the message meaning rule, we obtain:
\[(S_2) : fNS \equiv Gw_i \leftarrow h(ID_Ui)||h(PW_Ui)}), ID_Ui, (RN1, GwEUI_{Gw_i})_{GwSKa}\]

3) Using \(S_2\) and \(A2\), with the freshness rule, the following is obtained:
\[(S_3) : fNS \equiv #(GwSKa_{h(ID_Ui)}||h(PW_Ui)}}, ID_Ui, (RN1, GwEUI_{Gw_i})_{GwSKa}\]

4) By using \(S_1\) and \(A1\) with the message meaning rule, we obtain:
\[(S_4) : fNS \equiv Gw_i \leftarrow h(ID_Ui)||h(PW_Ui)}), ID_Ui, (RN1, GwEUI_{Gw_i})_{GwSKa}\]

5) By using **Nonce Verification Rules**, \(S_3\) and \(S_4\), we obtain:
\[(S_5) : fNS \equiv Gw_i \equiv GwSKa\]
According to S₅ and Jurisdiction rule, we obtain:

\[(S₆) : fNS \equiv GWSKa\]

According to Msg2, we obtain:

\[(S₇) : Gw₁ \leftarrow \{RN₁, RN₂, Gw₁ \leftarrow fNS\}_{GwSKa}\]

Using S₆ and S₇ with the message meaning rule, we obtained:

\[(S₈) : Gw₁ \equiv fNS \mid \sim Gw₁ \leftarrow fNS\]

Using S₈, A₂ and A₄ with the nonce verification rule, we obtained:

\[(S₉) : Gw₁ \equiv fNS \mid \equiv Gw₁ \leftarrow fNS\]  \hspace{1cm}  (Goal3)

Using S₉ and jurisdiction rule, the next is obtained:

\[(S_{10}) : Gw₁ \equiv Gw₁ \leftarrow fNS\]  \hspace{1cm}  (Goal1)

By using the Key Generation Algorithm of the Protocol (Since $Gw₁ \leftarrow fNS$ is generated by fNS)

\[(S_{11}) : fNS \equiv Gw₁ \leftarrow fNS\]  \hspace{1cm}  (Goal2)

According to Msg3, the following is obtained:

\[(S_{12}) : fNS \equiv \langle RN₂, MICGw, h(GwEUI_{Gw₁}) \rangle \rightarrow Gw₁ \leftarrow fNS\]

By using S₁₁, S₁₂, and message meaning rule, we obtain:

\[(S_{13}) : fNS \equiv Gw₁ \mid \sim \langle RN₂, MICGw, h(GwEUI_{Gw₁}) \rangle\]

Using S₁₃, A₂ and A₄ with the nonce verification rule

\[(S_{14}) : Gw₁ \equiv fNS \equiv \langle RN₂, MICGw, h(GwEUI_{Gw₁}) \rangle\]

By using the validation of the returned RN₂, MICGw

\[(S_{15}) : fNS \equiv Gw₁ \equiv Gw₁ \leftarrow fNS\]  \hspace{1cm}  (Goal4)
7) SCYTER TOOL

Scyther is a tool that performs formal security analysis of protocols considering the assumption of perfect cryptography. It means that the adversary cannot learn from an encrypted message unless he possesses the key for decryption [36]. According to the authors, this tool helps finding problems when building protocols. This tool uses Security Protocol Description Language (SPDL), which has a programming syntax similar to C or Java.

Scyther is able to evaluate security properties such as, i. **Aliveness** ensures that partners are live, ii. **Weakagree** assures that a partner is communicating with each other rather than an intruder, iii. **Niagree** which means that the parties shall agree on the value of variables after a protocol has been executed, iv. **Nisynch** validates that everything is executed by triggers, occurs in order and contents are preserved, v. **SKR** refers to secrecy of session keys, vi. **Secret** refers to the secrecy of a particular parameter as stated in [36].

Scyther is developed over python and has a Graphic User Interface (GUI) and CLI interface, both of them can be used to analyze protocols and show claims. The results shown in tables 7 and 8 are taken from the GUI and are able to show a “Failed” statement in the “Status” column when there is a security issue and will display all attacks found with the help of a button that will launch a new window containing a graphic that denotes the attack. On the other hand, if everything goes well the “Status” column will show an “OK” statement combined with the “No attacks” words meaning that there are no attacks that affect the analyzed claim.

In terms of data types, Scyther is flexible and any type could be defined in order to represent a variable. It is important to clarify that Scyther does not analyze data types, it views the state of security of the whole protocol rather than checking for robustness of keys or algorithms used.

From the literature review, Scyther has been used to perform a formal analysis of the LoRaWAN protocol as described in [30]. In that work, authors prove the security of the OTAA Join-Procedure process by designing the protocol from scratch according to the specification. The results obtained showed that V1.0 is susceptible to attacks as there is a weak relation between the End-Node and the NS/AS particular during the join process. The tests performed were focused on Non-injective agreement and Non-injective synchronization.

To perform the analysis of the proposed protocols, we took the designs established in the previous section and translated them to the SPDL language following all the steps designed.

8) ANALYSIS OF GATEWAY REGISTRATION PROTOCOL

First of all, this protocol was coded including all variables as described in Figure 7. For this scenario, the **GW** is authenticated against **NS**. Then **NS** calculates a group key that includes all previous symmetric keys received from other gateways that have been registered already. Every time a gateway arrives or leaves this **GrpKey** is recalculated. The Scyther analysis of this protocol is shown in Table 7. The secrecy of **GrpKey** remains intact by showing no attacks, likewise all claims (Alive, Weakagree, Niagree, Nisynch) are marked with status **OK** showing that no attacks are possible. This validates that the proposed protocol is secure.

9) ANALYSIS OF GATEWAY SESSION KEY DERIVATION PROTOCOL

The Gateway Session Key Derivation Protocol was coded by including all variables involved during the OTAA procedure as described in the specification of LoRaWAN 1.1. This protocol is composed of three main roles: End-Node (Dev), Gateway, Network Server and Join Server. The results shown that Alive, Weakagree, Niagree and Nisynch are OK and are not susceptible to attacks. In addition, the secrecy of all the session keys generated is preserved among all the roles. The new introduced key **GwSkey** is represented by **aes_cmac(NAKEy, bit(DevNonce)[0][JoinNonce][[JoinEUi][JoinEU]]))** shows no attacks, meaning that the OTAA Join Procedure is not feasible to other attacks due to its inclusion. It is important to mention that this new session key preservers the same length (16 bytes) as other derived keys during Join Procedure.

This new key is shared to the Gateway through the Network Server, which uses a pre calculated group key (**GrpKey**), to multicast this session key (**GwSkey**) to other gateways that are connected to the same Network Server. Therefore, only the gateway or its group of gateways that belong to the same Network Server can decrypt messages sent by **EN** and then forward payloads to the backend infrastructure. The results of Scyther execution are displayed in Table 7.

10) ANALYSIS OF PROTOCOL UMOAEG

According to the LoRaWAN 1.1 specification once the Join Procedure has performed and End-Node device would be able to send data to the Application Server. As stated before, the design was translated to a SPDL file to reflect all interactions between the involved roles. In this case the participants were: **DIS** (Dev), Gateway, Network Server (NS) and Application Server (AS).

All the variables used in the protocol where declared as **String** for testing purposes. **String** was defined as a **userType** variable as it is not a common data type of Scyther.

As shown in, Table 7 there are no potential vulnerabilities in the proposed protocol. It means that as long as an End-Node uses a valid **GwSkey**, a message will be delivered to the Application Server, otherwise, it will be discarded by the Gateway before sending it to the backend infrastructure. The secrecy of session keys is preserved according to the results shown by Scyther as well as **MIC** and **MIC_P**, validation fields to protect the FRMPayload from bit-flipping attacks.

11) ANALYSIS OF PROTOCOL UMOPUEG

In our proposed scenario, we have identified that if an **EN** has gone through a Join procedure using a different **Gateway**.
It is possible to re-generate the $GwSkey_{EN}$ and pass it to the Gateway so that it could deliver messages to the back-end infrastructure no matter if this is a newly authenticated Gateway over the platform. In case a rogue gateway aims to forward a message to the AS, it will not be able to determine the $GrpKey_{Grpd}$ required to forward the payload to the $NS/fNS$.

For this scenario, there are five roles participating in the communication: Dev, Gateway, NS, Join Server (JS) and Application Server (AS). Each of them is in charge of encrypting/decrypting particular parts of the message.

The results displayed by Scyther (see Table 8) showed that the implementation does not have potential attacks and it could be considered as a secure protocol. All claims are marked with the OK word and the Verified $Niagree$, $Nisynch$, $Alive$, $Weekagree$ and session keys.

### B. SECURITY ANALYSIS

This part examines the security of the proposed set of protocols by reviewing possible attacks [37].

---

#### TABLE 7. Scyther results for proposed protocols I.

| Protocol                        | Role       | Claim        | Status | Attack patterns |
|---------------------------------|------------|--------------|--------|-----------------|
| Gateway Registration Protocol   | Gateway    | Alive        | OK     | No attacks      |
|                                 |            | Weakagree    | OK     | No attacks      |
|                                 |            | $Niagree$    | OK     | No attacks      |
|                                 |            | $Nisynch$    | OK     | No attacks      |
|                                 |            | Secret $GrpKey_{Grpd}$ | OK | No attacks |
| Network Server                  | Alive      | OK           | No attacks |
|                                 | Weakagree  | OK           | No attacks |
|                                 | $Niagree$  | OK           | No attacks |
|                                 | $Nisynch$  | OK           | No attacks |
|                                 | Secret $GrpKey_{Grpd}$ | OK | No attacks |
|                                 | Secret $GwSkey_{EN}$ | OK | No attacks |
| Gateway Session Key Derivation Protocol | End-Node | Alive       | OK      | No attacks      |
|                                 | Weakagree  | OK           | No attacks |
|                                 | $Niagree$  | OK           | No attacks |
|                                 | $Nisynch$  | OK           | No attacks |
|                                 | $SKR \ GwSkey_{EN}$ | OK | No attacks |
| Network Server                  | Alive      | OK           | No attacks |
|                                 | Weakagree  | OK           | No attacks |
|                                 | $Niagree$  | OK           | No attacks |
|                                 | $Nisynch$  | OK           | No attacks |
|                                 | Secret $GrpKey_{Grpd}$ | OK | No attacks |
|                                 | Secret $GwSkey_{EN}$ | OK | No attacks |
| Join Server                     | Alive      | OK           | No attacks |
|                                 | Weakagree  | OK           | No attacks |
|                                 | $Niagree$  | OK           | No attacks |
|                                 | $Nisynch$  | OK           | No attacks |
|                                 | Secret $GwSkey_{EN}$ | OK | No attacks |
| $UMOAE$ Protocol                | End-Node   | Alive        | OK      | No attacks      |
|                                 | Weakagree  | OK           | No attacks |
|                                 | $Niagree$  | OK           | No attacks |
|                                 | $Nisynch$  | OK           | No attacks |
|                                 | Secret $GwSkey_{EN}$ | OK | No attacks |
|                                 | Secret $AppSkey$ | OK | No attacks |
| Gateway                         | Alive      | OK           | No attacks |
|                                 | Weakagree  | OK           | No attacks |
|                                 | $Niagree$  | OK           | No attacks |
|                                 | $Nisynch$  | OK           | No attacks |
|                                 | Secret $GwSkey_{EN}$ | OK | No attacks |
|                                 | Secret $AppSkey$ | OK | No attacks |
| NS                              | Alive      | OK           | No attacks |
|                                 | Weakagree  | OK           | No attacks |
|                                 | $Niagree$  | OK           | No attacks |
|                                 | $Nisynch$  | OK           | No attacks |
|                                 | Secret $GwSkey_{EN}$ | OK | No attacks |
|                                 | Secret $AppSkey$ | OK | No attacks |
| AS                              | Alive      | OK           | No attacks |
|                                 | Weakagree  | OK           | No attacks |
|                                 | $Niagree$  | OK           | No attacks |
|                                 | $Nisynch$  | OK           | No attacks |
|                                 | Secret $GwSkey_{EN}$ | OK | No attacks |
|                                 | Secret $AppSkey$ | OK | No attacks |
TABLE 8. Scyther results for proposed protocols II.

| Protocol | Role       | Claim | Status | Attack patterns |
|----------|------------|-------|--------|-----------------|
| UMOLAEG Protocol | End-Node  | Alive | OK     | No attacks      |
|           |            | WeakAgree | OK     | No attacks      |
|           |            | Niagree | OK     | No attacks      |
|           |            | Nisynych | OK     | No attacks      |
|           |            | SKR AppsKey | OK     | No attacks      |
|           |            | SKR GwSKeyEni | OK     | No attacks      |
| Gateway  | Alive      | OK     | No attacks |
|          | WeakAgree  | OK     | No attacks |
|          | Niagree    | OK     | No attacks |
|          | Nisynych   | OK     | No attacks |
|          | Secret GrpKeyGrpld | OK | No attacks |
|          | Secret GwSKeyEni | OK | No attacks |
| Network Server | Alive | OK     | No attacks |
|              | WeakAgree  | OK     | No attacks |
|              | Niagree    | OK     | No attacks |
|              | Nisynych   | OK     | No attacks |
|              | Secret GrpKeyGrpld | OK | No attacks |
|              | Secret GwSKeyEni | OK | No attacks |
| Join Server | Alive      | OK     | No attacks |
|            | WeakAgree  | OK     | No attacks |
|            | Niagree    | OK     | No attacks |
|            | Nisynych   | OK     | No attacks |
|            | Secret AppsKey | OK | No attacks |
|            | Secret GwSKeyEni | OK | No attacks |

1) MAN IN THE MIDDLE ATTACK
This attack is not possible as the uplink messages dispatched are using secure encryption functions. When $EN_i$ sends a message to $Gw_i$, it uses the symmetric session key ($GwSKey$) derived during the Join-Procedure. And when the $Gw_i$ wants to send a message to $fNS_i$, it uses the symmetric key $GrpKey_{Grpld}$. Likewise, when $fNS_i$ wants to communicate with $Gw_i$, it uses the calculated symmetric key $GrpKey_{Grpld}$. Using secure encryption functions, let proposed protocols to maintain confidentiality and integrity of messages.

2) REPLAY ATTACK
During the gateway registration protocol phase, random nonces are used to avoid replay attacks. Even if the attacker grabs the random nonce, he needs to have gateway credentials to perform a full registration procedure. Also, the attacker will not be able to generate valid messages to the gateway as the session key used to cipher it is calculated during Join and Rejoin procedures respectively.

3) PASSWORD GUESSING ATTACK
$PW_{Ui}$ is not stored and is only known by the user in charge of performing registration procedure. A variant of it value $h(PW_{Ui})$ is used to validate a user. It is important to consider that $h(.)$ is a one way has function that cannot reversed to obtain original credentials.

4) PRIVILEGED-INSIDER ATTACK
In the proposed solution, the network administrator ($U_i$) only have credentials for registering gateways and could not be able to capture other credentials because they are transmitted with a one-way hash function $h(PW_{Ui})$.

TABLE 9. LoRaWAN cryptographic operations.

| LoRaWAN Operation | Cryptographic Operations |
|--------------------|--------------------------|
|                    | XOR | Hash | MAC | CMAC | Secret | Addict | Addict2 |
| Session key derivation | BN  | NS   | 5   | 5    |         |        |        |
| Uplink message    | NS  | 2    | 1   | 1    |         |        |        |

5) BRUTE FORCE ATTACK
The attacker might try to decrypt the uplink message generated by an end-node. However, the message is protected by symmetric key of 128-bit length that could be changed on demand.

6) SEPARATION OF RESPONSIBILITIES
A gateway ($Gw$) will only handle a pre-calculated temporary root key ($GwSKa$) and every end-node session key ($GwSKey_{Eni}$). A gateway will not be able to derive $GwSKey_{Eni}$ as it does not store parameters for such purpose.

C. CRYPTOGRAPHIC OPERATIONS
In order to determine a potential performance affectation, it is important to analyze and identify the number of additional cryptographical operations that will take place with the current proposed solution. This cryptographical operations comprise hashing, simple XOR, symmetric encryption, symmetric decryption, asymmetric encryption, and asymmetric decryption.

First of all, the current operation of the protocol already includes some cryptographic operations according to the specification [13] that are listed in the table below. The considered operations were taken from the Join-Procedure activation and the Uplink message delivery. Table 9 contains the operation name, the number of cryptographic operations,
the entity that performs such operation and the phase where that operation takes place (Join-Procedure or UplinkMSG delivery). For the analysis it is important not to overload the End-Node as it has limited computational and power resources.

The following table 10 shows the total number of additional cryptographic operations to be executed by every entity considering the new protocols proposed.

The following Figure 12 provides a summary of the additional effort to be made by all participant entities to implement the protocols of the proposed solution. According to the results shown in table 10 and figure 12, there are more encryption and decryption functions to be executed; however, none of them belong to the end-node. As mentioned before, the End-Node should not be overloaded as that is the entity with the lowest computational capacity, the other devices provide more computational resources so that the inclusion of new cryptographic functions would not affect its overall performance. Devices like the gateway are able to run over robust devices. The whole back-end infrastructure (Join-Server, Application Server and Newtork Server) are able to run over servers, virtual servers or containers in cloud infrastructures.

To have a better understanding on the impact over the End-Node the following Figures 13, 14 show a comparison of the proposed solution with current LoRaWAN version in terms of cryptographic operations during the Session Key Derivation (Join-Procedure) and Uplink Message Delivery. In blue are all the new cryptographic functions added by the proposed solution whilst in orange are the current LoRaWAN cryptography operations. As showed one new type of operation is XOR. Also, another operation that comes from our proposal is hashing. CMAC operations refer to actions for calculating Message Integrity codes to guarantee message integrity. The proposed solution does not add new decryption functions or asymmetric operations.

The proposed protocols do not aim to implement new symmetric algorithms or to increase their encryption level (i.e. changing to AES-256). The solution is tied to the specification and although it will perform more cryptographic operations, their complexity will remain which means that the current computational resources would be enough to process the new operations.


TABLE 11. Parameters and its sizes.

| Parameter       | Description                  | Size (bytes) |
|-----------------|------------------------------|--------------|
| RN              | Random Nonces                | 8            |
| RSK             | Random Symmetric Key         | 32           |
| GwKeyGwi        | Gateway Symmetric Key        | 32           |
| GwSKa           | Gateway Symmetric Key Auth   | 32           |
| GwInf           | Gateway Auth Information     | 48           |
| MRreq           | Message Registration Request | 32           |
| IDui            | User Id                      | 16           |
| PWui            | User password’s              | 16           |
| GrpKeyGrpI       | Gateway Group Key            | 32           |
| MICGw           | AES CMAC                     | 16           |
| MA              | MA                           | 32           |
| GwEUIGwi        | Gateway EUI                  | 8            |
| h(x)            | One way Hash function SHA-256| 32           |
| MICPy           | MIC Payload                  | 4            |
| MICPyEN         | MIC Gateway Session Key      | 4            |
| GwDevIdEN       | Device Id with GwKey         | 9            |
| NSpubKey        | Network Server Public Key    | 256          |
| ISPubKey        | Join Server Public Key       | 256          |
| MHDR            | MAC Header                   | 1            |
| DevAddr         | Device Address               | 1            |
| FCtrl           | Frame Control                | 1            |
| FCnt            | Frame Counter                | 2            |
| FPort           | Frame Port                   | 1            |
| MIC             | Message MIC                  | 4            |

V. PERFORMANCE ANALYSIS OF THE PROPOSED PROTOCOLS

A. COMMUNICATION OVERHEAD

This section illustrates the communication overhead generated for Gateway Registration, GwSkey Derivation, UMOAEG and UMOUAEG protocols. This is an attempt to evaluate communication overhead over the aforementioned protocols. To calculate communication overhead, we assume that there are $j$ number of $EN_{i}$ and $k$ number of $Gw_{i}$ that might be connected to a LoRaWAN network infrastructure. The total number of additional bytes transmitted for each protocol are the total number of bytes generated in each message of the previous listed protocols. The list of the parameters and its sizes is shown in table 11. The comparative analysis for communication overhead of the protocols is shown table 12. For this scenario, the communication overhead of the proposed protocols is computed as follows:

1) Gateway Registration Protocol

$$M1 = \text{MRreq}||\text{ID}_{ui}||\text{GwInf}$$
$$M1 = 32*k + 16*k + 48*k$$
$$M1 = 96*k$$

$$M2 = \text{SEnc}(\text{GwSK}_{i}, \text{GrpKey}_{GrpId}, \text{EN}_{i}, \text{RN1})$$
$$M2 = \text{SEnc}(32, 32+16+8)*k$$
$$M2 = 64*k$$

$$M3 = \text{MA}||\text{GwEUI}_{Gwi}$$
$$M3 = 32*k + 32*k$$
$$M3 = 64*k$$

**Total_Overhead** = $M1 + M2 + M3 = 224*k$

2) Gw Session Key Derivation Protocol

$$M1 = \text{AEnc}(\text{NS}_{pubkey}, \text{GwEUI}_{Gwi}, \text{EN}_{i}, \text{EN}_{i}, \text{GwSK}_{i})$$
$$M1 = \text{AEnc}(256, 8+8+16) * k$$

3) UMOAEG Protocol

$$M1 = \text{MICPy}||\text{MIC}_{P_{EN}}||\text{EN}_{i}$$
$$M1 = 4*j + 4*j + 9*j$$
$$M1 = 17*j$$

$$M2 = \text{SEnc}(\text{GrpKey}_{GrpId}, \text{GwEUI}_{Gwi}, \text{EN}_{i}, \text{EN}_{i}, \text{GwSK}_{i})$$
$$M2 = \text{SEnc}(32, 8+16)*k$$
$$M2 = 48*k$$

$$M3 = \text{MICPy}$$
$$M3 = 32*k$$

**Total_Overhead** = $M1 + M2 + M3 = 17*j + 80*k$

4) UMOUAEG Protocol

$$M1 = \text{MICPy}||\text{MIC}_{P_{EN}}||\text{EN}_{i}$$
$$M1 = 4*j + 4*j + 9*j$$
$$M1 = 17*j$$

$$M2 = 64*k$$
$$M3 = 256*k$$
$$M4 = 256*k$$
$$M5 = 64*k$$
$$M6 = 64*k$$
$$M7 = 64*k$$
$$M8 = 64*k$$
$$MP1 = 17*k$$
$$MP2 = 32*k$$

**Total_Overhead** = $M1 + M2 + M3 + M4 + M6 + MP1 + MP2 = 17*j + 689*k$

The total overhead for the Gateway Registration Protocol is 224*k this effect is shown in Figure 15. The total overhead for the Gateway Session Key Derivation Protocol is 288*k, this is shown in Figure 16. For UMOAEG protocol is 40*j+80*k (see Figure 17) and for UMOUAEG is 40*j + 689*k as described in Figure 18. Previous figures are estimates based on the effect of adding more nodes and gateways respectively for each of the designed protocols in this work. In all figures there is a directly proportional effect between the overhead generated and the number of devices added.
TABLE 12. Communications overhead per protocol.

| Proposed Protocols | Communication Overhead Per Message | Total (Bytes) |
|--------------------|------------------------------------|---------------|
| GwSKey Derivation  | M1 256* | M2 32* | 288* |
| GwJ Registration   | M1 96* | M2 64* | M3 64* | 224* |
| UMOAEG             | M1 17* | M2 48* | M3 32* | 59* |
| UMOUAEg            | M1 17* | M2 64* | M3 256* | M4 256* | M5 64* | M6 17* | MP1 32* | MP2 17* | 689* |

FIGURE 16. Gateway session key derivation protocol communication overhead.

FIGURE 17. UMOAEG protocol communication overhead.

FIGURE 18. UMOUAEg protocol communication overhead.

TABLE 13. Values used to estimate power consumption.

| Cryptographic operation | Power Consumption (mW) |
|-------------------------|------------------------|
| AES-128 Encryption      | 41.7 [39]              |
| AES-128 Decryption      | 42.6 [39]              |
| XOR                     | 1.1 [41]               |
| HASH (SHA-1)            | 1.2 [40]               |

B. POWER CONSUMPTION ESTIMATION

In order to determine power consumption, it is important to clarify that it depends on the platform architecture where it will be deployed and the way the algorithm has been implemented as stated by [38].

To provide an estimate of the solution that we are proposing in this work, we will refer to one of the most common board for developing IoT prototypes and solutions which is Arduino. The authors in [39], perform a validation of the power used to cypher payloads using AES-128 in ECB,CBC and CTR modes, they have provided some statistics in terms of milliWatt (mW) consumed on the experiments performed. We are considering AES-128 in CTR mode as it is the algorithm used in LoRaWAN for encryption. For CMAC operations we will be considering the power used by an AES-128 encryption operation.

For estimating hashing power consumption, we will use the work described in [40]. The authors in their work use SHA-256 to validate cryptographic hardware in IoT devices. The values obtained in their experiment will be used to establish an approximate value of consumption for hashing operations.

Based on the aforementioned approaches, we will consider the values obtained in their works and perform an estimation over the end-node because is the entity with the smallest amount of computational resources and power. The following Figure 19 shows the estimate power consumption expressed in milliWatts (mW) of the current LoRaWAN v1.1 Join procedure and uplink message protocol. The values taken to perform the estimation are shown in table 13.

According to the estimation the proposed solution would be adding an extra power consumption of 20% approximately on the end-node during the Join Procedure where the Gateway Session is generated. When sending uplink messages the proposed solution would add 40% extra power consumption. These values are estimates and intend to show the extra effort in terms of power needed by the end-node.
In order to determine the Time Over the Air for a particular payload of data being transmitted over a LoRaWAN network, we will use The Things Network LoRaWAN airtime calculator [42]. This calculator has four parameters to perform calculations, those are: Input Bytes, Spreading Factor (SF), Region, and Bandwidth. We have used this calculator to estimate ToA for the payload being generated by $EN_i$. The following table (see Table 14) shows the estimate ToA for a 19-byte payload (53-byte total packet size) generated with uplink messages over US915 region frequency. The Tail Size column includes $MIC$ with 4 bytes, $MICPy$ with 4 bytes, $MICPEni$ with 4 bytes and $GwDevIdEN_i$ with 9 bytes. The chosen region does not support 250kHz bandwidth [15]; therefore, that information is not shown in the following table.

The following Figures 20 and 21 shows the effect of ToA when more $EN_i$ are presented within a LoRaWAN network. There is a directly proportional in time when more nodes send uplink messages through the network. It is important to remark that for US915 region there is a maximum dwell time (amount of time needed to transmit on a frequency) of 400ms per channels 0 to 63 but for channles from 64 to 71 there are no restrictions. Any payload above that time might not be delivered.
TABLE 14. Time over the air for a single $EN_i$.

| Header Size | Payload Size | Tail Size | Spread Factor (SF) | Bandwidth in kHz | ToA in ms |
|-------------|--------------|-----------|-------------------|------------------|-----------|
| 13          | 19           | 21        | SF7               | 125              | 102.8     |
| SF8         | 125          |           | 184.8             |                  |           |
| SF9         | 125          |           | 32x.7             |                  |           |
| SF10        | 125, Max Payload Size Exceeded | |                  |                  |           |
| SF11        | 125, Not supported by US915 region | |                  |                  |           |
| SF12        | 125, Not supported by US915 region | |                  |                  |           |
| SF7         | 500          |           | 25.7              |                  |           |
| SF8         | 500          |           | 46.2              |                  |           |
| SF9         | 500, 82.2    |           | 82.2              |                  |           |
| SF10        | 500, 154.1   |           | 154.1             |                  |           |
| SF11        | 500, 287.7   |           | 287.7             |                  |           |
| SF12        | 500, Max Payload Size Exceeded | |                  |                  |           |

For future work, we have considered to modify a LoRaWAN library for including these new changes over IoT devices based on Arduino hardware architecture to deploy the following proposed protocols. Likewise, perform a penetration testing over the Gateway Registration Protocol to prove its effectiveness. In addition, design a protocol to authenticate Class B beacon messages.
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