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Abstract: With combination between the control systems of vehicle and Internet technology, the in-vehicle network itself is no longer a local area network with security, but faced with great threat from external world. Pay attention to FlexRay, a security protocol composed with data encryption, data authentication and key distribution are produced. Besides, a data compression method was proposed to reduce the real time problem caused by added security designs. Invoking the CANoe software and Freescale S12XF MCU, a simulated in-vehicle bus system was established to evaluate the designs, which showed a robust ability to defense normal attacks and the real time influence was decrease by 7.54% and 6.23% in transmit side and receive side respectively.
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1. Introduction

With the improvement of the automobile electronization, it results in the rapid increase of module’s numbers and more complicated systematic functions for realization more advanced software and electronic functions. For general examples, systems like the airbag, the self-adaptive cruise control, and the traction control are implemented on distributed electrical and electronic architecture to obtain more comfortable and safer vehicle environments.

For a long time, to keep in-vehicle network security, all of the OEMs use LIN, CAN or FlexRay separately for internal vehicle communication. But with the development of electronization, it is no longer dependent and secure for in-vehicle network in which various way can access and causing problems of safety for driving, self-privacy and public security.

Recent year, many country has begun to set research programs for vehicular network. Government of USA established a platform to share information and seek corporation that associated with vehicular network [1]. SAE published standard for vehicular network giving a throughout suggestions for constructing a vehicle [2]. The EVITA project trying to build secure vehicular network environment give a three level model to keep the information privacy [3]. OVERSEE is building a vehicle intelligence platform to provide secure applications and access control [4]. In Japan, IPA publishes a brochure in 2013, which produce several solutions for security problems [5].

Although these already a lot of programs focus on this area, but not too much people pay attention to it until in 2013 and 2015, two security researchers successfully implemented a remote intrusion into the
in-vehicle bus network [6], [7]. Most of nowadays researches are focus on security protocol to keep transmitted data integrity, confidentiality. In [8], [9], a throughout security protocol was proposed and evaluated it by carry out attacks. In [10], a source authentication method was produced but cost too much memory size for in-vehicle ECU. In [11], [12], a lightweight authentication method for CAN is achieved by divide the mission into two separate online calculation and offline calculation. But with more powerful computer, there still a chance to crack it.

For FlexRay, few researches are focus on it. In [13], key exchange method in the security protocol is not efficient with several times of handshakes. In [14], multi-level key chain is used for authentication.

All in all, most of the researches are focus on CAN network, few of them are pay attention to FlexRay, which do not consider real time problem mostly. Although reasonable network scheduling can make data frames transmit more efficiently [15], [16], the real-time problem caused by insufficient computing power of ECU could not be completely solved by network scheduling technology after adopting network security technology. Considering these two requirements, a FlexRay security communication protocol and a data compression method to improve the security performance of FlexRay network are proposed.

The structure of this paper is as follows. Chapter 2 briefly introduces the FlexRay network security threats; Chapter 3 gives the design of the secure communication protocol, and describes it in detail in the form of flow chart and pseudo-code; Chapter 4 describes the concrete steps of data compression method; Chapter 5 verifies the proposed secure communication protocol and data compression method by experiments; and finally, Chapter 6 summarizes and prospects the full text.

2. Security Threat to FlexRay

Due to the diversification of drivers' demand for automobile functions, various electronic products are added to the automobile, which improves the automobile driving assistance function but brings a threat to the network security of the in-vehicle bus system.

The development of in-vehicle bus system for last half a century, LIN, CAN, FlexRay and other in-vehicle bus protocols have not considered network security issues. When the automobile electronic control system is connected to the smartphone, OBD II scanner and wireless network system, it is easy to reveal the privacy information of the in-vehicle network and the possibility of the losing the control of the automobile caused by hacker is extremely high. Therefore, for FlexRay, we can summarize the following two network security problems: first, the lack of message authentication mechanism. Every electronic control unit of a car fully believes in the origin of the data it receives. An attacker can forge a data frame with a legitimate frame ID, and the receiving node will receive it indiscriminately and change the car's behavior according to the content of the data frame. Secondly, because FlexRay broadcast feature, all nodes connected to the bus can read real-time communication data, including third-party malicious electronic products or malicious bus monitoring program.

Therefore, how to defend the vulnerabilities in the data layer and physical layer of the communication protocol is the core problem to be solved in the development of automobile.

3. Proposed Security Protocol

In view of the security defects of FlexRay, a security protocol was proposed. It mainly includes three parts: data encryption, message authentication and key distribution.

3.1. Data Encryption and Authentication Algorithm

In the part of data encryption, AES series algorithms are used to encrypt data in different scenarios using counter (CTR) mode. The structure of the algorithm itself is not complicated. However, the implementation of the whole algorithm becomes very secure after multiple rounds of extended key encryption, and the
diffusion, confusion and non-linear functions. In addition, the counter (CTR) mode is used to encrypt the original data, so when the length of the data is not an integer multiple of the AES packet, the original data does not need to be filled, and the encrypted result is the same as the original data length.

In the aspect of message authentication, message authentication code is calculated by HMAC algorithm with SHA-1 as its core, using the same key in data encryption, and attaching the message authentication code after the sending data.

3.2. Key Distribution Method

In communication, the distribution of session keys has always been a difficult problem. Generally, handshakes are needed at both ends of the communication system, which is too slow for the in-vehicle network, and the real-time performance is not guaranteed. The method proposed in this paper uses one-way key chain and publishes the key in plaintext after a certain delay. The process is as follows:

Before the communication starts, each sending node needs to calculate a fixed-length key chain through a one-way function, where the one-way function can be various hash functions. In the calculation process, the hash function needs to be called recursively.

At the same time, the two sides need to negotiate the following two parameters in advance:

(1) $T_{int}$: Length of time slot. Communication time is divided into many equal-sized lengths, each of which is $T_{int}$

(2) $d$: Publishing interval. The size of $d$ is an integral multiple of $T_{int}$, and every $d$ passes, a used key will be published.

Because the object of this paper is the FlexRay communication network, which uses the TMDA mode to communicate, thus the time has been divided into equal-sized time slots by the protocol. Therefore, the parameter $T_{int}$ can be set to one or more communication cycles.

The key generation and distribution method in communication is shown in Fig. 1. In the figure, $T_j$ is a time slot with the length of $T_{int}$. Take $T_j$ as an example, in the current period of time, all the security operations involved in sending data are completed by $K_2$, and after each sending data, the key $K_3$ used in the previous time slot is published in plaintext. From the time slot $T_j$ when the key $K_2$ is used to the time slot $T_2$ when the key is published, the interval between it is $d$. In Fig. 1, $d$ is set to be equal to $T_{int}$, that is, the key is published every time slot. Since the key chain is generated by a one-way hash function and is used in the reverse direction, it is impossible to deduce the next encryption key to be used from the newly published key and only wait for the publication of the sender.

When receives the message containing the key, the receiver can use the received key as input for hashing operation. Because the use of the key chain is contrary to the direction of generation, if the key is correct, the result of the hash operation should be the key of the previous cycle.

---

![Fig. 1. Key distribution process.](image-url)
3.3. Security Protocol

The security protocol proposed in this paper combines data encryption, message authentication and key distribution strategy. It designs specific operation steps for four processes: sender initialization, receiver initialization, sending and receiving.

For convenience, some symbols are used in describing security protocol, and their definitions are shown in Table 1.

| Item      | Meaning                      | Item      | Meaning                      |
|-----------|------------------------------|-----------|------------------------------|
| ECUS      | Transmitting node            | C         | Ciphertext                  |
| ECUR      | Receiving node               | P         | Plaintext                   |
| Seedₖ     | Seed number of K-th cycle    | M         | Message authentication code |
| Nonce     | Random number                | KL        | Long-term key in 32-bytes   |
| T         | Cycle number                 | h(x)      | On way hash function        |
| E(x,k)    | Encrypt data x using key k   | CTRL      | Long-term counter           |
| KCₑiⱼ     | The j-th key in the i-th key chain | Fi | Frame with ID i |
| H(x,k)    | Calculating HMAC for x using key k | CTRₚᵢ | The counter value of frame with ID i |
| Trunc(x,n)| Truncate x into n bytes      | CTRₚᵢ    | Temper value of CTR         |
| C         | Ciphertext                   |           |                              |

In the whole protocol, the length of the key chain can be set appropriately, but need to ensure that it can be updated online in a timely manner, in this study we set the length in 10. In addition, all counter lengths need to be the same as the block lengths of the encryption algorithm, which is 16 bytes. All message authentication codes are truncated to 10 bytes. At the same time, in order to verify the key and the initial counter value, a long-term key Kₖ and a long-term counter CTRₖ are set up in all ECUs, and the two parameters are consistent in all ECUs within the same node cluster.

In order to explain the specific design of security protocol more clearly, the flow chart of functional modules and pseudo-code of specific operation steps are given respectively for the four processes, and explain the design purpose and meaning of specific operation steps through text description.

During the initialization process of the sender, its modularization process is shown in Fig. 2. Pseudo-code descriptions of each step is as follows:

Step 1: Generate Seed₁

Step 2: for j = 1:10
   if(j == 1)
     KCₑ₁ = h_SHA₁(Seed₁)
   endif
     KCₑ₁⁻¹ = h_SHA₁(KCₑ₁⁻¹)
   end loop

Step 3: M_KCₑ₁₀ = H_SHA₁(KCₑ₁⁻¹ || CTRₚ₀ || K₁)

Step 4: CTRₚᵢ = CTRₚ₀

Step 5: CTRₖ = CTRₚᵢ + 1

Step 6: Generate Seedₖ₁, Seedₖ₁₋₁, ..., Seedₖₙ

Step 7: for Fₓ = { Fₓ₁, Fₓ₂, Fₓₙ, ..., Fₓₙ }
   Nonce = h_SHA₁(Seedₓ₁)
   CTRₓ₁ = Trunc(Nonce,8)||{0}₆₄
   CCTRLₓ₁ = E_AES-256(CTRₓ₁,K₁)
   CCTRLₓ₁⁻¹ = CCTRLₓ₁ ⊕ CCTRLₓ₁
   CTRₓ₁ = CTRₓ₁ + 1
   end loop

Step 8: M_CTRLₓ₁ =
   H_SHA₁(CCTRLₓ₁⁻¹ || CCTRLₓ₁⁻¹ || CCTRLₓ₁⁻¹ || CCTRLₓ₁⁻¹ || M_CTRLₓ₁⁻¹ || M_CTRLₓ₁⁻¹ || M_CTRLₓ₁⁻¹)

Step 9: Send
   {CCTRLₓ₁⁻¹ || CCTRLₓ₁⁻¹ || M_CTRLₓ₁⁻¹ || M_CTRLₓ₁⁻¹ || M_CTRLₓ₁⁻¹} to receiver
At the sending node, two types of seed values Seed\(_1\) and Seed\(_{F_i}\), ... , Seed\(_{F_n}\), are generated. Seed\(_1\) is used to calculate the key chain, and others are used to generate the initial counter value of each data frame. In the first cycle after the start of communication, all receiving nodes are not aware of any information of the key chain, so it is necessary to send the message authentication code of the first used key to all nodes. At the same time, in order to ensure the real-time, it is necessary to calculate the message authentication code in combination with the long-term counter value. The same operations are performed on the initial counter values of each data frame, except that they need to be encrypted once more and the cipher text also needs to be sent to the receiver.

The initialization process of the receiver is relatively simple. After receiving the cipher text of all the counter values of the data frames, the HMAC algorithm is used to authenticate them. If passed, the long-term counter CTR\(_L\) and the long-term key K\(_L\) are used to decrypt them in AES-CTR mode, and then the counters are separated in 16 bytes. After each initialization of the key chain, the message authentication code of the key is sent to each receiver before the key chain is formally used. The receiver will save the message authentication code temporarily until the first key used in the new key chain is broadcast, and then authenticate it.

The flow chart of the Transmitting process is shown in Fig. 3. The specific steps can be expressed as follows:

1. C\(_{CTR_{F_x}}\) = E\(_{AES-128}\)(CTR\(_{F_x}\), K\(_C\))
2. C\(_{P_T}\) = C\(_{CTR_{F_x}}\) \(\oplus\) P\(_T\)
3. M\(_{P_T}\) = H\(_{SHA-1}\)(C\(_{P_T}\)||CTR\(_{F_x}\)||K\(_C\))
4. CTR\(_{F_x}\) = CTR\(_{F_x}\) + 1
5. Send C\(_{P_T}\)||K\(_C^{i-1}\)||M\(_{P_T}\)

Whenever there is data ready for transmission, the key in K\(_C\) is used to encrypt CTR\(_{F_x}\) with AES-128 algorithm. The result is XOR with plaintext then cipher text is obtained. Next, the message authentication code is computed using the same key after concatenating the cipher text with CTR\(_{F_x}\). Finally, the cipher text
is concatenated with the key used in the previous cycle and the message authentication code. At the same
time, $\text{CTR}_F$ should be added by one to itself.

The receiving process is relatively complex, and the flow chart is shown in Fig. 4. Specific steps can be
expressed as follows:

Step 1: Receive $C_{PT1}||KC^{i-1}_i || M_{PT}$

Step 2: if $(H_{SHA-1} KC^{i-1}_i) != KC^{i-1}_i$ then authenticate failed, go to Step 7

End if

Step 3: if $(H_{SHA-1} (C_{PT1} || CTR_F KC^{i-1}_i)) != M_{PT}$ then authenticate failed, go to Step 7

End if

Step 4: $P_{PT1} = \text{AES-128}(CTR_F KC^{i-1}_i) \oplus C_{PT1}$

Step 5: $\text{CTR}_F = \text{CTR}_F + 1$

Step 6: Buffer $C_{PT_i}, M_{PT_i}, KC^{i-1}_i$

Step 7: End

Before explanations of pseudo code of the receiving process, it is necessary to declare that the verification
of the received data by the receiver needs to be delayed by one cycle. Because the sender will publish the
key calculating the message authentication code of the corresponding data frame in the next cycle, thus all
the data received in the current cycle will be stored unconditionally, and then authenticated and decrypted
after the key is received in the next cycle.

It should be noted that since no key needs to be published in the first cycle of communication, this part of
the key field placed in the payload is set to "0". And in this cycle, no data can be verified and decrypted, the
received data will be temporarily buffer, no other operations will be done, and the value of the data frame
counter $\text{CTR}_F$ will not increased. It is worth noting that $\text{CTR}_F$ increases only when the data frame is
authenticated.

4. Data Compression Method

4.1. Design of Data Compression Method

On the in-vehicle bus network, ECUs with different functions are carried, and these ECUs complete their
tasks according to the program. Tasks such as data encryption and message authentication code calculation
take a long time for the CPU to complete an operation, and with the increase of the amount of
communication data, the occupied time increases linearly, which may cause the normal functions of ECU to
be unable to complete in time. Previous research on data compression methods of in-vehicle network
mainly focuses on CAN bus and has different compression purposes [17], [18]. In view of the specific situation of this study, a compression method for FlexRay data is proposed to reduce the amount of communication data, at the same time achieve data security purposes. This shortens the time that the safety-related calculations occupy the main processor, so that the normal functions of the ECU can be completed on time.

The basic idea of the data compression method proposed in this paper is to send only the change of data, but not the complete value of data. Because the data of in-vehicle communication are mostly control signals or some continuously changing signals, and the communication cycle length of the protocol is at the level of milliseconds. Therefore, the change of the same signal in the two adjacent periods may be extremely small or no change at all. The following describes the specific operation of the compression method:

The whole process of compression is shown in Fig. 5, where Signal\(_{1}\), Signal\(_{c}\) and Signal\(_{D}\) represent the complete value of last cycle, the complete value of current cycle and the change of signal value, respectively. When a communication cycle arrived at the transmitter side and the data of a signal is ready to be sent, the complete value of the current period of the signal is XOR with the complete value of the previous period. The non-zero bytes in the result, i.e. the changed bytes, are extracted and sent to the receiver as compressed data. At the receiving end, the corresponding inverse operation can be carried out to obtain the complete data of current cycle. But the specific operation of this process needs some auxiliary information to complete. The auxiliary information here is the indicator of compressed data.

![Fig. 5. Data compression on transmitting and receiving side.](image1)

For the data frame shown in Fig. 6, an indicator bit field is set for each compressed signal. The length of the field matches the length of the signal, that is, each byte in the signal has a bit corresponding to the indicator bit field of the signal. When a byte in a signal is changed, an extraction of this byte will happen and the indicator bit of the corresponding byte is set to "1", besides the indicator bit of the unchanged byte is set to "0". The extracted bytes are repositioned in the payload in a left-aligned manner with the indicator bits. The receiver can therefore find the changed bytes according to the indication bit to carry out de-compression.

![Fig. 6. Compressed data format.](image2)
In addition, it should be noted that the purpose of the compression method proposed in this paper is not to reduce the amount of data sent, but to reduce the amount of data that encryption algorithm and message authentication algorithm need to progress, so as to shorten the time occupied in the CPU by the operation of security protocol.

4.2. Combination of Security Protocol and Data Compression Method

The data compression method proposed in this paper is to reduce the CPU time occupied by the security algorithm and reduce the number of times the security algorithm is used. When the data compression algorithm is combined with the security protocol, it can detect whether the number of operations of AES or HMAC algorithm decreases by using the data compression method according to the length of the specific data frame, and if there is no improvement, signals are still sent in the form of original one. In addition, when the compressed data length is zero, the encryption is no longer performed, and the input of message authentication is only the counter value of the corresponding data frame.

5. Experiment

5.1. Experimental Environment

In this paper, the simulation bus environment is built by using the in-vehicle bus simulation tool CANoe of German Vector Company and two FlexRay development boards EVB912XF of Freescale Company, i.e. the real vehicle ECU. The hardware-in-the-loop simulation experiment is completed. The Abstract module diagram of the experimental environment is shown in Fig. 7 and the actual environment is shown in Fig. 8.

![Fig. 7. Abstract module of experimental environment.](image1)

![Fig. 8. Actual experimental environment.](image2)

5.2. Evaluation

The experiment is divided into two parts, which verify the proposed security protocol and data compression method. In the process of validating the security protocol, the virtual ECU in CANoe is used as the attack node to send malicious messages to the evaluation board EVB9S12XF. The validity of the design is verified by analyzing the communication data on the bus after joining the secure communication protocol. In the process of validating the data compression method, the effectiveness of design is validated by comparing the amount of data that needed to be processed by the security algorithm before and after using the data compression method.
5.2.1. Validation of security protocol

Firstly, a virtual ECU is built in CANoe. The result is shown in Fig. 9. Among them, ECU_1 and ECU_2 represent FlexRay evaluation board, and ECU_3 is a virtual ECU which one as attack node.

![Simulated bus environment in CANoe.](image1)

Fig. 9. Simulated bus environment in CANoe.

In order to show the results more clearly, only static frame F_4 with frame ID 4 and dynamic frame F_{63} with frame ID 63 are selected as representatives to verify the design. Among them, the length of F_4 is 20 bytes, and the update period is 1; the length of F_{63} is 8 bytes, and the update period is 8. The security protocol is coded in C language in Codewarrior environment and downloaded to the evaluation board. At both sides of the transceiver and receiver, data encryption, authentication and key chain calculation are accomplished by the combination of S12X processor and XGATE coprocessor. The use of XGATE coprocessor greatly improves the computational efficiency of the security algorithm and guarantees the real-time performance. After the application of secure communication protocol, the data transmitted on the bus is shown in Fig. 10.

![Secure data transmitted on bus.](image2)

Fig. 10. Secure data transmitted on bus.

In the first communication cycle, three data frames with IDs of 4, 62 and 63 were sent. The ID of the application data frame is 4 and 63, and the frame with ID 62 is used to send the cipher text, message authentication code and initial key of the initial IV. The first 32 bytes of F_{62} are the cipher text of CTR_{F_{4}}||CTR_{F_{63}}, and its calculation method is shown in Step 7 in the initial process of the sender in Chapter 3. The message authentication code of TR_{F_{4}}||CTR_{F_{63}} is from 33 bytes to 42 bytes, which is shown in Step 8 in the initial process of the sender, and the last 10 bytes are the message authentication code of the first key used in the key chain which the calculation method is as shown in Step 3.3 in the initialization process of the sender; the first 20 bytes in the transmission data of F_4 in the seventh cycle are cipher text, and the
calculation method is as shown in the transmission process Step 1~2; the next 16 bytes are the used key of the previous cycle. Since the seventh cycle is the first cycle of formal communication no key need to be published; the last 10 bytes are message authentication code, calculation method is as shown in Step 3 of transmission process.

Next, virtual ECU is used to attack real ECU equipped with security protocol. Firstly, F_{63} is used to carry message forgery attack, as shown in Fig. 11. At time point 4.214178, forged data frames appear on the bus, just within the normal transmission time interval of 4.144185 and 4.256174. After receiving the forged data, the node first extracts the key carried by the frame and hashes the key. If the result is equal to the key received in the previous cycle, the first step verification is passed, then the cipher text and message authentication code in payload are temporarily stored. However, the data frame is forged, and the key carried by the attacking node is incorrect because the attacking node does not possess the key and CTR and other functional parameters. Compared with F_4 sent in 17 cycles, the key carried by F_4 in 16 cycles can be obtained by one hash operation. On the contrary, F_{63} in 17 cycles carries different key from that of F_4 in the same period, so it is almost impossible to get the key published in the previous cycle through hash operation.

Fig. 11. Message forgery attack.

Fig. 12. Message replay attack.

Continue to carry message replay attack with F_{63}, as shown in Fig. 12. Because FlexRay is a TDMA communication protocol, it is impossible to retransmit a data frame with the same frame ID. However, considering that the key carried by different periodic data frames are varied, the way of delayed periodic replay attack cannot pass the first step verification, such as the message forgery attack. Therefore, in this attack, we changed the object of the retransmit, and it is decided not to retransmit F_{63} but to retransmit F_4, so that the key verification can pass. The transmission time points of legitimate data frames are 0.983997
and 1.095986. The time points of replay data frames are 1.012009 and 1.123998. It can be seen that the payload of replay data frames is exactly the same as that of F4 in the same cycle. For the receiving node, it will temporarily save the replay data frames until the next cycle to verify. However, because the counter CTRF maintained by different data frames is not same, and the input of the message authentication code is C_{F_{C4}}||CTR_F, then it cannot generate a valid message authentication code. Therefore, the message replay attack also fails and cannot work under the protection of security protocol.

5.2.2 Validation of data compression method

In order to improve the efficiency of FlexRay communication and achieve the goal of double encryption, this study has carried out data compression on bus data. The transmission of raw data and compressed data is shown in Fig.13 and 14, respectively. The original data length of F4 is 20 bytes, which contains 5 signals. Each signal’s length is 4 bytes. The indicator needs 20 bits, at least 3 bytes. But because the FlexRay protocol stipulates that the payload length must be even number, thus the indicator actually occupies 4 bytes.

![Compressed frame with ID 4](image1.png)

![Compressed frame with ID 4](image2.png)

In order to show the improvement of the time occupied by the security algorithm in CPU after data compression, in this paper we uses the communication data extracted from the real car to verify. In 96 000 communication cycles, the number of F4 and F63 extracted was 96 000 and 12 000 respectively. The length of F4 is 20 bytes before compression and F63 is 6 bytes before compression. After compression, the data length distribution of F63 and F4 is shown in Fig.15 and 16.
For a data frame, the total time needed for each security operation can be calculated by formula (1):

$$D_{Fi} = D_{En} \times T_{En} + D_{HMAC} + D_{sha1}$$

(1)

where $D_{Fi}$ is the total time needed for Fi security operation, $D_{En}$ is the time required for encryption, $T_{En}$ is the number of times required for encryption, $D_{HMAC}$ is the time required for message authentication, and $D_{sha1}$ is the time required for a SHA-1 hash operation for key verification at the receiving end. Then, for $F_4$ and $F_{63}$, according to the measured result of each security algorithm in hardware, the total time required for their security operation is shown in Table 2.

| Transmitter (unit: ms) | F4 | F63 | F4 | F63 |
|------------------------|----|-----|----|-----|
| 4.904                  | 4.572 | 5.936 | 5.604 |

According to formula (1), the calculation method of the average occupancy time of processor for security operation can be deduced, as shown in formula (2).

$$D_{Fi}^{avg} = \frac{D_{total}(F_1) + D_{HMAC}(F_1) + D_{sha1}(F_1)}{N_{Fi}}$$

(2)
Which $D_{F_i}^{avg}$ is the average time processor be occupied, $N_{F_i}$ is the number of $F_i$, $D_{En}^{total}$, $D_{HMAC}^{total}$ and $D_{sha1}^{total}$ is the time needed for the operation of encryption, message authentication and key authentication to all data frames. Then, before and after compression, comparison of the time needed for CPU to carry out the security operation is shown in Table 3. Because the length of $F_4$ and $F_{63}$ are not more than 64 bytes, and the HMAC calculation is still needed even if the length of compressed data is zero, the time needed for message authentication has not been improved.

From Table 3, it can be concluded that the time taken by all sending data encryption of $F_4$ is shortened by 35353ms after compression, with a change rate of 55.4%; the time taken by all sending data encryption of $F_{63}$ is shortened by 3927ms after compression, with a change rate of 98.5%; the average time taken by all security operations of $F_4$ is shortened by 0.37ms at both sending and receiving sides, with a change rate of 7.54% and 6.23%; the average time taken by all security operations of $F_{63}$ is shortened by 0.328ms at both sending and receiving sides, with a change rate of 7.17% and 5.85%.

| Channels | Before Compression | After Compression |
|----------|--------------------|-------------------|
| Frame    | $F_4$              | $F_{63}$          |
| Bytes need to Encrypt | 1920000 | 72000 |
| Bytes need to Authenticate | 1920000 | 72000 |
| $D_{En}^{total}$ (ms) | 63744   | 3984   |
| $D_{F_i}^{avg}$ (ms)  | Transmitter 4.904 | 4.572  |
|                    | Receiver     5.936 | 5.604  |

6. Conclusions

In this paper, in order to deal with the security problem of in-vehicle bus network, a network arrangement scheme combining data encryption, message authentication and key distribution for FlexRay bus is proposed, and a data compression method is proposed for the real-time problem of vehicle communication. And an auxiliary data compression method is proposed for the real-time problem of in-vehicle communication. By validating the design with hardware-in-the-loop simulation, it can be proved that the proposed secure communication protocol has the function of resisting the network attack behavior, and the data compression method improves the efficiency of FlexRay communication while achieving the effect of double encryption at the same time.
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